OpenGL状态量

1. Buffer

glBindBuffer(GL\_ARRAY\_BUFFER,VBO);

1. ShaderProgram

glUseProgram(shaderProgram);

1. VertexAttributeArray

glEnableVertexAttributeArray(0);

1. VertexArray

glBindVertexArray(VAO);

1. Buffer操作

buffer是在内存中已有绘制相关的数据，将这些数据拷贝到gpu存储(显存)中，之后的渲染流程中直接从显存中取数据，而不是再通过从内存中取数据(较慢)。

1. 创建buffer

unsigned int VBO;

glGenBuffers(1,&VBO);

通过带入取值的方式获得buffer id。

1. 操作buffer

glBindBuffer(GL\_ARRAY\_BUFFER,VBO);

1. 指定buffer数据

glBufferData(GL\_ARRAY\_BUFFER,size\_byte,content\_array,draw\_mode);

1. Shader
2. 创建shader

unsigned int vertexShader;

vertexShader=glCreateShader(GL\_VERTEX\_SHADER);

1. 指定shader内容及编译

glShaderSource(vertexShader,1,&vertexShaderSource,NULL);

glCompileShader(vertexShader);

1. 获取编译错误

int success;

char infoLog[512];

glGetShaderiv(vertexShader,GL\_COMPILE\_STATUS,&sucess);

if(!sucess)

{

glGetShaderInfoLog(vertexShader,512,NULL,infoLog);

}

1. shader program

//创建

unsigned int shaderProgram;

shaderProgram=glCreateProgram();

//链接

glAttachShader(shaderProgram,vertexShader);

glAttachShader(shaderProgram,fragmentShader);

glLinkProgram(shaderProgram);

//获取错误

glGetProgramiv(shaderProgram,GL\_LINK\_STATUS,&sucess);

if(!sucess)

{

glGetProgramInfoLog(shaderProgram,512,NULL,infoLog);

}

1. 使用shader

glUseProgram(shaderProgram);

1. 删除shader

glDeleteShader(vertexShader);

glDeleteShader(fragmentShader);

1. Objects
2. VBO(Vertex Buffer Object)

vertex数据的存储，通过Buffer相关操作创建和指定数据内容。

1. VAO(Vertex Array Object)

与VBO的VertexAttribute(指明buffer的内容结构)和EBO进行关联，当有多个物体进行渲染时，只需初始时通过bind VAO配置一次，之后再次需渲染时，切换到相关联的VAO即可。

1. EBO(Element Array Object)

使用原生的VBO存储可能会产生大量的数据冗余，所以在VBO中存储的是内容不相同的vertex,EBO存储的是原数据内容的索引。通过Buffer相关操作创建和指定数据内容。

四、绘画

glDrawArrays(GL\_TRIANGLES,0,3);

glDrawElements(GL\_TRIANGLES,6,GL\_UNSIGNED\_INT,0);