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\*\*\* Lina Cao , Thursdays 1:15PM \*\*\*

SDGB 7844; Prof. Nagaraja; Fall 2017

## Question 1

The vectors state.name, state.area, and state.region are pre-loaded in R and contain US state names, area (in square miles), and region respectively.

2a) Identify the data type for state.name, state.area, and state.region.

# "typeof" is a function to determine the type or storage mode of the required object  
  
typeof(state.name)

## [1] "character"

typeof(state.area)

## [1] "double"

typeof(state.region)

## [1] "integer"

# we can also use "mode" or "class" to get the results  
# as shown in "help", "integer" or "double" in "typeof()" will be placed as "numeric"  
  
mode(state.name)

## [1] "character"

mode(state.area)

## [1] "numeric"

mode(state.region)

## [1] "numeric"

class(state.name)

## [1] "character"

class(state.area)

## [1] "numeric"

class(state.region)

## [1] "factor"

# from the result and the commonsense, use "is.xxx" to get the exact type of the data  
# if the answer is TRUE, it is the correct type  
  
is.character(state.name)

## [1] TRUE

is.numeric(state.area)

## [1] TRUE

is.factor(state.region)

## [1] TRUE

**The results shows all true. The type of state.name is character. The type of state.area is numeric. The type of state.region is factor.**

2b) What is the longest state name (including spaces)? How long is it?

# COUNT HOW LONG IS THE LONGEST STATE NAME #  
# "nchar()" is used to count the number of characters (or bytes or Width), whose element is illustrated as "state.name[]". Since we know state.name belongs to characters, we have to use "nchar" instead of "length".  
# "max()" is to print the biggest one in the lengths of the state names  
  
max(nchar(state.name))

## [1] 14

# PRINT THE LONGEST STATE NAME #  
# we have the longest name width of the states, check where the state is in the vector state.name  
# use "==" to judge every element in state.name, whether they reach the requirement  
  
 ## nchar(state.name)==max(nchar(state.name))  
  
# a series of TRUE/FALSE will be returned  
# extract those element with TRUE in former criterion, use "state.name[]"  
  
state.name[nchar(state.name)==max(nchar(state.name))]

## [1] "North Carolina" "South Carolina"

**The longest state name have 14 characters (include space). There are two states have 14 characters. They are "North Carolina" and "South Carolina".**

2c) Compute the average area of the states which contain the word "New" at the start of the state name. Use the function substr().

# firstly, extract the first three letters from each state name  
  
 ## substr(state.name[],1,3)  
  
# we are required to find those start with "New", use "==" to check those reach the criterion  
  
 ## substr(state.name[],1,3)=="New"  
  
# third, sum all the areas from the states satisfied the condition, where "state.area[]" is used to extract area  
  
 ## sum(state.area[substr(state.name,1,3)=="New"])  
  
# then calculate the numbers that are summed up  
  
 ## length(state.area[substr(state.name,1,3)=="New"])  
  
# finally divide sum by length  
  
sum(state.area[substr(state.name,1,3)=="New"])/length(state.area[substr(state.name,1,3)=="New"])

## [1] 47095.5

**Use "substr()" to extract the first three letters of each state names, and choose those answer is “New”. After that, extract the area of the states, and add them up. The result of the states that meet the requirement is 47095.5 .**

2d) Use the function table() to determine how many states are in each region. Include the table in your solutions.

# simply use table() and list the results of how many states in each region  
   
table(state.region)

## state.region  
## Northeast South North Central West   
## 9 16 12 13

# but it is not consist with the required table format  
# copypaste the needed information to the following chart.

|  |  |
| --- | --- |
| **Region** | **Number of States** |
| **Northeast** | **9** |
| **South** | **16** |
| **North Central** | **12** |
| **West** | **13** |

## Question 2

Computing the geometric mean of a numerical vector x.

2a) Using a for loop, write code to compute the geometric mean of a numeric vector x. Make sure your code (i) removes any NA values and (ii) prints an error message if there are any non-positive values in x.

x <- c(NA,4,67,3)  
x <- x[!is.na(x)] # remove all the NA in vector x  
n=length(x) # count the number involveed in calculation which is used as radical exponent  
  
prod.x <- 1 # give product of x[i] the initial value 1  
for(i in 1:n){ # loop repeated n times  
   
 prod.x <- prod.x\*x[i] # multiply each new element to the former result  
   
} # end loop   
 # use "if statement"" to compute total product  
if (prod.x<=0){  
 print("Error!!There is non-positive value in x")   
 # print an error message if non-positive values exist  
}else{  
 print(prod.x^(1/n))   
 # print the final geometric mean when the elements are all positive  
} # end if/else

## [1] 9.298624

1b) Test your code on the following cases and show the output: (i) {4, 67, 3}, (ii) {NA, 4, 67, 3}, (iii) {0, NA}, 6}, (iv) {67, 3, infinity}, and (v) {-infinity, 67, 3}.

#### (i) {4,67,3} ####  
  
x <- c(4,67,3)  
x <- x[!is.na(x)] # remove all the NA in vector x  
n=length(x) # count the number included in calculation which is used as radical exponent  
  
prod.x <- 1 # give product of x[i] the initial value 1  
for(i in 1:n){ # loop repeated n times  
   
 prod.x <- prod.x\*x[i] # multiply each new element to the former result  
   
} # end loop   
 ### use "if statement"" to compute total product  
if (prod.x<=0){  
 print("Error!!There is non-positive value in x")   
 ### print an error message if non-positive values exist  
}else{  
 print(prod.x^(1/n))   
 ### print the final geometric mean when the elements are all positive  
} # end if/else

## [1] 9.298624

#### (ii) {NA,4,67,3} ####  
  
x <- c(NA,4,67,3)  
x <- x[!is.na(x)] # remove all the NA in vector x  
n=length(x) # count the number included in calculation which is used as radical exponent  
  
prod.x <- 1 # give product of x[i] the initial value 1  
for(i in 1:n){ # loop repeated n times  
   
 prod.x <- prod.x\*x[i] # multiply each new element to the former result  
   
} # end loop   
 # use "if statement"" to compute total product  
if (prod.x<=0){  
 print("Error!!There is non-positive value in x")   
 # print an error message if non-positive values exist  
}else{  
 print(prod.x^(1/n))   
 # print the final geometric mean when the elements are all positive  
} # end if/else

## [1] 9.298624

#### (iii) {0,NA,6} ####  
  
x <- c(0,NA,6)  
x <- x[!is.na(x)] # remove all the NA in vector x  
n=length(x) # count the number included in calculation which is used as radical exponent  
  
prod.x <- 1 # give product of x[i] the initial value 1  
for(i in 1:n){ # loop repeated n times  
   
 prod.x <- prod.x\*x[i] # multiply each new element to the former result  
   
} # end loop   
 # use "if statement"" to compute total product  
if (prod.x<=0){  
 print("Error!!There is non-positive value in x")   
 # print an error message if non-positive values exist  
}else{  
 print(prod.x^(1/n))   
 # print the final geometric mean when the elements are all positive  
} # end if/else

## [1] "Error!!There is non-positive value in x"

#### (IV) {67,3,Inf} ####  
  
x <- c(67,3,Inf)  
x <- x[!is.na(x)] # remove all the NA in vector x  
n=length(x) # count the number included in calculation which is used as radical exponent  
  
prod.x <- 1 # give product of x[i] the initial value 1  
for(i in 1:n){ # loop repeated n times  
   
 prod.x <- prod.x\*x[i] # multiply each new element to the former result  
   
} # end loop   
 ### use "if statement"" to compute total product  
if (prod.x<=0){  
 print("Error!!There is non-positive value in x")   
 ### print an error message if non-positive values exist  
}else{  
 print(prod.x^(1/n))   
 ### print the final geometric mean when the elements are all positive  
} # end if/else

## [1] Inf

#### (v) {-Inf,67,3} ####  
  
x <- c(-Inf,67,3)  
x <- x[!is.na(x)] # remove all the NA in vector x  
n=length(x) # count the number included in calculation which is used as radical exponent  
  
prod.x <- 1 # give product of x[i] the initial value 1  
for(i in 1:n){ # loop repeated n times  
   
 prod.x <- prod.x\*x[i] # multiply each new element to the former result  
   
} # end loop   
 # use "if statement"" to compute total product  
if (prod.x<=0){  
 print("Error!!There is non-positive value in x")   
 # print an error message if non-positive values exist  
}else{  
 print(prod.x^(1/n))   
 # print the final geometric mean when the elements are all positive  
} # end if/else

## [1] "Error!!There is non-positive value in x"

## Question 3

Perfect numbers are those where the sum of the proper divisors (i.e., divisors other than the number itself) add up to the number. For example, 6 is a perfect number because its divisors, 1, 2, and 3, when summed, equal 6.

3a) The following code was written to find the first 2 perfect numbers: 6 and 28; however, there are some errors in the code and the programmer forgot to add comments for readability. Debug and add comments to the following.

### the corrected code is   
  
num.perfect<-2 # set the number of perfect number that is required to output  
count<-1 # set the initial number of perfect number (the first one to be found)  
iter<-2 # start from 2 to find perfect number  
while(count<=num.perfect){  
divisor<-1  
 for(i in 2:(iter-1)){  
 if (iter%%i==0) {  
 divisor<-c(divisor,i)  
 } # end IF statement  
 }#endf FOR loop  
 if(sum(divisor)==iter){  
 print(paste(iter,"is","a","perfect","number",sep=" "))  
 count<-count+1  
 }#endif  
iter<-iter+1  
}#endwhileloop

## [1] "6 is a perfect number"  
## [1] "28 is a perfect number"

**EXPLANATION:**

**1.the 2nd line of the code should be "count <- 1", indicating the "1st number perfect number", rather than the "zero" one.**

**2.in the for loop, i should be given as the format of "i in a:b", there should be an "in" between "i" and "2:(iter-1)".**

**3.the format of "if statement" is wrong, which should appear a "{" after the condition part.**

**4.in equavalence judgment, double equal sign should be used instead of only one**

**5.when it is going to print the result, "paste()" can only separate characters with "sep=",but cannot separate a string.**

num.perfect<-2

count<-0 **### 1.it should be set as "1", indicating the "1st number "**

iter<-2

while(count<=num.perfect){

divisor<-1

for(i2:(iter-1)){ **### 2. i should be given as "i in a:b" in for loop"** if(iter%%i==0)divisor<-c(divisor,i) **### 3.format of "if statements" is wrong }#end for loop**

if(sum(divisor)=iter){ **### 4."==" should be used in equavalence judgment**

print(paste(iter,"is a perfect number",sep="") **### 5. paste() can only separate characters with "sep=" count<-count+1 }**#end if

**i**ter<-iter+1

}#end while loop

3b) Use the function date() at the start and at the end of your amended code. Then compute how long the program takes to run (you can do this subtraction by hand). Find the run time when you set num.perfect to 1, 2, 3, and 4. Make a table of your results. What are the first four perfect numbers?

date()

## [1] "Wed Sep 27 15:22:59 2017"

num.perfect<-4 # set the number of perfect number that is required to output  
count<-1 # set the initial number of perfect number (the first one to be found)  
iter<-2 # start from 2 to find perfect number  
while(count<=num.perfect){  
divisor<-1  
 for(i in 2:(iter-1)){  
 if (iter%%i==0) {  
 divisor<-c(divisor,i)  
 } # end IF statement  
 }#endf FOR loop  
 if(sum(divisor)==iter){  
 print(paste(iter,"is","the","perfect","number",sep=" "))  
 count<-count+1  
 }#endif  
iter<-iter+1  
}#endwhileloop)

## [1] "6 is the perfect number"  
## [1] "28 is the perfect number"  
## [1] "496 is the perfect number"  
## [1] "8128 is the perfect number"

date()

## [1] "Wed Sep 27 15:23:09 2017"

ENTER YOUR EXPLANATION FOR QUESTION 3b HERE.

|  |  |  |  |
| --- | --- | --- | --- |
| Count | Start Time | Stop Time | Elapsed Time (sec.) |
| 1 | 10:40:54 | 10:40:54 | almost os |
| 2 | 10:39:36 | 10:39:37 | 1s |
| 3 | 10:41:37 | 10:41:38 | 1s |
| 4 | 10:42:00 | 10:42:10 | 10s |

The first four perfect numbers are 6, 28, 496, 8128

3c) Let x <- 1:4 and define y to be the vector of run times. Plot y vs x using the code below. Is the relationship between the discovery of perfect numbers and run times on your computer linear? Justify your answer.

x<-1:4  
y<-c(0,1,1,10)   
plot(x,y,pch=20,type="b",  
 xlab="number of perfect numbers discovered",  
 ylab="cumulative length of time(in seconds)",  
 main="Cumulative Run Times to Discover Perfect Numbers",  
 las=TRUE)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAAeFBMVEUAAAAAADoAAGYAOjoAOpAAZrY6AAA6ADo6AGY6OgA6Ojo6kNtmAABmADpmAGZmZmZmkJBmtrZmtv+QOgCQOjqQZgCQkDqQkGaQtpCQ29uQ2/+2ZgC2Zma2/7a2/9u2///bkDrb/7bb////tmb/25D//7b//9v////Tr+alAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAUFklEQVR4nO2di3bjthGG5a3lTSsnzdpNk5pJl13a5vu/YYkrByRI4UpSo/8/Zy+SCAwwH3EHwVMPsdZp7wRAdQXAzAXAzAXAzAXAzAXAzAXAzAXAzAXAzAXAzAXAzAXAzAXAzAXAzAXAzAXAzAXAzAXAzAXAzAXAzAXAzAXAzAXAzAXAzAXAzAXAzAXAzAXAzAXAzAXAzAXAzAXAzLUEuDsN+vI9JqrP19PjD/erP7/7vp2GUrpurDlZna9F69OfPgutjlHGlhLrgtpr2RK5OS+FtkkdrnoZ/vl4Xr7WXuk15Qc8xKd0uRIr1cw7H89fIgCfHt6uGMgDLFMzV2vjfKkCeClb3Yp7SVIbdesVBjw6Xd4+gZp5Z8Hkoq3rWQi+1Bv6CuCrN1iUxnj9t0y7Yo8ktVEMCgNuVW6F74fUqZCDiYu000mT+hL6owb8/qSdJXl8+a/4tlEXDz9d+knlZG6LIQrXlnRBM/X7cPnZBpsnh0beOt5tTH0p0zcWnVb5RdRZZ5MYGrIbb3MbciE7Q4L/eDLpGOPVfnIv+vuJeEk7w5iySdXhhpQowNdI/PVsk22j9QEesqmi/3w999NoicTXM8CdLQ4EcKd8JO9aHYe53Wy5b+aAPSVrCniSHBJ5e3LsGK+1k2KlQagbTCWGhtS1xqXvSciF7LQ0ZhPvwkW/qZxRZ1hTU8CDMR/gGQmvG3yAJ/XBJNpLb++cyxywAqDubfmbLWqGpfxWIaSAhyBzwAoIbalmgD3Jsbe4LBQXJxvKDInUgJD/IYlVIeXfwxfDNSTkQnZaWh2PJXj413NRq8uv/YGYcqroL/+2abpCQt97ZydaH2Bd9fgBq/pi+JtAdKpofa+fKWCVXRlCo7V+JW2wG52I5UUmht5tU8Buckjkw2e3TWpIjUNcSAA/vMlYaUh1XTsN6c9OS7ssrc2WTOfsIlOy7Q9zUzoBQ8X74gM8I2HbTBptNOCzKeELgA0wF/Bw8ctwdym3ODXvCHjSHOh7fFKdzNpgJzkkch3vxc2GuQnHLs4cMAlJ+o1OSH92nH6TBawun13UTn6gXVQX8Pf29Pg/XxvsIyHjpfaCq2hzv3qjlf8fvUNvOIv9PHw+96aNngE2DbGNLgUwjdy0Ui80Gya2zn4/B0xCGmvEKZ39fpYdL2CRL99F8l/yAzE1BTyY/kYAL5KwNyC1F9zJCgSsvp0BFn4UVU2vbn7XmGraZPIyAU8ib8c752oJlpm2xUiHXCrB/uxMAI8thO+isSZw4/cAHq7921MAYFqCrb2AYZJKUnfyRkt+/Bz7y9NOlgjz8LupYJwR3TgyOfdOdCmA6cWf/xqHcaPXltpgkVczTCIh1XWd7Q+N1aQnO4uAfReZNnhSbKkp+62sUs79Ogk956WLvI02YKKj1fQWANsfTQlW9bRJj7kz7cCs0d1+fb+S311bKYBJ5KrTS8qFis7Tiyb12ZiFcdAnsQ+xuiF92VkE7LvI9KLtD8QUiUhjN4BXSDRy0GF60TbaK1OVIg+2yfZFS36kPZSTaZ/UOLiXH1SqddwmC2SYRPssiYBJ5K3T1OvU2HEwKVHkXnbGwXaC4mRqFxLSl51lwJ6LbO48pnRSR8C6xKyS8IyDRbQhiw0iXtGP80VLfhx70Q9vrRl7P/zHmanSbMiAkUx0mDyo6JIA08ilO9xipMuwbzhDFxtoSDJnTEP6srMM2HOR/pc6YzQ1TuDp2roby9oSCWcma4wWy4XMBcDMBcDMBcDMBcDMNQI281sRS/zQ8aUBj4MRO08JsZAC/PELZep+gm5aaIOZC4CZawT88XxxN51AHDQCbsQ6yrlvEnakQseVBfzxLDahDH/Qh2YlB3AjltMAmJVIFX3+eBYrcKiiWYl2suTWL/DlJQyTmAuAmUtPVZInXdDJYiW6miS2A3VlH6KE9pYFbLpXLaayWMkZBwthooOXSAlWe0MblGBWom2wfKgZbTAvkWGS7Eqj/DITxsHMBcDMNQI2j42hF81KZDUJZDmKjINjTrWDbkWziQ6Il2ZTlZnRQRspGrCe6MgFnB8FFKJ4wHbFMKuvBcAbKaEEh+j9J0m/O50WZjQBeCPVAazPMRZrxgvrxgC8kVIA23OAl9Sd9JEv8hBdb58MgDdSUidLHWC52NUaLujUSWty2cnbVgNwNbk953jAZj14dUeHAvz1rV/aGADAtTQZG6X0ogN2dHT2tD23EY4fnkGRygYcXoI9gOPtQpHKBny9De5RRe+p3DY4oBdtAKOTtb8qTXR0GCYdRDUBY6LjAEoB3MhDi1dXhXXD22Kqcm8lAG70qb9Zq4YAvJEqjYPL2YViNHdrxjgYgA8nj1cTqmg1An5/ytqaBcA1VAZwyDg4JSlQrnxOrTRM2jo6qF/wKQDzUTHA8kUiTd7uaAAuLr9LUxYbHt5acU4WOlmH0oJH04ZJYqkQw6RjqRhgMdEhAGOi41Bacmh6Cc47wgGAC6scYN0Gry/4J6cHStOiPxN70ZjoOJaW3YlxMAsBMG+teDMBcJF3NgBwQa05M23BP/+dDQBcUGUBl3lnAwCX06ov0wDnv7MBgItp3ZUpVXSJdzYAcDEVB1zknQ0AXEpXPIlh0o3rmiMB+MYFwLx11Y8AfNsCYN667sa6gNvTaWFVEYBLKMCLCYDDjxMWx/4vnIsHwCVUB3DwccJqrIzng6spxIkpU5Wh2ykBuK6CfJj+dGGA5lU0TtkpqEqAYyYpcVZlRYW5MGXTXfB2O9FaLzyFCMC5CvRgShUdepwwTtmpqWqAw4WD0Coq1IE1AasSjIPQaqg8txQiaIOrqRbgYRAcc6R/M1zmHzUDcJbC3YfFhpsUAPNWhPdiq+hfaL3sfooSAGcoxnmxJXhogfVE1udrzot1ADhDNQH3cv5RCo+P7qQo36ENvjnFuQ6Ab071AeMYpT0V6bmUNhjHKO2oWMelrAfjGKUdVR8wjlHaU9F+Sy/BOEZpB8W7LbkNxjFKe2gTwDhGaTcleA3j4FsSAPNWitMSAJsVf/SiN1aSz1J60XknZEXahaw2AhzxZEMJu5BRmsvSxsH5AuBYJXosoQ1WrwXOFADHakPAT+hkba9Uh9V9+KyAXUgq2V/oZN2GNgSMTtYOSncXOlm3oAxv1Xx8VPXH/C02AMdoU8AR6h5/LL0pHIAjlOOsmoBVa40HwLN1VMBrjTUAhyvLVzUfH+2+/PWMx0ezleeqmiW4FfeAOy+CY5TitTXgj59VxXt9V2WrzuhAG5ylTE+lA76+L1pdoU7qSLZ778p1VCzgZqxkr05oqbLr72oBcKC2BjyW4OtSs9aoonOU7aeqEx1if/zC1DUABynfTXV3VXY4ZSdPRwe8WXRMVcBLAHxglXBS9EzWS3gnq4jde9YugC8AvJWK+Ci2im7HcTA23VXWLoBjxsFF7N6vyrgInayjqpCHUgDLjdF4Priy9gPcybkLPOFfV6UclL5ttsUZHRVVzD/pG99xyk5N7QgYJXgDlXMP2uAjqqB30Is+onYGvKnde1RJ5wDw8VTUNwB8PAEwb5V1DQAfTgDMW3s5erzw8xXrwfVU2jEJgJsssrF27037A858WUOs3TtTcb+kLzZsZPe+VN4tKYsNOCermo4AeOFxwVp270oVvBK9bRa7KuuphlOqj4MXXs4CwB4dA3D4E/7yqhMAh6qKT9IBB735TL7mMMvu/aiOS2IBxzzh34t9Pb8BcKCOATjuyYb3r29uG4xTdhZVySNVO1lifx46WYE6DGAyUro2Hl55xSEAT1TLIcm7KrvTy7VZaXm+DgAHqZo/0qcqxQsq17dGtysFHYBdHQgwebIhZCiMEhyieu7IerIhZCgMwAGq6I2cNjhoXQmAA3QswKofPRTenK0dAExU0xnYdLe/qvoCgPfX0QBjV2VZ1XUFdlXurcqewK7KvXVAwNhVWVC1HYFdlTvreIDFFMeGdpmruh8ylgvRi85XfTdgHLyrAJi3NvBC4lz0448mb7AEwP02TkjpZD28tY8/MofDANwfFbBYDxZbOYL2RefbZaxNfJA20SEA46zKTG3jgvQSvLCSX9ouXx0VsG6DcVZlpjbyQPKODpxVmaetHIBx8E4CYN7aLP8AvI+OChhHOJTRdtlHCd5DG+YegPcQAPPWlpmvClhusMUbwKfaNO81AX++Prz17cm7hQuAj2YsIVXqSDz/qtMdA9426/UX/DvvpOb9At445/UX/J0HIXDKzvEBRy74d/5e1t0C3jrjtRf8O38f624Bb57vygv+C+UXgI9nMGnBv1087/BOAW+f7aoL/is3AQAfzWLSOHi5o32fgHfIdU3A+iA0jION9sh0Si8aj48m6jYAyyOjM7fc3SfgXfKcVkV3ourNKsh3CHifLCe3wZ+v2LITp1sCjBIcr51ynDKThTb4hoReNHNhTxZzATBzRW98v+CUnZvSPZbgjfeT7Lt9JaGTFfXuwmy75bXxjqGdNyilA77ZMzqox081NTe3g2IBR767MN9uMe3l8RsDHPfuwgJ2S9ia+BhtcNaFu0S3ZGXn4nMAJQA246RDt8FAq5WyHvz4oz3r51Lq242PGWipUuaiL30nNr4f75wsoJ0rbeP7+0/f5Z8N7AZGB7YLStv4LnrSBwEMtOtKaIPFDEdz2b+KBtoQpQyTmrPoSee9PSkLDNCG68bGwUAbq9sBDLRJugXAKLYZil7wHxcbAhrhbnF7XphdoM1W1RIsjufwH9FxNTqgLaSagMWIWfa5o6ID2qJKmckKraKDj1E60QX40ARBQUouwQE7dt6/vi1eSKNDka2o9CraX/VSqebXaYSn+1nGL0PTAcUpHfD1IuwB7I0OgCsqHfD1TXehVTRa3opKBhzwiBLOqjyA0nvR1xeT0oZJUFEddaIDKqS6c9Ft5lQllC2uuyohrZQtO1lbOUx00EaKBiw23ZVW6vL/tuZ4J9PZdFdarD13I8kcQ6n5i6Ji7bkbSSYB/KQq97xddwuRbxEMgFdDfb6WOGVnIfJNggHwaih0sg5uDp0sAF4PhU7Wsc3lV9EndLKObC67BEMsBcDMVbWKhvZXwq5K6JaUsKsSuiUl7KqEbkkJuyqhW1LCrkrolpSwqxK6JWEczFwAzFwEsHg19OKbn6Eb1QhYvfobnSxmmi34FxkHk+Pyls/zWAumunxB95p8o5etd8LNOeEi7LXUQkTuaLgIc0KN7fnGeFNptuBfYhz88WwjWXnMZS1Y+OL05+sQe2ucFW7ODRduT/jHWojInRMubu29s0ObGG9qjVW0enH72uu9wxNkVyzWHlRbCRZRjzjPOkaYc5+RDLYnDuW1+9cizDnh4qrJobhrwDHeNCKdLLmtMvvthQLUxWZg7VHTlWB9G9kT0Ld1hDknXKQ9AyrWnAUcZa59/E0Djs5eX2uYNAJeeVh8JVjf/OMU9XqQRoWMMzeGi7TX6tsi1pwJF2VuMGLa4Ojs9dUBrx33sBLs41lkqQn2uBndxZkbw0XZ6yybyNzZcDHmRLVsAMdmT+iYgL0fV8LRPlaEBzq3IxtszzyoF+tw9wG/MHPieOcDA06tolXgwPdHjLMzkeYmtWT4+ypMkx9bZTpsgsxJEweuouO6BVPAYYOJduQUZa6dtoLhgxfNJrrT4zANMtfqjVRp9vrqgOM69pP7IrAOO41OizFHw4Xbc66MHpXpcDHZE2rKDJMKakx71NCc9KJFJoJ6Ie7APdycGy7cnnC2fQokIndOuHBzNmysPaOKgNWor40YW5NgjamWrknXYQ9vkeYm4YLtmSujc+eECzcng8qbI9abSlguZC4AZi4AZi4AZi4AZi4AZi4AZi4AZi4AZi4AZi4AZi4AZi4AZi4AZi4AZi4AZi4AZi4AZi4AZi4AZi4AZi4AZi4AZi4AZi4AZi4AZi4AZq4jAw56gLZdPwvB+3MX8mBu6MPC3cNb9junIh8oi9GtA5an10T+HMQjBnDYhZXjWNDtA169xvszAG+nj+dvz+JBSunz4a/3J/H5Ik50ehl8/OuTrmFbdSrNx8+/m7O0OvmNuFB+8f71D8+1+iUj7Yn8dBZh9LGNCcblYVOGvXia83ddRdsfWn2InUmhfNhbnrpG80DTJOKo5eHdAYucaxdJH0tPCAcIXw4f5IParf6POp5GqJNgzrY0Du59kV+618qfWxrNUGmbMCnGJa9OExaHMHUnFYH9QRsxKdTPAz/+cPNg02TiqOXh3QFfZG04+viiH74fvlQP4Q/OVi1pZ/7Tm8MMSP9GX/v4w71W/DwLPQKON07PXVCFs1GJMD8YIzaF4kgNeVe56dKfbBy1PLw7YOXb0ccv2nHSx7p2U02UQdH3xrfkm4VrpevNN6ZZHQHHGyfnaWqm+i4zPxgjTgpn0dhPNo5aHj40YHkMzfB3Z46amQA2AXt7wtDD5FrpXfONOdYmDPCCcXlIrQrfUsDmB2PEplAcyDHU0G409lN714DdQtSPaDwl2AJ2rh1LcD8WrpQSTI2bGtUpweaHWQkeLvuLpoKUYBpHKY9OdRjAl9Gto49tu/pCLhdaaIOb6bWq8rTfTNvgNOPmf/rYKgLYREZTOHz5T9kMT9PVO3GU8uhUBwEsDvkb6ripj8WpQaZnbHozSvNetPda24uWpU78Z+jVOqAjjcuyZs+olZfoTpb5QRuxKRRH6pz7aR6cNLHuRdtidjp9m9WSvz7p9q5VA1oyRdHpUaUF7L1We9O8c1MPURszDk4w3tEzl+k42P7gjoN7O6py80DTxHgcXEzh50zemQCYuQCYubgAhhYEwMwFwMwFwMwFwMwFwMwFwMwFwMwFwMwFwMwFwMwFwMwFwMwFwMwFwMwFwMwFwMwFwMwFwMwFwMwFwMz1fw2s6sWRKyicAAAAAElFTkSuQmCC)

I do not think the relationship is linear. As is illustrated in the plot, the time to compute one, two and three perfect numbers are almost the same, while it costs much longer time when it comes to get four perfect numbers.

I tried to compute five perfect numbers, however, the fifth perfect number did not show up even after 15 minutes run. Therefore, I can simply conclude that the time will balloon exponentially as the number of required perfect number increase from four to five.