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**本文目标**

30分钟内让你明白正则表达式是什么，并对它有一些基本的了解，让你可以在自己的程序或网页里使用它。

**如何使用本教程**

最重要的是——请给我*30分钟*， 如果你没有使用正则表达式的经验，请不要试图在30*秒*内入门——除非你是超人 :)

别被下面那些复杂的表达式吓倒，只要跟着我一步一步来，你会发现正则表达式其实并没有你 想像中的那么困难。当然，如果你看完了这篇教程之后，发现自己明白了很多，却又几乎什么都记不得，那也是很正常的——我认为，没接触过正则表达式的人在看 完这篇教程后，能把提到过的语法记住80%以上的可能性为零。这里只是让你明白基本的原理，以后你还需要多练习，多使用，才能熟练掌握正则表达式。

除了作为入门教程之外，本文还试图成为可以在日常工作中使用的正则表达式语法参考手册。就作者本人的经历来说，这个目标还是完成得不错的 ——你看，我自己也没能把所有的东西记下来，不是吗？

清除格式 文本格式约定：专业术语 元字符/语法格式 正则表达式 正则表达式中的一部分(用于分析) 对其进行匹配的源字符串 对正则表达式或其中一部分的说明

隐藏边注 本文右边有一些注释，主要是用来提供 一些相关信息，或者给没有程序员背景的读者解释一些基本概念，通常可以忽略。

**正则表达式到底是什么东西？**

字符是计算机软件处理文字时最基本的单位，可能是字母，数字， 标点符号，空格，换行符，汉字等等。字符串是0个或更多个字符的序列。文本也就是文字，字符串。说某个字符串匹配某个正则表达 式，通常是指这个字符串里有一部分（或几部分分别）能满足表达式给出的条件。

在编写处理字符串的程序或网页时，经常会有查找符合某些复杂规则的字符串的需要。正则表达式就 是用于描述这些规则的工具。换句话说，正则表达式就是记录文本规则的代码。

很可能你使用过Windows/Dos下用于文件查找的通配符(wildcard)， 也就是\*和?。如果你想查找某个目录下的所 有的Word文档的话，你会搜索\*.doc。在这里，\*会被解释成任意的字符串。和通配符类似，正则表达式也是用来进行文本匹配的工具，只不过比起通配符，它能更精 确地描述你的需求——当然，代价就是更复杂——比如你可以编写一个正则表达式，用来查找所有以0开头，后面跟着 2-3个数字，然后是一个连字号“-”，最后是7或8位数字的字符串(像010-12345678或0376-7654321)。

**入门**

学习正则表达式的最好方法是从例子开始，理解例子之后再自己对例子进行修改，实验。下面给出了不少简单的例子，并对它们作了详细的说明。

假设你在一篇英文小说里查找hi，你可以使用正则表达式hi。

这几乎是最简单的正则表达式了，它可以精确匹配这样的字符串：由两个字符组成，前一个字符是h,后 一个是i。通常，处理正则表达式的工具会提供一个忽略大小写的选项，如果选中了这个选项，它可以匹配hi,HI,Hi,hI这四种情况中的任意一种。

不幸的是，很多单词里包含hi这两个连续的字符，比如him,history,high等等。用hi来查找的话，这里边的hi也会被找出来。如果要精确地查找hi这个单词的 话，我们应该使用\bhi\b。

\b是正则表达式规定的一个特殊代码（好吧，某些人叫它元字符，metacharacter），代表着单词的开头或结尾，也就 是单词的分界处。虽然通常英文的单词是由空格，标点符号或者换行来分隔的，但是\b并 不匹配这些单词分隔字符中的任何一个，它**只匹配一个位置**。

如果需要更精确的说法，\b匹配这样的位置：它的前一个字符 和后一个字符不全是(一个是,一个不是或不存在)\w。

假如你要找的是hi后面不远处跟着一个Lucy，你应该用\bhi\b.\*\bLucy\b。

这里，.是另一个元字符，匹配除了换行符以 外的任意字符。\*同样是元字符，不过它代表的不是字符，也不是位置，而是数量——它 指定\*前边的内容可以连续重复使用任意次以使整个表达式得到匹配。因此，.\*连在一起就意味着任意数量的不包含换行的字符。现在\bhi\b.\*\bLucy\b的意思就很明显了：先是一个单词 hi,然后是任意个任意字符(但不能是换行)，最后是Lucy这个单词。

换行符就是'\n',ASCII编码为10(十六进制0x0A)的字符。

如果同时使用其它元字符，我们就能构造出功能更强大的正则表达式。比如下面这个例子：

0\d\d-\d\d\d\d\d\d\d\d匹配这样的字符串：以0开头，然后是两个数字，然后是一个连字号“-”，最后是8个数字(也就是中国的电话号码。当然，这个例子只 能匹配区号为3位的情形)。

这里的\d是个新的元字符，匹配一位数字 (0，或1，或2，或……)。-不是元字符，只匹配它本身——连字符(或者减号，或 者中横线，或者随你怎么称呼它)。

为了避免那么多烦人的重复，我们也可以这样写这个表达式：0\d{2}-\d{8}。 这里\d后面的{2}({8})的意思是前面\d必须连续重复匹配2次(8次)。

**测试正则表达式**

其它可用的测试工具:

* [RegexBuddy](http://www.regexbuddy.com/)
* [Javascript正则表达式在线测试工具](http://regexpal.com/)

如果你不觉得正则表达式很难读写的话，要么你是一个天才，要么，你不是地球人。正则表达式的语法很令人头疼，即使对经常使用它的人来说也是 如此。由于难于读写，容易出错，所以找一种工具对正则表达式进行测试是很有必要的。

不同的环境下正则表达式的一些细节是不相同的，本教程介绍的是微软 .Net Framework 2.0下正则表达式的行为，所以，我向你介绍一个.Net下的工具[Regex Tester](http://www.oschina.net/p/regex+tester" \o "转到RegexTester的官方网站（英文）)。首先你确保已经安装了[.Net Framework 2.0](http://www.microsoft.com/downloads/details.aspx?displaylang=zh-cn&FamilyID=0856eacb-4362-4b0d-8edd-aab15c5e04f5" \o "转到下载.Net Framework 2.0的页面)，然后[下载Regex Tester](http://www.oschina.net/p/regex+tester" \o "从deerchao.net下载Regex Tester, 75KB)。这是个绿色软件，下载完 后打开压缩包,直接运行RegexTester.exe就可以了。

下面是Regex Tester运行时的截图：

[![Regex Tester运行时的截图](data:image/png;base64,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)](http://www.oschina.net/uploads/img/201007/02091408_cj3o.png)

**元字符**

现在你已经知道几个很有用的元字符了，如\b,.,\*，还有\d. 正则表达式里还有更多的元字符，比如\s匹配任意的空白 符，包括空格，制表符(Tab)，换行符，中文全角空格等。\w匹配字母或数字或下划线或汉字等。

对中文/汉字的特殊处理是由.Net提供的正则表达式引擎支持的，其它环境下的具体情况请查看 相关文档。

下面来看看更多的例子：

\ba\w\*\b匹配以字母a开头的单词——先是某个单词开始处(\b)，然后是字 母a,然后是任意数量的字母或数字(\w\*)， 最后是单词结束处(\b)。

好吧，现在我们说说正则表达式里的单词是什么意思吧：就是不少于一个的连续的\w。不错，这与学习英文时要背的成千上万个同名的东西的确关系不大 :)

\d+匹配1个或更多连续的数字。 这里的+是和\*类似的元字符，不同的是\*匹配重复任意次(可能是0次)，而+则匹配重复1次或更多次。

\b\w{6}\b 匹配刚好6个字符的 单词。

| 表1.常用的元字符 | |
| --- | --- |
| **代码** | **说明** |
| . | 匹配除换行符以外的任意字符 |
| \w | 匹配字母或数字或下划线或汉字 |
| \s | 匹配任意的空白符 |
| \d | 匹配数字 |
| \b | 匹配单词的开始或结束 |
| ^ | 匹配字符串的开始 |
| $ | 匹配字符串的结束 |

正则表达式引擎通常会提供一个“测试指定的字符串是否匹配一个正则表达式”的方法，如JavaScript里的 RegExp.test()方法或.NET里的Regex.IsMatch()方法。这里的匹配是指是字符串里有没有符合表达式规则的部分。如果不使用^和$的话，对于\d{5,12}而言，使用这样的方法就只能保证字符串里包含5到 12连续位数字，而不是整个字符串就是5到12位数字。

元字符^（和数字6在同一个键位上的符号）和$都 匹配一个位置，这和\b有点类似。^匹配你 要用来查找的字符串的开头，$匹配结尾。这两个代码在验证输入的内容时非常有用，比如一个网站如果 要求你填写的QQ号必须为5位到12位数字时，可以使用：^\d{5,12}$。

这里的{5,12}和前面介绍过的{2}是 类似的，只不过{2}匹配只能不多不少重复2次，{5,12}则是重复的次数不能少于5次，不能多于12次， 否则都不匹配。

因为使用了^和$，所以输入 的整个字符串都要用来和\d{5,12}来匹配，也就是说整个输入必须是5到12个数字，因此如果输入的QQ号能匹配这个正则表达式的话，那就符合要求了。

和忽略大小写的选项类似，有些正则表达式处理工具还有一个处理多行的选项。如果选中了这个选项，^和$的意义就变成了匹配行的开始处和结束处。

**字符转义**

如果你想查找元字符本身的话，比如你查找.,或者\*,就出现了问题：你没办法指定它们，因为它们会被解释成别的意思。这时你就得使用\来取消这些字符的特殊意义。因此，你应该使用\.和\\*。当然，要查找\本身，你也得用\\.

例如：deerchao\.net匹配deerchao.net，C:\\Windows匹配C:\Windows。

**重复**

你已经看过了前面的\*,+,{2},{5,12}这几个匹配重复的方式了。下面是 正则表达式中所有的限定符(指定数量的代码，例如\*,{5,12}等)：

| 表2.常用的限定符 | |
| --- | --- |
| **代码/语法** | **说明** |
| \* | 重复零次或更多次 |
| + | 重复一次或更多次 |
| ? | 重复零次或一次 |
| {n} | 重复n次 |
| {n,} | 重复n次或更多次 |
| {n,m} | 重复n到m次 |

下面是一些使用重复的例子：

Windows\d+匹配Windows 后面跟1个或更多数字

^\w+匹配一行的第一个单词(或整个字 符串的第一个单词，具体匹配哪个意思得看选项设置)

**字符类**

要想查找数字，字母或数字，空白是很简单的，因为已经有了对应这些字符集合的元字符，但是如果你想匹配没有预定义元字符的字符集合(比如元 音字母a,e,i,o,u),应该怎么办？

很简单，你只需要在方括号里列出它们就行了，像[aeiou]就匹配任何一个英文元音字母，[.?!]匹配标点符号(.或?或!)。

我们也可以轻松地指定一个字符范围，像[0-9]代 表的含意与\d就是完全一致的：一位数字； 同理[a-z0-9A-Z\_]也完全等同于\w（如 果只考虑英文的话）。

下面是一个更复杂的表达式：\(?0\d{2}[) -]?\d{8}。

“(”和“)”也是元字符，后面的[分组节](http://www.oschina.net/question/12_9507" \l "grouping)里会提 到，所以在这里需要使用[转义](http://www.oschina.net/question/12_9507" \l "escape)。

这个表达式可以匹配几种格式的电话号码，像(010)88886666，或022-22334455， 或02912345678等。我们对它进行一些分析吧：首先是一个转义字符\(,它能出现0次或1次(?),然后是一个0，后面跟着2个数字(\d{2})，然后是)或-或空格中 的一个，它出现1次或不出现(?)，最后是8个数字(\d{8})。

**分枝条件**

不幸的是，刚才那个表达式也能匹配010)12345678或(022-87654321这样的“不正确”的格式。要解决这个问题，我们需要用到分枝条件。正则表达式里的分枝条件指的是有几种规则，如 果满足其中任意一种规则都应该当成匹配，具体方法是用|把不同的规则分隔开。听不明白？没关系，看 例子：

0\d{2}-\d{8}|0\d{3}-\d{7}这个表达式能匹配两种以连字号分隔的电话号码：一种是三位区号，8位本地号(如010-12345678)，一种是4位区号，7位本地号 (0376-2233445)。

\(0\d{2}\)[- ]?\d{8}|0\d{2}[- ]?\d{8}这 个表达式匹配3位区号的电话号码，其中区号可以用小括号括起来，也可以不用，区号与本地号间可以用连字号或空格间 隔，也可以没有间隔。你可以试试用分枝条件把这个表达式扩展成也支持4位区号的。

\d{5}-\d{4}|\d{5}这个表达式用于匹配美国的邮政编码。美国邮编 的规则是5位数字，或者用连字号间隔的9位数字。之所以要给出这个例子是因为它能说明一个问题：**使用分枝条件时，要注意各个条件的顺序**。 如果你把它改成\d{5}|\d{5}-\d{4}的话，那么就只会匹配5位的邮编(以及9位邮 编的前5位)。原因是匹配分枝条件时，将会从左到右地测试每个条件，如果满足了某个分枝的话，就不会去再管其它的条件了。

**分组**

我们已经提到了怎么重复单个字符（直接在字符后面加上限定符就行了）；但如果想要重复多个字符又该怎么办？你可以用小括号来指定子表达式(也叫做分组)，然后你就可以指定这个子表达 式的重复次数了，你也可以对子表达式进行其它一些操作(后面会有介绍)。

(\d{1,3}\.){3}\d{1,3}是一个简单的IP地址匹配表达式。要理解这个表达式，请按下列顺序分析它：\d{1,3}匹 配1到3位的数字，(\d{1,3}\.){3}匹 配三位数字加上一个英文句号(这个整体也就是这个分组)重 复3次，最后再加上一个一到三位的数字(\d{1,3})。

IP地址中每个数字都不能大于255，大家千万不要被《24》第三季的编剧给忽悠了……

不幸的是，它也将匹配256.300.888.999这种不可能存在的IP地 址。如果能使用算术比较的话，或许能简单地解决这个问题，但是正则表达式中并不提供关于数学的任何功能，所以只能使用冗长的分组，选择，字符类来描述一个 正确的IP地址：((2[0-4]\d|25[0-5]|[01]?\d\d?)\.){3}(2[0-4]\d|25[0-5]|[01]?\d\d?)。

理解这个表达式的关键是理解2[0-4]\d|25[0-5]|[01]?\d\d?， 这里我就不细说了，你自己应该能分析得出来它的意义。

**反义**

有时需要查找不属于某个能简单定义的字符类的字符。比如想查找除了数字以外，其它任意字符都行的情况，这时需要用到反义：

| 表3.常用的反义代码 | |
| --- | --- |
| **代码/语法** | **说明** |
| \W | 匹配任意不是字母，数字，下划线，汉字的字符 |
| \S | 匹配任意不是空白符的字符 |
| \D | 匹配任意非数字的字符 |
| \B | 匹配不是单词开头或结束的位置 |
| [^x] | 匹配除了x以外的任意字符 |
| [^aeiou] | 匹配除了aeiou这几个字母以外的任意字符 |

例子：\S+匹配不包含空白符的字符串。

<a[^>]+>匹配用 尖括号括起来的以a开头的字符串。

**后向引用**

使用小括号指定一个子表达式后，**匹配这个子表达式的文本**(也就是此分组捕获的内容)可以在表达式或其它 程序中作进一步的处理。默认情况下，每个分组会自动拥有一个组号，规则是：从左向右，以分组的左括 号为标志，第一个出现的分组的组号为1，第二个为2，以此类推。

呃……其实,组号分配还不像我刚说得那么简单：

* 分组0对应整个正则表达式
* 实际上组号分配过程是要从左向右扫描两遍的：第一遍只给未命名组分配，第二遍只给命名组分配－－因此所有命名组的组号都大于未命名的组 号
* 你可以使用(?:exp)这样的语法来剥夺一个分组对组号分配的参与权．

后向引用用于重复搜索前面某个分组匹配的文本。例如，\1代表分组1匹配的文本。难以理解？请看示例：

\b(\w+)\b\s+\1\b可以用来匹配重复的单词，像go go, 或者kitty kitty。这个表达式首先是一个单词， 也就是单词开始处和结束处之间的多于一个的字母或数字(\b(\w+)\b)， 这个单词会被捕获到编号为1的分组中，然后是1个或几个空白符(\s+)，最后是分组1中捕获的内容（也就是前面匹配的那个单词）(\1)。

你也可以自己指定子表达式的组名。要指定一个子表达式的组名，请使用这样的语法：(?<Word>\w+)(或者把尖括号换成'也 行：(?'Word'\w+)),这样就把\w+的 组名指定为Word了。要反向引用这个分组捕获的 内容，你可以使用\k<Word>,所以上一个例子也可以写成这样：\b(?<Word>\w+)\b\s+\k<Word>\b。

使用小括号的时候，还有很多特定用途的语法。下面列出了最常用的一些：

|  |  |  |
| --- | --- | --- |
| 表4.常用分组语法 | | |
| **分类** | **代码/语法** | **说明** |
| **捕获** | (exp) | 匹配exp,并捕获文本到自动命名的组里 |
| (?<name>exp) | 匹配exp,并捕获文本到名称为name的组里，也可以写成 (?'name'exp) |
| (?:exp) | 匹配exp,不捕获匹配的文本，也不给此分组分配组号 |
| **零宽断言** | (?=exp) | 匹配exp前面的位置 |
| (?<=exp) | 匹配exp后面的位置 |
| (?!exp) | 匹配后面跟的不是exp的位置 |
| (?<!exp) | 匹配前面不是exp的位置 |
| **注释** | (?#comment) | 这种类型的分组不对正则表达式的处理产生任何影响，用于提供注释让人阅 读 |

我们已经讨论了前两种语法。第三个(?:exp)不会改变正则表达式的处理方式，只 是这样的组匹配的内容不会像前两种那样被捕获到某个组里面，也不会拥有组号。“我为什么会想要这样 做？”——好问题，你觉得为什么呢？

**零宽断言**

地球人，是不是觉得这些术语名称太复杂，太难记了？我也有同感。知道有这么一种东西就行了，它叫什么，随它去 吧！人若无名，便可专心练剑；物若无名，便可随意取舍……

接下来的四个用于查找在某些内容(但并不包括这些内容)之前或之后的东西，也就是说它们像\b,^,$那样用于指定一个位置，这个位置应该满足一定的 条件(即断言)，因此它们也被称为零宽断言。最好还是拿例子来说明吧：

断言用来声明一个应该为真的事实。正则表达式中只有当断言为真时才会继续进行匹配。

(?=exp)也叫零宽度正预测先行断言， 它断言自身出现的位置的后面能匹配表达式exp。比如\b\w+(?=ing\b)， 匹配以ing结尾的单词的前面部分(除了ing以外的部分)，如查找I'm singing while you're dancing.时，它会匹配sing和danc。

(?<=exp)也叫零宽度正回顾后 发断言，它断言自身出现的位置的前面能匹配表达式exp。比如(?<=\bre)\w+\b会匹配以re开头的单词的后半部 分(除了re以外的部分)，例如在查找reading a book时，它匹配ading。

假如你想要给一个很长的数字中每三位间加一个逗号(当然是从右边加起了)，你可以这样查找需要在前面和里面添加逗号的部分：((?<=\d)\d{3})+\b，用它对1234567890进 行查找时结果是234567890。

下面这个例子同时使用了这两种断言：(?<=\s)\d+(?=\s)匹配以空白符间隔的数字(再次强调，不包括这些空白符)。

**负向零宽断言**

前面我们提到过怎么查找**不是某个字符或不在某个字符类里**的字符的方法(反义)。但是如果我们只是想要**确 保某个字符没有出现，但并不想去匹配它**时怎么办？例如，如果我们想查找这样的单词--它里面出现了字母q,但是q后面跟的不是字母u, 我们可以尝试这样：

\b\w\*q[^u]\w\*\b匹配包含**后 面不是字母u的字母q**的单词。但是如果多做测试(或者你思维足够敏锐，直接就观察出来了)，你会发现，如果q出现在单词 的结尾的话，像**Iraq**,**Benq**，这个表达式就会出错。这是因为[^u]总要匹配一个字符，所以如果q是单词的最后一个字符的话，后面的[^u]将 会匹配q后面的单词分隔符(可能是空格，或者是句号或其它的什么)，后面的\w\*\b将会匹配下一 个单词，于是\b\w\*q[^u]\w\*\b就能匹配整个Iraq fighting。负向零宽断言能解决这 样的问题，因为它只匹配一个位置，并不**消费**任何字符。现在，我们可以这样来解决这个问题：\b\w\*q(?!u)\w\*\b。

零宽度负预测先行断言(?!exp)，断言此位置的后面不能匹配表达式exp。例如：\d{3}(?!\d)匹 配三位数字，而且这三位数字的后面不能是数字；\b((?!abc)\w)+\b匹 配不包含连续字符串abc的单词。

同理，我们可以用(?<!exp),零 宽度负回顾后发断言来断言此位置的前面不能匹配表达式exp：(?<![a-z])\d{7}匹配前面不是小写字母的七位数 字。

请详细分析表达式(?<=<(\w+)>).\*(?=<\/\1>)， 这个表达式最能表现零宽断言的真正用途。

一个更复杂的例子：(?<=<(\w+)>).\*(?=<\/\1>)匹 配不包含属性的简单HTML标签内里的内容。(<?(\w+)>)指 定了这样的前缀：被尖括号括起来的单词(比 如可能是<b>)，然后是.\*(任意的字符串),最后是一个后缀(?=<\/\1>)。注意后缀里的\/，它用到了前面提过的字符转义；\1则是一个反向 引用，引用的正是捕获的第一组，前面的(\w+)匹 配的内容，这样如果前缀实际上是<b>的话，后缀就是</b>了。整个表达式匹配的是<b>和</b> 之间的内容(再次提醒，不包括前缀和后缀本身)。

**注释**

小括号的另一种用途是通过语法(?#comment)来包含注释。例如：2[0-4]\d(?#200-249)|25[0-5](?#250-255)|[01]?\d\d?(?#0-199)。

要包含注释的话，最好是启用“忽略模式里的空白符”选项，这样在编写表达式时能任意的添加空格，Tab，换行，而实际使用时这些都将被忽 略。启用这个选项后，在#后面到这一行结束的所有文本都将被当成注释忽略掉。例如，我们可以前面的一个表达式写成这样：

(?<= # 断言要匹配的文本的前缀  
 <(\w+)> # 查找尖括号括起来的字母或数字(即HTML/XML标签)  
 ) # 前缀结束  
 .\* # 匹配任意文本  
 (?= # 断言要匹配的文本的后缀  
 <\/\1> # 查找尖括号括起来的内容：前面是一个"/"，后面是先前捕获的标签  
 ) # 后缀结束

**贪婪与懒惰**

当正则表达式中包含能接受重复的限定符时，通常的行为是（在使整个表达式能得到匹配的前提下）匹配**尽可能多**的 字符。以这个表达式为例：a.\*b，它将会匹配最长的以 a开始，以b结束的字符串。如果用它来搜索aabab的话，它会匹配整个字符串aabab。这被称为贪婪匹配。

有时，我们更需要懒惰匹配，也就是匹配**尽可能少**的 字符。前面给出的限定符都可以被转化为懒惰匹配模式，只要在它后面加上一个问号?。这样.\*?就意味着匹配任意数量的重复，但是在能使整个匹配成功的前提 下使用最少的重复。现在看看懒惰版的例子吧：

a.\*?b匹配最短的，以a开始，以b结 束的字符串。如果把它应用于aabab的话，它会匹配aab（第一到第三个字符）和ab（第四到第五个字符）。

为什么第一个匹配是aab（第一到第三个字符）而不是ab（第二到第三个字符）？简单地说，因为正则表达式有另 一条规则，比懒惰／贪婪规则的优先级更高：最先开始的匹配拥有最高的优先权——The match that begins earliest wins。

| 表5.懒惰限定符 | |
| --- | --- |
| **代码/语法** | **说明** |
| \*? | 重复任意次，但尽可能少重复 |
| +? | 重复1次或更多次，但尽可能少重复 |
| ?? | 重复0次或1次，但尽可能少重复 |
| {n,m}? | 重复n到m次，但尽可能少重复 |
| {n,}? | 重复n次以上，但尽可能少重复 |

**处理选项**

在C#中，你可以使用[Regex(String, RegexOptions)构造函数](http://msdn2.microsoft.com/zh-cn/library/h5845fdz.aspx" \o "MSDN 相关文档)来设置正则表达式的处理选项。 如：Regex regex = new Regex(@"\ba\w{6}\b", RegexOptions.IgnoreCase);

上面介绍了几个选项如忽略大小写，处理多行等，这些选项能用来改变处理正则表达式的方式。下面是.Net中常用的正则表达式选项：

| 表6.常用的处理选项 | |
| --- | --- |
| **名称** | **说明** |
| IgnoreCase(忽略大小写) | 匹配时不区分大小写。 |
| Multiline(多行模式) | 更改^和$的 含义，使它们分别在任意一行的行首和行尾匹配，而不仅仅在整个字符串的开头和结尾匹配。(在此模式下,$的 精确含意是:匹配\n之前的位置以及字符串结束前的位置.) |
| Singleline(单行模式) | 更改.的含义，使它与每一个字符匹配（包括换行 符\n）。 |
| IgnorePatternWhitespace(忽略空白) | 忽略表达式中的非转义空白并启用由#标记的注释。 |
| ExplicitCapture(显式捕获) | 仅捕获已被显式命名的组。 |

一个经常被问到的问题是：是不是只能同时使用多行模式和单行模式中的一种？答案是：不是。这两个选项之间没有任何关系，除了它们的名字比较 相似（以至于让人感到疑惑）以外。

**平衡组/递归匹配**

这里介绍的平衡组语法是由.Net Framework支持的；其它语言／库不一定支持这种功能，或者支持此功能但需要使用不同的语法。

有时我们需要匹配像( 100 \* ( 50 + 15 ) )这样的可嵌套的层次性结构， 这时简单地使用\(.+\)则只会匹配到最左边的左括号和最右边的右括号之间的内容(这里我们讨论 的是贪婪模式，懒惰模式也有下面的问题)。假如原来的字符串里的左括号和右括号出现的次数不相等，比如( 5 / ( 3 + 2 ) ) )，那我们的匹配结果里两者的个数也不会相等。有没有办法在这样的字符串里匹配到最长的，配对的括号之间的 内容呢？

为了避免(和\(把你的大脑 彻底搞糊涂，我们还是用尖括号代替圆括号吧。现在我们的问题变成了如何把xx <aa <bbb> <bbb> aa> yy这样的字符串里，最长的配对的尖括号内的内容捕获出来？

这里需要用到以下的语法构造：

* (?'group') 把捕获的内容命名为group,并压入堆栈(Stack)
* (?'-group') 从堆栈上弹出最后压入堆栈的名为group的捕获内容，如果堆栈本来为空，则本分组的匹配失败
* (?(group)yes|no) 如果堆栈上存在以名为group的捕获内容的话，继续匹配yes部分的表达式，否则继续匹配no部分
* (?!) 零宽负向先行断言，由于没有后缀表达式，试图匹配总是失败

如果你不是一个程序员（或者你自称程序员但是不知道堆栈是什么东西），你就这样理解上面的三种语法吧：第一个就 是在黑板上写一个"group"，第二个就是从黑板上擦掉一个"group"，第三个就是看黑板上写的还有没有"group"，如果有就继续匹配yes部 分，否则就匹配no部分。

我们需要做的是每碰到了左括号，就在压入一个"Open",每碰到一个右括号，就弹出一个，到了最后就看看堆栈是否为空－－如果不为空那就 证明左括号比右括号多，那匹配就应该失败。正则表达式引擎会进行回溯(放弃最前面或最后面的一些字符)，尽量使整个表达式得到匹配。

< #最外层的左括号  
 [^<>]\* #最外层的左括号后面的不是括号的内容  
 (  
 (  
 (?'Open'<) #碰到了左括号，在黑板上写一个"Open"  
 [^<>]\* #匹配左括号后面的不是括号的内容  
 )+  
 (  
 (?'-Open'>) #碰到了右括号，擦掉一个"Open"  
 [^<>]\* #匹配右括号后面不是括号的内容  
 )+  
 )\*  
 (?(Open)(?!)) #在遇到最外层的右括号前面，判断黑板上还有没有没擦掉的"Open"；如果还有，则匹配失败  
  
> #最外层的右括号

平衡组的一个最常见的应用就是匹配HTML,下面这个例子可以匹配嵌套的<div>标签：<div[^>]\*>[^<>]\*(((?'Open'<div[^>]\*>)[^<>]\*)+((?'-Open'</div>)[^<>]\*)+)\*(?(Open)(?!))</div>.

**还有些什么东西没提到**

上边已经描述了构造正则表达式的大量元素，但是还有很多没有提到的东西。下面是一些未提到的元素的列表，包含语法和简单的说明。你可以在网 上找到更详细的参考资料来学习它们--当你需要用到它们的时候。如果你安装了MSDN Library,你也可以在里面找到.net下正则表达式详细的文档。

这里的介绍很简略，如果你需要更详细的信息，而又没有在电脑上安装MSDN Library,可以查看[关于正则表达式语言元素 的MSDN在线文档](http://msdn.microsoft.com/zh-cn/library/az24scfc.aspx)。

| 表7.尚未详细讨论的语法 | |
| --- | --- |
| **代码/语法** | **说明** |
| \a | 报警字符(打印它的效果是电脑嘀一声) |
| \b | 通常是单词分界位置，但如果在字符类里使用代表退格 |
| \t | 制表符，Tab |
| \r | 回车 |
| \v | 竖向制表符 |
| \f | 换页符 |
| \n | 换行符 |
| \e | Escape |
| \0nn | ASCII代码中八进制代码为nn的字符 |
| \xnn | ASCII代码中十六进制代码为nn的字符 |
| \unnnn | Unicode代码中十六进制代码为nnnn的字符 |
| \cN | ASCII控制字符。比如\cC代表Ctrl+C |
| \A | 字符串开头(类似^，但不受处理多行选项的影响) |
| \Z | 字符串结尾或行尾(不受处理多行选项的影响) |
| \z | 字符串结尾(类似$，但不受处理多行选项的影响) |
| \G | 当前搜索的开头 |
| \p{name} | Unicode中命名为name的字符类，例如\p{IsGreek} |
| (?>exp) | 贪婪子表达式 |
| (?<x>-<y>exp) | 平衡组 |
| (?im-nsx:exp) | 在子表达式exp中改变处理选项 |
| (?im-nsx) | 为表达式后面的部分改变处理选项 |
| (?(exp)yes|no) | 把exp当作零宽正向先行断言，如果在这个位置能匹配，使用yes作为 此组的表达式；否则使用no |
| (?(exp)yes) | 同上，只是使用空表达式作为no |
| (?(name)yes|no) | 如果命名为name的组捕获到了内容，使用yes作为表达式；否则使用 no |
| (?(name)yes) | 同上，只是使用空表达式作为no |