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# 引言

## 目标

在完成软件开发前期的准备工作如项目需求等，结合《蜗牛旅行需求规格说明书》项目小组提出了这份软件架构设计说明书。

此概要设计说明书对蜗牛旅行App前后台的功能分配，模块划分，程序的总体结构，输入输出和接口设计，运行设计，数据结构设计及出错设计等方面作了全面的概括性的说明，为软件详细设计奠定了基础，同时作为系统分析员工作的阶段性总结和程序员进行开发及未来测试的重要文档资料。

## 文档范围

本文档包括系统的架构设计、数据库设计、安全性、可靠性、可用性等方面的规划和设计。

## 参考资料

部分内容参考了《蜗牛旅行需求规格说明书》

## 系统目标和约束

系统目标：实现项目规划中的大多数功能。

系统的约束：因为时间有限和技术水平有限，不确保所有功能都能完成，尽最大可能完成我们所预期的效果。。

# 系统设计

## 系统架构概述

该系统的架构采用三层架构（MVC）的模式：展示层、逻辑层和数据层。采用面向对象的设计方法。

## 对象模型

该系统采用面向对象的设计方法。

## 接口

*[详细说明本系统内部每个接口的每个方法的定义。*

*注意：如果本系统需要和其他系统交互，则应该将交互的接口协议单独成册，而不是写入本节中。]*

## 特性实现

详见界面设计说明书。

## 错误代码

*[详细列出错误处理机制所能处理的所有错误代码及其含义]*

## 错误日志

*[说明能够被处理和记录的错误类型和记录方式。]*

## 部署视图

1. 硬件环境：
   1. 需要互联网（采用云服务器，所以无须部署物理服务器）
2. 软件：
   1. 需部署一台Linux操作系统的服务器，计划采用CentOS 6.5 64位系统。
   2. 使用node.js编写WEB服务器。
   3. 一款数据库软件 MySQL 或 MongoDB
3. 配置：
   1. 配置Linux环境
   2. 配置node服务器环境
   3. 配置数据库环境
   4. 配置云服务器
   5. 配置域名端口
4. 部署：
   1. 部署项目代码到服务器
   2. 部署数据库

# 数据库设计

## 物理模型

1. 为每个表初始设置300M的存储空间，以10%的大小扩展。
2. 为上传的图片预留空间。

# 质量及其他方面

## 可维护性

1. 通过程序注释等方式增加代码的可读性和可维护性。
2. 将数据访问层分离，做成一个个函数，由其它层调用，以增加代码的可维护性。
3. 数据库有日志记录，系统一旦出现故障有恢复到故障之前的信息和数据的能力。

## 安全性

1. 密码使用md5加密
2. 对用户的输入进行验证
3. 对用户的输入的特殊字符进行转义，防止SQL注入攻击

## 可扩展性

1. 可以通过增加硬件资源的方式提高系统的响应速度。
2. 可以通过修改代码，扩充系统的功能。

## 可靠性

1. 数据库按时备份，有日志记录

## 可用性

1、做好充分的前期工作，系统一旦投入使用，尽量减少宕机的次数和时间

## 性能设计

*[系统性能通常使用事务处理能力或资源利用率来度量。确定系统需求的方法：*

*识别约束：包括预算、时间、基础结构、可选的开发工具和技术；*

*确定功能特性：要符合使用场景和用例*

*确定负载：使用本系统的客户数量]*
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