**CPS 483/583 – Homework 2**

**Due:** 5 PM, Friday, 19 February, 2021

1. (20 pts)

You must provide the entire algorithm for the problem.

![https://i0.wp.com/algorithms.tutorialhorizon.com/files/2019/10/Bipartite-Graph.png?resize=355%2C282](data:image/png;base64,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)

The Bipartite algorithm for testing a graph is:

One way is to look at whether the graph has 2 colors or not

The following is the algorithm

1. Assign a color to the vertex of the source .

2. Color all the neighbors in any other color of your liking (by setting it in V).

3. Color the whole neighbor

4. In this way, color in all the vertices to satisfy all the problems of the calculation problem in the form of m when m = 2.

5. When rendering the vertex by color- if we find a neighboring vertex sharing the same color as the current vertex then the graph cannot be coded in the same color so can be stated as not bipartite

Actual Code

|  |
| --- |
| # enter <iostream>  # include <vector>  # include <ueue>  using namespace std;    Edge Edge {  int src, end;  };    Class graph  {  community:  vector <vector <int>> adjList;    Graph (vector <Edge> const & edges, int N)  {  adjList.resize (N);    for (auto & edge: edges)  {  adjList [Edge.src] .push\_back (Edge.dest);  adjList [edge.dest] .push\_back (Edge.src);  }  }  };    // Create BFS on the graph from vertex `v`  bool BFS (Graph const and graph, int v, int N)  {    vector <bool> found (N);      vector <int> level (N);    found [v] = true, level [v] = 0;    line <int> q;  q. push (v);    // loop until the line is empty  while (! q.empty ())  {  v = q forward ();  q.pop ();      of (int u: graph.adjList [v])  {  if (! get [u])  {  found [u] = true;    level [u] = level [v] + 1;    // insert vertex  q. push (u);  }  The // vertex level `u` and` v` are the same, and then  // graph contains irregular cycles and is not bipartite  otherwise if (level [v] == level [u]) {  return false;  }  }  }    true return;  }    int main ()  {  vector <Edge> edges = {  {1, 2}, {2, 3}, {2, 8}, {3, 4}, {4, 6}, {5, 7},  {5, 9}, {8, 9}  // if we add to the edge `2 -> 4`, the graph becomes non-bipartite  };    // the total number of nodes in the graph  int N = 6;    // construct a graph from the given edges  Graph graph (edge, N);    // Make BFS crossings from vertex 1  if (BFS (graph, 1, N)) {  cout << "Graphite bipartite";  } more {  cout << "Graph is not bipartite";  }    return 0;  } |

1. (20 pts)

The Bipartite Graph can only work in an idealistic form

Actual Code

|  |
| --- |
| #include <iostream>  # include <vector>  # include <ueue>  using namespace std;    // Data structure to maintain the edge of the graph  Edge Edge {  int src, end;  };    // The section that will represent the graph object  Class graph  {  community:  // vector of vectors to represent the list of adjacency  vector <vector <int>> adjList;    // Graph constructor  Graph (vector <Edge> const & edges, int N)  {  // vector size to hold `N-type objects` vector <int>`  adjList.resize (N);    // add edges to the non-target graph  for (auto & edge: edges)  {  adjList [Edge.src] .push\_back (Edge.dest);  adjList [edge.dest] .push\_back (Edge.src);  }  }  };    // Create BFS on the graph from vertex `v`  bool BFS (Graph const and graph, int v, int N)  {  // tracking whether vertex was detected or not  vector <bool> found (N);    // maintains the level of each vertex in BFS  vector <int> level (N);    // mark the vertex of the source as found again  // set its value to 0  found [v] = true, level [v] = 0;    // create a BFS generating line and enter a line  // vertex source on it  line <int> q;  q. push (v);    // loop until the line is empty  while (! q.empty ())  {  // create a front docket  v = q forward ();  q.pop ();    // do in all edges `v -> u`  of (int u: graph.adjList [v])  {  // if vertex `u` is first checked  if (! get [u])  {  // mark as found  found [u] = true;    // set the level as the parent node level and 1  level [u] = level [v] + 1;    // insert vertex  q. push (u);  }  // if vertex already found and file for  The // vertex level `u` and` v` are the same, and then  // graph contains irregular cycles and is not bipartite  otherwise if (level [v] == level [u]) {  return false;  }  }  }    true return;  }    int main ()  {  // vector of graph edges according to the diagram above  vector <Edge> edges = {  {1, 2}, {2, 3}, {2, 8}, {3, 4}, {4, 6}, {5, 7},  {5, 9}, {8, 9}  // if we add to the edge `2 -> 4`, the graph becomes non-bipartite  };    // the total number of nodes in the graph  int N = 6;    // construct a graph from the given edges  Graph graph (edge, N);    // Make BFS crossings from vertex 1  if (BFS (graph, 1, N)) {  cout << "Graphite bipartite";  } more {  cout << "Graph is not bipartite";  }    return 0;  } |

(a) Consult above for the definition of distance between vertices in a weighted graph.

Suppose you are given a weighted graph *G* in which weight of every edge is one of 1, 2, 3, 4, or 5, and vertex *s*. Present a small example to show that the simple breadth first search from *s* is *not* guaranteed to find the shortest paths from *s* to other vertices.

Clearly present the graph with vertex *s* labeled, and the outcome of a breadth first search from *s*.
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Following the breadth first search algorithm that follows certain rules

BFS is a traversing algorithm where you should start traversing from a selected node (source or starting node) and traverse the graph layer-wise or through certain levels thus exploring the neighboring nodes and then to the next node levels .

As the name of the BFS suggests, you need to limit the width of the graph as follows:

1. First go horizontally or access the layer from the left to the right as layered out

2. Move on to the next layer

However, there is no weighting factor for vertex s to help our transversal with the neighbor nodes.

**Read the following before attempting (b) through (e)**

1. Let *G* = (*V,E*) where *V* = {1*,*2*,*3*,*4} and *E* = {[1*,*2]*,*[2*,*3]*,*[3*,*4]*,*[1*,*3]*,*[1*,*4]}. Further, weight of [1*,*2] is 1, weight of [2*,*3] is 3, weight of [3*,*4] is 5, weight of [1*,*3] is 5, and weight of [1*,*4] is 2.

Present *G* (along with weights of edges) and *H* (constructed from *G* as above).

Let *G* = (*V,E*) where *V* = {1*,*2*,*3*,*4}

and *E* = {[1*,*2]*,*[2*,*3]*,*[3*,*4]*,*[1*,*3]*,*[1*,*4]}.

Further, weight of [1*,*2] is 1,

weight of [2*,*3] is 3,

weight of [3*,*4] is 5,

weight of [1*,*3] is 5

, and weight of [1*,*4] is 2.

Present *G* (along with weights of edges) and *H* (constructed from *G* as above).

For every single graph vertex the following interconnection holds

1. What is the distance between vertices 1 and 3 in *G*? What is the distance between vertices 1 and 3 in *H*?

Vertex Formation

Let *G* = (*V,E*) where *V* = {1*,*2*,*3*,*4}

and *E* = {[1*,*2]*,*[2*,*3]*,*[3*,*4]*,*[1*,*3]*,*[1*,*4]}.

Further, weight of [1*,*2] is 1,

weight of [2*,*3] is 3,

weight of [3*,*4] is 5,

weight of [1*,*3] is 5

, and weight of [1*,*4] is 2.

Vertices in

Further, weight of [1*,*2] is 1,

weight of [2*,*3] is 3,

weight of [3*,*4] is 5,

Consider the following construction to build graph *H* based on graph *G*: corresponding to every vertex of *G*, *H* also has a vertex. We will also introduce additional vertices in *H* as explained below.

Every edge in *H* will have a weight of 1.

Whenever *G* has an edge *x*−*y* with weight *k*, *instead* we will introduce in *H* a path connecting *x* and *y* with *k* edges such that each of the intermediate vertices on the path is new, and also every such vertex has degree exactly 2.

Observe that we have to add *k* − 1 such new vertices.

Distance in G in Half the Distance in H based on the proof that

Proof=> if edge *x* − *y* in *G* had a weight of 4 in *G*, in *H* we will instead have the path *x* − 0 − 0 − 0 − *y* connecting *x* and *y*. Each of the 0 vertices is new and degree of such a vertex in *H* is exactly 2.

• Provide distance to a minimum number of edges

• Previous vertex. The previous vertex of the source is a special value, such as null, which indicates that it has no predecessor.

For example, here is an unadjusted graph with five vertices, numbered 0 to 5,

- with vertex numbers appearing above or below the vertices. Within each vertex there are two numbers: the distance from the source, followed by the previous one on the shortest path from the source.

In BFS, we initially set the distance and precursor of each vertex to a special value (null).

We start searching for the source and give you a 0 rating.

After that we visit all the neighbors of the source and give each neighbor a grade 1 and set the predecessor to be the source.

We then visit all the neighbors of the 1st distant vertices and who have never been visited before, and give each of these vertices a 2nd grade and set the precedent to be the vertex from which we come.

We continue until all the corners are located from the vertex of the visited source, we always visit all the vertices away kkk from the source before visiting any vertex at a distance of k + 1k + 1k, plus, 1.

Being complex

BFS time difficulty is O (V + E),

where V - number of nodes and

E- end number.

Therefore, the following is the structure of Complextiy graph

O (m + n)