# ACTIVITY 1 – LINUX COMMANDS:

## INTRO:

|  |  |  |
| --- | --- | --- |
| 1 | Who initiated Linux Kernel Development? | Linus Torvalds |
| 2 | Who initiated GNU Software Development? | Richard Stallman |
| 3 | What is the full form of GNU? | GNU's Not Unix |
| 4 | What is GNU/Linux? | Linux is the kernel. Linux is normally used in combination with the GNU operating system: the whole system is basically GNU with Linux added, or GNU/Linux. |
| 5 | Do Linux is Free and Open Source software? | Yes |
| 6 | What are the various Open Source Licensing Models, e.g. GPL v3? | GNU General Public License (GPL)  The Apache License.  Microsoft Public Licenses (Ms-PL)  Berkeley Software Distribution (BSD)  Common Development and Distribution License (CDDL)  Eclipse Public License (EPL)  MIT License. |
| 7 | What is the full form of GPL? | GNU General Public License |
| 8 | Identify some popular Linux Distributions | Ubuntu Linux  Red Hat Enterprise Linux  Linux Mint  Debian |
| 9 | Fedora Identify some popular Linux Desktop Environments | KDE  MATE  GNOME  Cinnamon  Budgie  LXQt  Xfce  Deepin |
| 10 | Identify some end user applications in Linux (Alternatives to Windows apps) | PDF Editor â€“ LibreOffice Draw  LaTeX Editor â€“ TeXmaker  Web Browser â€“ Chromium  Free Office Suite â€“ LibreOffice  Image Editor â€“ GIMP  Linux PDF Viewer â€“ Okular |
| 11 | Identify the Programming support in Linux | PHP, Perl, Ruby, Python, Java, Go, Rust, Haskell |

Table 1: Intro

## OUTRO:

|  |  |  |
| --- | --- | --- |
| 1 | What is a shell? | A shell is a program that receives commands from the user and gives it to the OS to process, and it shows the output. |
| 2 | What is a terminal? | A shell is a program that receives commands from the user and gives it to the OS to process, and it shows the output. |
| 3 | What is a shell prompt? | The shell prompt (or command line) is where one types commands. |
| 4 | Identify default Primary, Secondary prompt in the shell? | The default command prompt is a single character (typically $ or #). When you issue a command that is incomplete, the shell will display a secondary prompt and wait for you to complete the command and hit Enter again. The default secondary prompt is > (the greater than sign) |
| 5 | What is the typical syntax of a command? | Command [options] [arguments] |
| 6 | How to specify single letter Vs multi lettered options with commands | Single letter options start with -  Multi lettered options start with -- |
| 7 | List out some available shells for Linux | bash, ksh, csh, tcsh, zsh |
| 8 | What is the default shell in your machine? | Bash |
| 9 | What is the full form of Bash | Bourne Again Shell |
| 10 | What is the difference between pseudo terminal and login console? | A pseudo terminal (PTY) is a user level program that appears to be a terminal device to another program. The console is the text output device for system administration messages. These messages come from the kernel, from the init system and from the system logger. |
| 11 | How can you navigate between recent commands? | Use the Up arrow key |
| 12 | How can you auto complete command, file/directory names? | Use the Tab key |
| 13 | What is the significance of following key strokes | Ctrl + C, Ctrl + \, Ctrl + Z, Ctrl + U, Ctrl + D Ctrl + L?  Ctrl+C - Interrupt (kill) the current foreground process  Ctrl + \- Quit process (by SIGQUIT signal)  Ctrl + Z- Suspend process (by SIGTSTP signal)  Ctrl + U- Discard the current command  Ctrl + D- End of input  Ctrl + L- Clear the screen |
| 14 | How to refer documentation of commands? | man |
| 15 | What are the sections of man pages? | Executable programs or shell commands  System calls (functions provided by the kernel)  Library calls (functions within program libraries)  Special files (usually found in /dev)  File formats and conventions eg /etc/passwd  Games  Miscellaneous  System administration commands (usually only for root)  Kernel routines |
| 16 | How to quit man page view? | press q |

Table 2: Outro

## BASIC COMMANDS:

|  |  |  |
| --- | --- | --- |
| 1 | Explain the difference between these two commands.   * find /data -name "\*.txt" * find /data -name \*.txt | * When the \*.txt is quoted then the shell will not touch it. The find tool will look in the /data for all files ending in .txt. * When \*.txt is not quoted then the shell might expand this “when one or more files that ends in .txt exist in the current directory”. The find might show a different result, or can result in a syntax error. |
| 2 | Explain the difference between these two statements. Will they both work when there are 200 .odf files in /data? How about when there are 2 million .odf files?   * find /data -name "\*.odf" > data\_odf.txt * find /data/\*.odf > data\_odf.txt | * The first find will output all .odf filenames in /data and all subdirectories. The shell will redirect this to a file. * The second find will output all files named .odf in /data and will also output all files that exist in directories named \*.odf (in /data). * With the two millions of files the command line would be expanded beyond the maximum that the shell can accept. Then the last part of the command line would be lost. |
| 3 | Write a find command that finds all files created after January 30th 2010. | touch -t 201001302359 marker\_date  find . -type f -newer marker\_date |
| 4 | Write a find command that finds all \*.odf files created in September 2009. | touch -t 200908312359 marker\_start  touch -t 200910010000 marker\_end  find . -type f -name "\*.odf" -newer marker\_start ! -newer marker\_end |
| 5 | Count the number of \*.conf files in /etc and all its subdirs. | find /etc -type f -name '\*.conf' | wc –l |
| 6 | Here are two commands that do the same thing: copy \*.odf files to /backup/ . What would be a reason to replace the first command with the second?   * cp -r /data/\*.odf /backup/ * find /data -name "\*.odf" -exec cp {} /backup/ \; | The first might fail when there are too many files to fit on one command line |
| 7 | Create a file called loctest.txt. Can you find this file with locate? Why not? How do you make locate find this file? | You cannot locate this with locate because it is not yet in the index.  By using “updatedb” we can make locate find this file. |
| 8 | Use find and -exec to rename all .htm files to .html. | find . -name '\*.htm'\  find . -name '\*.htm' -exec mv {} {}l \;  find . -name '\*.htm\*' |
| 9 | Issue the date command. Now display the date in YYYY/MM/DD format. | date +%Y/%m/%d |
| 10 | Issue the cal command. Display a calendar of 1582 and 1752. Notice anything special ? | * cal * cal -y 1582 * displays 1582 calendar:   In 1582, when Pope Gregory XIII introduced his Gregorian calendar, Europe adhered to the Julian calendar, first implemented by Julius Caesar in 46 B.C. Since the Roman emperor's system miscalculated the length of the solar year by 11 minutes, the calendar had since fallen out of sync with the seasons.   * cal -y 1752 * displays 1752 calendar:   Since the Gregorian calendar accounted more accurately for leap years, it was 11 days ahead of the Julian calendar by 1752. |

Table 3: Basic Commands

## COMMANDS AND ARGUMENTS:

|  |  |  |
| --- | --- | --- |
| 1 | How many arguments are in this line (not counting the command itself).   * touch '/etc/cron/cron.allow' 'file 42.txt' "file 33.txt | Three (3) |
| 2 | Is tac a shell builtin command? | Tac command in linux is used to concatenate and print files in reverse. This command will write each file to standard output, the last line first. When no file is specified then this command will read the standard input.  • Tac is /usr/bin/tac |
| 3 | Is there an existing alias for rm? | * There is no inbuit rm in alias * bash:alias:rm:not found * if we need we can create using “alias rm” |
| 4 | What is -i option of rm. Create and remove a file to test the -i option. | * ‘-I’ option in rm command will prompt before deleting a file. * man rm   touch testfile  rm –i testfile |
| 5 | Execute: alias rm='rm -i'. Test your alias with a test file. Does this work as expected? | * When we need to be promted ,just use rm -I in the alias. * touch testfile rm testfile |
| 6 | List all current aliases. | * For this we need to type alias at the promt and any active aliases will be listed. * Alias |
| 7 | 1. Create an alias called 'city' that echoes your hometown. 2. Use your alias to test that it works. | * alias city= ‘echo bvrm’ * alias * alias city=’echo bvrm’ * alias egrep=’egrep –color=auto’ * alias fgrep=’egrep –color=auto’ * alias grep=’egrep –color=auto’ * alias l=’ls -CF’ * alias la=’ls -A’ * alias ll=’ls –alF’ * alias ls=’ls –color=auto’ |
| 8 | Execute set -x to display shell expansion for every command. | * city (it should display bvrm) bvrm |
| 9 | Test the functionality of set -x by executing your city and rm aliases. | * set –x |
| 10 | Execute set +x to stop displaying shell expansion. | * ~$ set -x * ~$ city * + echo bvrm * bvrm |
| 11 | Remove your city alias. | * unalias city * unalias:removes the city name bvrm |
| 12 | What is the location of the cat and the passwd commands ? | * cat: /bin/cat * passwd: /user/bin/passwd |
| 13 | Explain the difference between the following commands:  echo  /bin/echo | The echo command will be interpreted by the shell as the built-in echo command. The /bin/echo command will make the shell execute the echo binary located in the /bin director |
| 14 | Explain the difference between the following commands:  echo Hello  echo -n Hello | * The -n option of the echo command will prevent echo from echoing a trailing newline. * echo Hello will echo six characters in total, echo -n hello only echoes five characters. |
| 15 | Display A B C with two spaces between B and C. | * echo "A B C" |
| 16 | Display (do not use spaces) exactly the following output:  4+4 =8  10+14 =24 | * echo -e "4+4\t=8" ; * echo -e "10+14\t=24" |
| 17 | Use echo to display the following exactly :??\\  Find two solutions with single quotes, two with double quotes and one without quotes. | * echo '??\\' * echo -e '??\\\\' * echo "??\\\\" * echo -e "??\\\\\\" * echo ??\\\\ |
| 18 | Use one echo command to display three words on three lines. | * echo -e “firstword \nsecondword \nthirdword" “\n” ->takes to next line |

Table 4: Commands and Arguments

## CONTROL OPERANDS:

|  |  |  |
| --- | --- | --- |
| 1 | When you type passwd, which file is executed? | which passwd |
| 2 | What kind of file is that? | file /usr/bin/passwd |
| 3 | Execute the pwd command twice. (remember 0.) | pwd; pwd |
| 4 | Execute ls after cd /etc, but only if cd /etc did not error. | cd /etc && ls |
| 5 | Execute cd /etc after cd etc, but only if cd etc fails. | cd /etc || cd /etc |
| 6 | Echo it worked when 'touch test42' works, and echo it failed when the touch failed. All on one command line as a normal user (not root). Test this line in your home directory and in /bin/ . | * ~$ cd ; touch test42 && echo it worked || echo it failed   It worked   * ~$ cd /bin; touch test42 && echo it worked || echo it failed   touch: cannot touch `test42` : Permission denied  it failed |
| 7 | Execute sleep 6, what is this command doing ? | pausing for six seconds |
| 8 | Execute sleep 200 in background (do not wait for it to finish). | sleep 200 & |
| 9 | Write a command line that executes rm file55. Your command line should print 'success' if file55 is removed, and print 'failed' if there was a problem. | * rm file55 && echo success || echo failed |
| 10 | Use echo to display "Hello World with strange' characters \ \* [ } ~ \\ ." (including all quotes) | * echo \”Hello World with strange\’ characters \\ \\* \[ \} \~ \\\\ \. \”   or   * echo \”Hello World with strange\’ characters \ \* [ } ~ \\ . “\” |

Table 5: Control Operands

## FILE LINKS:

|  |  |  |
| --- | --- | --- |
| 1 | Create two files named winter.txt and summer.txt, put some text in them. | * echo cold > winter.txt ; echo hot > summer.txt |
| 2 | Create a hard link to winter.txt named hlwinter.txt. | * ln winter.txt hlwinter.txt |
| 3 | Display the inode numbers of these three files, does the hard links have the same inode? | * ls -li winter.txt summer.txt hlwinter.txt |
| 4 | Use the find command to list the two hardlinked files | * find . inum xyz #replace xyz with the inode number |
| 5 | Everything about a file is in the inode, except two things : name them! | * The name of the file is in a directory,and the contents is somewhere on the disk |
| 6 | Create a symbolic link to summer.txt called slsummer.txt. | * ln -s summer.txt slsummer.txt |
| 7 | Find all files with inode number 2. What does this information tell you ? | * It tells you there is more than one inode table (one for every formatted partition + virtual file systems) |
| 8 | Look at the directories /etc/init.d/ /etc/rc2.d/ /etc/rc3.d/ ... do you see the links ? | * ls -l /etc/init.d * ls -l /etc/rc2.d * ls -l /etc/rc3.d |
| 9 | Look in /lib with ls -l... | * ls -l /lib |
| 10 | Use find to look in your home directory for regular files that do not(!) have one hard link. | * find ~ ! -links 1 -type f |

Table 6: File Links

## STANDARD FILE PERMISSIONS:

|  |  |  |
| --- | --- | --- |
| 1 | As normal user, create a directory ~/permissions. Create a file owned by yourself in there. | * mkdir ~/permissions ; touch ~/permissions/myfile.txt |
| 2 | Copy a file owned by root from /etc/ to your permissions dir, who owns this file now ? | * cp */*etc*/*hosts ~/permissions/   The copy is owned by the user |
| 3 | As root, create a file in the users ~/permissions directory. | * (become root)# touch /home/username/permissions/rootfile |
| 4 | As normal user, look at who owns this file created by root. | * ls -l ~/permissions   The file is created by root is owned by root |
| 5 | Change the ownership of all files in ~/permissions to yourself. | * chown user ~/permissions/\*   Cannot become owner of the file that belongs to root |
| 6 | Make sure you have all rights to these files, and others can only read. | * chmod 644 (on file) * chmod 755 (on directories) |
| 7 | With chmod, is 770 the same as rwxrwx--- ? | yes |
| 8 | With chmod, is 664 the same as r-xr-xr-- ? | no |
| 9 | With chmod, is 400 the same as r-------- ? | yes |
| 10 | With chmod, is 734 the same as rwxr-xr-- ? | no |
| 11 | a. Display the umask in octal and in symbolic form.  b. Set the umask to 077, but use the symbolic format to set it. Verify that this works. | a. umask ; umask -S  b. umask -S u=rwx, g0= |
| 12 | Create a file as root, give only read to others. Can a normal user read this file ? Test writing to this file with nano. | * (become root) * # echo hello > /home/username/root.txt * # chmod 744 > /home/username/root.txt * (become user) * vi ~/root.txt |
| 13 | a. Create a file as normal user, give only read to others. Can another normal user read this file ? Test writing to this file with vi.  b. Can root read this file ? Can root write to this file with vi ? | a. echo hello > file ; chmod 744 file  Yes, others can read this file  b. Yes, root can read and write to this file. Permissions do not apply to root |
| 14 | Create a directory that belongs to a group, where every member of that group can read and write to files, and create files. Make sure that people can only delete their own files. | * mkdir /home/project42 ; groupadd project42 * chgrp project42 /home/project42 ; chmod 755 /home/project42 |

Table 7: Standard File Permissions

## FILE SYSTEM:

|  |  |  |
| --- | --- | --- |
| 1 | Put a sorted list of all bash users in bashusers.txt. | * grep bash /etc/passwd | cut -d: -f1 | sort > bashusers.txt |
| 2 | Put a sorted list of all logged on users in onlineusers.txt. | * who | cut -d' ' -f1 | sort > onlineusers.txt |
| 3 | Make a list of all filenames in /etc that contain the string conf in their filename. | * ls /etc | grep conf |
| 4 | Make a sorted list of all files in /etc that contain the case insensitive string conf in their filename. | * ls /etc | grep -i conf | sort |
| 5 | Look at the output of /sbin/ifconfig. Write a line that displays only ip address and the subnet mask. | * /sbin/ifconfig | head -2 | grep 'inet ' | tr -s ' ' | cut -d' ' -f3,5 |
| 6 | Write a line that removes all non-letters from a stream. | * ~$ cat text   This is, yes really! , a text with ?&\* too many str$ange# characters ;-)   * ~$ cat text | tr -d ',!$?.\*&^%#@;()-'   This is yes really a text with too many strange characters |
| 7 | Write a line that receives a text file, and outputs all words on a separate line. | * ~$ cat text2   it is very cold today without the sun   * ~$ cat text2 | tr ' ' '\n'   it  is  very  cold  today  without  the  sun |
| 8 | Write a spell checker on the command line. (There may be a dictionary in /usr/share/dict/ .) | * ~$ echo "The zun is shining today" > text * ~$ cat > DICT   is  shining  sun  the  today   * ~$ cat text | tr 'A-Z ' 'a-z\n' | sort | uniq | comm -23 - DICT   zun |

Table 8: File System

## FILTERS:

|  |  |  |
| --- | --- | --- |
| 1 | Put a sorted list of all bash users in bashusers.txt. | * grep bash /etc/passwd | cut -d: -f1 | sort > bashusers.txt |
| 2 | Put a sorted list of all logged on users in onlineusers.txt. | * who | cut -d' ' -f1 | sort > onlineusers.txt |
| 3 | Make a list of all filenames in /etc that contain the string conf in their filename. | * ls /etc | grep conf |
| 4 | Make a sorted list of all files in /etc that contain the case insensitive string conf in their filename. | * ls /etc | grep -i conf | sort |
| 5 | Look at the output of /sbin/ifconfig. Write a line that displays only ip address and the subnet mask. | * /sbin/ifconfig | head -2 | grep 'inet ' | tr -s ' ' | cut -d' ' -f3,5 |
| 6 | Write a line that removes all non-letters from a stream. | * ~$ cat text   This is, yes really! , a text with ?&\* too many str$ange# characters ;-)   * ~$ cat text | tr -d ',!$?.\*&^%#@;()-'   This is yes really a text with too many strange characters |
| 7 | Write a line that receives a text file, and outputs all words on a separate line. | * ~$ cat text2   it is very cold today without the sun   * ~$ cat text2 | tr ' ' '\n'   it  is  very  cold  today  without  the  sun |
| 8 | Write a spell checker on the command line. (There may be a dictionary in /usr/share/dict/ .) | * ~$ echo "The zun is shining today" > text * ~$ cat > DICT   is  shining  sun  the  today   * ~$ cat text | tr 'A-Z ' 'a-z\n' | sort | uniq | comm -23 - DICT   zun |

Table 9: Filters

## SHELL PATTERN MATCHING:

|  |  |  |
| --- | --- | --- |
| 1 | Create a test directory and enter it. | * mkdir testdir; cd testdir |
| 2 | Create the following files :  file1  file10  file11  file2  File2  File3  file33  fileAB  filea  fileA  fileAAA  file(  file 2  (the last one has 6 characters including a space) | * touch file1 file10 file11 file2 File2 File3 * touch file33 fileAB file fileA fileAAA * touch "file(" * touch "file 2" |
| 3 | List (with ls) all files starting with file | * ls file\* |
| 4 | List (with ls) all files starting with File | * ls File\* |
| 5 | List (with ls) all files starting with file and ending in a number. | * ls file\*[0-9] |
| 6 | List (with ls) all files starting with file and ending with a letter | * ls file\*[a-z] |
| 7 | List (with ls) all files starting with File and having a digit as fifth character. | * ls File[0-9]\* |
| 8 | List (with ls) all files starting with File and having a digit as fifth character and nothing else. | * ls File[0-9] |
| 9 | List (with ls) all files starting with a letter and ending in a number. | * ls [a-z]\*[0-9] |
| 10 | List (with ls) all files that have exactly five characters. | * ls ????? |
| 11 | List (with ls) all files that start with f or F and end with 3 or A. | * ls [fF]\*[3A] |
| 12 | List (with ls) all files that start with f have i or R as second character and end in a number. | * ls f[iR]\*[0-9] |
| 13 | List all files that do not start with the letter F. | * ls [!F]\* |
| 14 | Can echo replace ls ? How can you list the files in the current directory with echo ? | * echo \* |
| 15 | Is there another command besides cd to change directories ? | * pushd popd |

Table 10: Shell Pattern matching

## SHELL HISTORY:

|  |  |  |
| --- | --- | --- |
| 1 | Issue the command  echo | * echo   The answer to the meaning of life, the universe and everything is 42 |
| 2 | Repeat the previous command using only two characters (there are two solutions!) | !!  OR  !e |
| 3 | Display the last 5 commands you typed. | * ~$ history 5 * 52 ls -l * 53 ls * 54 df -h | grep sda * 55 echo The answer to the meaning of life, the universe and everything is 42 * 56 history 5 |
| 4 | Issue the long echo from question 1 again, using the line numbers you received from the command in question 3. | * ~$ !55   echo The answer to the meaning of life, the universe and everything is 42  The answer to the meaning of life, the universe and everything is 42 |
| 5 | How many commands can be kept in memory for your current shell session? | * echo $HISTSIZE |
| 6 | Is the current session history stored to ~/.bashrc\_history? | Yes |
| 7 | Where are these commands stored when exiting the shell? | * echo $HISTFILE |
| 8 | How many commands can be written to the history file when exiting your current shell session? | * echo $HISTFILESIZE |
| 9 | Make sure your current bash shell remembers the only 10 commands you type. | * HISTSIZE=10 |
| 10 | When is command history written to the history file? | * For each terminal execution. |

Table 11: Shell History

## SHELL VARIABLES:

|  |  |  |
| --- | --- | --- |
| 1 | Use echo to display Hello followed by your username. (use a bash variable!) | * echo Hello $USER |
| 2 | Create a variable answer with a value of 42. | answer=42 |
| 3 | Copy the value of $LANG to $MyLANG. | * MyLANG=$LANG |
| 4 | List all current shell variables. | * set * set|more on Ubuntu/Debian |
| 5 | List all exported shell variables. | * env * export * declare -x |
| 6 | Do the env and set commands display your variable ? | * env | more * set | more |
| 7 | Destroy your answer variable. | unset answer |
| 8 | Create two variables, and export one of them. | * var1=1; export var2=2 |
| 9 | Display the exported variable in an interactive child shell. | * bash * echo $var2 |
| 10 | Create a variable, give it the value 'Dumb', create another variable with value 'do'. Use echo and the two variables to echo Dumbledore. | * varx=Dumb; vary=do * echo ${varx}le${vary}re * solution by Yves from Dexia : echo $varx'le'$vary're' * solution by Erwin from Telenet : echo "$varx"le"$vary"re |
| 11 | Find the list of backslash escaped characters in the manual of bash. Add the time to your PS1 prompt. | * PS1='\t \u@\h \W$ ' |

Table 12: Shell variables

## WORKING WITH DIRECTORIES:

|  |  |  |
| --- | --- | --- |
| 1 | Display your current directory. | * pwd |
| 2 | Change to the /etc directory. | * cd /etc |
| 3 | Now change to your home directory using only three key presses. | * cd (and the enter key) |
| 4 | Change to the /boot/grub directory using only eleven key presses. | * cd /boot/grub (use the tab key) |
| 5 | Go to the parent directory of the current directory. | * cd .. (with space between cd and ..) |
| 6 | Go to the root directory. | * cd / |
| 7 | List the contents of the root directory. | * ls |
| 8 | List a long listing of the root directory. | * ls -l |
| 9 | Stay where you are, and list the contents of /etc. | * ls /etc |
| 10 | Stay where you are, and list the contents of /bin and /sbin. | * ls /bin /sbin |
| 11 | Stay where you are, and list the contents of ~. | * ls ~ |
| 12 | List all the files (including hidden files) in your home directory. | * ls -al ~ |
| 13 | List the files in /boot in a human readable format. | * ls -lh /boot |
| 14 | Create a directory testdir in your home directory. | * mkdir ~/testdir |
| 15 | Change to the /etc directory, stay here and create a directory newdir in your home directory. | * cd /etc ; mkdir ~/newdir |
| 16 | Create in one command the directories ~/dir1/dir2/dir3 (dir3 is a subdirectory from dir2,and dir2 is a subdirectory from dir1 ). | * mkdir -p ~/dir1/dir2/dir3 |
| 17 | Remove the directory testdir. | * rmdir testdir |
| 18 | Open manual page for bash and read about pushd and popd by searching in manpage. | * man bash # opens the manual * /pushd # searches for pushd * n # next (do this two/three times) |

Table 13: Working with Directories

## WORKING WITH FILES:

|  |  |  |
| --- | --- | --- |
| 1 | List the files in the /bin directory | * ls /bin |
| 2 | Display the type of file of /bin/cat, /etc/passwd and /usr/bin/passwd. | * file /bin/cat /etc/passwd /usr/bin/passwd |
| 3 | Use files LFS.png dummy.pdf  a. Display the type of file of wolf.jpg and dummy.pdf  b. Rename LFS.png to wolf.pdf  c. Display the type of file of wolf.pdf and dummy.pdf. | a. file wolf.jpg dummy.pdf  b. mv LFS.png wolf.pdf  c. file wolf.pdf dummy.pdf |
| 4 | Create a directory ~/touched and enter it. | * mkdir ~/touched ; cd ~/touched |
| 5 | Create the files today.txt and yesterday.txt in touched. | * touch today.txt yesterday.txt |
| 6 | Change the date on yesterday.txt to match yesterday's date. | * touch -t 200810251405 yesterday.txt (substitute 20081025 with yesterday) |
| 7 | Copy yesterday.txt to copy.yesterday.txt | * cp yesterday.txt copy.yesterday.txt |
| 8 | Rename copy.yesterday.txt to kim | * mv copy.yesterday.txt kim |
| 9 | Create a directory called ~/testbackup and copy all files from ~/touched into it. | * mkdir ~/testbackup ; cp -r ~/touched ~/testbackup/ |
| 10 | Use one command to remove the directory ~/testbackup and all files in it. | * rm -rf ~/testbackup |
| 11 | Create a directory ~/etcbackup and copy all \*.conf files from /etc into it. Did you include all subdirectories of /etc ? | * cp -r /etc/\*.conf ~/etcbackup * Only \*.conf files that are directly in /etc/ are copied. |
| 12 | Use rename to rename all \*.conf files to \*.backup . | * On RHEL: touch 1.conf 2.conf ; rename conf backup \*.conf * On Debian: touch 1.conf 2.conf ; rename 's/conf/backup/' \*.conf |

Table 14: Working with Files

## WORKING WITH FILE CONTENTS:

|  |  |  |
| --- | --- | --- |
| 1 | Display the first 12 lines of /etc/services. | * head -12 /etc/services |
| 2 | Display the last line of /etc/passwd. | * tail -1 /etc/passwd |
| 3 | Use cat to create a file named count.txt that looks like this:  One  Two  Three  Four  Five | * cat > count.txt   One  Two  Three  Four  Five (followed by Ctrl-d) |
| 4 | Use cp to make a backup of this file to cnt.txt. | * cp count.txt cnt.txt |
| 5 | Use cat to make a backup of this file to catcnt.txt. | * cat count.txt > catcnt.txt |
| 6 | Display catcnt.txt, but with all lines in reverse order (the last line first). | * tac catcnt.txt |
| 7 | Use more to display /etc/services. | * more /etc/services |
| 8 | Display the readable character strings from the /usr/bin/passwd command. | * strings /usr/bin/passwd |
| 9 | Use ls to find the biggest file in /etc. | * ls -lrS /etc |
| 10 | Use cat to create a file named tailing.txt that contains the contents of tailing.txt followed by the contents of /etc/passwd. | * cat /etc/passwd >> tailing.txt |
| 11 | Use cat to create a file named tailing.txt that contains the contents of tailing.txt preceded by the contents of /etc/passwd. | * mv tailing.txt tmp.txt ; cat /etc/passwd tmp.txt > tailing.txt |

Table 15: Working with File contents