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# Building and analysing linear regression model in R

This project is for people who are interested in building a linear regression model on real world data set and analyze the model’s performance in R.

In this project, we will learn: 1. How to load and clean a real world data set. 2. How to build a linear regression model and create various plots to analyze the model’s performance. 3. How to predict future values using this model.

We don’t need to be a data science expert to complete this project, but we should be familiar with basic ggplot commands.

### Load R libraries

library(sjPlot)

## Warning: package 'sjPlot' was built under R version 4.1.3

## #refugeeswelcome

library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

library(sjlabelled)

## Warning: package 'sjlabelled' was built under R version 4.1.3

##   
## Attaching package: 'sjlabelled'

## The following object is masked from 'package:dplyr':  
##   
## as\_label

library(sjmisc)

## Warning: package 'sjmisc' was built under R version 4.1.3

## Install package "strengejacke" from GitHub (`devtools::install\_github("strengejacke/strengejacke")`) to load all sj-packages at once!

library(ggplot2)

## Warning: package 'ggplot2' was built under R version 4.1.3

##   
## Attaching package: 'ggplot2'

## The following object is masked from 'package:sjlabelled':  
##   
## as\_label

theme\_set(theme\_sjplot())

## Task 1 - Load dataset and summarize it

Our dataset file is called cars.csv, which contains cars characteristics and their price in the U.S. We will load this file in R as a data frame using read.csv() function.

data <- read.csv("cars.csv", header = TRUE, stringsAsFactors = FALSE)  
# To ensure our character columns are not converted to factors by  
# default, we have set the parameter stringsAsFactors to False.

Let’s look at the first few rows of the data set using the head function.

head(data)

## Make Model Year Engine.Fuel.Type Engine.HP Engine.Cylinders  
## 1 BMW 1 Series M 2011 premium unleaded (required) 335 6  
## 2 BMW 1 Series 2011 premium unleaded (required) 300 6  
## 3 BMW 1 Series 2011 premium unleaded (required) 300 6  
## 4 BMW 1 Series 2011 premium unleaded (required) 230 6  
## 5 BMW 1 Series 2011 premium unleaded (required) 230 6  
## 6 BMW 1 Series 2012 premium unleaded (required) 230 6  
## Transmission.Type Driven\_Wheels Number.of.Doors  
## 1 MANUAL rear wheel drive 2  
## 2 MANUAL rear wheel drive 2  
## 3 MANUAL rear wheel drive 2  
## 4 MANUAL rear wheel drive 2  
## 5 MANUAL rear wheel drive 2  
## 6 MANUAL rear wheel drive 2  
## Market.Category Vehicle.Size Vehicle.Style highway.MPG  
## 1 Factory Tuner,Luxury,High-Performance Compact Coupe 26  
## 2 Luxury,Performance Compact Convertible 28  
## 3 Luxury,High-Performance Compact Coupe 28  
## 4 Luxury,Performance Compact Coupe 28  
## 5 Luxury Compact Convertible 28  
## 6 Luxury,Performance Compact Coupe 28  
## city.mpg Popularity MSRP  
## 1 19 3916 46135  
## 2 19 3916 40650  
## 3 20 3916 36350  
## 4 18 3916 29450  
## 5 18 3916 34500  
## 6 18 3916 31200

We can see various columns like Make, Model, Engine HP and Cylinders. This will print the first six rows of our dataset. The last column is the price, which will be the response variable for our model. Let’s look at the data types of each column using the string function.

str(data)

## 'data.frame': 11914 obs. of 16 variables:  
## $ Make : chr "BMW" "BMW" "BMW" "BMW" ...  
## $ Model : chr "1 Series M" "1 Series" "1 Series" "1 Series" ...  
## $ Year : int 2011 2011 2011 2011 2011 2012 2012 2012 2012 2013 ...  
## $ Engine.Fuel.Type : chr "premium unleaded (required)" "premium unleaded (required)" "premium unleaded (required)" "premium unleaded (required)" ...  
## $ Engine.HP : int 335 300 300 230 230 230 300 300 230 230 ...  
## $ Engine.Cylinders : int 6 6 6 6 6 6 6 6 6 6 ...  
## $ Transmission.Type: chr "MANUAL" "MANUAL" "MANUAL" "MANUAL" ...  
## $ Driven\_Wheels : chr "rear wheel drive" "rear wheel drive" "rear wheel drive" "rear wheel drive" ...  
## $ Number.of.Doors : int 2 2 2 2 2 2 2 2 2 2 ...  
## $ Market.Category : chr "Factory Tuner,Luxury,High-Performance" "Luxury,Performance" "Luxury,High-Performance" "Luxury,Performance" ...  
## $ Vehicle.Size : chr "Compact" "Compact" "Compact" "Compact" ...  
## $ Vehicle.Style : chr "Coupe" "Convertible" "Coupe" "Coupe" ...  
## $ highway.MPG : int 26 28 28 28 28 28 26 28 28 27 ...  
## $ city.mpg : int 19 19 20 18 18 18 17 20 18 18 ...  
## $ Popularity : int 3916 3916 3916 3916 3916 3916 3916 3916 3916 3916 ...  
## $ MSRP : int 46135 40650 36350 29450 34500 31200 44100 39300 36900 37200 ...

We can see there are 11,914 rows and 16 characteristics as columns. The data types of each columns are correct, which is due to the parameter stringsAsFactors set to False. Lastly, we can summarize each column using the summary() function, which gives descriptive statistics of each column.

summary(data)

## Make Model Year Engine.Fuel.Type   
## Length:11914 Length:11914 Min. :1990 Length:11914   
## Class :character Class :character 1st Qu.:2007 Class :character   
## Mode :character Mode :character Median :2015 Mode :character   
## Mean :2010   
## 3rd Qu.:2016   
## Max. :2017   
##   
## Engine.HP Engine.Cylinders Transmission.Type Driven\_Wheels   
## Min. : 55.0 Min. : 0.000 Length:11914 Length:11914   
## 1st Qu.: 170.0 1st Qu.: 4.000 Class :character Class :character   
## Median : 227.0 Median : 6.000 Mode :character Mode :character   
## Mean : 249.4 Mean : 5.629   
## 3rd Qu.: 300.0 3rd Qu.: 6.000   
## Max. :1001.0 Max. :16.000   
## NA's :69 NA's :30   
## Number.of.Doors Market.Category Vehicle.Size Vehicle.Style   
## Min. :2.000 Length:11914 Length:11914 Length:11914   
## 1st Qu.:2.000 Class :character Class :character Class :character   
## Median :4.000 Mode :character Mode :character Mode :character   
## Mean :3.436   
## 3rd Qu.:4.000   
## Max. :4.000   
## NA's :6   
## highway.MPG city.mpg Popularity MSRP   
## Min. : 12.00 Min. : 7.00 Min. : 2 Min. : 2000   
## 1st Qu.: 22.00 1st Qu.: 16.00 1st Qu.: 549 1st Qu.: 21000   
## Median : 26.00 Median : 18.00 Median :1385 Median : 29995   
## Mean : 26.64 Mean : 19.73 Mean :1555 Mean : 40595   
## 3rd Qu.: 30.00 3rd Qu.: 22.00 3rd Qu.:2009 3rd Qu.: 42231   
## Max. :354.00 Max. :137.00 Max. :5657 Max. :2065902   
##

We can see statistics value such as mean and median are calculated for numeric columns but not for character columns.

## Task 2 - Clean our dataset

In this task, we will clean our dataset that we loaded in the previous task. Prior to building any machine learning model, our data sets should be accurate, reliable and robust. To achieve this, we should remove leading or trailing whitespaces in all cells, remove columns with high number of missing values and remove rows containing missing values.

# Remove the leading or trailing whitespaces in all cells.  
# We can only do this operation on character columns. Thus, we  
# should identify all character columns in our data set.  
cols <- names(data[vapply(data, is.character, logical(1))])

Here we’re collecting the names of all columns that returned True for the function is.character. Next, we will apply the function trimws() to remove leading and trailing whitespaces in these character columns.

data[, cols] <- lapply(data[,cols], trimws)

Missing values are always present in real world data sets, so we should know to deal with them. For this project, we will delete them. By default R will convert empty values to missing value equivalent NA but sometimes we can have manual entry for missing values as N/A our data set.

So let’s convert these manual entries to R’s version of missing values.

data[data=="N/A"] = NA

Now we can count the average number of missing values in each column using the mean() and is.na() function.

sapply(data, function(x) mean(is.na(x)))

## Make Model Year Engine.Fuel.Type   
## 0.0000000000 0.0000000000 0.0000000000 0.0000000000   
## Engine.HP Engine.Cylinders Transmission.Type Driven\_Wheels   
## 0.0057915058 0.0025180460 0.0000000000 0.0000000000   
## Number.of.Doors Market.Category Vehicle.Size Vehicle.Style   
## 0.0005036092 0.3140842706 0.0000000000 0.0000000000   
## highway.MPG city.mpg Popularity MSRP   
## 0.0000000000 0.0000000000 0.0000000000 0.0000000000

Here, sapply() is like a for loop, which goes to each column in our dataset and applies the functions to it. In the output we will notice the column “Market.Category” has high number off missing values, roughly 31.4%. It would be wise to remove this column in this case, but we should always be concerned about which column we are removing as it could be an important column.

data$Market.Category <- NULL

Lastly, we can remove rows that contain one or more empty values. This will ensure that our dataset is complete.

data <- data[complete.cases(data), ]

Here, the function complete.cases() returns rows that have no missing values.

head(data)

## Make Model Year Engine.Fuel.Type Engine.HP Engine.Cylinders  
## 1 BMW 1 Series M 2011 premium unleaded (required) 335 6  
## 2 BMW 1 Series 2011 premium unleaded (required) 300 6  
## 3 BMW 1 Series 2011 premium unleaded (required) 300 6  
## 4 BMW 1 Series 2011 premium unleaded (required) 230 6  
## 5 BMW 1 Series 2011 premium unleaded (required) 230 6  
## 6 BMW 1 Series 2012 premium unleaded (required) 230 6  
## Transmission.Type Driven\_Wheels Number.of.Doors Vehicle.Size Vehicle.Style  
## 1 MANUAL rear wheel drive 2 Compact Coupe  
## 2 MANUAL rear wheel drive 2 Compact Convertible  
## 3 MANUAL rear wheel drive 2 Compact Coupe  
## 4 MANUAL rear wheel drive 2 Compact Coupe  
## 5 MANUAL rear wheel drive 2 Compact Convertible  
## 6 MANUAL rear wheel drive 2 Compact Coupe  
## highway.MPG city.mpg Popularity MSRP  
## 1 26 19 3916 46135  
## 2 28 19 3916 40650  
## 3 28 20 3916 36350  
## 4 28 18 3916 29450  
## 5 28 18 3916 34500  
## 6 28 18 3916 31200

We will notice that the number of observations now stand at 11,815 and the number of columns stand at 15.

*Note:* We can also view our dataset by clicking on the data variable in the Environment pane in RStudio.

## Task 3 - Split into training and test set

In this task we will split our data set into training and test set to build our model. One of the most important steps in machine learning is to create in our model on a training set that is separate and distinct from the test set for which we will gauge its accuracy. Failure to do so will result in a model that may not generalize to unseen or future data set.

First we should select only numeric columns from our data set for a linear regression model. We can do this using select\_if() function.

data\_num <- data %>% select\_if(is.numeric)

This will select numeric columns and store the result in a data\_num variable. Our target variable for machine learning model is the price column, which is called MSRP.

We can create a histogram of its values to see the distribution.

hist(data\_num$MSRP, breaks = 100)

![](data:image/png;base64,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)

The histogram tells us that there are some outliers in our column as the majority of cars have the price in the region of 0 in x-axis.

These outliers can cause issues in your model. So we will filter our dataset to include cars with price range between 15,000 and 50,000.

data\_num <- data\_num %>%   
 filter(MSRP>15000) %>%   
 filter(MSRP<50000)

head(data\_num)

## Year Engine.HP Engine.Cylinders Number.of.Doors highway.MPG city.mpg  
## 1 2011 335 6 2 26 19  
## 2 2011 300 6 2 28 19  
## 3 2011 300 6 2 28 20  
## 4 2011 230 6 2 28 18  
## 5 2011 230 6 2 28 18  
## 6 2012 230 6 2 28 18  
## Popularity MSRP  
## 1 3916 46135  
## 2 3916 40650  
## 3 3916 36350  
## 4 3916 29450  
## 5 3916 34500  
## 6 3916 31200

Now our dataset contains around 8000 cars and 8 columns.

Now let’s split our dataset into training and test set. To get consistent results and to make sure our partitions are reproducible, we set the seed to any integer.

Next, we will select 80% of our data set as training and remaining 20% as test. To do so, we will get the number of rows that account for 80%. We will use the floor() function to round up the calculation to an integer.

set.seed(123)  
size <- floor(0.8 \* nrow(data\_num))

Next, we will use the sample() function to randomly select 80% of rows from our dataset and store the row numbers or indices.

train\_ind <- sample(seq\_len(nrow(data\_num)), size = size)

To get the training set, we can filter our dataset to include the row numbers.

train <- data\_num[train\_ind, ]

head(train)

## Year Engine.HP Engine.Cylinders Number.of.Doors highway.MPG city.mpg  
## 2463 2016 288 6 4 22 15  
## 2511 2007 242 6 4 23 16  
## 2227 1994 182 8 2 15 12  
## 526 2016 170 4 2 35 24  
## 4291 2016 175 4 4 36 26  
## 2986 2016 287 6 4 23 16  
## Popularity MSRP  
## 2463 155 43660  
## 2511 1439 26395  
## 2227 258 27736  
## 526 3105 36600  
## 4291 640 27145  
## 2986 5657 37800

To get the test set, we can filter our dataset to ignore the row numbers.

test <- data\_num[-train\_ind, ]

head(test)

## Year Engine.HP Engine.Cylinders Number.of.Doors highway.MPG city.mpg  
## 3 2011 300 6 2 28 20  
## 7 2012 300 6 2 26 17  
## 10 2013 230 6 2 27 18  
## 12 2013 230 6 2 28 19  
## 14 2013 230 6 2 28 19  
## 15 2013 230 6 2 28 19  
## Popularity MSRP  
## 3 3916 36350  
## 7 3916 44100  
## 10 3916 37200  
## 12 3916 31500  
## 14 3916 37200  
## 15 3916 31500

We will notice that our training set contains 6392 observations, and your test contained roughly 1600 observations.

## Task 4 - Fit linear regression model and interpret model summary statistics

In this task, we will build a linear regression model and interpret model summary statistics.

A linear regression model is a model that assumes a linear relationship between the predictors and the response variable. This means that the response variable can be calculated from a linear combination of the predictors.

In our numeric dataset, the response variable is *MSRP* column while the remaining columns serves as the predictors.

Our aim is to build a model to predict the *MSRP* column, using the car characteristics such as *Engine HP*, *number of doors*, et cetera.

To build a linear regression model, we will use the *lm()* function. We will focus on two parameters - **the model equation** and **the dataset** to be used. Model equation can be written in terms of column names while the dataset we will be using will be the training dataset.

model <- lm(MSRP ~ ., data = train)

Here we’re specifying the MSRP column as the response variable while all other columns (represented by dot, .) are predictors. The model is built and stored in a variable called model. To see the summary of our model, we can use the *summary()* function on the model.

summary(model)

##   
## Call:  
## lm(formula = MSRP ~ ., data = train)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -18468.7 -3769.3 -684.6 3423.8 20456.2   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) -3.000e+05 3.978e+04 -7.541 5.32e-14 \*\*\*  
## Year 1.543e+02 1.989e+01 7.759 9.93e-15 \*\*\*  
## Engine.HP 1.118e+02 1.756e+00 63.659 < 2e-16 \*\*\*  
## Engine.Cylinders -1.201e+03 9.944e+01 -12.081 < 2e-16 \*\*\*  
## Number.of.Doors 2.526e+02 8.925e+01 2.830 0.00467 \*\*   
## highway.MPG -1.170e+02 2.905e+01 -4.028 5.68e-05 \*\*\*  
## city.mpg 1.634e+02 2.554e+01 6.398 1.69e-10 \*\*\*  
## Popularity -2.246e-01 4.952e-02 -4.536 5.85e-06 \*\*\*  
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 5495 on 6384 degrees of freedom  
## Multiple R-squared: 0.5953, Adjusted R-squared: 0.5949   
## F-statistic: 1342 on 7 and 6384 DF, p-value: < 2.2e-16

The *Call* shows the function call used to compute the regression model. The *Residuals* provide the quick view of the distribution of the residuals, which by definition have a mean zero.

The critical part of the summary are the *Coefficients*. This shows the regression **beta coefficients** and their statistical significance. Predictor variables that are significantly associated with outcome variable are marked by stars. The higher the number of stars, the most significant predictors are.

For a given predictor value, the coefficient, which is called the *Estimate*, can be interpreted as the average effect on the response variable of 1 unit increase in predictor, given that all other predictors are fixed.

For example, if the engine horsepower increases by one unit and all other predictors are kept constant, the price of the car will increase by 111 units.

The *Residual Standard Error (RSE)*, *R- squared*, and the *F-statistics* are metrics that are used to check how well the model fits to our data.

*Residual Standard Error (RSE)* corresponds to the prediction error in our training set and represents roughly the average difference between the observed values and the predicted values by the model.

In this model, the *Residual Standard Error (RSE)* is 5495. That means on average, you can expect a deviation of 5495 in the price prediction.

The *R-squared* ranges from 0 to 1 and represents the proportion of the variation in the response variable that can be explained by the model predictor variables.

The higher the *R-squared* value, the better the model is. However, a problem with the *R-squared* is that it will always increase when more predictors are added to the model even if those predictors are only weakly associated with the outcome or the response variable.

A solution is to adjust the *R-squared* value by taking into account the number of predictor variables. The adjustment in the *Adjusted R-squared* value in the summary output is a correction for the number of predictor variables included in the model. So we mainly considere the *Adjusted R-squared* value.

Our value is 0.59 which is good. The *F-statistic* gives the overall significance of the model. It assesses whether at least one predictor value or variable has a non zero coefficient. The P-value of less than 10 to the power -16 shows that the model is highly significant.

We can also plot the estimates for a better visual interpretation. We can use the plot\_model() function for this purpose.

plot\_model(model, show.values = TRUE, value.offset = 0.2)
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Lastly, we can build a linear regression model by explicitly specifying the predictors that we want. For example, we may wish to include only three predictors rather than all from your numeric dataset. The syntax is similar, but we explicitly type out the predictors names.

model2 <- lm(MSRP ~ Engine.HP + highway.MPG + Engine.Cylinders,  
 data = train)

Now, a second model has been created.

## Task 5 - Plot and analyse model residuals

In this task, we will plot and analyze the model residuals. Residuals could show how poorly a model represents data. Residuals are leftover values of the response variable after a fitting a model to data and they could reveal unexplained patterns in the data by the fitted model. Using this information, not only could we check if linear regression assumptions are met, but we could improve our model as well.

The plot function in R can work on linear regression models. It creates 4 diagnostic plots, each showing the residuals in different ways. To show all 4 plots in one plot, you can change the options of plotting.

par(mfrow=c(2,2))

This will set the plotting pane to include 4 plots as 2 rows and 2 columns. Next simply call the plot function on the model.

plot(model)
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We’ll often see numbers next to some points in each plots. These are extreme values based on each criterion, and are identified by the row numbers in the data set.

The first plot, **Residuals vs fitted** plot, shows if residuals have non-linear patterns. Fitted values are on the X axis and the residuals (that is, how far the fitted values are from the observed values) are on the Y axis. There could be a non linear relationship between predictor variables and the response variable, and the pattern could show up in this plot if the model doesn’t capture the non-linear relationship. If we find equally spaced residuals around the horizontal line without distinct patterns, that is a good indication we don’t have non linear relationships. In our plot we don’t see any distinctive patterns.

The second plot, **Normal Q-Q** plot, shows if residuals are normally distributed. Do the residuals follow a straight line, or do they deviate severely? It’s good if residuals are lined well on the straight dashed line, but in reality, we will see some deviations. In our plot we don’t see much deviation until towards the end, where some data points are deviating.

The third plot, **Scale-Location** plot, shows if residuals are spread equally along the ranges of predictors. This is how we can check the assumption of equal variance. It’s good if we see a horizontal line with equally or randomly spread points. In our model the residuals appear randomly spread.

The last plot, **Residuals vs Leverage** plot, helps us to find influential cases in our data set. These cases could be extreme cases against the regression line and can alter the results if we exclude them from our model. In this plot, patterns are not relevant. We should watch out for outlying values at the upper right corner or the lower right corner. Those spots are the places where the cases can be influential against the regression line. Look for cases outside of a dash line, the Cook’s distance. When cases are outside of the Cook’s distance, meaning they have high Cook’s distance scores, the cases are influential to the regression results. In our model, we can see observation number 6519 and 6522 are far beyond the Cook’s distance lines. These are influential cases and will alter our model if we remove them.

The 4 plots show potential problematic cases with the row numbers of the data in our data set. If some cases are identified across all 4 plots, we might want to take a closer look at them. Is there anything special about those points? Or could they just be simply errors in data entry? Our current model might not be the best way to understand our data, and w may need to revisit the model building step. We can try including or excluding predictors and see if the diagnostic plots improve.

## Task 6 - Predict future values and calculate model error metrics

In this final task we will predict future values and calculate model error metrics.

Using a regression model, you can predict future values and utilize these predictions in your business. For example, these predictions could be the number of sales in the next month or the amount of rain to fall tomorrow. Using the predictive values and the observed values, you can also assess your model’s performance and calculate error metrics such as mean absolute error and root mean squared error. Great, let’s get into it! You will predict the MSRP values of the test data set and compare it with the observed MSRP values. You can use the predict() function with the parameters - model and test data.

test$pred <- predict(model, newdata = test)

We are storing the predicted values in a new column called pred in the test data set.

Next, we can plot the predicted and observed MSRP values using ggplot. But before we do that, we have to reset our plotting pane to one plot per pane.

par(mfrow=c(1,1))

ggplot(test, aes(x = MSRP, y = pred)) +  
 geom\_point() +   
 geom\_smooth(method = 'lm', color = "blue") +  
 theme\_bw()

## `geom\_smooth()` using formula 'y ~ x'

![](data:image/png;base64,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) On the X axis, you can see the observed MSRP value and on the Y axis it, the predicted values. The blue line is a regression line between the predicted and observed values.

Next, we will calculate the error metrics of the linear model. we will first find the error, which is each observed value subtracted from the respective predicted value.

error <- test$pred - test$MSRP

We would calculate two error metrics. The first is **root mean square error** or **RMSE**.

RMSE is a good measure of how accurately the model predicts the response and it is the most important criteria for fit if the main purpose of the model is prediction.

rmse <- sqrt(mean(error^2))  
rmse

## [1] 5546.37

Our model’s RMSE value is 5546.37 which is fine, given that the range of our MSRP value in our dataset is between 15,000 and 50,000.

The second error metric is **mean absolute error** or **MAE**.

MAE measures the average magnitude of the errors in our predictions without considering their direction.

mae <- mean(abs(error))  
mae

## [1] 4401.405

Our model’s mean absolute error (MAE) is 4401 which means that on average we would expect an error magnitude of 4401 in our predictions. This error can either be positive or negative.

In RMSE, since the errors are squared before they are averaged, the RMSE gives a relatively high weight to large errors. This means the RMSE should be more useful when large errors are particularly undesirable. But from an interpretation standpoint, mean absolute error (MAE) is better.

**Note:** Other ways to compute for MAE is by loading the library “Metrics” and perform the function below: - mae(observed, predicted) Where: **mae**: function for MAE **observed**: observed values **predicted**: predicted values

### End of project