操作步骤

1. 创建命令：django-admin startproject [xx]
2. 创建一个应用：

python manage.py startapp [xx]

1. 运行命令：python manage.py runserver
2. 访问：输入网址：127.0.0.1：8000
3. 通过模型操作数据表：python

manage.py shell

模型类的对象x ， 对X进行操作想表中添加数据

From 模型类导入模型

1. 创建超级用户：python manage.py createsuperuser
2. 为了方便管理：admin 定义一个模型管理类
3. 数据迁移：python manage.py migrate 作用数据库

Python mange.py makemigrations 生成迁移文件

1. setting 中在ALLOWED\_HOSTS,添加部署的域名或者主机，允许使用的地址
2. ROOT\_URLCONF总体的路由控制
3. Templates 使用默认的方式查找APP = TRUE
4. Render 方法使用： 传递的请求， 模板， 内容；
5. Render里面的context变量是一个字典，在传递到的html文件中可以通过查找键的方式，查找出值。
6. Render\_to\_response不需要传递request参数
7. locals参数：可以将函数的所有参数传递到模板。
8. \*#\*#6485#\*#\* 查看手机充电状态--手机充电状态查看
9. 自定义一个类管理，代替objects: 使用方式，关键字传递参数，这个管理类也可以添加函数对数据库进行操作。
10. 指定一个表名使用元类即mate类，定义数据库写数据的时候，参数值。
11. 上传图片两种方式：
12. 使用imagefield进行上传
13. 用户自定义上传

常用的模板标签

1. {% if %}-----{% endif %} 假设
2. {% for a in s %}------{% endfor %} 遍历对象 反向遍历在s后面加一个reversed
3. “.”，字典的话对应的键值，如果是类的话则调用的是相应的对象。
4. 遍历字典需要加上键值对：For key, value in person.items

通用如果遍历的对象没有值，那么需要 ｛% empty%｝

1. Forloop.counter（可以添加多个值） 循环的下表以1为起始值。
2. With 把一个复杂的变量缓存到简单的变量上面，而且赋值的时候，不能在等号的左右留空格。
3. Url href属性定义的可以使用------![](data:image/png;base64,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)

在传递参数的时候，位置参数和关键字参数两者只能用一。

如果想要查询必须在后面添加，并且使用？相连接：
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多个参数传递，只需要在每个参数中间加空格即可

1. spaceless 移除标签中的空白字符，包括空格，tab和换行。
2. Autoescape 标签 ----{% autoescape on %}-------{% endautoscape %} 自动转义
3. Verbatim 标签------DTL解析关闭？

常用过滤器

1. Add-------｛value|add:”x”｝ 使用”|”代表过滤的意思，后面可以加上一些使用的过滤器方法，add 为加数字加法，字符串为添加在后面。
2. Cut ------移除指定的字符串 ｛value|cut:””｝
3. Date-----将日期转换成指定的格式 ｛birthday|data:”Y/m/d”｝
4. Default-----在判断中，使用这个的话，出现false会使用默认值。
5. Defaut-if-none 在值为nothing
6. First ---返回列表/元祖/字符串的第一个字符

{{value|first}} 如果这个值就是value是等于[] ,

则会取出其中的第一个值。

1. 相对来说last 为返回的最后一个元素。
2. Join 将列表/元祖/字符串 用指定的字符进行拼接。

{{value|join:”/”}} 如果value=[‘x’,’y’] , 输出x/y

1. length 长度
2. Random 随机从中选择一个数据
3. slice切片---对列表进行切片 {{value|slice:‘1’}}

将以上的列表进行切片，从第一个数字开始切片

**自定义函数封装：**

除了以上的封装好的函数之外，还可以将自定义一个函数封装成过滤器将数据封装进来。

例如： from django import template(自定义的模板在哪里就从哪里获得数据)

Re = template.Library()

Def mycut(value, mystr):

Return value.replace(mystr)

Re.filter(“mycut”, mycut)

使用 {% load my\_filter% } 定义的.py文件

**表单数据结构的应用和原理**

1. **其主要的作用：向服务器中添加数据，配合两个标签进行使用：**

**这两个标签分别是 input form ，form被Input所包含**

1. **在django中表单的主要作用是渲染模板，另外一方面会验证表单的数据是否合法。**

**根据请求的类型进行不同的处理：以下是一个表单类**

# forms.pyclass MessageBoardForm(forms.Form):

title = forms.CharField(max\_length=3,label='标题',min\_length=2,error\_messages={"min\_length":'标题字符段不符合要求！'})

content = forms.CharField(widget=forms.Textarea,label='内容')

email = forms.EmailField(label='邮箱')

reply = forms.BooleanField(required=False,label='回复')

**Get请求，往后台提交的是一个空的表单类。**

**Post请求，那么是将数据进行矫正和检查。**

# views.pyclass IndexView(View):

def get(self,request):

form = MessageBoardForm()

return render(request,'index.html',{'form':form})

def post(self,request):

form = MessageBoardForm(request.POST)

if form.is\_valid():

title = form.cleaned\_data.get('title')

content = form.cleaned\_data.get('content')

email = form.cleaned\_data.get('email')

reply = form.cleaned\_data.get('reply')

return HttpResponse('success')

else:

print(form.errors)

return HttpResponse('fail')

**使用get的时候，将一个空的form给模板，post会将提交的表单进行验证，如果验证通过的话，那么会获得里面的数据**

**差距在于，一个是直接传递到后台模板，另外一个是验证后传入响应的数据，一个全部传入，一个分类传入。**

**<form action="" method="post">**

**<table>**

**<tr>**

**<td></td>**

**<td><input type="submit" value="提交"></td>**

**</tr>**

**</table></form>**

**上面编写的时候，在最外层编写一个form标签，使用table可以将表格进行美化，所谓的h5语法更多的就是标签的语法。**

**下面是常见的几种表单验证的参数，类似于model类型的定义，**

**数据是需要和数据库的数据进行匹配的。**

**表单的验证文件： 根据提交的数据类型来判断使用什么样的field**

**Charfield 接受文本 属性：max\_length min\_length required error\_messages---错误信息报错**

**EmailField: 用来接受邮件，并且进行判断**

**floatField 接受浮点型数据，并且将参数进行转换成浮点型**

**URLField： 用来接受url格式的字符串 常见的信息有required , invaild**

**常见的几种验证器--------即以上验证参数的内嵌函数**

1. MaxValueValidator：验证最大值。
2. MinValueValidator：验证最小值。
3. MinLengthValidator：验证最小长度。
4. MaxLengthValidator：验证最大长度。
5. EmailValidator：验证是否是邮箱格式。
6. URLValidator：验证是否是URL格式。
7. RegexValidator：如果还需要更加复杂的验证，那么我们可以通过正则表达式的验证器：RegexValidator。比如现在要验证手机号码是否合格，那么我们可以通过以下代码实现：

**表单的参数进行，定义一个validators参数用来指定验证器**

class MyForm(forms.Form):

telephone = forms.CharField(**validators**=[validators.RegexValidator("1[345678]\d{9}",message='请输入正确格式的手机号码！')])

**自定义进行表单的验证：**

**对某个字段进行自定义验证的方式 。**

**在表单提交进行自定义的函数验证，如下：**

**其中方法命名有自己的规则 使用的clean\_fieldname**

class MyForm(forms.Form):

telephone = forms.CharField(validators=[validators.RegexValidator("1[345678]\d{9}",message='请输入正确格式的手机号码！')])

def clean\_telephone(self):

telephone = self.cleaned\_data.get('telephone')

exists = User.objects.filter(telephone=telephone).exists()

if exists:

raise forms.ValidationError("手机号码已经存在！")

return telephone

Clean\_telephone就是指定的函数。

其中exists封装好的函数方法。

clean方法可以自己进行定义：

class MyForm(forms.Form):

telephone = forms.CharField(validators=[validators.RegexValidator("1[345678]\d{9}",message='请输入正确格式的手机号码！')])

pwd1 = forms.CharField(max\_length=12)

pwd2 = forms.CharField(max\_length=12)

def clean(self):

cleaned\_data = super().clean()------这个clean()方法不知道是不是自己进行返回。

pwd1 = cleaned\_data.get('pwd1')

pwd2 = cleaned\_data.get('pwd2')

if pwd1 != pwd2:

raise forms.ValidationError('两个密码不一致！')

上面的clean方法，会将自己定义的函数重新调用，进行对比。

**关于验证失败：**

验证失败的时候需要定义下面的几个属性：

1. form.errors 2.form.erros.get\_json\_data()
2. form.as\_json

将表单返回的值按照指定的数据类型显示出来

表单的field和模型中的field类似，所以可以将两者进行绑定，直接在表单里面进行编写：

from django import forms

class MyForm(forms.ModelForm):

class Meta:

model = Article

fields = "\_\_all\_\_"

上面中，Article是从模型类里面导入的函数

因为fields为all所以讲整个模型中的字段赋值过来

同样如果想要获取几个字段，那么可以把它写成一个列表

Field = [‘title’ , ‘name’]

Exclude= [‘title’]==========将除了title的所有字段全部代入表单

在表单中可以自定义错误抛出的信息：class MyForm(forms.ModelForm):

class Meta:

model = Article

exclude = ['category']

error\_messages ={

'title':{

'max\_length': '最多不能超过10个字符！',

'min\_length': '最少不能少于3个字符！'

},

'content': {

'required': '必须输入content！',

}

}

表单进行调用save方法的时候，需要使用clean进行验证，如果成功之后，之后会将数据写入数据库，clean方法，需要进行测试。

form标签中的action属性是指定表单的数据的提交方向

前端中进行数据的上传的时候需要在form标签中添加一个属性----enctype=’multipart/form-data’

<form action="" method="post" enctype="multipart/form-data">

<input type="file" name="myfile"></form>

表单的提交使用的是post属性。

后端代码的实现：后端工作是进行接收文件，并且接收的方式和post是一样的，不过需要使用files来实现：

# models.pyclass Article(models.Model):

title = models.CharField(max\_length=100)

content = models.TextField()

thumbnail = models.FileField(upload\_to="files")

# views.pydef index(request):

if request.method == 'GET':

return render(request,'index.html')

else:

title = request.POST.get('title')

content = request.POST.get('content')

thumbnail = request.FILES.get('thumbnail')

article = Article(title=title, content=content, thumbnail=thumbnail)

article.save()

return HttpResponse('success')

Article.save()方法使用之后，会将文件保存在files下面，并且会把这个文件的路径存到数据库中。

可以指定media\_root和media\_url进行文件的指定存储，

使用upload\_to来指定上传的文件目录，首先需要在setting中配置media的路径：

from django.urls import pathfrom front import viewsfrom

django.conf.urls.static import staticfrom

django.conf import settings

urlpatterns = [

path('', views.index),

] + static(settings.MEDIA\_URL,document\_root=settings.MEDIA\_ROOT)

如果我们同时指定MEDIA\_ROOT和upload\_to，那么会将文件上传到MEDIA\_ROOT下的upload\_to文件夹中。示例代码如下：

class Article(models.Model):

title = models.CharField(max\_length=100)

content = models.TextField()

thumbnail = models.FileField(upload\_to="%Y/%m/%d/")

上面的代码实在model类中进行编写时候使用。

可以使用form对上传的文件扩展名进行限制：

# forms.pyclass ArticleForm(forms.ModelForm):

class Meta:

model = Article 主要使用的就是Modelform方法

fields = "\_\_all\_\_"

上传图片的原理和普通文件的上传是同一个类型的，不同的是就是上传的时候，jango会判断是不是图片。

因此在上传文件之前，需要首先定义一个imagefield模型，

thumbnail = models.ImageField(upload\_to="%Y/%m/%d/")

写在一个模型类的里面。

还要使用表单类进行验证，同样需要继承modelform类。

通过数据库的表执行此命令，生成对应的model

python manage.py inspectdb

Restful 接口风格：

不论什么样的资源都能通过相同接口进行资源访问

资源对应一个独特的url，想要获取此资源，直接访问URL即可；

状态转换：get post put delete

动词设计需要和状态转换中的定义的相同

Pymysql连接数据库，通过对数据库读取

1. **扩展名**，比如.json表示我要JSON格式数据、.xml表示我要xml格式数据
2. **请求参数**：默认是“format”
3. **请求头设置Accept参数**，比如设置Accept为application/json表示要JSON格式数据

基本访问方法都是GET,POST,PUT