**Peer Evaluation for Lab 6 – Chapter 13**

|  |  |
| --- | --- |
| Your name: (Your lab is the one being evaluated) | Amanda Akins |
| Name(s) of peer evaluator(s) | Me |
| Date: | 06/03/16 |

Instructions  
You should have already completed Lab 6. After you and a peer have evaluated your work, you will submit this evaluation along with screen shots and source code indicated in moodle. You may make corrections to your work as a result of the evaluation.

|  |  |
| --- | --- |
| ***In Class Exercises – CustomeList Class – Exercise 13.1 (NOT THE UI EXERCISES)*** | |
| Completed CustomerList Class?   * Created a class diagram in visual studio? Screen shot included? * Instance variables are camelCase and private? * Property/Method names are TitleCase? Properties/Methods are public? * Implements all properties/methods in the specification in the chart on page 419? * Implements + and - operators? * Implements delegate named ChangeHandler and Changed event for extra credit? * Implements any other methods/operators for extra credit? What are they? * Completed Customer Tests? Tests all properties and methods in the class? Tests + and – operators? DOESN’T NEED TO TEST the delegate and event. Screen shot is included? * Source code includes CustomerList class as well as test program? |  |
| ***In Class Exercises – Deck and Hand classes*** | |
| Completed Deck Class?   * Created a class diagram in visual studio? Screen shot included? * Instance variables are camelCase and private? * Property/Method names are TitleCase? Properties/Methods are public? * Implements all properties/methods in the specification on moodle? * Implements any other methods/operators for extra credit? What are they? * Completed Deck Tests? Tests all properties and methods in the class? Screen shot is included? * Source code includes Deck class as well as test program?   Completed Hand Class?   * Created a class diagram in visual studio? Screen shot included? * Instance variables are camelCase and private? * Property/Method names are TitleCase? Properties/Methods are public? * Implements all properties/methods in the specification on moodle? * Implements any other methods/operators for extra credit? What are they? * Completed Hand Tests? Tests all properties and methods in the class? Screen shot is included? * Source code includes Hand class as well as test program? |  |

|  |  |
| --- | --- |
| ***Programming style for all programs*** | |
| Is proper indentation used? Is each property/method indented properly? Is each control structure indented properly? |  |
| Are comments used appropriately? |  |
| Do variable names use camel case? (camelCase for example) |  |
| Do property/method names use Title Case (or Pascal Case?) |  |

General comments and notes: For Customer Maintenance I commented out what I thought I needed to do for the set accessor argument exception thingers… They aren’t working right, I don’t think. It adds something over 30 characters, but if you try and run it again, then it throws the exception and won’t run. I also wasn’t sure how to test the indexers or save :/. Screen Shots and Source Code

**CUSTOMER MAINTENANCE –**

**CustomerTests:**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using CustomerMaintenanceClasses;

namespace CustomerTests

{

class Program

{

static void Main(string[] args)

{

//TestCustomerConstructors();

//TestCustomerPropertyGetters();

//TestCustomerPropertySetters();

//TestCustomerListConstructor();

//TestCustomerListFill();

//TestCustomerAdd();

//TestCustomerRemove();

//TestCustomerListIndexers();

//TestCustomerListCount();

//TestCustomerListSave();

Console.WriteLine("Press the enter key"); // writes to screen

Console.ReadLine(); // waits for user to hit the "enter" key, allows program to stay open long enough to see what happened

}

public static void TestCustomerListConstructor()

{

CustomerList list = new CustomerList();

Console.WriteLine("Testing the constructor");

Console.WriteLine("Count. Expect 0 " + list.Count);

Console.WriteLine("ToString. Expect nothing " + list);

}

public static void TestCustomerAdd()

{

CustomerList list = new CustomerList();

Customer c1 = new Customer("Mickey", "Mouse", "mmouse@disney.com");

Customer c2 = new Customer("Donald", "Trump", "makeamericagreatagain@rep.com");

list.Add(c1);

list.Add(c2);

Console.WriteLine("Testing Add");

Console.WriteLine("Count. Expect 2 " + list.Count);

Console.WriteLine("ToString. Expect mickey and donald " + list);

}

public static void TestCustomerRemove()

{

CustomerList list = new CustomerList();

Customer c1 = new Customer("Mickey", "Mouse", "mmouse@disney.com");

Customer c2 = new Customer("Donald", "Trump", "makeamericagreatagain@rep.com");

list.Add(c1);

list.Add(c2);

list.Remove(c2);

Console.WriteLine("Testing Remove");

Console.WriteLine("Count. Expect 1 " + list.Count);

Console.WriteLine("ToString. Expect mickey " + list);

}

static void TestCustomerConstructors()

{

Customer c1 = new Customer(); // creating new product, () = default parameter

Customer c2 = new Customer("Manda", "Akins", "AAkins83@gmail.com"); // creating another product using overloaded constructor via 3 parameters

Console.WriteLine("Testing both constructors"); // to get something to show on screen use "WriteLine"

Console.WriteLine("Default constructor. Expecting ??? ???, ???. " + c1); // testing default contructor, expecting default values which are nothing, turns p1 into string and prints on screen (nothing)

Console.WriteLine("Overloaded constructor. Expecting Manda Akins, AAkins83@gmail.com. " + c2); // testing overloaded constructor,

Console.WriteLine(); // () = will print a blank line

}

static void TestCustomerPropertyGetters()

{

Customer c1 = new Customer("Manda", "Akins", "AAkins83@gmail.com");

Console.WriteLine("Testing getters"); //not changing value

Console.WriteLine("First Name. Expecting Manda. " + c1.FirstName);

Console.WriteLine("Last Name. Expecting Akins. " + c1.LastName);

Console.WriteLine("Email Address. Expecting AAkins83@gmail.com. " + c1.Email);

Console.WriteLine();

}

static void TestCustomerPropertySetters()

{

Customer c1 = new Customer("Manda", "Akins", "AAkins83@gmail.com");

Console.WriteLine("Testing setters");

c1.FirstName = "Manda"; //changing property

c1.LastName = "Akins";

c1.Email = "AAkins83@gmail.com";

Console.WriteLine("Expecting Manda, Akins, AAkins83@gmail.com. " + c1);

Console.WriteLine();

}

static void TestCustomerListFill()

{

CustomerList cList = new CustomerList();

cList.Fill();

Console.WriteLine("Testing Fill");

Console.WriteLine("Expecting list of customers:\n" + cList);

Console.WriteLine();

}

static void TestCustomerListCount()

{

CustomerList cList = new CustomerList();

cList.Fill();

Console.WriteLine("Expecting 1 " + cList.Count);

}

}

}

**Customer:**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace CustomerMaintenanceClasses

{

public class Customer

{

// Instance variables - "private" for data hiding

private string fName;

private string lName;

private string eMail;

public Customer()

{

fName = "???";

lName = "???";

eMail = "???";

}

public Customer(string firstName, string lastName, string eMailAddress)

{

fName = firstName;

lName = lastName;

eMail = eMailAddress;

}

public string FirstName

{

get

{

return fName;

}

set

{

//if (value.Length > 30)

//throw new ArgumentOutOfRangeException("Must be less than 30 characters.");

fName = value;

}

}

public string LastName

{

get

{

return lName;

}

set

{

;// if (value.Length > 30)

//throw new ArgumentOutOfRangeException("Must be less than 30 characters.");

lName = value;

}

}

public string Email

{

get

{

return eMail;

}

set

{

//if (value.Length > 30)

//throw new ArgumentOutOfRangeException("Must be less than 30 characters.");

eMail = value;

}

}

public string GetDisplayText()

{

return fName + " " + lName + ", " + eMail;

}

public override string ToString()

{

return GetDisplayText();

}

}

}

**CustomerList:**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

namespace CustomerMaintenanceClasses

{

public class CustomerList

{

private List<Customer> customers = new List<Customer>();

public CustomerList() { }

public int Count

{

get

{

return customers.Count;

}

}

public void Add(Customer bob)

{

customers.Add(bob);

}

public void Remove(Customer bob)

{

customers.Remove(bob);

}

public void Fill()

{

customers = CustomerDB.GetCustomers();

}

public void Save()

{

CustomerDB.SaveCustomers(customers);

}

public override string ToString()

{

string output = "";

foreach (Customer c in customers)

{

output += c.ToString() + "\n";

}

return output;

}

public static CustomerList operator +(CustomerList cl, Customer c)

{

cl.Add(c);

return cl;

}

public static CustomerList operator -(CustomerList cl, Customer c)

{

cl.Remove(c);

return cl;

![C:\Users\AAkin_000\AppData\Local\Microsoft\Windows\INetCache\Content.Word\Capture.png](data:image/png;base64,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)

**CONCENTRATION:**

**boardForm:**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Windows.Forms;

using CardClassLibrary;

namespace Concentration

{

public partial class boardForm : Form

{

public boardForm()

{

InitializeComponent();

}

#region Instance Variables

//\* You'll need an array of strings named cards, 2 indexes and the number of matches

//\* My array is set up to hold 21 strings and I ignore the 0 element because I named the picture boxes

//\* starting at 1 rather than 0

Card[] cards = new Card[21];

int matches = 0;

int firstPick = NOT\_PICKED\_YET, secondPick = NOT\_PICKED\_YET; // stores first and second indexes

const int NOT\_PICKED\_YET = -1;

// this is for the timer that displays the elapsed time. I included it for illustration purposed only.

private int seconds = 0;

#endregion

#region Methods

//\* Write some methods

// you may need more methods but here's the list that I used

// this should fill the cards (array of strings) with card file names

private void FillCards()

{

int index = 1;

for (int suit = 1; suit <= 4; suit++)

{

for (int value = 1; value <= 5; value++)

{

// \*Add a string for the filename of the card

// to the array. The first card, for example, should be

// cards[1] = "cardac.jpg";

cards[index] = new Card(value, suit);

index++;

}

}

}

//\* determines if the 2 cards are a match. The "value" of the card is in the filename at the 5th char.

private bool IsMatch(int index1, int index2)

{

if (cards[index1].HasMatchingValue(cards[index2]))

return true;

else

return false;

}

//\* Shuffles the strings in the cards array. I'll give you an algorithm in class for this.

private void ShuffleCards()

{

Random randomNumberGenerator = new Random();

for (int index = 1; index <= 20; index++)

{

int rndIndex = randomNumberGenerator.Next(1, 21);

Card temp = cards[index];

cards[index] = cards[rndIndex];

cards[rndIndex] = temp;

}

}

// loads the specified card picture box with the filename from the array

private void LoadCard(int i)

{

PictureBox card = (PictureBox)this.Controls["card" + i];

card.Image = Image.FromFile(System.Environment.CurrentDirectory + "\\Cards\\" + cards[i].Filename);

}

//\* loads an image for the back of a card in the specified card

private void LoadCardBack(int i)

{

PictureBox card = (PictureBox)this.Controls["card" + i];

card.Image = Image.FromFile(System.Environment.CurrentDirectory + "\\Cards\\" + "black\_back.jpg");

}

//\* disables and hides the specified card - set visible property to false

private void HideCard(int i)

{

PictureBox card = (PictureBox)this.Controls["card" + i];

card.Visible = false;

}

//\* disables and hides all cards. Call HideCard in a loop.

private void HideAllCards()

{

for (int i = 1; i <= 20; i++)

{

HideCard(i);

}

}

//\* disables the specified card

private void DisableCard(int i)

{

PictureBox card = (PictureBox)this.Controls["card" + i];

card.Enabled = false;

}

//\* disables all cards. Call DisableCard in a loop.

private void DisableAllCards()

{

for (int i = 1; i <= 20; i++)

{

DisableCard(i);

}

}

private void ShowCard(int i)

{

PictureBox card = (PictureBox)this.Controls["card" + i];

card.Visible = true;

}

//\* enables and shows all of the cards, make picture box

private void ShowAllCards()

{

for (int i = 1; i <= 20; i++)

{

ShowCard(i);

}

}

//\* enables the cards that are still visible on the board

private void EnableAllVisibleCards()

{

for (int i = 1; i <= 20; i++)

{

PictureBox card = (PictureBox)this.Controls["card" + i];

if (card.Visible == true)

{

card.Enabled = true;

}

else

{

card.Enabled = false;

}

}

}

#endregion

//\* finish this

private void frmBoard\_Load(object sender, EventArgs e)

{

gameTimer.Enabled = true;

lblElapsedTime.Text = seconds.ToString();

// fill the cards array - you have a method

FillCards();

// shuffle the cards.

ShuffleCards();

// show the back of all cards - you have a method

for (int i = 1; i <= 20; i++)

{

LoadCardBack(i);

}

}

// This is only for illustration purposes

private void gameTimer\_Tick(object sender, EventArgs e)

{

seconds++;

lblElapsedTime.Text = seconds.ToString();

}

//\* Finish this. See pseudocode below.

private void card\_Click(object sender, EventArgs e)

{

PictureBox card = (PictureBox)sender;

int cardIndex = int.Parse(card.Name.Substring(4));

/\* if the first card is not picked yet

\* save the index

\* load the card image

\* disable the card so the user can't click the same card twice

\* else (the first card has been picked so this is the second card)

\* save the index of the second card

\* load the card image

\* disable all the cards

\* start the flip timer - flipTimer.Enabled = true;

\* end if

\*/

if (firstPick == NOT\_PICKED\_YET)

{

firstPick = cardIndex;

LoadCard(firstPick);

DisableCard(firstPick);

}

else

{

secondPick = cardIndex;

LoadCard(secondPick);

DisableAllCards();

flipTimer.Enabled = true;

}

}

//\* ToDo: Finish this. See pseudocode below.

private void flipTimer\_Tick(object sender, EventArgs e)

{

/\* stop the timer

\* if there's a match

\* hide the first card clicked

\* hide the second card clicked

\* reset both indexes

\* increment the number of matches

\* if the game is over

\* if the user wants to play again

\* shuffle the cards - ShuffleCards();

\* show the card backs and enable all of the cards - LoadCardBack();

\* else

\* exit the application?

\* end if

\* else

\* enable all of the cards left on the board - EnableAllCards();

\* end if

\* else

\* show the back of the first card clicked

\* show the back of the second card clicked

\* reset both indexes

\* enable all of the cards left on the board

\* end if

\*/

flipTimer.Enabled = false;

if (IsMatch(firstPick, secondPick))

{

HideCard(firstPick);

HideCard(secondPick);

firstPick = NOT\_PICKED\_YET;

secondPick = NOT\_PICKED\_YET;

matches++;

if (matches == 10)

{

MessageBox.Show("WOOHOO!");

}

}

else

{

LoadCardBack(firstPick);

LoadCardBack(secondPick);

firstPick = NOT\_PICKED\_YET;

secondPick = NOT\_PICKED\_YET;

}

EnableAllVisibleCards();

}

private void newGameButton\_Click(object sender, EventArgs e)

{

EnableAllVisibleCards();

}

}

}

**Deck:**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace CardClassLibrary

{

public class Deck

{

private List<Card> cards = new List<Card>();

public Deck()

{

int index = 0;

for (int suit = 1; suit <= 4; suit++)

{

for (int value = 1; value <= 13; value++)

{

cards.Add(new Card(value, suit));

index++;

}

}

}

public int NumCards

{

get

{

return cards.Count;

}

}

public int Count()

{

int i = 0;

foreach (Card count in cards)

{

i++;

}

return i;

}

public void Shuffle()

{

Random randomNumberGenerator = new Random();

for (int index = 0; index < cards.Count ; index++)

{

int rndIndex = randomNumberGenerator.Next(0, cards.Count);

Card temp = cards[index];

cards[index] = cards[rndIndex];

cards[rndIndex] = temp;

}

}

public Card Deal()

{

Card c1 = cards[0];

cards.RemoveAt(0);

return c1;

}

**Hand:**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

namespace CardClassLibrary

{

public class Hand

{

private List<Card> cards = new List<Card>();

public Hand() { }

public int Count()

{

int i = 0;

foreach (Card count in cards)

{

i++;

}

return i;

}

public int NumCards

{

get

{

return cards.Count;

}

}

public Card GetCard(int index)

{

return cards[index];

}

public int IndexOf(Card newCard)

{

return cards.IndexOf(newCard);

}

public int IndexOf(int value)

{

for(int i = 0; i < NumCards; i ++)

{

if (cards[i].Value == value) // i is index of card in the cards list. Value is the property of the card.

return i;

}

return -1; // return if out of scope

}

public int IndexOf(int value, int suit)

{

for (int i = 0; i < NumCards; i++)

{

if (cards[i].Value == value && cards[i].Suit == suit) // i is index of a card in cards list. Value is the property of

{

return i;

}

}

return -1; // return if out of scope \*/

}

/\*public int IndexOf(int value, int suit)

{

Card c = new Card(value, suit);

return IndexOf(c);

}\*/

public bool HasCard(Card searchCard)

{

foreach (Card cardInHand in cards)

{

if (searchCard.Value == cardInHand.Value && searchCard.Suit == cardInHand.Suit)

return true;

}

return false;

}

public bool HasCard(int searchValue)

{

foreach (Card cardInHand in cards)

{

if (searchValue == cardInHand.Value)

return true;

}

return false;

}

public bool HasCard(int searchValue, int searchSuit)

{

foreach (Card c in cards)

{

if (searchValue == c.Value && searchSuit == c.Suit)

return true;

}

return false;

}

public void Add(Card card)

{

cards.Add(card);

}

public Card Discard(int index)

{

Card c1 = cards[index];

cards.RemoveAt(index);

return c1;

}

public override string ToString()

{

string output = "";

foreach (Card c in cards)

{

output += c.ToString() + "\n";

}

return output;

}

}

}

**CardClassTests:**

using System;

using System.Collections.Generic;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using CardClassLibrary;

namespace CardClassTests

{

class Program

{

static void Main(string[] args)

{

TestCardConstructors();

TestDeckMethods();

TestHandMethods();

Console.WriteLine();

Console.ReadLine();

}

static void TestHandMethods()

{

Hand h = new Hand();

Card c1 = new Card(1, 4);

Card c2 = new Card(12, 3);

Card c3 = new Card(2, 2);

Console.WriteLine("Testing Hand Methods");

Console.WriteLine("Testing NumCards. Expecting 0. " + h.Count());

h.Add(c1);

h.Add(c2);

Console.WriteLine("Adding 2 cards. Expecting Ace of Spades and Queen of Hearts. " + c1 + " " + c2);

Console.WriteLine("Testing NumCards. Expecting 2 " + h.Count());

Console.WriteLine("Testing IndexOf(Card). Expecting 0 1. " + h.IndexOf(c1) + " " + h.IndexOf(c2));

Console.WriteLine("Testing IndexOf(value). Expecting 0 1. " + h.IndexOf(1) + " " + h.IndexOf(12));

Console.WriteLine("Testing IndexOf(value, suit). Expecting 0 1. " + h.IndexOf(1, 4) + " " + h.IndexOf(12, 3));

Console.WriteLine("Testing HasCard(Card). Expecting True False. " + h.HasCard(c1) + " " + h.HasCard(c3));

Console.WriteLine("Testing HasCard(value). Expecting True False. " + h.HasCard(1) + " " + h.HasCard(2));

Console.WriteLine("Testing HasCard(value, suit). Expecting True False. " + h.HasCard(1, 4) + " " + h.HasCard(2, 2));

h.Discard(0);

Console.WriteLine("Testing Discard. Expect 1. " + h.NumCards);

}

static void TestDeckMethods()

{

Deck d1 = new Deck();

Console.WriteLine("Testing Deck methods");

Console.WriteLine("Testing NumCards. Expecting 52 " + d1.Count());

Console.WriteLine("Testing IsEmpty. Expecting false " + d1.IsEmpty());

Console.WriteLine("Testing Deal. Expect Ace of Clubs. " + d1.Deal());

d1.Shuffle();

Console.WriteLine("Testing Shuffle. Should display a new card. " + d1.Deal());

Console.WriteLine("Here is my deck." + d1);

}

static void TestCardConstructors()

{

Card c1 = new Card();

Card c2 = new Card(13, 4);

Console.WriteLine("Testing the constructors");

Console.WriteLine("Default constructor. Expecting Ace of Hearts. " + c1);

Console.WriteLine("Overloaded constructor. Expecting King of Spades. " + c2);

}

}

}
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