# 常函数

int func() const{};

## 常成员函数不能更新对象的数据成员 ；

## 不能调用该类中没有const修饰的成员函数 。

## 不能返回类的属性的指针和引用，防止被修改，但可以返回类似于const int \*类型的值。因为：int \* const 类型的值不能修改指针，但可以修改指针指向的值

**而const int \*类型的值不能修改指针指向的值，却可以修改指针**

## 同理，const int& func() const{},也是合理的

# 动态分配二维数组

int \*\*p = new int\*[16];

for(int i = 0; i< 16: ++i)

p[i] = new int[5];

for(int i = 0; i< 16; ++i)

delete[] p[i];

delete[] p;

# C++正则化regex

## 1.注解。

1. [\\是转义符](file:///\\是转义符)
2. pat=”[\\w+](\\\\w+)”; line=”{“ 时，match中仍然又一个值，为空字符串。
3. 用regex\_search时：

"\\w+\\s\*((\\(\\w+,\\d+\\)\\s\*){0,})"与 “[\\w+\\s\*(\\(\\w+,\\d+\\)\\s\*){0,}](file:///\\w+\\s*(\\(\\w+,\\d+\\)\\s*)%7b0,%7d)”

不同，在前一个字符串中，([\\(\\w+,\\d+\\)\\s\*](file:///\\(\\w+,\\d+\\)\\s*))和((\\(\\w+,\\d+\\)\\s\*){0,})可分别作两个子串，并可以独立地参加匹配过程。例如：

string pat = "\\w+\\s\*((\\(\\w+,\\d+\\)\\s\*){0,})";

pattern = pat;

string line = "chen (chen,0) (huan,1) (jiang,2)";

的结果为：
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string pat = "\\w+\\s\*(\\(\\w+,\\d+\\)\\s\*){0,}";

pattern = pat;

string line = "chen (chen,0) (huan,1) (jiang,2)";

的结果为：  
 ![](data:image/png;base64,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)

1. 若pat=”\\w+”;line=”aaaa”;

结果match中只有“aaaa”;

**“\*”,”+”,”?”都是贪婪的，尽可能多的匹配字符串， 若解决这个问题，可以在它们后面加“？”，就可以转化为最小模式或非贪婪模式**

1. if(regex\_search(str\_1, mat, pattern))  
             for(smatch::iterator iter=mat.begin() ; iter!=mat.end() ; ++iter)  
               cout << \*iter <<endl;

只会返回匹配到的第一个字符串

string str\_1 = "chen1234huan12345jiang1234567";  
 21     string::const\_iterator start = str\_1.begin();  
 22     string::const\_iterator end = str\_1.end();  
 23      
 24     smatch mat;  
 25     while(regex\_search(start, end, mat, pattern))  
 26     {    
 27         string msg(mat[0].first, mat[0].second);  
 28         cout << msg<< endl;  
 29         start = mat[0].second;  
 30     }

则会返回所有想要地子串

1. “/”无特殊含义
2. 字符串替换：test\_str = regex\_replace(test\_str,reg1,t)
3. 为了使regex不匹配模式串中用（）标识的子串，需要这样写（?:expression）
4. “\\bCha”匹配“Chank”,但不匹配“hChal”

如果它位于要匹配的字符串的开始，它在**单词**（而不是字符串）的开始处查找匹配项。如果它位于字符串的结尾，它在单词的结尾处查找匹配项

应用：可以查找两个相同的单词

Line=”Is the up up”

pat = “\\b([a-z]+) \\1\\b”

可以找出up up

1. \\n 指定第n各子匹配项

## 2. 基本语法

# string库

1. string.size()可得到字符串的字符数
2. string s(c,3) 把c的前3各字母赋给s

**注意：若iter是字符串的迭代器，则可以通过cout<<&\*iter;的方式输出子字符串**

若c是字符数组，则可以通过cout<<&c[1];的方式输出子

3. s1.compare(s2)若相等，则返回0，s1<s2,返回-1，s1>s2, 返回1.

4. s1.rfind(s2, i), 指的是从s1[i]后面的字符串和s2整个串进行比较。

# vector

## vector.front()和vector.back()返回vector容器中首尾值的引用。

1. vector作为函数参数和返回值时， 最好带&.
2. #<algorithm>

* reverse( vec.begin(), vec.end() ) //逆序排列
* sort( vec.begin(), vec.end() ) //默认从小到大排序

若要从大到小排序，则重写Comp函数

boo Comp( const int& a, const int& b )

{

Return a>b;

}

# priority\_queue

默认队头元素是最大的， 但可以改为从小到大，两种方式

1. struct cmp

{

bool operator ()(int a, int b){

return a>b;

}

}

priority\_queue<int, vector<int>, cmp>;

1. priority中类型为node型时， 可以重载<运算符

bool operator <(const Edge& e){

return this.cost>e.cost;  
}