# Comp151 Lab06

In this lab you will analyze the behavior of selected simple sorts and you will implement three sorting assignments.

### Your Three Tasks:

1. Working with SortArray.java, investigate the effect of array size and initial element order on the number of comparisons and moves required by each of the sorting algorithms. Use arrays with 50 and 1000 integers. Use three initial orderings of each array:
   * 1. randomly generated
     2. copy of the above array sorted in ascending order
     3. copy of the array generated in step b) sorted in descending order.
2. Use the Random class methods to generate a list of requested number of integer values in an array. Implement methods generateRandomArray() and reverseOrder()
3. Apply each of the sorts included in the SortArray.java file (that is selectionSort, insertionSort, and shellSort) to sort the array.
4. Analyze how the code counts the number of comparisons and the number of moves performed by each sort:
5. Test your code using the test driver implemented in main of SortArray.java.
6. Implement exercise #14c on page 226 of the textbook (also see the lecture notes). The skeleton of the improvedShellSort is already defined in the SortArray.java
7. Implement exercise #10 on page 266 of the textbook in method called improvedBubbleSort as defined in the SortArray.java. Note the description of the “regular” bubble sort described in exercise #8.
8. A shaker improved bubble sort further modifies the original bubble sort, where the direction of bubbling changes in each iteration: in one iteration, the largest element is bubbled up; in the next the smallest element is bubbled down; in the next the second largest is bubbled up; in the next the second smallest is bubbled down; and so forth. Implement this new algorithm in shakerImprovedBubbleSort method also defined in SortArray.java
9. Add statistics to the improvedShellSort, improvedBubbleSort, and shakerImprovedBubbleSort methods
10. Report the results in the provided spreadsheet.
11. Sample run with the seed set to 101:

What size arrays should be used?

It should be an integer value greater than or equal to 1.

17

\*\*\* ANALYZING SELECTION SORT \*\*\*

---> ARRAY IN RANDOM ORDER

[ 40 90 93 54 30 65 79 33 82 6 14 12 99 6 18 97 88 ]

Number of comparisons --> 136

Number of moves --> 26

The sorted array is:

[ 6 6 12 14 18 30 33 40 54 65 79 82 88 90 93 97 99 ]

---> ARRAY SORTED IN ASCENDING ORDER

The array is:

[ 6 6 12 14 18 30 33 40 54 65 79 82 88 90 93 97 99 ]

Number of comparisons --> 136

Number of moves --> 0

The sorted array is:

[ 6 6 12 14 18 30 33 40 54 65 79 82 88 90 93 97 99 ]

---> ARRAY SORTED IN DESCENDING ORDER

The array is:

[ 99 97 93 90 88 82 79 65 54 40 33 30 18 14 12 6 6 ]

Number of comparisons --> 136

Number of moves --> 18

The sorted array is:

[ 6 6 12 14 18 30 33 40 54 65 79 82 88 90 93 97 99 ]

\*\*\* ANALYZING INSERTION SORT \*\*\*

---> ARRAY IN RANDOM ORDER

[ 40 90 93 54 30 65 79 33 82 6 14 12 99 6 18 97 88 ]

Number of comparisons --> 87

Number of moves --> 89

The sorted array is:

[ 6 6 12 14 18 30 33 40 54 65 79 82 88 90 93 97 99 ]

---> ARRAY SORTED IN ASCENDING ORDER

The array is:

[ 6 6 12 14 18 30 33 40 54 65 79 82 88 90 93 97 99 ]

Number of comparisons --> 16

Number of moves --> 16

The sorted array is:

[ 6 6 12 14 18 30 33 40 54 65 79 82 88 90 93 97 99 ]

---> ARRAY SORTED IN DESCENDING ORDER

The array is:

[ 99 97 93 90 88 82 79 65 54 40 33 30 18 14 12 6 6 ]

Number of comparisons --> 136

Number of moves --> 151

The sorted array is:

[ 6 6 12 14 18 30 33 40 54 65 79 82 88 90 93 97 99 ]

\*\*\* ANALYZING SHELL SORT \*\*\*

---> ARRAY IN RANDOM ORDER

[ 40 90 93 54 30 65 79 33 82 6 14 12 99 6 18 97 88 ]

Number of comparisons --> 70

Number of moves --> 78

The sorted array is:

[ 6 6 12 14 18 30 33 40 54 65 79 82 88 90 93 97 99 ]

---> ARRAY SORTED IN ASCENDING ORDER

The array is:

[ 6 6 12 14 18 30 33 40 54 65 79 82 88 90 93 97 99 ]

Number of comparisons --> 53

Number of moves --> 53

The sorted array is:

[ 6 6 12 14 18 30 33 40 54 65 79 82 88 90 93 97 99 ]

---> ARRAY SORTED IN DESCENDING ORDER

The array is:

[ 99 97 93 90 88 82 79 65 54 40 33 30 18 14 12 6 6 ]

Number of comparisons --> 60

Number of moves --> 73

The sorted array is:

[ 6 6 12 14 18 30 33 40 54 65 79 82 88 90 93 97 99 ]

\*\*\* ANALYZING IMPROVED SHELL SORT \*\*\*

---> ARRAY IN RANDOM ORDER

[ 40 90 93 54 30 65 79 33 82 6 14 12 99 6 18 97 88 ]

Number of comparisons --> 66

Number of moves --> 73

The sorted array is:

[ 6 6 12 14 18 30 33 40 54 65 79 82 88 90 93 97 99 ]

---> ARRAY SORTED IN ASCENDING ORDER

The array is:

[ 6 6 12 14 18 30 33 40 54 65 79 82 88 90 93 97 99 ]

Number of comparisons --> 50

Number of moves --> 50

The sorted array is:

[ 6 6 12 14 18 30 33 40 54 65 79 82 88 90 93 97 99 ]

---> ARRAY SORTED IN DESCENDING ORDER

The array is:

[ 99 97 93 90 88 82 79 65 54 40 33 30 18 14 12 6 6 ]

Number of comparisons --> 65

Number of moves --> 77

The sorted array is:

[ 6 6 12 14 18 30 33 40 54 65 79 82 88 90 93 97 99 ]

\*\*\* ANALYZING BUBBLE SORT \*\*\*

---> ARRAY IN RANDOM ORDER

[ 40 90 93 54 30 65 79 33 82 6 14 12 99 6 18 97 88 ]

Number of comparisons --> 136

Number of moves --> 146

The sorted array is:

[ 6 6 12 14 18 30 33 40 54 65 79 82 88 90 93 97 99 ]

---> ARRAY SORTED IN ASCENDING ORDER

The array is:

[ 6 6 12 14 18 30 33 40 54 65 79 82 88 90 93 97 99 ]

Number of comparisons --> 136

Number of moves --> 0

The sorted array is:

[ 6 6 12 14 18 30 33 40 54 65 79 82 88 90 93 97 99 ]

---> ARRAY SORTED IN DESCENDING ORDER

The array is:

[ 99 97 93 90 88 82 79 65 54 40 33 30 18 14 12 6 6 ]

Number of comparisons --> 136

Number of moves --> 270

The sorted array is:

[ 6 6 12 14 18 30 33 40 54 65 79 82 88 90 93 97 99 ]

\*\*\* ANALYZING IMPROVED BUBBLE SORT \*\*\*

---> ARRAY IN RANDOM ORDER

[ 40 90 93 54 30 65 79 33 82 6 14 12 99 6 18 97 88 ]

Number of comparisons --> 112

Number of moves --> 146

The sorted array is:

[ 6 6 12 14 18 30 33 40 54 65 79 82 88 90 93 97 99 ]

---> ARRAY SORTED IN ASCENDING ORDER

The array is:

[ 6 6 12 14 18 30 33 40 54 65 79 82 88 90 93 97 99 ]

Number of comparisons --> 16

Number of moves --> 0

The sorted array is:

[ 6 6 12 14 18 30 33 40 54 65 79 82 88 90 93 97 99 ]

---> ARRAY SORTED IN DESCENDING ORDER

The array is:

[ 99 97 93 90 88 82 79 65 54 40 33 30 18 14 12 6 6 ]

Number of comparisons --> 136

Number of moves --> 270

The sorted array is:

[ 6 6 12 14 18 30 33 40 54 65 79 82 88 90 93 97 99 ]

\*\*\* ANALYZING SHAKER IMPROVED BUBBLE SORT \*\*\*

---> ARRAY IN RANDOM ORDER

[ 40 90 93 54 30 65 79 33 82 6 14 12 99 6 18 97 88 ]

Number of comparisons --> 106

Number of moves --> 146

The sorted array is:

[ 6 6 12 14 18 30 33 40 54 65 79 82 88 90 93 97 99 ]

---> ARRAY SORTED IN ASCENDING ORDER

The array is:

[ 6 6 12 14 18 30 33 40 54 65 79 82 88 90 93 97 99 ]

Number of comparisons --> 16

Number of moves --> 0

The sorted array is:

[ 6 6 12 14 18 30 33 40 54 65 79 82 88 90 93 97 99 ]

---> ARRAY SORTED IN DESCENDING ORDER

The array is:

[ 99 97 93 90 88 82 79 65 54 40 33 30 18 14 12 6 6 ]

Number of comparisons --> 136

Number of moves --> 270

The sorted array is:

[ 6 6 12 14 18 30 33 40 54 65 79 82 88 90 93 97 99 ]

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*DONE\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

1. Working with ArraySortByFirst.java implement project #4 on page 269 of the textbook. The skeleton of the application is already provided. Use selection sort algorithm as the sorting method for this exercise.
   1. HINT: you can copy the selection sort related methods from SortArray.java and modify them accordingly.
   2. Sample run:

The original array is

1 2 3 4 5

3 4 5 1 2

5 2 3 4 1

2 3 1 4 5

4 2 3 1 5

The array after sorting is

1 2 3 4 5

2 3 1 4 5

3 4 5 1 2

4 2 3 1 5

5 2 3 4 1

1. Working with ChainSort.java implement project #5a, b, and c on page 268 of the textbook. The skeleton of the application is already provided.
   1. HINT – before calling incrementalInsertionSort method, set the previous pointers to create the appropriate sub-chain. When you are ready to start sorting **replace appropriate data without changing the next pointers**.
   2. Sample run with 7 elements and seed 11:

What size chain should be used?

It should be an integer value greater than or equal to 1.

7

What seed value should be used?

It should be an integer value greater than or equal to 1.

11

Original Chain Content: 40 7 33 55 11 68 38

----->Before partial sort with space 3 :

40 7 33 55 11 68 38

-> Comparing 55 with 40

-> Comparing 11 with 7

-> Comparing 68 with 33

-> Comparing 38 with 55

---> 38 is smaller than 55:

-> Comparing 38 with 40

---> 38 is smaller than 40:

38 7 33 40 11 68 55

----->After partial sort done with space 3 :

38 7 33 40 11 68 55

----->Before partial sort with space 1 :

38 7 33 40 11 68 55

-> Comparing 7 with 38

---> 7 is smaller than 38:

7 38 33 40 11 68 55

-> Comparing 33 with 38

---> 33 is smaller than 38:

-> Comparing 33 with 7

7 33 38 40 11 68 55

-> Comparing 40 with 38

-> Comparing 11 with 40

---> 11 is smaller than 40:

-> Comparing 11 with 38

---> 11 is smaller than 38:

-> Comparing 11 with 33

---> 11 is smaller than 33:

-> Comparing 11 with 7

7 11 33 38 40 68 55

-> Comparing 68 with 40

-> Comparing 55 with 68

---> 55 is smaller than 68:

-> Comparing 55 with 40

7 11 33 38 40 55 68

----->After partial sort done with space 1 :

7 11 33 38 40 55 68

Sorted Chain Content: 7 11 33 38 40 55 68

* 1. Sample run with 15 elements and seed 101:

What size chain should be used?

It should be an integer value greater than or equal to 1.

15

What seed value should be used?

It should be an integer value greater than or equal to 1.

101

Original Chain Content: 18 6 99 12 14 6 82 33 79 65 30 54 93 90 40

----->Before partial sort with space 7 :

18 6 99 12 14 6 82 33 79 65 30 54 93 90 40

-> Comparing 33 with 18

-> Comparing 79 with 6

-> Comparing 65 with 99

---> 65 is smaller than 99:

18 6 65 12 14 6 82 33 79 99 30 54 93 90 40

-> Comparing 30 with 12

-> Comparing 54 with 14

-> Comparing 93 with 6

-> Comparing 90 with 82

-> Comparing 40 with 33

----->After partial sort done with space 7 :

18 6 65 12 14 6 82 33 79 99 30 54 93 90 40

----->Before partial sort with space 3 :

18 6 65 12 14 6 82 33 79 99 30 54 93 90 40

-> Comparing 12 with 18

---> 12 is smaller than 18:

12 6 65 18 14 6 82 33 79 99 30 54 93 90 40

-> Comparing 14 with 6

-> Comparing 6 with 65

---> 6 is smaller than 65:

12 6 6 18 14 65 82 33 79 99 30 54 93 90 40

-> Comparing 82 with 18

-> Comparing 33 with 14

-> Comparing 79 with 65

-> Comparing 99 with 82

-> Comparing 30 with 33

---> 30 is smaller than 33:

-> Comparing 30 with 14

12 6 6 18 14 65 82 30 79 99 33 54 93 90 40

-> Comparing 54 with 79

---> 54 is smaller than 79:

-> Comparing 54 with 65

---> 54 is smaller than 65:

-> Comparing 54 with 6

12 6 6 18 14 54 82 30 65 99 33 79 93 90 40

-> Comparing 93 with 99

---> 93 is smaller than 99:

-> Comparing 93 with 82

12 6 6 18 14 54 82 30 65 93 33 79 99 90 40

-> Comparing 90 with 33

-> Comparing 40 with 79

---> 40 is smaller than 79:

-> Comparing 40 with 65

---> 40 is smaller than 65:

-> Comparing 40 with 54

---> 40 is smaller than 54:

-> Comparing 40 with 6

12 6 6 18 14 40 82 30 54 93 33 65 99 90 79

----->After partial sort done with space 3 :

12 6 6 18 14 40 82 30 54 93 33 65 99 90 79

----->Before partial sort with space 1 :

12 6 6 18 14 40 82 30 54 93 33 65 99 90 79

-> Comparing 6 with 12

---> 6 is smaller than 12:

6 12 6 18 14 40 82 30 54 93 33 65 99 90 79

-> Comparing 6 with 12

---> 6 is smaller than 12:

-> Comparing 6 with 6

6 6 12 18 14 40 82 30 54 93 33 65 99 90 79

-> Comparing 18 with 12

-> Comparing 14 with 18

---> 14 is smaller than 18:

-> Comparing 14 with 12

6 6 12 14 18 40 82 30 54 93 33 65 99 90 79

-> Comparing 40 with 18

-> Comparing 82 with 40

-> Comparing 30 with 82

---> 30 is smaller than 82:

-> Comparing 30 with 40

---> 30 is smaller than 40:

-> Comparing 30 with 18

6 6 12 14 18 30 40 82 54 93 33 65 99 90 79

-> Comparing 54 with 82

---> 54 is smaller than 82:

-> Comparing 54 with 40

6 6 12 14 18 30 40 54 82 93 33 65 99 90 79

-> Comparing 93 with 82

-> Comparing 33 with 93

---> 33 is smaller than 93:

-> Comparing 33 with 82

---> 33 is smaller than 82:

-> Comparing 33 with 54

---> 33 is smaller than 54:

-> Comparing 33 with 40

---> 33 is smaller than 40:

-> Comparing 33 with 30

6 6 12 14 18 30 33 40 54 82 93 65 99 90 79

-> Comparing 65 with 93

---> 65 is smaller than 93:

-> Comparing 65 with 82

---> 65 is smaller than 82:

-> Comparing 65 with 54

6 6 12 14 18 30 33 40 54 65 82 93 99 90 79

-> Comparing 99 with 93

-> Comparing 90 with 99

---> 90 is smaller than 99:

-> Comparing 90 with 93

---> 90 is smaller than 93:

-> Comparing 90 with 82

6 6 12 14 18 30 33 40 54 65 82 90 93 99 79

-> Comparing 79 with 99

---> 79 is smaller than 99:

-> Comparing 79 with 93

---> 79 is smaller than 93:

-> Comparing 79 with 90

---> 79 is smaller than 90:

-> Comparing 79 with 82

---> 79 is smaller than 82:

-> Comparing 79 with 65

6 6 12 14 18 30 33 40 54 65 79 82 90 93 99

----->After partial sort done with space 1 :

6 6 12 14 18 30 33 40 54 65 79 82 90 93 99

Sorted Chain Content: 6 6 12 14 18 30 33 40 54 65 79 82 90 93 99