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## R Markdown

Question (Q): What is the problem we’re investigating? We’re investigating how the size of properties in New York is predicted by various variables. These variables are: which neighborhood the property is in, the tax class, the building classification at the time of sale, the zip code of the property, the month the property was sold in, the number of residential and commercial units, the sales price, and the year the property was built.

Q: Are we focused on making predictions or are we trying to describe the relationship between multiple variables? We’re focused on helping people with budgets in mind understand what size of property they can buy. So I would say we’re worried about making predictions.

Q: What kind of statistical learning are we performing? We want to perform Predictive Statistical learning. We’re more worried about accuracy than interpretability. We want to lower our bias and increase our variance.

Q: What sort of analyses do we intend to perform? We’re doing a GLM to help us predict how our variables impact the Gross Square Feet of units.

# We're 1st going to import our dataset. The data set is called "nyc-rolling-sales\_initialcleaning(1)".  
DATA <- read.csv("C:\\Users\\Daniel Scott\\Desktop\\College\\Fall 2025\\Statistical Learning\\Ordered NYC Data.csv")  
  
# Next, we generate a summary. We're also checking how many observations we have and how many variables.   
summary(DATA)

## BOROUGH NEIGHBORHOOD BUILDING.CLASS.CATEGORY ZIP.CODE   
## Min. :1.000 Length:10079 Length:10079 Min. :10001   
## 1st Qu.:4.000 Class :character Class :character 1st Qu.:10305   
## Median :4.000 Mode :character Mode :character Median :10312   
## Mean :4.202 Mean :10739   
## 3rd Qu.:5.000 3rd Qu.:11419   
## Max. :5.000 Max. :11694   
## RESIDENTIAL.UNITS COMMERCIAL.UNITS GROSS.SQUARE.FEET YEAR.BUILT   
## Min. : 0.000 Min. : 0.000 Min. : 200 Min. :1800   
## 1st Qu.: 1.000 1st Qu.: 0.000 1st Qu.: 1240 1st Qu.:1920   
## Median : 1.000 Median : 0.000 Median : 1600 Median :1944   
## Mean : 3.291 Mean : 0.303 Mean : 5635 Mean :1950   
## 3rd Qu.: 2.000 3rd Qu.: 0.000 3rd Qu.: 2280 3rd Qu.:1980   
## Max. :894.000 Max. :318.000 Max. :1617206 Max. :2017   
## TAX.CLASS.AT.TIME.OF.SALE BUILDING.CLASS.AT.TIME.OF.SALE SALE.PRICE   
## Min. :1.000 Length:10079 Min. :1.000e+03   
## 1st Qu.:1.000 Class :character 1st Qu.:3.836e+05   
## Median :1.000 Mode :character Median :5.060e+05   
## Mean :1.213 Mean :2.394e+06   
## 3rd Qu.:1.000 3rd Qu.:7.100e+05   
## Max. :4.000 Max. :2.210e+09

dim(DATA)

## [1] 10079 11

names(DATA)

## [1] "BOROUGH" "NEIGHBORHOOD"   
## [3] "BUILDING.CLASS.CATEGORY" "ZIP.CODE"   
## [5] "RESIDENTIAL.UNITS" "COMMERCIAL.UNITS"   
## [7] "GROSS.SQUARE.FEET" "YEAR.BUILT"   
## [9] "TAX.CLASS.AT.TIME.OF.SALE" "BUILDING.CLASS.AT.TIME.OF.SALE"  
## [11] "SALE.PRICE"

# So we have 10,079 observations, and 11 variables. The names() command tells you the names.  
  
# Now, we want to look at what our target variable looks like. Our target variable = Gross.Square.Feet  
summary(DATA$GROSS.SQUARE.FEET)

## Min. 1st Qu. Median Mean 3rd Qu. Max.   
## 200 1240 1600 5635 2280 1617206

library(ggplot2)  
ggplot(DATA, aes(x = GROSS.SQUARE.FEET)) + geom\_histogram(binwidth = 100000)

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAArlBMVEUAAAAAADoAAGYAOpAAZrYzMzM6AAA6ADo6AGY6kNtNTU1NTW5NTY5NbqtNjshZWVlmAABmADpmZmZmtv9uTU1uTW5uTY5ubqtuq+SOTU2OTW6OTY6OyP+QOgCQ29uQ2/+rbk2rbm6rbo6ryKur5P+2ZgC225C2/9u2///Ijk3I///bkDrb/9vb///kq27k///r6+v/tmb/yI7/25D/5Kv//7b//8j//9v//+T///9apZm0AAAACXBIWXMAAA7DAAAOwwHHb6hkAAAK6klEQVR4nO2bi3bitgJFMzNJpnEeTW86eZqGmcLtQO6ES0II+v8fq+UXdqwQAwaLs/ZZq5UM3lLtjWSJkj1DpLPX9n8A2WwQLB4EiwfB4kGweBAsniYE/39RFr/bLLXVzjynECxOIVicQrA4hWBxCsHiFILFKQSLUwgWp2oJnlwOjZneBKejdwoEe0vVEfwUnAzNrBuaxzN3gWB/qRqCB8d/RyN4eje0I9lZINhfqvYUPbkameltz1lEpxxEWdQEaTkfCn46jV06i/Q0Pz6y2+7Mc6q24A9GMII9pWoLXukZ/Lszm72i1TFJqrbgWfc6WTc7CgT7S9UWvNI+GMGtU7UE10y1dQS3TiFYnEKwOIVgcQrB4hSCxSkEi1MIFqcQLE4hWJxCsDiFYHEKweIUgsUpBItTCBanECxOIVicQrA4hWBxCsHiFILFKQSLUwgWpxAsTiFYnEKwOIVgcQrB4hSCxSkEi1MIFqeaFFyNW/BGuiKLwwgWpRAsTiFYnEKwOIVgcQrB4hSCxSkEi1MIFqcQLE4hWJxCsDiFYHEKweIUgsUpBItTCBanECxOIVicQrA4hWBxCsHiFILFKQSLUwgWpxAsTiFYnEKwOIVgcQrB4hSCxSkEi1MIFqcQLE7VFvwY2IRxeTI005vgdGSyAsHeUkuN4KdI5iC0tVk3Un2WFQj2l1pG8PS2Z2bfe3H1bmgml8O0QLC/1DKC7ViN5mQ7UU+uRtZ3WkTvHUSpEm7BNboiTaeG4Njk5Fs8iu1kHR2nRXpC9ePDCG6dWkLwU76cGoSVEYxgT6klBA+u81rIM3hXqPqCk+WVHcazH8NZ9zpZRV+zivabqi84nYqjffBxz7AP3hWqvuCPU20dwa1TCBanECxOIVicQrA4hWBxCsHiFILFKQSLUwgWpxAsTiFYnEKwOIVgcQrB4hSCxSkEi1MIFqcQLE4hWJxCsDiFYHEKweIUgsUpBItTCBanECxOIVicQrA4hWBxCsHiFILFqSYFV+MWvJGuyOIwgkUpBItTCBanECxOIVicQrA4hWBxCsHiFILFKQSLUwgWpxAsTiFYnEKwOIVgcQrB4hSCxSkEi1MIFqcQLE4hWJxyCX45v7DF+PNPBO88hWBxqir4YS/L/nJ+EewjtWAEL51q6whunXIJXjXV1hHcOuUU/HwYT9E8gwUol+DXzrJPXwR7S7kE8wwWolyCXzsIlqFcgpffASPYW8ol+OV8j0WWCuUcwSum2jqCW6cQLE65BLun6McgCE6GZnoTnI7MmwLB3lLvj+CXP+5Lx4PQ/nvWDc3j2ZsCwf5S7ws24y+/Ckez7z1bTO+GZnI5LBcI9pdaJLg0RUeTcRCEZnI1MtPbXrmI3j6IUm3CLbh6Htl4HIL7pRE8+dazo/jpNFZaLtJTqh8fRnDrlEtwusj6VH4G2wzC90Ywgj2lFoxgRwYhz+Ado2oLtrPx7Mdw1r1Ols/FAsH+Um7B8c92jsqGo33wce/tBph9sO+UU/CDXT+/nL8x/GGqrSO4dcolmF9VClEIFqdcgpmihSinYOciC8E7SbkFr5Zq6whunUKwOOUU/No5WuW3s9XWEdw65RTc3zer/Dq62jqCW6dcgtkmCVEIFqdcgtkHC1FOwWbMPliFcgteLdXWEdw6hWBxCsHiFILFKQSLUwgWpxAsTiFYnEKwOIVgcQrB4hSCxSkEi1MIFqcQLE4hWJxCsDiFYHEKweJUk4KrcQveSFdkcRjBohSCxSkEi1MIFqcQLE4hWJxCsDiFYHEKweIUgsUpBItTCBanECxOIVicQrA4hWBxCsHiFILFKQSLUwgWpxAsTiFYnEKwOIVgcQrB4hSCxSkEi1MIFqcQLE4hWJxCsDiFYHEKweIUgsUpBItT9QVP/gyC0JjHIAhOhmZ6E5yOTFYg2FuqtuDpbc9MvvXMILRHs25oHs+yAsH+UrUFP1mPg3D2vRfrvhuayeUwLRDsL1VbcDqKoznZztSTq5E9SovorYMoVcAtuE5XpOHUETzrXsezdDSKn05js2mRvl/9+DCCW6eWEDy9uU5rg7AyghHsKVVf8OTPMKsOQp7Bu0LVFpz6tZPy7MfQztbxKvqaVbTfVG3Bdv9rl1dRedwz7IN3haotuEaqrSO4dQrB4hSCxSkEi1MIFqcQLE4hWJxCsDiFYHEKweIUgsUpBItTCBanECxOIVicQrA4hWBxCsHiFILFKQSLUwgWpxAsTiFYnEKwOIVgcQrB4hSCxSkEi1MIFqcQLE4hWJxCsDjVpOBq3II30hVZHEawKIVgcQrB4hSCxSkEi1MIFqcQLE4hWJxCsDiFYHEKweIUgsUpBItTCBanECxOIVicQrA4hWBxCsHiFILFKQSLUwgWpxAsTiFYnEKwOIVgcQrB4hSCxSkEi1MIFqcQLE4hWJxCsDjVhuAltCN4XWpNwdOb4HSEYI+p9QTPuqF5PEOwx9R6gqd3QzO5HDYieN3Pwpo3QpVaT/DkamSmt72odhBlpSbIdrKa4KfTTLCNHx/ZbXfmObWe4PkIRrCn1HqCP3oGt3FF2+7Mc2o9wbPu9cJVdBtXtO3OPKfWE/zRPriNK9p2Z55TawouxY8r2nZnnlMIFqcQLE4hWJxCsDiFYHEKweIUgsUpBItTTQpemK3+z8RtdrYjfSFYvC8Ei/eFYPG+Ni6YtBsEiwfB4kGweBAsns0KLv2yp+E8BkFwMsy6WFSsm/jnhTX6aaK7uK8mL22jgst/4dJwBmGhi0XFunmyN7tGP010F/fV6KVtVHD517XNZva9V+hiUbFmR4Pjv6M2avTTQHdJX41e2kYFl38f32yiOSoIwqyLRcXaXdk7WaOfRrqzfTV6aRsVXP4Ll2Yz+dazH/W0i0XF+l1FN71GP410F3+Ymry0nR3BcQah4ghu9NJ29hkcZxBu/hmcTptbeQaXBO/AM7j8Fy7Nxk5Ssx/DtItFxdqxd7JGP410lz0OGru0nd4HH/c2vzE17eyDG7s0vskSD4LFg2DxIFg8CBYPgsWz84If9qJcGPPa2YtzFL86Tl9NT/h0X669OcraMC/nMTP+/DN+1bZVaDerxu/mRxfzl/PaP2llb397N+Kd7Ljg14692+Po9r92YrXPh1ZR3776cv7lV6QpOeGiWLOZH7127HnPh/tlwa+d/yRF3m5azbs+elMpn/D89d54kB0XnIw18/DlV3Zz+/vxoa3al147sbK+PSGrJe/lR+krVm5R8Pjzfw8v5tKidhG89RTuaElEOkrHdtZ03v3CUSo1/lgUBfe//K+zj+B2k8vJb66ddPNbayvj7LFcqJWO0kkgOvu3nwXBL+dH8TReaBfBW098E58P7WopX/MUbm3i6yFf7DyUlj3p0Vzw1/uCYPtP8uDN2y2v49Kjo8LLpRMQ3ECyERzdzHj0PB8emaLgP3LTyXO2WMuO3hHcj6fndF5O2mUEbz3ZHc0EZ8vi+TM4PXF+t8v3fS41XlenZPw0zrc+hXYRvO08JApzwckG6SHbqR5ltzkq5rU3hV1FR2P15Twas/2kkf20iWiOLrSL4BbST7az+TYp3s4W98F9+2WGnWsLtRjMj+K9dPT4zDfGsdb4tKgotIvgNjLOV0DJzU2+f3rzTVay7Mlqyanz15Ozk2+okhVb+n1JdNKnv+btZmuoT/fJDjsXPH85qxkEe5iHi4/P2bkgWDwIFg+CxYNg8SBYPAgWD4LFg2DxIFg8/wLG1w+1UfLS2AAAAABJRU5ErkJggg==)

# So it looks like there may be some outliers. Clearly, something is up because these bins are really really large.The range of our data is very very very large which means it may be tough to graphically look at our data.  
  
# By looking at our mean and median, we see that the mean is MUCH larger than our median. This indicates a positively skewed data set. Since no values of our target variable are 0, we can use a logarithmic transformation to try and make our variable more normal. Let's see how that looks now.  
ggplot(DATA, aes(x = log(GROSS.SQUARE.FEET))) + geom\_histogram()

## `stat\_bin()` using `bins = 30`. Pick better value `binwidth`.

![](data:image/png;base64,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)

# Alright. This looks waaaayyy better. It still looks positively skewed but we're doing much better.  
  
# Now, let's look at our correlation matrix. Our numerical predictors are in columns: five, six, eight and 11. Our target variable is in column 7  
cor.matrix <- cor(DATA[, c(5, 6, 8, 11, 7 )])  
round(cor.matrix, digits = 3)

## RESIDENTIAL.UNITS COMMERCIAL.UNITS YEAR.BUILT SALE.PRICE  
## RESIDENTIAL.UNITS 1.000 0.025 -0.032 0.164  
## COMMERCIAL.UNITS 0.025 1.000 0.004 0.204  
## YEAR.BUILT -0.032 0.004 1.000 -0.015  
## SALE.PRICE 0.164 0.204 -0.015 1.000  
## GROSS.SQUARE.FEET 0.508 0.269 0.027 0.735  
## GROSS.SQUARE.FEET  
## RESIDENTIAL.UNITS 0.508  
## COMMERCIAL.UNITS 0.269  
## YEAR.BUILT 0.027  
## SALE.PRICE 0.735  
## GROSS.SQUARE.FEET 1.000

# The correlations for our numeric predictors are not very high, which is what we want. We don't want to have to deal with high collinearities, if I am remembering properly.  
# Notice that sale price is strongly correlated with gross square feet, and residential units is also strongly correlated as well.

We’re now moving onto visualizing the relationships between our numeric predictors and gross square feet.

# First we're saving the names of the numeric predictors (N.P.) as a vector. Then we're plotting each N.P. against Gross.Square.Feet.  
vars.numeric <- colnames(DATA[, c(5, 6, 8, 11)])  
for (i in vars.numeric){  
plot <- ggplot(DATA, aes(x = DATA[, i], y = GROSS.SQUARE.FEET)) +  
geom\_point() +  
geom\_smooth(method = "lm", se = FALSE) +  
labs(x = i)  
print(plot)  
}

## `geom\_smooth()` using formula = 'y ~ x'
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## `geom\_smooth()` using formula = 'y ~ x'
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## `geom\_smooth()` using formula = 'y ~ x'
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## `geom\_smooth()` using formula = 'y ~ x'

![](data:image/png;base64,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)

# We see that all of the N.P.'s, except year built have a positive correlation with gross square feet.  
# We see that year built has almost a 0 correlation with gross square feet. So we'll keep that in the back of our mind.

Now we are moving onto exploring our categorical variables. We have six categorical variables: borough, neighborhood, building class category, zip code, tax class, and building class at time of sale.

We’re going to calculate the mean and median of our target variable (TV), which is Gross Square Feet. This will be split by the different levels of each of our categorical variables. First we need to install tidyverse. #{r} #install.packages("tidyverse") # Now that it is installed, we can move onto actually using it.

library(tidyverse)

## ── Attaching core tidyverse packages ──────────────────────── tidyverse 2.0.0 ──  
## ✔ dplyr 1.1.4 ✔ readr 2.1.5  
## ✔ forcats 1.0.1 ✔ stringr 1.5.2  
## ✔ lubridate 1.9.4 ✔ tibble 3.3.0  
## ✔ purrr 1.1.0 ✔ tidyr 1.3.1  
## ── Conflicts ────────────────────────────────────────── tidyverse\_conflicts() ──  
## ✖ dplyr::filter() masks stats::filter()  
## ✖ dplyr::lag() masks stats::lag()  
## ℹ Use the conflicted package (<http://conflicted.r-lib.org/>) to force all conflicts to become errors

# Now, we're going to save the names of our categorical predictors (CP) as a vector. The column numbers that correspond to our CP's are one through four, then nine and ten.  
# Then our function will go ahead and generate the mean and median of Gross Square Feet (GSF) for each level of each CP.  
vars.categorical <- colnames(DATA[, c(1:4, 9:10)])  
for (i in vars.categorical) {  
x <- DATA %>%  
group\_by\_(i) %>%  
summarise(  
mean = mean(GROSS.SQUARE.FEET),  
median = median(GROSS.SQUARE.FEET),  
n = n()  
)  
print(x)  
}

## Warning: `group\_by\_()` was deprecated in dplyr 0.7.0.  
## ℹ Please use `group\_by()` instead.  
## ℹ See vignette('programming') for more help  
## Call `lifecycle::last\_lifecycle\_warnings()` to see where this warning was  
## generated.

## # A tibble: 4 × 4  
## BOROUGH mean median n  
## <int> <dbl> <dbl> <int>  
## 1 1 37644. 8065 965  
## 2 2 1652 1587 5  
## 3 4 2119. 1504 4168  
## 4 5 2354. 1544 4941

## Warning: `group\_by\_()` was deprecated in dplyr 0.7.0.  
## ℹ Please use `group\_by()` instead.  
## ℹ See vignette('programming') for more help  
## Call `lifecycle::last\_lifecycle\_warnings()` to see where this warning was  
## generated.

## # A tibble: 111 × 4  
## NEIGHBORHOOD mean median n  
## <chr> <dbl> <dbl> <int>  
## 1 ALPHABET CITY 10205. 6024 12  
## 2 ANNADALE 2101. 1848 103  
## 3 ARDEN HEIGHTS 1532. 1378 223  
## 4 ARROCHAR 2113. 1766 24  
## 5 ARROCHAR-SHORE ACRES 1521. 1543 14  
## 6 BATHGATE 1652 1587 5  
## 7 BULLS HEAD 1758. 1595 213  
## 8 CASTLETON CORNERS 1620. 1367 99  
## 9 CHELSEA 21020. 6330 38  
## 10 CHINATOWN 11371. 8550 9  
## # ℹ 101 more rows

## Warning: `group\_by\_()` was deprecated in dplyr 0.7.0.  
## ℹ Please use `group\_by()` instead.  
## ℹ See vignette('programming') for more help  
## Call `lifecycle::last\_lifecycle\_warnings()` to see where this warning was  
## generated.

## # A tibble: 27 × 4  
## BUILDING.CLASS.CATEGORY mean median n  
## <chr> <dbl> <dbl> <int>  
## 1 "01 ONE FAMILY DWELLINGS " 1498. 1326 5733  
## 2 "02 TWO FAMILY DWELLINGS " 2047. 1960 2906  
## 3 "03 THREE FAMILY DWELLINGS " 2719. 2643 260  
## 4 "05 TAX CLASS 1 VACANT LAND " 2451. 2292 7  
## 5 "06 TAX CLASS 1 - OTHER " 956. 642 4  
## 6 "07 RENTALS - WALKUP APARTMENTS " 8892. 6040 499  
## 7 "08 RENTALS - ELEVATOR APARTMENTS " 93304. 43896 98  
## 8 "09 COOPS - WALKUP APARTMENTS " 16389. 12200 5  
## 9 "10 COOPS - ELEVATOR APARTMENTS " 221933. 139270. 12  
## 10 "11A CONDO-RENTALS " 54496. 37450 6  
## # ℹ 17 more rows

## Warning: `group\_by\_()` was deprecated in dplyr 0.7.0.  
## ℹ Please use `group\_by()` instead.  
## ℹ See vignette('programming') for more help  
## Call `lifecycle::last\_lifecycle\_warnings()` to see where this warning was  
## generated.

## # A tibble: 84 × 4  
## ZIP.CODE mean median n  
## <int> <dbl> <dbl> <int>  
## 1 10001 119004. 62457 22  
## 2 10002 13129. 10230 29  
## 3 10003 19896. 6932 33  
## 4 10004 568650. 568650. 2  
## 5 10005 601447. 400531 5  
## 6 10006 130054 130054 1  
## 7 10007 15362. 15362. 2  
## 8 10009 10937. 6440 17  
## 9 10010 44362. 14013 10  
## 10 10011 16753. 5955 45  
## # ℹ 74 more rows

## Warning: `group\_by\_()` was deprecated in dplyr 0.7.0.  
## ℹ Please use `group\_by()` instead.  
## ℹ See vignette('programming') for more help  
## Call `lifecycle::last\_lifecycle\_warnings()` to see where this warning was  
## generated.

## # A tibble: 3 × 4  
## TAX.CLASS.AT.TIME.OF.SALE mean median n  
## <int> <dbl> <dbl> <int>  
## 1 1 1713. 1512 8910  
## 2 2 24873. 6937 682  
## 3 4 50460. 7000 487

## Warning: `group\_by\_()` was deprecated in dplyr 0.7.0.  
## ℹ Please use `group\_by()` instead.  
## ℹ See vignette('programming') for more help  
## Call `lifecycle::last\_lifecycle\_warnings()` to see where this warning was  
## generated.

## # A tibble: 104 × 4  
## BUILDING.CLASS.AT.TIME.OF.SALE mean median n  
## <chr> <dbl> <dbl> <int>  
## 1 A0 1199. 1162. 94  
## 2 A1 1542. 1385 2276  
## 3 A2 1221. 1100 880  
## 4 A3 3702. 3556. 92  
## 5 A4 4867. 4122 47  
## 6 A5 1404. 1352 1923  
## 7 A6 699. 640 61  
## 8 A7 6955 5900 3  
## 9 A9 1404. 1292 305  
## 10 B1 2262. 2082 321  
## # ℹ 94 more rows

# A couple of notes:  
# Most of our CP's have some levels with small n's that we may want to combine to reduce dimensionality.  
# There are some levels that seem to make a large difference in the mean and median of GSF.  
  
# So we're going to need to consider the 5% rule, which states that each factor level should contain at least 5% of the total observations. For our data set, n = 10,079. 0.05\*10,079 = 503.95, which we will round up to 504. So each factor level must contain at least 504 observations in it.  
# Let's start doing that here.  
  
# We're just going to combine Borough two, which is the Bronx with Borough four, which is Queens because they both border the East River in NYC.We're checking that everything looks good with the factor count function.  
library(forcats)  
F\_Borough <- factor(x = DATA$BOROUGH)  
fct\_count(F\_Borough)

## # A tibble: 4 × 2  
## f n  
## <fct> <int>  
## 1 1 965  
## 2 2 5  
## 3 4 4168  
## 4 5 4941

# We've created a factor for Borough. Now we want to combine levels 2 and 4. Then we'll make sure it worked with the fct\_count function again.  
F\_Borough\_Comb <- fct\_collapse(F\_Borough, "2+4"=c(2, 4))  
fct\_count(F\_Borough\_Comb, prop = TRUE)

## # A tibble: 3 × 3  
## f n p  
## <fct> <int> <dbl>  
## 1 1 965 0.0957  
## 2 2+4 4173 0.414   
## 3 5 4941 0.490

# So we've created a new factor called "Factor Borough Combined" where we combined the Bronx and Queens. Now we just need to add it to our data set.  
DATA$BOROUGH.COMBINED <- F\_Borough\_Comb  
  
  
# For our next variable "Neighborhood", we're going to want to combine many factor levels together. This will be tricky. I am thinking that we will need to use some logic to combine our factor levels together. Probably we will do it based on keep adding factor levels together until the combined factor level has at least 504 observations in it. Time to figure out how to do this.

Ok so we need to condense the neighborhoods. Let’s do it in a systematic manner. I am referring to <https://locality.nyc> for a map of New York City. I am proposing we condense these levels into clusters of neighborhoods that are geographically close to one another. The first step is to choose a starting point. I am starting with the neighborhoods in Manhattan.

# First we need to load the forcats library.  
#library(forcats)  
#F\_Neighborhood <- factor(x = DATA$NEIGHBORHOOD)  
# Next, we are going to have a count of each ordered Neighborhood.  
#Neigh\_Count <- fct\_count(DATA$NEIGHBORHOOD)  
#print(Neigh\_Count)  
  
# I am first going to sort the neighborhoods in order they appear in our data set. This is defined as "Ordered\_Neighborhood."  
#Ordered\_Neighborhood <- fct\_inorder(DATA$NEIGHBORHOOD)  
#print(Ordered\_Neighborhood)  
  
# Let's check what the factor count of ordered Neighborhood looks like.  
#fct\_count(Ordered\_Neighborhood)  
  
# Ok this is what we wanted.  
# Let's try to now combine this factor NOT based on geographic location but based on Zip Code. This will effectively allow us to include zip code's information and have some sembelence related to geographic information included. Note: Zip Codes are much more about post offices and less to do with geographic information necessarily.  
  
#fct\_reorder2(F\_Neighborhood, DATA$NEIGHBORHOOD, DATA$ZIP.CODE)  
  
#F\_ZipCode <- factor(DATA$ZIP.CODE)  
#fct\_count(F\_ZipCode)  
  
#We're going to come back to this later. We are going to skip these high dimensionality categorical variables and instead just run what we can at the moment.

Ok, so we’re skipping the neighborhood variable ATM for the sake of time. We’re also going to be skipping over: building class category, zip code, building class at time of sale. This means we have the variables: residential units, commerical units, year, sales price, combined borough, and tax class at time of sale.

This means we need to do some work on tax class at time of sale.

# First, let's look at Tax Class At Time of Sale.  
Tax\_Clss\_Sale <- factor(x = DATA$TAX.CLASS.AT.TIME.OF.SALE)  
fct\_count(Tax\_Clss\_Sale)

## # A tibble: 3 × 2  
## f n  
## <fct> <int>  
## 1 1 8910  
## 2 2 682  
## 3 4 487

# We see that this gives us one level of tax class at time of sale that is under 504. This is a little bit worrisome as the information included may potentially mess with whatever factor level it is included in. Let's combine it with factor level 2, as they have a similar median. We will do this by using the  
Tax\_Clss\_Sale\_Comb <- fct\_collapse(Tax\_Clss\_Sale, "2+4" = c(2, 4) )  
fct\_count(f = Tax\_Clss\_Sale\_Comb)

## # A tibble: 2 × 2  
## f n  
## <fct> <int>  
## 1 1 8910  
## 2 2+4 1169

DATA$COMBINED.TAX.CLASS.SALE <-Tax\_Clss\_Sale\_Comb  
# Now I want to see how this affected the mean and median of the different groups.  
library(tidyverse)  
  
# This first function will show us the mean and median of the Tax Class Variable.  
by\_Tax\_Clss\_Sale <- DATA %>%   
group\_by(TAX.CLASS.AT.TIME.OF.SALE) %>%  
summarise(  
 mean = mean(GROSS.SQUARE.FEET),  
 median = median(GROSS.SQUARE.FEET)  
)  
print(by\_Tax\_Clss\_Sale)

## # A tibble: 3 × 3  
## TAX.CLASS.AT.TIME.OF.SALE mean median  
## <int> <dbl> <dbl>  
## 1 1 1713. 1512  
## 2 2 24873. 6937  
## 3 4 50460. 7000

# This function will show us the mean and median of the Combined Tax Class Variable.  
by\_Tax\_Clss\_Sale\_Combined <- DATA %>%   
group\_by(COMBINED.TAX.CLASS.SALE) %>%  
summarise(  
 mean = mean(GROSS.SQUARE.FEET),  
 median = median(GROSS.SQUARE.FEET)  
)  
print(by\_Tax\_Clss\_Sale\_Combined)

## # A tibble: 2 × 3  
## COMBINED.TAX.CLASS.SALE mean median  
## <fct> <dbl> <dbl>  
## 1 1 1713. 1512  
## 2 2+4 35532. 7000

# We see that the mean changes for both groups significantly but the median remains the same!  
# So we've combined levels 2 and 4 of tax class sale and have put it into our data set.

Now, we have our variables ready for some analyses. We’re going to rerun one of our codes from earlier to help us assess if our, now two, categorical variables will have an impact on GSF.

library(tidyverse)  
# First, we're going to save the names of our categorical predictors (CP) as a vector. The column numbers that correspond to our CP's are column 12 and column 13.  
# Then our function will go ahead and generate the mean and median of Gross Square Feet (GSF) for each level of each CP.  
vars.categorical2 <- c("COMBINED.TAX.CLASS.SALE", "BOROUGH.COMBINED")  
for (i in vars.categorical2) {  
x2 <- DATA %>%  
group\_by\_(i) %>%  
summarise(  
mean = mean(GROSS.SQUARE.FEET),  
median = median(GROSS.SQUARE.FEET),  
n = n()  
)  
print(x2)  
}

## Warning: `group\_by\_()` was deprecated in dplyr 0.7.0.  
## ℹ Please use `group\_by()` instead.  
## ℹ See vignette('programming') for more help  
## Call `lifecycle::last\_lifecycle\_warnings()` to see where this warning was  
## generated.

## # A tibble: 2 × 4  
## COMBINED.TAX.CLASS.SALE mean median n  
## <fct> <dbl> <dbl> <int>  
## 1 1 1713. 1512 8910  
## 2 2+4 35532. 7000 1169

## Warning: `group\_by\_()` was deprecated in dplyr 0.7.0.  
## ℹ Please use `group\_by()` instead.  
## ℹ See vignette('programming') for more help  
## Call `lifecycle::last\_lifecycle\_warnings()` to see where this warning was  
## generated.

## # A tibble: 3 × 4  
## BOROUGH.COMBINED mean median n  
## <fct> <dbl> <int> <int>  
## 1 1 37644. 8065 965  
## 2 2+4 2119. 1504 4173  
## 3 5 2354. 1544 4941

# We see a couple of things. 1st: Combined Tax Class Sale seems to have a pretty sizeable impact on GSF. 2nd: Borough Combined also seems to have a noticeable impact on GSF.  
  
# Let's look at some graphical displays as well.  
for (i in vars.categorical2){  
 cat.plot <- ggplot(DATA, aes(x = DATA[, i], y = GROSS.SQUARE.FEET)) +  
 geom\_boxplot(outlier.color = "red") +  
 labs(x = i)  
 print(cat.plot)  
}
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# HMMM.... This is making me think that there are definetly some outliers in our data set. Let's see what happens if we remove these outliers.  
for (i in vars.categorical2){  
 cat.plot <- ggplot(DATA, aes(x = DATA[, i], y = GROSS.SQUARE.FEET)) +  
 geom\_boxplot(outliers = FALSE) +  
 labs(x = i)  
 print(cat.plot)  
}
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# Clearly there's some effect that both of these are having on GSF.

We need a way to address our outliers.

# Calculate the quantiles and the IQR based on GSF.  
DATA$logGROSS.SQUARE.FEET <- log(DATA$GROSS.SQUARE.FEET)  
Q1 <- quantile(DATA$logGROSS.SQUARE.FEET, 0.25)  
Q3 <- quantile(DATA$logGROSS.SQUARE.FEET, 0.75)  
IQR <- Q3 - Q1  
print("Q1")

## [1] "Q1"

print(Q1)

## 25%   
## 7.122867

print("Q3")

## [1] "Q3"

print(Q3)

## 75%   
## 7.73215

print("IQR")

## [1] "IQR"

print(IQR)

## 75%   
## 0.6092833

# Now we will define the bounds of our data. If anything falls outside these bounds, we will remove them for being outliers.  
lower\_bound <- Q1 - 1.5 \* IQR  
print("lowerbound")

## [1] "lowerbound"

print(lower\_bound)

## 25%   
## 6.208942

upper\_bound <- Q3 + 1.5 \* IQR  
print(upper\_bound)

## 75%   
## 8.646075

# Now, we will identify the outliers. We're going to omit the lower bound because we can't have negative gross square feet.  
outliers <- which(DATA$logGROSS.SQUARE.FEET < lower\_bound|DATA$logGROSS.SQUARE.FEET > upper\_bound)  
  
#Using a different method to identify outliers  
#Box\_1 <- boxplot.stats(DATA$GROSS.SQUARE.FEET)  
#Box\_1  
#Testing\_Box <- boxplot.stats(DATA$GROSS.SQUARE.FEET)$out  
#print("Outliers Boxplot stats")  
#Testing\_Box  
  
#We've identified 24 outliers, now we need to remove them. Fixed\_Data will refer to our data without these outliers in them.  
Fixed\_DATA <- DATA[-outliers, ]

Let’s make some scatterplots for our numerical variables.

# Similar Process to what we were doing above except with a scatterplot function.  
# We're now going to be trying to see if we can graphically detect any interaction effects.  
# Recall:vars.numeric <- colnames(DATA[, c(5, 6, 8, 11)])   
  
for (i in vars.numeric){  
plot <- ggplot(DATA, aes(x = DATA[, i], y = GROSS.SQUARE.FEET, color = BOROUGH.COMBINED)) +  
geom\_point() +  
geom\_smooth(method = "lm", se = FALSE) +  
labs(x = i)  
print(plot)  
}

## `geom\_smooth()` using formula = 'y ~ x'
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## `geom\_smooth()` using formula = 'y ~ x'
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## `geom\_smooth()` using formula = 'y ~ x'
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## `geom\_smooth()` using formula = 'y ~ x'
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# Residential Units doesn't appear to interact with Borough  
# Commercial units may interact with Borough  
# Something odd is happening with year built... Particularly with Borough 1. Those outliers appear to be skewing things drastically.  
# Sale Price may interact with borough.  
# I think these provide more evidence of outliers causing problems in our data set.  
#We will have to address them.

Here we address the outliers. We are going to remove them for the time being.

Now we can finally, initially split our data into the test and training data sets.

#This is creating a test and training data split based on a 70% 30% data split. It is also reporting the mean and median of our training and testing data.  
library(caret)

## Loading required package: lattice

##   
## Attaching package: 'caret'

## The following object is masked from 'package:purrr':  
##   
## lift

partition <- createDataPartition(DATA$GROSS.SQUARE.FEET, p = 0.7, list = FALSE)  
data.train = DATA[partition, ]  
data.test = DATA[-partition, ]  
print("data.train")

## [1] "data.train"

mean(data.train$GROSS.SQUARE.FEET)

## [1] 6101.014

median(data.train$GROSS.SQUARE.FEET)

## [1] 1600

print("data.test")

## [1] "data.test"

mean(data.test$GROSS.SQUARE.FEET)

## [1] 4547.814

median(data.test$GROSS.SQUARE.FEET)

## [1] 1600

# We're doing this to create a partition just to see what it would look like using the fixed data.  
library(caret)  
partition2 <- createDataPartition(Fixed\_DATA$GROSS.SQUARE.FEET, p = 0.7, list = FALSE)  
data.train\_F = Fixed\_DATA[partition2, ]  
data.test\_F = Fixed\_DATA[-partition2, ]  
print("data.train\_F")

## [1] "data.train\_F"

mean(data.train\_F$GROSS.SQUARE.FEET)

## [1] 1788.621

median(data.train\_F$GROSS.SQUARE.FEET)

## [1] 1550

print("data.test\_F")

## [1] "data.test\_F"

mean(data.test\_F$GROSS.SQUARE.FEET)

## [1] 1780.589

median(data.test\_F$GROSS.SQUARE.FEET)

## [1] 1550.5

#The means are much closer, so I would recommend using the second data set.  
  
#Just making a histogram to see what our logarithmic model look like with our fixed data.  
ggplot(Fixed\_DATA, aes(x = logGROSS.SQUARE.FEET)) + geom\_histogram()

## `stat\_bin()` using `bins = 30`. Pick better value `binwidth`.

![](data:image/png;base64,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)

#This looks much better.

Now we move onto to doing a Multiple Linear Regression.

# This is the linear regression for the full model.  
model.full <- lm(  
 logGROSS.SQUARE.FEET ~ BOROUGH.COMBINED + RESIDENTIAL.UNITS + COMMERCIAL.UNITS + YEAR.BUILT + SALE.PRICE + COMBINED.TAX.CLASS.SALE, data = Fixed\_DATA  
 )  
summary(model.full)

##   
## Call:  
## lm(formula = logGROSS.SQUARE.FEET ~ BOROUGH.COMBINED + RESIDENTIAL.UNITS +   
## COMMERCIAL.UNITS + YEAR.BUILT + SALE.PRICE + COMBINED.TAX.CLASS.SALE,   
## data = Fixed\_DATA)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -3.2740 -0.2145 -0.0204 0.2119 1.4788   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 3.685e+00 2.413e-01 15.27 <2e-16 \*\*\*  
## BOROUGH.COMBINED2+4 -2.970e-01 2.383e-02 -12.46 <2e-16 \*\*\*  
## BOROUGH.COMBINED5 -2.945e-01 2.503e-02 -11.77 <2e-16 \*\*\*  
## RESIDENTIAL.UNITS 1.575e-01 4.226e-03 37.28 <2e-16 \*\*\*  
## COMMERCIAL.UNITS 2.851e-01 1.385e-02 20.59 <2e-16 \*\*\*  
## YEAR.BUILT 1.906e-03 1.257e-04 15.16 <2e-16 \*\*\*  
## SALE.PRICE 3.369e-08 2.660e-09 12.66 <2e-16 \*\*\*  
## COMBINED.TAX.CLASS.SALE2+4 3.465e-02 2.222e-02 1.56 0.119   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.3356 on 9329 degrees of freedom  
## Multiple R-squared: 0.3328, Adjusted R-squared: 0.3323   
## F-statistic: 664.7 on 7 and 9329 DF, p-value: < 2.2e-16

Here we see that the only non-significant predictor is the tax class at time of sale. Year built doesn’t seem to be adding much useful information to our data though.

round(confint(model.full, level = 0.95), 2)

## 2.5 % 97.5 %  
## (Intercept) 3.21 4.16  
## BOROUGH.COMBINED2+4 -0.34 -0.25  
## BOROUGH.COMBINED5 -0.34 -0.25  
## RESIDENTIAL.UNITS 0.15 0.17  
## COMMERCIAL.UNITS 0.26 0.31  
## YEAR.BUILT 0.00 0.00  
## SALE.PRICE 0.00 0.00  
## COMBINED.TAX.CLASS.SALE2+4 -0.01 0.08

Now we need to relevel our factors and binarize.

for (i in vars.categorical2){  
# Use the table() function to calculate the frequencies for each factor  
table <- as.data.frame(table(Fixed\_DATA[, i]))  
# Determine the level with the highest frequency  
max <- which.max(table[, 2])  
# Save the name of the level with the highest frequency  
level.name <- as.character(table[max, 1])  
# Set the baseline level to the most populous level  
Fixed\_DATA[, i] <- relevel(Fixed\_DATA[, i], ref = level.name)  
}  
print("Dimension of the Fixed Dataset")

## [1] "Dimension of the Fixed Dataset"

dim(Fixed\_DATA)

## [1] 9337 14

print("Categorical Summary")

## [1] "Categorical Summary"

summary(Fixed\_DATA[, vars.categorical2])

## COMBINED.TAX.CLASS.SALE BOROUGH.COMBINED  
## 1 :8839 5 :4865   
## 2+4: 498 1 : 362   
## 2+4:4110

#Notice that Manhattan's Borough is now too low. We will have to address this later as it under 5% of the observations.

# To make sure factors in the training set are releveled  
data.train\_F <- Fixed\_DATA[partition, ]  
model.full <- lm(  
 logGROSS.SQUARE.FEET ~ BOROUGH.COMBINED + RESIDENTIAL.UNITS + COMMERCIAL.UNITS + YEAR.BUILT + SALE.PRICE + COMBINED.TAX.CLASS.SALE, data = Fixed\_DATA  
 )  
summary(model.full)

##   
## Call:  
## lm(formula = logGROSS.SQUARE.FEET ~ BOROUGH.COMBINED + RESIDENTIAL.UNITS +   
## COMMERCIAL.UNITS + YEAR.BUILT + SALE.PRICE + COMBINED.TAX.CLASS.SALE,   
## data = Fixed\_DATA)  
##   
## Residuals:  
## Min 1Q Median 3Q Max   
## -3.2740 -0.2145 -0.0204 0.2119 1.4788   
##   
## Coefficients:  
## Estimate Std. Error t value Pr(>|t|)   
## (Intercept) 3.391e+00 2.476e-01 13.697 <2e-16 \*\*\*  
## BOROUGH.COMBINED1 2.945e-01 2.503e-02 11.765 <2e-16 \*\*\*  
## BOROUGH.COMBINED2+4 -2.444e-03 8.278e-03 -0.295 0.768   
## RESIDENTIAL.UNITS 1.575e-01 4.226e-03 37.282 <2e-16 \*\*\*  
## COMMERCIAL.UNITS 2.851e-01 1.385e-02 20.591 <2e-16 \*\*\*  
## YEAR.BUILT 1.906e-03 1.257e-04 15.158 <2e-16 \*\*\*  
## SALE.PRICE 3.369e-08 2.660e-09 12.663 <2e-16 \*\*\*  
## COMBINED.TAX.CLASS.SALE2+4 3.465e-02 2.222e-02 1.560 0.119   
## ---  
## Signif. codes: 0 '\*\*\*' 0.001 '\*\*' 0.01 '\*' 0.05 '.' 0.1 ' ' 1  
##   
## Residual standard error: 0.3356 on 9329 degrees of freedom  
## Multiple R-squared: 0.3328, Adjusted R-squared: 0.3323   
## F-statistic: 664.7 on 7 and 9329 DF, p-value: < 2.2e-16

#Now we're binarizing these variables.  
library(caret)  
binarizer <- dummyVars((~ BOROUGH.COMBINED + COMBINED.TAX.CLASS.SALE),  
data = Fixed\_DATA, fullRank = TRUE)  
binarized\_vars <- data.frame(predict(binarizer, newdata = Fixed\_DATA))  
head(binarized\_vars)

## BOROUGH.COMBINED.1 BOROUGH.COMBINED.2.4 COMBINED.TAX.CLASS.SALE.2.4  
## 3 1 0 1  
## 4 1 0 1  
## 9 1 0 1  
## 10 1 0 1  
## 11 1 0 1  
## 12 1 0 1

Data.bin <- cbind()