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**Abstract:**

This report describes the design and implementation of a database for a streaming service (Netflix). The database stores information about users, media (e.g. movies, TV shows, documentaries etc.), and the relationships between them (e.g. which users have watched or downloaded which media, cast of the actor in a particular movie, tv show, documentaries and webs series , directors that have directed the movies). The database schema consists of several tables linked together through foreign keys, and is designed to be flexible and scalable to accommodate future growth.

**Introduction:**

Streaming services have become increasingly popular in recent years, with increased users subscribing to access a wide variety of media content. As the volume of data grows, it is important to have a robust and efficient database to store and manage the data. This project has been designed for this very purpose. The feature of the project resonate with those of the popular movie streaming network knows as Netflix.

**Problem Statement:**

The main challenge in designing the database was to handle the complexity and variety of data involved in a streaming service. The data includes information about users (e.g. username, email, payment type), media (e.g. name, genre, language), and the relationships between them (e.g. which users have watched or downloaded which media). Additionally, the database needed to be flexible enough to handle different types of media (e.g., movies, TV shows, documentaries) and support various queries and filters to allow users to browse and search for content.

**Objectives:**

The main objectives of this project were to:

* Design a database schema that can store and manage the data for a streaming service.
* Implement the database schema using a relational database management system (RDBMS).
* Test the database to ensure it is functional and efficient.
* Document the design and implementation of the database for future reference.

**Features:**

**Media metadata:** The database includes several tables that store information about media, such as the name, genre, language, and rating. This allows users to browse and search for media by these attributes.

**Movie/Shows metadata:** The relation between the tables of the movie/shows, actors, directors and their cast table allows you to search for acting actors in the movies/shows and their directors using only movie/show names

**User history:** The database includes several tables that store information about which users have watched or downloaded which media. This allows users to track their viewing history and resume watching content where they left off.

**Scalability:** The database was designed to be scalable to accommodate future growth in the number of users and media. This was achieved by using appropriate data types and indexing strategies, as well as implementing foreign keys to link the various tables together.

**Data integrity**: Foreign keys were used to enforce data integrity and prevent inconsistencies in the data. For example, a foreign key was used to link the "media" table to the "languages" table, ensuring that only valid language names can be stored in the "media" table same relations have been implement of other tables and their attributes

**Performance:** The database was optimized for performance through the use of indexes and other techniques to ensure fast query times. This is important for a streaming service, as users expect to be able to browse and search for media quickly and smoothly.

**In addition to the features mentioned above:**

* The database also has a C# .NET based Windows Form front-end. The front-end allows users to interact with the database through a user-friendly graphical interface. It provides various features such as the ability to search for and browse media and update user information.
* In total there are 5 forms pages to this front-end a main page for movies and individual pages for tv shows , documentaries and web series and a page for top picks .
* Each page allows you to insert, updated, delete, search and view data of the respective categories and search the actors and directors of respective categories my providing the movie/show names
* The frontend communicates with the database through a database access layer that implements various functions to retrieve and update data. This separation of concerns helps to improve the maintainability and scalability of the system.
* There is a top-ranking feature which display the top 3 movie/shows/web series and documentaries ranked using the ranking attribute defined in the tables.
* Overall, the combination of the database and frontend provides a comprehensive solution for a streaming service, enabling users to easily access and interact with a wide variety of media content.

**Methodology:**

* Data collection: The first step in the data collection process was to gather the necessary data from the relevant sources. That included data scraping data from relevant websites, and manually inputting data into the database.
* Data cleaning and preprocessing: Once the data was collected, it would likely have needed to be cleaned and preprocessed in order to ensure that it was in a usable form for analysis. This involved removing duplicates, handling missing values, or standardizing the format of the data.
* Database design: The next step in the process was to design the database schema using SQL commands. This involved creating tables to store the data, and specifying the attributes (i.e., columns) that each table would contain. The SQL script provided below includes commands to create eight main tables: user\_data, actors, directors, genre, ratings, languages, movie\_type, and tvshow. It also includes commands to create four tables for each type of content (movies, TV shows, documentaries, and web series) that a user has watched or downloaded.
* Data modeling: Once the tables were created, the data would have needed to be modeled in order to establish relationships between the tables. This was done using foreign keys, which are used to link records in one table to records in another table. For example, the watch\_id attribute in the watched\_mv table is a foreign key that references the id attribute in the user\_data table. This establishes a relationship between a user and the movies they have watched.
* Data analysis: After the data was cleaned, preprocessed, and modeled, it could then be analyzed using SQL queries. These queries would allow you to extract relevant information from the database, and perform statistical analysis or generate reports.
* Data visualization: If desired, the results of the data analysis could be visualized using a tool such as a chart or graph. This could help to make the results more understandable and easier to interpret.
* Overall, the SQL script provided above outlines a clear and organized method for collecting, storing, and analyzing data in a database. By following this process, you can efficiently and effectively work with the data to gain insights and draw conclusions.

**Tables, Attributes & their relations**

* The **user\_data** table stores information about users of the media platform, including their unique ID, username, email address, date of birth, and payment type.
* The **actors table** stores information about actors, including their unique ID, name, and gender.
* The **directors table** stores information about directors, including their unique ID, name, and gender.
* The **genre table** stores information about movie genres, including their unique ID and name.
* The **ratings table** stores ratings given by users, including the user's ID (which is a foreign key to the **user\_data table**), the rating score, and the date the rating was given.
* The **languages table** stores information about languages, including their unique ID and name.
* The **movie\_type** table stores information about movies, including their unique ID, name, language (which is a foreign key to the **languages table**), rating (which is a foreign key to the **ratings table**), and genre (which is a foreign key to the **genre table**).
* The **tvshow** table stores information about TV shows, including their unique ID, name, language (which is a foreign key to the **languages table**), rating (which is a foreign key to the **ratings table**), genre (which is a foreign key to the **genre table**), and number of parts.
* The **documentaries** table stores information about documentaries, including their unique ID, name, language (which is a foreign key to the **languages table**), rating (which is a foreign key to the **ratings table**), genre (which is a foreign key to the **genre table**), and length.
* The **webseries** table stores information about web series, including their unique ID, name, language (which is a foreign key to the **languages table**), rating (which is a foreign key to the **ratings table**), genre (which is a foreign key to **the genre table**), and number of seasons.
* The **watched\_mv, watched\_tv, watched\_doc, and watched\_wb** tables store information about which movies, TV shows, documentaries, and web series a user has watched, respectively. Each of these tables includes a foreign key to the **user\_data** table (to identify the user) and the name of the media (which is a foreign key to the **movie\_type, tvshow, documentries, or webseries** table, respectively)
* The **downloads\_mv, downloads\_tv, downloads\_doc, and downloads\_wb** tables store information about which movies, TV shows, documentaries, and web series a user has downloaded, respectively. Each of these tables includes a foreign key to the user\_data table (to identify the user) and the name of the media (which is a foreign key to the **movie\_type, tvshow, documentries, or webseries table**, respectively).

**SCRIPT:**

create table user\_data

(

id int primary key ,

username varchar(30),

email varchar(50),

dateofbirth date,

payment\_type varchar(30),

);

create table actors

(

actor\_id int primary key not null,

actor\_name varchar(30) unique not null,

actor\_gender varchar(10),

);

create table directors

(

director\_id int primary key not null,

director\_name varchar(30) unique not null,

director\_gender varchar(10),

);

create table genre

(

genre\_id int primary key not null,

genre\_name varchar(20) unique not null,

);

create table ratings

(

rating\_id int primary key references user\_data(id),

rating\_score decimal unique not null,

rating\_date date,

);

create table languages

(

lannguage\_id int primary key not null,

language\_name varchar(30) unique not null,

);

create table movie\_type

(

mv\_id int primary key not null,

mv\_name varchar(30) unique not null,

mv\_language varchar(30) foreign key references languages(language\_name),

mv\_rating decimal foreign key references ratings(rating\_score),

mv\_genre varchar(20) foreign key references genre(genre\_name),

);

create table tvshow

(

tvs\_tvsid int primary key not null,

tvs\_name varchar(30) unique not null,

tvs\_language varchar(30) foreign key references languages(language\_name),

tvs\_rating decimal foreign key references ratings(rating\_score),

tvs\_genre varchar(20) foreign key references genre(genre\_name),

tvs\_parts int,

);

create table documentries

(

doc\_id int primary key not null,

doc\_name varchar(30) unique not null,

doc\_language varchar(30) foreign key references languages(language\_name),

doc\_rating decimal foreign key references ratings(rating\_score),

doc\_genre varchar(20) foreign key references genre(genre\_name),

doc\_length time,

);

create table webseries

(

wb\_id int primary key not null,

wb\_name varchar(30) unique not null,

wb\_language varchar(30) foreign key references languages(language\_name),

wb\_rating decimal foreign key references ratings(rating\_score),

wb\_genre varchar(20) foreign key references genre(genre\_name),

wb\_seasons int,

);

create table watched\_mv

(

watch\_id int foreign key references user\_data(id),

mv\_name varchar(30) foreign key references movie\_type(mv\_name),

);

create table watched\_tv

(

watch\_id int foreign key references user\_data(id),

tv\_name varchar(30) foreign key references tvshow(tvs\_name),

);

create table watched\_doc

(

watch\_id int foreign key references user\_data(id),

doc\_name varchar(30) foreign key references documentries(doc\_name),

);

create table watched\_wb

(

watch\_id int foreign key references user\_data(id),

wb\_name varchar(30) foreign key references webseries(wb\_name),

);

create table downloads\_mv

(

download\_id int foreign key references user\_data(id),

mv\_name\_d varchar(30) foreign key references movie\_type(mv\_name),

);

create table downloads\_tv

(

download\_id int foreign key references user\_data(id),

tv\_name\_d varchar(30) foreign key references tvshow(tvs\_name),

);

create table downloads\_doc

(

download\_id int foreign key references user\_data(id),

doc\_name\_d varchar(30) foreign key references documentries(doc\_name),

);

create table downloads\_wb

(

download\_id int foreign key references user\_data(id),

wb\_name\_d varchar(30) foreign key references webseries(wb\_name),

);

create table mylist\_mv

(

mylist\_id int foreign key references user\_data(id),

mv\_name\_l varchar(30) foreign key references movie\_type(mv\_name),

);

create table mylist\_tv

(

mylist\_id int foreign key references user\_data(id),

tv\_name\_l varchar(30) foreign key references tvshow(tvs\_name),

);

create table mylist\_doc

(

mylist\_id int foreign key references user\_data(id),

doc\_name\_l varchar(30) foreign key references documentries(doc\_name),

);

create table mylist\_wb

(

mylist\_id int foreign key references user\_data(id),

wb\_name\_l varchar(30) foreign key references webseries(wb\_name),

);

create table actor\_cast\_movies

(

mv\_id int foreign key references movie\_type(mv\_id),

actor\_id int foreign key references actors(actor\_id),

);

create table director\_cast\_movies

(

mv\_id int foreign key references movie\_type(mv\_id),

director\_id int foreign key references directors(director\_id),

);

create table actor\_cast\_webseries

(

wb\_id int foreign key references webseries(wb\_id),

actor\_id int foreign key references actors(actor\_id),

);

create table director\_cast\_webseries

(

wb\_id int foreign key references webseries(wb\_id),

director\_id int foreign key references directors(director\_id),

);

create table actor\_cast\_documentries

(

doc\_id int foreign key references documentries(doc\_id),

actor\_id int foreign key references actors(actor\_id),

);

create table director\_cast\_documentries

(

doc\_id int foreign key references documentries(doc\_id),

director\_id int foreign key references directors(director\_id),

);

create table actor\_cast\_tvshow

(

tvs\_id int foreign key references tvshow(tvs\_tvsid),

actor\_id int foreign key references actors(actor\_id),

);

create table director\_cast\_tvshow

(

tvs\_id int foreign key references tvshow(tvs\_tvsid),

director\_id int foreign key references directors(director\_id),

);

insert into user\_data values

(1,'ali ehtisham','aliehtisham@gmail.com','2002/3/22','visa'),

(2,'maysam hussain ','maysamhussain.com','2000/7/11','mastercard'),

(3,'huaifa asif','huzaifaasif@gmail.com','2002/9/12','visa'),

(4,'abdul haseeb','abdulhaseeb@gmail.com','2003/1/7','unionpay');

insert into actors values

(1,'tom cruise','male'),

(2,'jim carry','male'),

(3,'will smith','male'),

(4,'henry cavil','male'),

(5,'vindiesel','male'),

(6,'paulwalker','male'),

(7,'alexandra daddario','female'),

(8,'anna de armas','female'),

(9,'megan fox','female'),

(10,'sonam bajwa','female');

insert into directors values

(1,'christopher mcquarrie','male'),

(2,'jj abrams','male'),

(3,'chuck russel','male'),

(4,'francis lawrence','male'),

(5,'louis leterrier','male'),

(6,'steven caplejr','male');

insert into genre values

(1,'action'),

(2,'adventure'),

(3,'sci fi'),

(4,'horror'),

(5,'comedy');

insert into ratings values

(1,6,'2021/3/1'),

(2,7,'2021/3/11'),

(3,8,'2022/7/8'),

(4,9,'2021/5/2');

insert into languages values

(1,'english'),

(2,'japanese'),

(3,'chinese'),

(4,'urdu');

insert into movie\_type values

(1,'mission impossible','english',8,'action'),

(2,'the mask','english',8,'comedy'),

(3,'i am legend','english',7,'adventure'),

(4,'man of steel','english',8,'sci fi'),

(5,'fast and furious','english',7,'action'),

(6,'baywatch','english',6,'comedy'),

(7,'hitman','english',6,'action'),

(8,'transformers','english',8,'sci fi'),

(9,'the conjuring','japanese',6,'horror');

insert into tvshow values

(1,'peaky blinders','english',9,'adventure',6),

(2,'breaking bad','english',9,'action',5),

(3,'game of throne','english',8,'adventure',8),

(4,'witcher','english',8,'sci fi',2),

(5,'squid game','chinese',6,'adventure',1);

insert into documentries values

(1,'downfall','english',7,'adventure','2:13:1'),

(2,'found','urdu',6,'horror','2:00:00'),

(3,'free to play','english',7,'action','2:17:00'),

(4,'dont look back','english',8,'horror','1:29:00');

insert into webseries values

(1,'stranger things','english',7,'adventure',3),

(2,'dark','japanese',8,'sci fi',4),

(3,'good doctor','english',8,'adventure',7),

(4,'shameless','english',9,'adventure',11);

insert into actor\_cast\_movies values

(1,1),

(1,3),

(2,2),

(3,3),

(3,9),

(4,4),

(5,5),

(5,6),

(6,8),

(6,9),

(7,1),

(7,2),

(8,8),

(8,9),

(9,6),

(9,7);

insert into actor\_cast\_tvshow values

(1,8),

(1,1),

(2,2),

(2,3),

(2,9),

(3,2),

(3,7),

(4,8),

(5,1),

(5,3);

insert into actor\_cast\_documentries values

(1,2),

(1,4),

(1,1),

(2,5),

(2,7),

(3,8),

(4,8),

(4,9);

insert into actor\_cast\_webseries values

(1,4),

(2,2),

(2,9),

(3,1),

(3,9),

(4,1),

(4,3);

insert into director\_cast\_movies values

(1,6),

(2,5),

(2,3),

(3,1),

(3,5),

(4,2),

(5,4),

(6,3),

(7,2),

(8,4),

(9,3),

(9,1);

insert into director\_cast\_tvshow values

(1,3),

(2,2),

(3,1),

(4,6),

(4,6),

(5,1),

(5,1);

insert into director\_cast\_documentries values

(1,1),

(2,3),

(2,1),

(3,1),

(3,4),

(4,6);

insert into director\_cast\_webseries values

(1,6),

(2,2),

(3,6),

(3,1),

(3,4),

(4,3);

insert into watched\_doc values

(1,'downfall'),

(2,'found'),

(1,'free to play');

insert into watched\_mv values

(1,'the mask'),

(1,'hitman'),

(2,'transformers'),

(3,'mission impossible'),

(3,'baywatch');

insert into watched\_tv values

(3,'peaky blinders'),

(3,'witcher'),

(4,'squid game');

insert into watched\_wb values

(4,'stranger things'),

(4,'dark'),

(3,'shameless');

insert into mylist\_doc values

(3,'found'),

(3,'downfall'),

(2,'free to play');

insert into mylist\_mv values

(1,'baywatch'),

(3,'the mask'),

(4,'the mask'),

(4,'hitman');

insert into mylist\_tv values

(1,'peaky blinders'),

(1,'witcher');

insert into mylist\_wb values

(2,'stranger things'),

(1,'dark');

insert into downloads\_doc values

(1,'found'),

(3,'free to play'),

(4,'found');

insert into downloads\_mv values

(4,'hitman'),

(4,'the mask'),

(3,'i am legend');

insert into downloads\_tv values

(1,'peaky blinders');

insert into downloads\_wb values

(2,'shameless');

select top(3) \*from movie\_type order by mv\_rating desc

select top(3) \*from documentries order by doc\_rating desc

select top(3) \* from tvshow order by tvs\_rating desc

select top(3) \*from webseries order by wb\_rating desc

---JOIN QUERIES

SELECT movie\_type.mv\_name, actors.actor\_name

FROM movie\_type

INNER JOIN actor\_cast\_movies

ON movie\_type.mv\_id = actor\_cast\_movies.mv\_id

INNER JOIN actors

ON actor\_cast\_movies.actor\_id = actors.actor\_id;

SELECT movie\_type.mv\_name, actors.actor\_name

FROM movie\_type

LEFT JOIN actor\_cast\_movies

ON movie\_type.mv\_id = actor\_cast\_movies.mv\_id

LEFT JOIN actors

ON actor\_cast\_movies.actor\_id = actors.actor\_id;

SELECT movie\_type.mv\_name, actors.actor\_name

FROM movie\_type

RIGHT JOIN actor\_cast\_movies

ON movie\_type.mv\_id = actor\_cast\_movies.mv\_id

RIGHT JOIN actors

ON actor\_cast\_movies.actor\_id = actors.actor\_id;

SELECT movie\_type.mv\_name, actors.actor\_name

FROM movie\_type

FULL OUTER JOIN actor\_cast\_movies

ON movie\_type.mv\_id = actor\_cast\_movies.mv\_id

FULL OUTER JOIN actors

ON actor\_cast\_movies.actor\_id = actors.actor\_id;

SELECT tvshow.tvs\_name, actors.actor\_name

FROM tvshow

INNER JOIN actor\_cast\_tvshow

ON tvshow.tvs\_tvsid = actor\_cast\_tvshow.tvs\_id

INNER JOIN actors

ON actor\_cast\_tvshow.actor\_id = actors.actor\_id;

SELECT documentries.doc\_name, directors.director\_name

FROM documentries

INNER JOIN director\_cast\_documentries

ON documentries.doc\_id = director\_cast\_documentries.doc\_id

INNER JOIN directors

ON director\_cast\_documentries.director\_id = directors.director\_id;

SELECT webseries.wb\_name, actors.actor\_name

FROM webseries

INNER JOIN actor\_cast\_webseries

ON webseries.wb\_id = actor\_cast\_webseries.wb\_id

INNER JOIN actors

ON actor\_cast\_webseries.actor\_id = actors.actor\_id;

SELECT actors.actor\_name

FROM movie\_type

INNER JOIN actor\_cast\_movies

ON movie\_type.mv\_id = actor\_cast\_movies.mv\_id

INNER JOIN actors

ON actor\_cast\_movies.actor\_id = actors.actor\_id

WHERE movie\_type.mv\_name = 'i am legend';

SELECT a.actor\_name

FROM tvshow t

INNER JOIN actor\_cast\_tvshow ac ON t.tvs\_tvsid = ac.tvs\_id

INNER JOIN actors a ON ac.actor\_id = a.actor\_id

WHERE t.tvs\_name = 'peaky blinders';

SELECT a.actor\_name

FROM documentries d

INNER JOIN actor\_cast\_documentries ac ON d.doc\_id = ac.doc\_id

INNER JOIN actors a ON ac.actor\_id = a.actor\_id

WHERE d.doc\_name = 'found';

SELECT a.actor\_name

FROM webseries w

INNER JOIN actor\_cast\_webseries ac ON w.wb\_id = ac.wb\_id

INNER JOIN actors a ON ac.actor\_id = a.actor\_id

WHERE w.wb\_name = 'dark';

--AGGREGATE FUNCTIONS

SELECT AVG(rating\_score) FROM ratings INNER JOIN movie\_type ON ratings.rating\_id = movie\_type.mv\_id;

SELECT COUNT(\*) FROM ratings INNER JOIN movie\_type ON ratings.rating\_id = movie\_type.mv\_id WHERE rating\_score >= 4.0;

SELECT MAX(wb\_seasons) FROM webseries;

SELECT COUNT(DISTINCT rating\_id) FROM ratings INNER JOIN movie\_type ON ratings.rating\_id = movie\_type.mv\_id;

SELECT SUM(doc\_length) FROM documentries;

---TRANSACTIONS

BEGIN TRANSACTION;

UPDATE user\_data SET payment\_type = 'credit card' WHERE id = 12345;

COMMIT;

--this transaction deletes watch and download history using movie name and deletes a movie by name

BEGIN TRANSACTION;

DELETE FROM watched\_mv WHERE mv\_name = 'Movie Name';

DELETE FROM downloads\_mv WHERE mv\_name\_d = 'Movie Name';

DELETE FROM movie\_type WHERE mv\_name = 'Movie Name';

COMMIT;

--this transaction is used to change movie genre of a specific movie

BEGIN TRANSACTION;

UPDATE movie\_type SET mv\_genre = 'horror' WHERE mv\_name = 'i am legend';

COMMIT;

---this transaction insert tv show in respective table

BEGIN TRANSACTION;

INSERT INTO tvshow (tvs\_tvsid, tvs\_name, tvs\_language, tvs\_rating, tvs\_genre, tvs\_parts) VALUES (12345, 'TV Show Name', 'English', 4.5, 'Drama', 24);

INSERT INTO languages (lannguage\_id, language\_name) VALUES (5, 'latin');

INSERT INTO ratings (rating\_id, rating\_score, rating\_date) VALUES (2, 4.5, '2022-06-01');

INSERT INTO genre (genre\_id, genre\_name) VALUES (5, 'Drama');

COMMIT;

---PROCEDURES

----this proceduer is used to add new user in user\_data table

go

CREATE PROCEDURE add\_user

@id INT,

@username VARCHAR(30),

@email VARCHAR(50),

@dateofbirth DATE,

@payment\_type VARCHAR(30)

AS

BEGIN

INSERT INTO user\_data (id, username, email, dateofbirth, payment\_type) VALUES (@id, @username, @email, @dateofbirth, @payment\_type);

END

---------------this procedure is used to delete a existing user

go

CREATE PROCEDURE delete\_user

@id INT

AS

BEGIN

DELETE FROM ratings WHERE rating\_id = @id;

DELETE FROM user\_data WHERE id = @id;

END

----------------this procedure tells the name of show a user has watched

go

CREATE PROCEDURE get\_watched\_tv

@user\_id INT

AS

BEGIN

SELECT tvs\_name FROM tvshow INNER JOIN watched\_tv ON tvshow.tvs\_tvsid = watched\_tv.tv\_name WHERE watch\_id = @user\_id;

END

------FUNCTIONS

--this function gets the age of the user by using the date of birth given in the table

GO

CREATE FUNCTION get\_age(@dob DATE)

RETURNS INT

AS

BEGIN

DECLARE @age INT = DATEDIFF(YEAR, @dob, GETDATE());

RETURN @age;

END

----------------thiz function gets the most populer genre among all the movies by averaging the number of movie in each genre

GO

CREATE FUNCTION get\_popular\_genre()

RETURNS VARCHAR(20)

AS

BEGIN

DECLARE @genre VARCHAR(20);

SELECT @genre = genre\_name

FROM (SELECT top(1) genre\_name, COUNT(\*) as num\_movies FROM movie\_type INNER JOIN genre ON movie\_type.mv\_genre = genre.genre\_name GROUP BY genre\_name) as t

ORDER BY num\_movies DESC

RETURN @genre;

END

---------------this fucntion gets the highesr rated movie from the movie\_type table

go

CREATE FUNCTION highest\_rated\_movie()

RETURNS VARCHAR(30)

AS

BEGIN

DECLARE @highest\_rated\_movie VARCHAR(30)

SELECT @highest\_rated\_movie = mv\_name

FROM movie\_type INNER JOIN ratings ON movie\_type.mv\_id = ratings.rating\_id

WHERE rating\_score = (SELECT MAX(rating\_score) FROM ratings)

RETURN @highest\_rated\_movie

END
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**![](data:image/png;base64,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)**

**Form 1(movie page):**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

using System.Data.SqlClient;

namespace dbms\_final\_proj

{

public partial class Form1 : Form

{

Form2 form2;

Form3 form3;

Form4 form4;

Form5 from5;

public Form1()

{

InitializeComponent();

form2 = new Form2();

form3 = new Form3();

form4 = new Form4();

from5 = new Form5();

}

private void Form1\_Load(object sender, EventArgs e)

{

// TODO: This line of code loads data into the 'final\_project\_dbmsDataSet.movie\_type' table. You can move, or remove it, as needed.

}

private void button1\_Click(object sender, EventArgs e)

{

form2.ShowDialog();

}

private void button3\_Click(object sender, EventArgs e)

{

form3.ShowDialog();

}

private void button2\_Click(object sender, EventArgs e)

{

form4.ShowDialog();

}

private void button4\_Click(object sender, EventArgs e)

{

string connectionstring= "Data Source=DESKTOP-M4MPGOD\\SQLEXPRESS;Initial Catalog=final\_project\_dbms;Integrated Security=True";

SqlConnection con = new SqlConnection(connectionstring);

con.Open();

SqlCommand cmd = new SqlCommand("insert into movie\_type values (@mv\_id,@mv\_name,@mv\_language,@mv\_rating,@mv\_genre)", con);

cmd.Parameters.AddWithValue("@mv\_id", int.Parse(idBox1.Text));

cmd.Parameters.AddWithValue("@mv\_name", nameBox4.Text);

cmd.Parameters.AddWithValue("@mv\_language", lanBox3.Text);

cmd.Parameters.AddWithValue("@mv\_rating", decimal.Parse(ratingBox2.Text));

cmd.Parameters.AddWithValue("@mv\_genre", genreBox5.Text);

cmd.ExecuteNonQuery();

con.Close();

MessageBox.Show("inserted successfully!");

}

private void button5\_Click(object sender, EventArgs e)

{

string connectionstring = "Data Source=DESKTOP-M4MPGOD\\SQLEXPRESS;Initial Catalog=final\_project\_dbms;Integrated Security=True";

SqlConnection con = new SqlConnection(connectionstring);

con.Open();

SqlCommand cmd = new SqlCommand("update movie\_type set mv\_name=@mv\_name ,mv\_language=@mv\_language, mv\_rating=@mv\_rating, mv\_genre= @mv\_genre where mv\_id=@mv\_id", con);

cmd.Parameters.AddWithValue("@mv\_id", int.Parse(idBox1.Text));

cmd.Parameters.AddWithValue("@mv\_name", nameBox4.Text);

cmd.Parameters.AddWithValue("@mv\_language", lanBox3.Text);

cmd.Parameters.AddWithValue("@mv\_rating", decimal.Parse(ratingBox2.Text));

cmd.Parameters.AddWithValue("@mv\_genre", genreBox5.Text);

cmd.ExecuteNonQuery();

con.Close();

MessageBox.Show("updated successfully!");

}

private void button6\_Click(object sender, EventArgs e)

{

string connectionstring = "Data Source=DESKTOP-M4MPGOD\\SQLEXPRESS;Initial Catalog=final\_project\_dbms;Integrated Security=True";

SqlConnection con = new SqlConnection(connectionstring);

con.Open();

SqlCommand cmd = new SqlCommand("Delete movie\_type where mv\_id=@mv\_id", con);

cmd.Parameters.AddWithValue("@mv\_id", int.Parse(idBox1.Text));

cmd.ExecuteNonQuery();

con.Close();

MessageBox.Show("deleted successfully!");

}

private void button7\_Click(object sender, EventArgs e)

{

string connectionstring = "Data Source=DESKTOP-M4MPGOD\\SQLEXPRESS;Initial Catalog=final\_project\_dbms;Integrated Security=True";

SqlConnection con = new SqlConnection(connectionstring);

con.Open();

SqlCommand cmd = new SqlCommand("Select \*from movie\_type where mv\_id=@mv\_id", con);

cmd.Parameters.AddWithValue("@mv\_id", int.Parse(idBox1.Text));

SqlDataAdapter da = new SqlDataAdapter(cmd);

DataTable dt = new DataTable();

da.Fill(dt);

dataGridView1.DataSource = dt;

cmd.ExecuteNonQuery();

con.Close();

}

private void button10\_Click(object sender, EventArgs e)

{

string connectionstring = "Data Source=DESKTOP-M4MPGOD\\SQLEXPRESS;Initial Catalog=final\_project\_dbms;Integrated Security=True";

SqlConnection con = new SqlConnection(connectionstring);

con.Open();

SqlCommand cmd = new SqlCommand("Select \*from movie\_type", con);

SqlDataAdapter da = new SqlDataAdapter(cmd);

DataTable dt = new DataTable();

da.Fill(dt);

dataGridView1.DataSource = dt;

cmd.ExecuteNonQuery();

con.Close();

}

private void button8\_Click(object sender, EventArgs e)

{

string connectionstring = "Data Source=DESKTOP-M4MPGOD\\SQLEXPRESS;Initial Catalog=final\_project\_dbms;Integrated Security=True";

SqlConnection con = new SqlConnection(connectionstring);

con.Open();

SqlCommand cmd = new SqlCommand("Select actors.actor\_name from actor\_cast\_movies INNER JOIN actors ON actor\_cast\_movies.actor\_id=actors.actor\_id where mv\_id=(Select mv\_id from movie\_type where mv\_name=@mv\_name)", con);

cmd.Parameters.AddWithValue("@mv\_name", castBox1.Text);

SqlDataAdapter da = new SqlDataAdapter(cmd);

DataTable dt = new DataTable();

da.Fill(dt);

dataGridView2.DataSource = dt;

cmd.ExecuteNonQuery();

con.Close();

}

private void button9\_Click(object sender, EventArgs e)

{

string connectionstring = "Data Source=DESKTOP-M4MPGOD\\SQLEXPRESS;Initial Catalog=final\_project\_dbms;Integrated Security=True";

SqlConnection con = new SqlConnection(connectionstring);

con.Open();

SqlCommand cmd = new SqlCommand("Select directors.director\_name from director\_cast\_movies INNER JOIN directors ON director\_cast\_movies.director\_id=directors.director\_id where mv\_id=(Select mv\_id from movie\_type where mv\_name=@mv\_name)", con);

cmd.Parameters.AddWithValue("@mv\_name", castBox1.Text);

SqlDataAdapter da = new SqlDataAdapter(cmd);

DataTable dt = new DataTable();

da.Fill(dt);

dataGridView2.DataSource = dt;

cmd.ExecuteNonQuery();

con.Close();

}

private void button11\_Click(object sender, EventArgs e)

{

from5.ShowDialog();

}

}

}

**Form 2(TV shows page)**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

using System.Data.SqlClient;

namespace dbms\_final\_proj

{

public partial class Form2 : Form

{

public Form2()

{

InitializeComponent();

}

private void Form2\_Load(object sender, EventArgs e)

{

}

private void button4\_Click(object sender, EventArgs e)

{

string connectionstring = "Data Source=DESKTOP-M4MPGOD\\SQLEXPRESS;Initial Catalog=final\_project\_dbms;Integrated Security=True";

SqlConnection con = new SqlConnection(connectionstring);

con.Open();

SqlCommand cmd = new SqlCommand("insert into tvshow values (@tvs\_tvsid,@tvs\_name,@tvs\_language,@tvs\_rating,@tvs\_genre,@tvs\_parts)", con);

cmd.Parameters.AddWithValue("@tvs\_tvsid", int.Parse(idBox1.Text));

cmd.Parameters.AddWithValue("@tvs\_name", nameBox4.Text);

cmd.Parameters.AddWithValue("@tvs\_language", languageBox3.Text);

cmd.Parameters.AddWithValue("@tvs\_rating", decimal.Parse(ratingBox2.Text));

cmd.Parameters.AddWithValue("@tvs\_genre", genreBox5.Text);

cmd.Parameters.AddWithValue("@tvs\_parts", int.Parse(partsBox6.Text));

cmd.ExecuteNonQuery();

con.Close();

MessageBox.Show("inserted successfully!");

}

private void button5\_Click(object sender, EventArgs e)

{

string connectionstring = "Data Source=DESKTOP-M4MPGOD\\SQLEXPRESS;Initial Catalog=final\_project\_dbms;Integrated Security=True";

SqlConnection con = new SqlConnection(connectionstring);

con.Open();

SqlCommand cmd = new SqlCommand("update tvshow set tvs\_name=@tvs\_name ,tvs\_language=@tvs\_language, tvs\_rating=@tvs\_rating, tvs\_genre= @tvs\_genre,tvs\_parts=@tvs\_parts where tvs\_tvsid=@tvs\_tvsid", con);

cmd.Parameters.AddWithValue("@tvs\_tvsid", int.Parse(idBox1.Text));

cmd.Parameters.AddWithValue("@tvs\_name", nameBox4.Text);

cmd.Parameters.AddWithValue("@tvs\_language", languageBox3.Text);

cmd.Parameters.AddWithValue("@tvs\_rating", decimal.Parse(ratingBox2.Text));

cmd.Parameters.AddWithValue("@tvs\_genre", genreBox5.Text);

cmd.Parameters.AddWithValue("@tvs\_[arts", int.Parse(partsBox6.Text));

cmd.ExecuteNonQuery();

con.Close();

MessageBox.Show("updated successfully!");

}

private void button6\_Click(object sender, EventArgs e)

{

string connectionstring = "Data Source=DESKTOP-M4MPGOD\\SQLEXPRESS;Initial Catalog=final\_project\_dbms;Integrated Security=True";

SqlConnection con = new SqlConnection(connectionstring);

con.Open();

SqlCommand cmd = new SqlCommand("Delete tvshow where tvs\_tvsid=@tvs\_tvsid", con);

cmd.Parameters.AddWithValue("@tvs\_tvsid", int.Parse(idBox1.Text));

cmd.ExecuteNonQuery();

con.Close();

MessageBox.Show("deleted successfully!");

}

private void button7\_Click(object sender, EventArgs e)

{

string connectionstring = "Data Source=DESKTOP-M4MPGOD\\SQLEXPRESS;Initial Catalog=final\_project\_dbms;Integrated Security=True";

SqlConnection con = new SqlConnection(connectionstring);

con.Open();

SqlCommand cmd = new SqlCommand("Select \*from tvshow where tvs\_tvsid=@tvs\_tvsid", con);

cmd.Parameters.AddWithValue("@tvs\_tvsid", int.Parse(idBox1.Text));

SqlDataAdapter da = new SqlDataAdapter(cmd);

DataTable dt = new DataTable();

da.Fill(dt);

dataGridView1.DataSource = dt;

cmd.ExecuteNonQuery();

con.Close();

}

private void button1\_Click(object sender, EventArgs e)

{

string connectionstring = "Data Source=DESKTOP-M4MPGOD\\SQLEXPRESS;Initial Catalog=final\_project\_dbms;Integrated Security=True";

SqlConnection con = new SqlConnection(connectionstring);

con.Open();

SqlCommand cmd = new SqlCommand("Select \*from tvshow", con);

SqlDataAdapter da = new SqlDataAdapter(cmd);

DataTable dt = new DataTable();

da.Fill(dt);

dataGridView1.DataSource = dt;

cmd.ExecuteNonQuery();

con.Close();

}

private void button8\_Click(object sender, EventArgs e)

{

string connectionstring = "Data Source=DESKTOP-M4MPGOD\\SQLEXPRESS;Initial Catalog=final\_project\_dbms;Integrated Security=True";

SqlConnection con = new SqlConnection(connectionstring);

con.Open();

SqlCommand cmd = new SqlCommand("Select actors.actor\_name from actor\_cast\_tvshow INNER JOIN actors ON actor\_cast\_tvshow.actor\_id=actors.actor\_id where tvs\_id=(Select tvs\_tvsid from tvshow where tvs\_name=@tvs\_name)", con);

cmd.Parameters.AddWithValue("@tvs\_name", castBox1.Text);

SqlDataAdapter da = new SqlDataAdapter(cmd);

DataTable dt = new DataTable();

da.Fill(dt);

dataGridView2.DataSource = dt;

cmd.ExecuteNonQuery();

con.Close();

}

private void button9\_Click(object sender, EventArgs e)

{

string connectionstring = "Data Source=DESKTOP-M4MPGOD\\SQLEXPRESS;Initial Catalog=final\_project\_dbms;Integrated Security=True";

SqlConnection con = new SqlConnection(connectionstring);

con.Open();

SqlCommand cmd = new SqlCommand("Select directors.director\_name from director\_cast\_tvshow INNER JOIN directors ON director\_cast\_tvshow.director\_id=directors.director\_id where tvs\_id=(Select tvs\_tvsid from tvshow where tvs\_name=@tvs\_name)", con);

cmd.Parameters.AddWithValue("@tvs\_name", castBox1.Text);

SqlDataAdapter da = new SqlDataAdapter(cmd);

DataTable dt = new DataTable();

da.Fill(dt);

dataGridView2.DataSource = dt;

cmd.ExecuteNonQuery();

con.Close();

}

}

}

**Form 3 (documentaries page)**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

using System.Data.SqlClient;

namespace dbms\_final\_proj

{

public partial class Form3 : Form

{

public Form3()

{

InitializeComponent();

}

private void button4\_Click(object sender, EventArgs e)

{

string connectionstring = "Data Source=DESKTOP-M4MPGOD\\SQLEXPRESS;Initial Catalog=final\_project\_dbms;Integrated Security=True";

SqlConnection con = new SqlConnection(connectionstring);

con.Open();

SqlCommand cmd = new SqlCommand("insert into documentries values (@doc\_id,@doc\_name,@doc\_language,@doc\_rating,@doc\_genre,@doc\_length)", con);

cmd.Parameters.AddWithValue("@doc\_id", int.Parse(idBox1.Text));

cmd.Parameters.AddWithValue("@doc\_name", nameBox4.Text);

cmd.Parameters.AddWithValue("@doc\_language", languageBox3.Text);

cmd.Parameters.AddWithValue("@doc\_rating", decimal.Parse(ratingBox2.Text));

cmd.Parameters.AddWithValue("@doc\_genre", genreBox5.Text);

cmd.Parameters.AddWithValue("@doc\_length",lengthBox6.Text);

cmd.ExecuteNonQuery();

con.Close();

MessageBox.Show("inserted successfully!");

}

private void button5\_Click(object sender, EventArgs e)

{

string connectionstring = "Data Source=DESKTOP-M4MPGOD\\SQLEXPRESS;Initial Catalog=final\_project\_dbms;Integrated Security=True";

SqlConnection con = new SqlConnection(connectionstring);

con.Open();

SqlCommand cmd = new SqlCommand("update documentries set doc\_name=@doc\_name ,doc\_language=@doc\_language, doc\_rating=@doc\_rating, doc\_genre= @doc\_genre,doc\_length=@doc\_length where doc\_id=@doc\_id", con);

cmd.Parameters.AddWithValue("@doc\_id", int.Parse(idBox1.Text));

cmd.Parameters.AddWithValue("@doc\_name", nameBox4.Text);

cmd.Parameters.AddWithValue("@doc\_language", languageBox3.Text);

cmd.Parameters.AddWithValue("@doc\_rating", decimal.Parse(ratingBox2.Text));

cmd.Parameters.AddWithValue("@doc\_genre", genreBox5.Text);

cmd.Parameters.AddWithValue("@doc\_length",lengthBox6.Text);

cmd.ExecuteNonQuery();

con.Close();

MessageBox.Show("updated successfully!");

}

private void button6\_Click(object sender, EventArgs e)

{

string connectionstring = "Data Source=DESKTOP-M4MPGOD\\SQLEXPRESS;Initial Catalog=final\_project\_dbms;Integrated Security=True";

SqlConnection con = new SqlConnection(connectionstring);

con.Open();

SqlCommand cmd = new SqlCommand("Delete documentries where doc\_id=@doc\_id", con);

cmd.Parameters.AddWithValue("@doc\_id", int.Parse(idBox1.Text));

cmd.ExecuteNonQuery();

con.Close();

MessageBox.Show("deleted successfully!");

}

private void button7\_Click(object sender, EventArgs e)

{

string connectionstring = "Data Source=DESKTOP-M4MPGOD\\SQLEXPRESS;Initial Catalog=final\_project\_dbms;Integrated Security=True";

SqlConnection con = new SqlConnection(connectionstring);

con.Open();

SqlCommand cmd = new SqlCommand("Select \*from documentries where doc\_id=@doc\_id", con);

cmd.Parameters.AddWithValue("@doc\_id", int.Parse(idBox1.Text));

SqlDataAdapter da = new SqlDataAdapter(cmd);

DataTable dt = new DataTable();

da.Fill(dt);

dataGridView1.DataSource = dt;

cmd.ExecuteNonQuery();

con.Close();

}

private void button1\_Click(object sender, EventArgs e)

{

string connectionstring = "Data Source=DESKTOP-M4MPGOD\\SQLEXPRESS;Initial Catalog=final\_project\_dbms;Integrated Security=True";

SqlConnection con = new SqlConnection(connectionstring);

con.Open();

SqlCommand cmd = new SqlCommand("Select \*from documentries", con);

SqlDataAdapter da = new SqlDataAdapter(cmd);

DataTable dt = new DataTable();

da.Fill(dt);

dataGridView1.DataSource = dt;

cmd.ExecuteNonQuery();

con.Close();

}

private void button8\_Click(object sender, EventArgs e)

{

string connectionstring = "Data Source=DESKTOP-M4MPGOD\\SQLEXPRESS;Initial Catalog=final\_project\_dbms;Integrated Security=True";

SqlConnection con = new SqlConnection(connectionstring);

con.Open();

SqlCommand cmd = new SqlCommand("Select actors.actor\_name from actor\_cast\_documentries INNER JOIN actors ON actor\_cast\_documentries.actor\_id=actors.actor\_id where doc\_id=(Select doc\_id from documentries where doc\_name=@doc\_name)", con);

cmd.Parameters.AddWithValue("@doc\_name", castBox1.Text);

SqlDataAdapter da = new SqlDataAdapter(cmd);

DataTable dt = new DataTable();

da.Fill(dt);

dataGridView2.DataSource = dt;

cmd.ExecuteNonQuery();

con.Close();

}

private void button9\_Click(object sender, EventArgs e)

{

string connectionstring = "Data Source=DESKTOP-M4MPGOD\\SQLEXPRESS;Initial Catalog=final\_project\_dbms;Integrated Security=True";

SqlConnection con = new SqlConnection(connectionstring);

con.Open();

SqlCommand cmd = new SqlCommand("Select directors.director\_name from director\_cast\_documentries INNER JOIN directors ON director\_cast\_documentries.director\_id=directors.director\_id where doc\_id=(Select doc\_id from documentries where doc\_name=@doc\_name)", con);

cmd.Parameters.AddWithValue("@doc\_name", castBox1.Text);

SqlDataAdapter da = new SqlDataAdapter(cmd);

DataTable dt = new DataTable();

da.Fill(dt);

dataGridView2.DataSource = dt;

cmd.ExecuteNonQuery();

con.Close();

}

}

}

**Form 4(web series page)**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

using System.Data.SqlClient;

namespace dbms\_final\_proj

{

public partial class Form4 : Form

{

public Form4()

{

InitializeComponent();

}

private void button4\_Click(object sender, EventArgs e)

{

string connectionstring = "Data Source=DESKTOP-M4MPGOD\\SQLEXPRESS;Initial Catalog=final\_project\_dbms;Integrated Security=True";

SqlConnection con = new SqlConnection(connectionstring);

con.Open();

SqlCommand cmd = new SqlCommand("insert into webseries values (@wb\_id,@wb\_name,@wb\_language,@wb\_rating,@wb\_genre,@wb\_seasons)", con);

cmd.Parameters.AddWithValue("@wb\_id", int.Parse(idBox1.Text));

cmd.Parameters.AddWithValue("@wb\_name", nameBox4.Text);

cmd.Parameters.AddWithValue("@wb\_language", languageBox3.Text);

cmd.Parameters.AddWithValue("@wb\_rating", decimal.Parse(ratingBox2.Text));

cmd.Parameters.AddWithValue("@wb\_genre", genreBox5.Text);

cmd.Parameters.AddWithValue("@wb\_seasons", seasonsBox6.Text);

cmd.ExecuteNonQuery();

con.Close();

MessageBox.Show("inserted successfully!");

}

private void button5\_Click(object sender, EventArgs e)

{

string connectionstring = "Data Source=DESKTOP-M4MPGOD\\SQLEXPRESS;Initial Catalog=final\_project\_dbms;Integrated Security=True";

SqlConnection con = new SqlConnection(connectionstring);

con.Open();

SqlCommand cmd = new SqlCommand("update webseries set wb\_name=@wb\_name ,wb\_language=@wb\_language, wb\_rating=@wb\_rating, wb\_genre= @wb\_genre,wb\_seasons=@wb\_seasons where wb\_id=@wb\_id", con);

cmd.Parameters.AddWithValue("@wb\_id", int.Parse(idBox1.Text));

cmd.Parameters.AddWithValue("@wb\_name", nameBox4.Text);

cmd.Parameters.AddWithValue("@wb\_language", languageBox3.Text);

cmd.Parameters.AddWithValue("@wb\_rating", decimal.Parse(ratingBox2.Text));

cmd.Parameters.AddWithValue("@wb\_genre", genreBox5.Text);

cmd.Parameters.AddWithValue("@wb\_seasons", seasonsBox6.Text);

cmd.ExecuteNonQuery();

con.Close();

MessageBox.Show("updated successfully!");

}

private void button6\_Click(object sender, EventArgs e)

{

string connectionstring = "Data Source=DESKTOP-M4MPGOD\\SQLEXPRESS;Initial Catalog=final\_project\_dbms;Integrated Security=True";

SqlConnection con = new SqlConnection(connectionstring);

con.Open();

SqlCommand cmd = new SqlCommand("Delete webseries where wb\_id=@wb\_id", con);

cmd.Parameters.AddWithValue("@wb\_id", int.Parse(idBox1.Text));

cmd.ExecuteNonQuery();

con.Close();

MessageBox.Show("deleted successfully!");

}

private void button7\_Click(object sender, EventArgs e)

{

string connectionstring = "Data Source=DESKTOP-M4MPGOD\\SQLEXPRESS;Initial Catalog=final\_project\_dbms;Integrated Security=True";

SqlConnection con = new SqlConnection(connectionstring);

con.Open();

SqlCommand cmd = new SqlCommand("Select \*from webseries where wb\_id=@wb\_id", con);

cmd.Parameters.AddWithValue("@wb\_id", int.Parse(idBox1.Text));

SqlDataAdapter da = new SqlDataAdapter(cmd);

DataTable dt = new DataTable();

da.Fill(dt);

dataGridView1.DataSource = dt;

cmd.ExecuteNonQuery();

con.Close();

}

private void button1\_Click(object sender, EventArgs e)

{

string connectionstring = "Data Source=DESKTOP-M4MPGOD\\SQLEXPRESS;Initial Catalog=final\_project\_dbms;Integrated Security=True";

SqlConnection con = new SqlConnection(connectionstring);

con.Open();

SqlCommand cmd = new SqlCommand("Select \*from webseries", con);

SqlDataAdapter da = new SqlDataAdapter(cmd);

DataTable dt = new DataTable();

da.Fill(dt);

dataGridView1.DataSource = dt;

cmd.ExecuteNonQuery();

con.Close();

}

private void button8\_Click(object sender, EventArgs e)

{

string connectionstring = "Data Source=DESKTOP-M4MPGOD\\SQLEXPRESS;Initial Catalog=final\_project\_dbms;Integrated Security=True";

SqlConnection con = new SqlConnection(connectionstring);

con.Open();

SqlCommand cmd = new SqlCommand("Select actors.actor\_name from actor\_cast\_webseries INNER JOIN actors ON actor\_cast\_webseries.actor\_id=actors.actor\_id where wb\_id=(Select wb\_id from webseries where wb\_name=@wb\_name)", con);

cmd.Parameters.AddWithValue("@wb\_name", castBox1.Text);

SqlDataAdapter da = new SqlDataAdapter(cmd);

DataTable dt = new DataTable();

da.Fill(dt);

dataGridView2.DataSource = dt;

cmd.ExecuteNonQuery();

con.Close();

}

private void button9\_Click(object sender, EventArgs e)

{

string connectionstring = "Data Source=DESKTOP-M4MPGOD\\SQLEXPRESS;Initial Catalog=final\_project\_dbms;Integrated Security=True";

SqlConnection con = new SqlConnection(connectionstring);

con.Open();

SqlCommand cmd = new SqlCommand("Select directors.director\_name from director\_cast\_webseries INNER JOIN directors ON director\_cast\_webseries.director\_id=directors.director\_id where wb\_id=(Select wb\_id from webseries where wb\_name=@wb\_name)", con);

cmd.Parameters.AddWithValue("wb\_name", castBox1.Text);

SqlDataAdapter da = new SqlDataAdapter(cmd);

DataTable dt = new DataTable();

da.Fill(dt);

dataGridView2.DataSource = dt;

cmd.ExecuteNonQuery();

con.Close();

}

}

}

**Form 4(Top page)**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

using System.Data.SqlClient;

namespace dbms\_final\_proj

{

public partial class Form5 : Form

{

public Form5()

{

InitializeComponent();

}

private void button1\_Click(object sender, EventArgs e)

{

string connectionstring = "Data Source=DESKTOP-M4MPGOD\\SQLEXPRESS;Initial Catalog=final\_project\_dbms;Integrated Security=True";

SqlConnection con = new SqlConnection(connectionstring);

con.Open();

SqlCommand cmd = new SqlCommand("select top(3) \*from movie\_type order by mv\_rating desc", con);

SqlDataAdapter da = new SqlDataAdapter(cmd);

DataTable dt = new DataTable();

da.Fill(dt);

dataGridView1.DataSource = dt;

cmd.ExecuteNonQuery();

con.Close();

}

private void button2\_Click(object sender, EventArgs e)

{

string connectionstring = "Data Source=DESKTOP-M4MPGOD\\SQLEXPRESS;Initial Catalog=final\_project\_dbms;Integrated Security=True";

SqlConnection con = new SqlConnection(connectionstring);

con.Open();

SqlCommand cmd = new SqlCommand("select top(3) \* from tvshow order by tvs\_rating desc", con);

SqlDataAdapter da = new SqlDataAdapter(cmd);

DataTable dt = new DataTable();

da.Fill(dt);

dataGridView1.DataSource = dt;

cmd.ExecuteNonQuery();

con.Close();

}

private void button3\_Click(object sender, EventArgs e)

{

string connectionstring = "Data Source=DESKTOP-M4MPGOD\\SQLEXPRESS;Initial Catalog=final\_project\_dbms;Integrated Security=True";

SqlConnection con = new SqlConnection(connectionstring);

con.Open();

SqlCommand cmd = new SqlCommand("select top(3) \*from webseries order by wb\_rating desc", con);

SqlDataAdapter da = new SqlDataAdapter(cmd);

DataTable dt = new DataTable();

da.Fill(dt);

dataGridView1.DataSource = dt;

cmd.ExecuteNonQuery();

con.Close();

}

private void button4\_Click(object sender, EventArgs e)

{

string connectionstring = "Data Source=DESKTOP-M4MPGOD\\SQLEXPRESS;Initial Catalog=final\_project\_dbms;Integrated Security=True";

SqlConnection con = new SqlConnection(connectionstring);

con.Open();

SqlCommand cmd = new SqlCommand("select top(3) \*from documentries order by doc\_rating desc", con);

SqlDataAdapter da = new SqlDataAdapter(cmd);

DataTable dt = new DataTable();

da.Fill(dt);

dataGridView1.DataSource = dt;

cmd.ExecuteNonQuery();

con.Close();

}

}

}