Технології програмування

Лабораторна робота №2

**Робота з файлами. Юніт тести.**

**Мета роботи**: Використовуючи теоретичне підґрунтя про роботу з файлами та тестування коду у мові Python розширити програму телефонного довідника студентів додавши функціонал, що буде вказано в завданні до лабораторної роботи.

**Теоретичні відомості**

**Параметри командного рядка**

Одним із механізмом визначення параметрів необхідних для виконання програми – використання аргументів командного рядка. Для можливості використання аргументів командного необхідно підключити модуль **argv**

Розглянемо приклад:

|  |
| --- |
| from sys import argv  print(f"Script name: {argv[0]}")  print(f"Input parameter: {argv[1]}") |

В самому початку підключаються модуль **argv**, зо забезпечує можливість використання параметрів командного рядка. Все, що було вказано користувачем під час запуску програми зберігається в список доступ до елементів якого здійснюється використовуючи індекси.

Запустивши програму на виконання наступним чином:

|  |
| --- |
| python lab2.py lab2.csv |

Отримаємо результат:

|  |
| --- |
| Script name: lab2.py  Input parameter: lab2.csv |

Під нульовим індексом завжди зберігається ім’я програми, яка запускається. Починаючи з індексу один розміщуються параметри які буди вказані під час запуску програми на виконання.

**Робота з файлами**

Для роботи з файлами існують набір стандартних функцій, тож для відкриття, закриття, читання та запису інформації достатньо використовувати готовий функціонал.

Для того, щоб відкрити файл необхідно виконати функцію open() ([https://docs.python.org/3/library/functions.html#open](https://docs.python.org/3/library/functions.html" \l "open)). Функція повертає посилання на файл, яке можна використовувати для наступних маніпуляцій. При закінченні використання файлу, його необхідно закрити.

|  |
| --- |
| file\_name = argv[1]  file = open(file\_name, "r")  file.close() |

Проте, використовуючи ключове слово **with** можна не використовувати **close()** в кінці використання файлу.

Після відкриття файлу існує можливість пройти всі рядки, що в ньому збережені. Розглянемо приклад:

|  |
| --- |
| file\_name = argv[1]  with open(file\_name, "r") as file:  for line in file:  print(f"line from file: {line}") |

Отримаємо результат

|  |
| --- |
| line from file: Name,Phone  line from file: Bob,1112233  line from file: Dilan,2223344  line from file: Zak,3334455 |

Для запису даних в файл використовується функція **write()**

|  |
| --- |
| with open(file\_name, "a") as file:  file.write("New student name,1231213") |

Для роботи з файлами формату **CSV** розроблено однойменний модуль, який одразу може сформувати словники з вхідних даних, що збережені в форматі CSV (<https://docs.python.org/3/library/csv.html>).

Функція **DictReader**() забезпечу читання файлу у вигляді словників

Розглянемо приклад:

|  |
| --- |
| file\_name = argv[1]  students = []  with open(file\_name) as file:  reader = csv.DictReader(file)  for row in reader:  students.append({"Name":row["Name"], "Phone":row["Phone"]})  print(students) |

Отримаємо результат

|  |
| --- |
| [{'Name': 'Bob', 'Phone': '1112233'}, {'Name': 'Dilan', 'Phone': '2223344'}, {'Name': 'Zak', 'Phone': '3334455'}] |

Для запису даних в CSV файл необхідно виконати дещо більше дій: відкрити файл для запису, створити обект класу **DictWriter**(), записати верхній рівень з назвою стовбців та безпосередньо записати данні в файл.

|  |
| --- |
| import csv  with open("lab2\_out.csv", "w", newline='') as csvfile:  fieldnames = ["Name", "Age"]  writer = csv.DictWriter(csvfile, fieldnames=fieldnames)  writer.writeheader()  writer.writerow({'Name': 'Ihor', 'Age': '37'}) |

З прикладами програм можна ознайомитись в файлі **lab2\_sample\_io.py**

Приклад CSV файлу **lab2.csv**

**Юніт тести**

Процес виконання завдання може включати розбиття великої задачі на маленькі під задачі, при цьому результатом виконання маленької частина має бути певна кількість функцій, сумарний результат виконання яких задовольняє критеріям виділеної під задачі. Для того, щоб впевнитись, що написаний код виконує саме те, що вказано в завданні, розробник формує набір тестів яким піддається написаний в рамках виконання завдання код. **Тестування коду – написання коду для тестування коду.** При цьому поняття Юніт тест означає тестування окремого функціоналу, наприклад однієї функції (юніту).

Для мові Python існує стороння бібліотека **pytest**,яка реалізує механізм написання тестів. Детальний опис бібліотеки доступний за посиланням <https://docs.pytest.org/en/stable/>

Для початку використання бібліотеки необхідно виконати інсталяцію

|  |
| --- |
| pip install pytest |

Розглянемо в якості прикладу завдання на написання програми калькулятор, що запитує у користувача два параметри над якими необхідно виконати дії. В даному прикладі операції додавання та множення винесені в окремі функції. Саме ці функціями будуть виступати окремими юнітами для тестування.

|  |
| --- |
| def add(a, b):  return a + b  def mul(a, b):  return a \* b  def main():  a = int(input("What is a: "))  b = int(input("What is b: "))  print(add(a, b))  print(mul(a, b))  if \_\_name\_\_ == "\_\_main\_\_":  main() |

Перед початком написання тестів необхідно відмітити існування ключового слова **assert**, що надає можливість перевірити на правдивість вказану умову. Також необхідно вказати, згідно конвенції назва юніт тесту має починатися зі слова **test\_**

Наведемо приклад файлу з тестами:

|  |
| --- |
| from lab2\_sample\_calc import add  from lab2\_sample\_calc import mul  def test\_add():  assert add(2, 2) == 4  assert add(3, 2) == 5  assert add(4, 2) == 6  def test\_mul\_positive\_both():  assert mul(2, 2) == 4  assert mul(3, 2) == 6  assert mul(4, 2) == 8  def test\_mul\_positive\_and\_negative():  assert mul(2, -2) == -4  assert mul(-3, 2) == -6  assert mul(4, -2) == -8  def test\_mul\_negative\_both():  assert mul(-2, -2) == 4  assert mul(-3, -2) == 6  assert mul(-4, -2) == 8 |

З самого початку необхідно підключити файл і функції які будуть піддаватись тестуванню. Далі відбувається тестування юніту додавання та юніту множення. Зверніть увагу, що для юніту множення розроблено три незалежних тести.

Приклади розміщені в файлах **lab2\_sample\_calc.py** та **lab2\_sample\_calc\_test.py**

Для запуску тестів використовується наступна команда:

|  |
| --- |
| pytest lab2\_sample\_calc\_test.py |

Приклад результату роботи
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Description automatically generated](data:image/png;base64,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)

**Хід виконання завдання до лабораторної роботи**

1. Прочитав суть завдання.

2. Відкрив графічний редактор.

3. Написав код, який виконує завдання.

4. Написав звіт про виконання завдання.

5. Створив і виконав Юніт тести.

6. Завантажив всі зміни для розгляду в гілку Labs.

Код програми:

|  |
| --- |
| import csv  import sys  def printAllList():  for elem in list:  strForPrint = f"Student name is {elem['name']}, Phone is {elem['phone']}, Age is {elem['age']}, Email is {elem['email']}"  print(strForPrint)  return  def addNewElement():  name = input("Please enter student name: ")  phone = input("Please enter student phone: ")  age = int(input("Please enter student age: "))  email = input("Please enter student email: ")    newItem = {"name": name, "phone": phone, "age": age, "email": email}  insertPosition = 0  for item in list:  if name > item["name"]:  insertPosition += 1  else:  break  list.insert(insertPosition, newItem)  print("New element has been added")  return  def deleteElement():  name = input("Please enter name to be deleted: ")  deletePosition = -1  for item in list:  if name == item["name"]:  deletePosition = list.index(item)  break  if deletePosition == -1:  print("Element was not found")  else:  print(f"Delete position {str(deletePosition)}")  del list[deletePosition]  return  def updateElement():  name = input("Please enter name to be updated: ")  for index, student in enumerate(list):  if name == student["name"]:  print(f"Student {name} found.")  NewName = input("Please enter new name: ")  if NewName and NewName != name:  del list[index]  student["name"] = NewName  insertPosition = 0  for item in list:  if NewName > item["name"]:  insertPosition += 1  else:  break  list.insert(insertPosition, student)  phone = input("Please enter new phone: ")  age = input("Please enter new age: ")  email = input("Please enter new email: ")  student["phone"] = phone  student["age"] = int(age)  student["email"] = email  print("Element has been updated")  return  print("Student not found")  def LoadFile(file):  with open(file, encoding="utf-8") as file:  res = csv.DictReader(file)  return [row for row in res]  def SaveFile(file, list):  names = ["name", "phone", "age", "email"]  try:  with open(file, "w", newline="", encoding="utf-8") as file:  result = csv.DictWriter(file, fieldnames=names)  result.writeheader()  result.writerows(list)  print(f"The data is saved.")  except IOError as e:  print(f"Error saving")  list = [ ]  def main():  if len(sys.argv) > 1:  try:  file = sys.argv[1]  list.extend(LoadFile(file))  print("Data loaded successfully.")  except IOError as e:  print("File upload error.")  else:  print("No CSV file specified.")    while True:  choice = input("Please specify the action [ C create, U update, D delete, P print, S save, X exit ] ")  match choice.upper():  case "C":  print("New element will be created")  addNewElement()  case "U":  print("Existing element will be updated")  updateElement()  case "D":  print("Element will be deleted")  deleteElement()  case "P":  print("List will be printed")  printAllList()  case "S":  file = input("Enter a name for the CSV file: ")  SaveFile(file, list)  case "X":  print("Exit")  break  case \_:  print("Wrong choice")  if \_\_name\_\_ == "\_\_main\_\_":  main() |

Код Юніт тестів:

|  |
| --- |
| import pytest  from lab\_02 import LoadFile, SaveFile, addNewElement, deleteElement, updateElement, printAllList  from pathlib import Path  import csv  from io import StringIO  @pytest.fixture  def testing\_data():  return [  {"name": "Bob", "phone": "1112233", "age": "20", "email": "bob@example.com"},  {"name": "Dilan", "phone": "2223344", "age": "21", "email": "Dilan@example.com"},  {"name": "Zak", "phone": "3334455", "age": "23", "email": "zak@example.com"}  ]  def test\_load\_file(testing\_data, tmp\_path):  path\_file = tmp\_path / "lab2.csv"  with open(path\_file, "w", newline="", encoding="utf-8") as file:  result = csv.DictWriter(file, fieldnames=["name", "phone", "age", "email"])  result.writeheader()  result.writerows(testing\_data)  LoadedData = LoadFile(path\_file)  assert LoadedData == testing\_data  def test\_save\_file(testing\_data, tmp\_path):  path\_file = tmp\_path / "test\_save\_file.csv"  SaveFile(path\_file, testing\_data)  LoadedData = LoadFile(path\_file)  assert LoadedData == testing\_data  def test\_add\_new\_element(tmp\_path, monkeypatch):  lab\_02\_list = []  test\_input\_ans = iter(["Test", "123", "25", "test@example.com"])  def test\_input(prompt):  return next(test\_input\_ans)  monkeypatch.setattr('builtins.input', test\_input)  monkeypatch.setattr('lab\_02.list', lab\_02\_list)  addNewElement()  assert len(lab\_02\_list) == 1  assert lab\_02\_list[0] == {"name": "Test", "phone": "123", "age": 25, "email": "test@example.com"}  def test\_delete\_element(capsys, monkeypatch):  lab\_02\_list = [{"name": "John", "phone": "123", "age": 25, "email": "john@example.com"}]  test\_input\_ans = iter(["John"])  def test\_input(prompt):  return next(test\_input\_ans)  monkeypatch.setattr('builtins.input', test\_input)  monkeypatch.setattr('lab\_02.list', lab\_02\_list)  deleteElement()  captured = capsys.readouterr()  assert "Del position" in captured.out  def test\_update\_element(tmp\_path, capsys, monkeypatch):  lab\_02\_list = [{"name": "John", "phone": "123", "age": "27", "email": "john@example.com"}]  test\_input\_ans = iter(["John", "Jane", "123", "32", "john@example.com"])  def test\_input(prompt):  return next(test\_input\_ans)  monkeypatch.setattr('builtins.input', test\_input)  monkeypatch.setattr('lab\_02.list', lab\_02\_list)  updateElement()  captured = capsys.readouterr()  assert "Element has been updated" in captured.out  assert lab\_02\_list[0] == {"name": "Jane", "phone": "123", "age": 32, "email": "john@example.com"}  def test\_print\_all\_list(capsys, monkeypatch):  lab\_02\_list = [{"name": "John", "phone": "123", "age": 25, "email": "john@example.com"}]  monkeypatch.setattr('lab\_02.list', lab\_02\_list)  printAllList()  captured = capsys.readouterr()  assert "Student name is John, Phone is 123, Age is 25, Email is john@example.com" in captured.out |