Министерство образования Республики Беларусь

Учреждение образования

«Брестский государственный технический университет»

Кафедра ИИТ

Лабораторная работа №5

По дисциплине: «CПП»

Выполнил:

Студент 3 курса

Группы ПО-3

Новикевич А.А.

Проверил:

Монтик Н.С.

2020

Лабораторная работа №5

Цель работы: приобрести практические навыки в области объектно-ориентированного проектирования.

**Задание 1:** Реализовать абстрактные классы или интерфейсы, а также наследование и полиморфизм для следующих классов:

interface Здание ← abstract class Общественное Здание ← class Театр.

Код программы:

using System;

namespace ConsoleApp1

{

class Program

{

public interface IBuilding

{

public void Show();

public void Set(string name, int age, string director);

}

public abstract class PublicBuilding : IBuilding

{

public string Name { get; set; }

public int Age { get; set; }

protected PublicBuilding(string name, int age)

{

Name = name;

Age = age;

}

public virtual void Show()

{

Console.WriteLine("Название театра: " + Name + ", возраст здания: " + Age);

}

public abstract void Set(string name, int age, string director);

}

public class Theatre : PublicBuilding

{

public string Director { get; set; }

public Theatre(string name, int age, string director) : base(name, age)

{

Director = director;

}

public override void Show()

{

Console.WriteLine("Название театра: " + Name + ", возраст здания: " + Age + ", Имя директора: " + Director);

}

public override void Set(string name, int age, string director)

{

Name = name;

Age = age;

Director = director;

}

}

static void Main()

{

Theatre student1 = new Theatre("Брестский", 130, "Генадий");

student1.Show();

Console.WriteLine("Изменим название театра, возраст, директора театра");

student1.Set("Театральный", 90, "Василий");

student1.Show();

Console.ReadKey();

}

}

}

Результат выполнения:

![](data:image/png;base64,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)

**Задание 2:** В следующих заданиях требуется создать суперкласс (абстрактный класс, интерфейс) и определить общие методы для данного класса. Создать подклассы, в которых добавить специфические свойства и методы. Часть методов переопределить. Создать массив объектов суперкласса и заполнить объектами подклассов. Объекты подклассов идентифицировать конструктором по имени или идентификационному номеру. Использовать объекты подклассов для моделирования реальных си-

туаций и объектов.

Создать абстрактный класс Работник фирмы и подклассы Менеджер, Аналитик, Программист, Тестировщик, Дизайнер, Бухгалтер. Реализовать логику начисления зарплаты.

using System;

using System.Collections.Generic;

namespace ConsoleApp1

{

class Program

{

abstract class СompanyEmployee

{

protected int money = 0;

protected int zp;

public СompanyEmployee()

{

}

public abstract void SetZp(int zp);

public abstract void GiveZp();

public abstract void ShowMoney();

}

class Manager : СompanyEmployee

{

public override void SetZp(int zp)

{

this.zp = zp;

}

public override void GiveZp()

{

money += zp;

}

public override void ShowMoney()

{

Console.WriteLine($"Общая сумма начислений:{money}, Зарплата:{zp}");

}

}

class Analyst : СompanyEmployee

{

public override void SetZp(int zp)

{

this.zp = zp;

}

public override void GiveZp()

{

money += zp;

}

public override void ShowMoney()

{

Console.WriteLine($"Общая сумма начислений:{money}, Зарплата:{zp}");

}

}

class Programmer : СompanyEmployee

{

public override void SetZp(int zp)

{

this.zp = zp;

}

public override void GiveZp()

{

money += zp;

}

public override void ShowMoney()

{

Console.WriteLine($"Общая сумма начислений:{money}, Зарплата:{zp}");

}

}

class Tester : СompanyEmployee

{

public override void SetZp(int zp)

{

this.zp = zp;

}

public override void GiveZp()

{

money += zp;

}

public override void ShowMoney()

{

Console.WriteLine($"Общая сумма начислений:{money}, Зарплата:{zp}");

}

}

class Designer : СompanyEmployee

{

public override void SetZp(int zp)

{

this.zp = zp;

}

public override void GiveZp()

{

money += zp;

}

public override void ShowMoney()

{

Console.WriteLine($"Общая сумма начислений:{money}, Зарплата:{zp}");

}

}

class Accountant : СompanyEmployee

{

public override void SetZp(int zp)

{

this.zp = zp;

}

public override void GiveZp()

{

money += zp;

}

public override void ShowMoney()

{

Console.WriteLine($"Общая сумма начислений:{money}, Зарплата:{zp}");

}

}

static void Main(string[] args)

{

List<СompanyEmployee> list = new List<СompanyEmployee>();

СompanyEmployee tester = new Tester();

tester.SetZp(500);

list.Add(tester);

СompanyEmployee accountant = new Accountant();

accountant.SetZp(300);

list.Add(accountant);

СompanyEmployee designer = new Designer();

designer.SetZp(200);

list.Add(designer);

СompanyEmployee programmer = new Programmer();

programmer.SetZp(100);

list.Add(programmer);

Console.WriteLine("До выдачи зарплаты:");

foreach (СompanyEmployee emp in list)

{

emp.ShowMoney();

}

foreach (СompanyEmployee emp in list)

{

emp.GiveZp();

}

Console.WriteLine("После выдачи зарплаты:");

foreach (СompanyEmployee emp in list)

{

emp.ShowMoney();

}

foreach (СompanyEmployee emp in list)

{

emp.GiveZp();

}

Console.WriteLine("После ещё одной выдачи зарплаты:");

foreach (СompanyEmployee emp in list)

{

emp.ShowMoney();

}

Console.ReadKey();

}

}

}
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Задание 3: В задании 3 ЛР No4, где возможно, заменить объявления суперклассов объявлениями абстрактных

классов или интерфейсов.

using System;

using System.Collections.Generic;

namespace ConsoleApp2

{

class Program

{

static void Main(string[] args)

{

String[] bookNames = { "Dead inside", "BSTU MAP", "Dead souls" };

Library library = new Library();

//create books

Book[] books = { new Book(bookNames[0], "Bulgakov", 12),

new Book(bookNames[1], "Gogol", 3),

new Book(bookNames[2], "Tolstoy", 1) };

//create readers

Reader[] readers = { new Reader("Gena Bukin", new DateTime(2003,03,13)),

new Reader("Artyom Nov", new DateTime(2012,06,22) ),

new Reader("Artemij Novik", new DateTime(2020,04,03)) ,

new Reader("Tema Novikecih", new DateTime(2001,11,23))};

//add books in arrayList

foreach (Book book in books)

{

library.addBook(book);

}

//add readers in arrayList

foreach (Reader reader in readers)

{

library.addReader(reader);

}

library.showAll();

Console.WriteLine("\nTry to add Bulgakov to Gena Bukin\n");

library.createOrder(readers[0], books[0]);

Console.WriteLine("\nTry to add Gogol to Gena Bukin\n");

library.createOrder(readers[0], books[1]);

Console.WriteLine("\nTry to add Tolstoi to Artyom Nov\n");

library.createOrder(readers[1], books[2]);

Console.WriteLine("\nTry to add Tolstoi to Artemij Novik\n");

library.createOrder(readers[2], books[2]);

Console.WriteLine("\nTry to add Gogol to Artemij Novik\n");

library.createOrder(readers[2], books[1]);

Console.WriteLine("\nTry to add Tolstoi to Tema Novikecih\n");

library.createOrder(readers[3], books[2]);

foreach (Reader reader in readers)

{

Console.WriteLine("Reader name: " + reader.getName()

+ "\nDate: " + reader.getDate() + "\n");

}

library.showBlackList();

}

}

}

interface Show

{

void showAll();

void createOrder(Reader reader, Book book);

void showBlackList();

void removeBook(Book book);

void removeOrder(Order order);

}

class Library:Show

{

private List<Book> books = new List<Book>();

private List<Reader> readers = new List<Reader>();

private List<Reader> blackList = new List<Reader>();

private List<Order> orders = new List<Order>();

public void addBook(Book book)

{

books.Add(book);

}

public void createOrder(Reader reader, Book book)

{

if (reader.checkDate(DateTime.Now, reader.getDate()) > 20)

{

blackList.Add(reader);

return;

}

foreach (Book currentBook in books)

{

if (currentBook.getId() == book.getId() && currentBook.getNumber() > 0)

{

Order order = new Order(book.getId(), reader.getId(), book.getTitle());

orders.Add(order);

removeBook(currentBook);

reader.addBook(currentBook);

//removeOrder(order);

}

}

}

public void showBlackList()

{

Console.WriteLine("\nBlack list\n");

foreach (Reader reader in blackList)

{

Console.WriteLine("\nReader name: " + reader.getName() + "\nDate: " + reader.getDate());

}

}

public void showAll()

{

Console.WriteLine("\nAll books in the library:\n");

foreach (Book book in books)

{

Console.WriteLine("\nBooks title: " + book.getTitle()

+ "\nAuthor: " + book.getAuthor()

+ "\nCount: " + book.getNumber() + "\n");

}

}

public void removeBook(Book book)

{

book.setNumber(book.getNumber() - 1);

}

public void removeOrder(Order order)

{

orders.Remove(order);

}

public void addReader(Reader reader)

{

readers.Add(reader);

}

}

class Book

{

private int id;

private String title;

private String author;

private int number;

private static int booksCount = 1;

public Book(String title, String author, int number)

{

id = booksCount++;

setTitle(title);

setAuthor(author);

setNumber(number);

}

public int getId()

{

return id;

}

public int getNumber()

{

return number;

}

public void setNumber(int number)

{

this.number = number;

}

public String getAuthor()

{

return author;

}

public void setAuthor(String author)

{

this.author = author;

}

public String getTitle()

{

return title;

}

public void setTitle(String title)

{

this.title = title;

}

}

class Reader {

private int id;

private String name;

private DateTime bookDate = DateTime.Now;

private List<Book> books = new List<Book>();

private static int readersCount = 1;

public Reader(String name, DateTime date)

{

id = readersCount++;

setName(name);

setDate(date);

}

public int getId()

{

return id;

}

public String getName()

{

return name;

}

public void setName(String name)

{

this.name = name;

}

public void setDate(DateTime date)

{

bookDate = date;

}

public DateTime getDate()

{

return bookDate;

}

public long checkDate(DateTime date, DateTime bookDate)

{

TimeSpan difference = date - bookDate;

long days = (long)difference.TotalDays;

return days;

}

public void addBook(Book book)

{

books.Add(book);

}

public void showAll()

{

foreach (Book book in books){

if (books.Count == 0) { Console.WriteLine("There is not any books"); }

else

{

Console.WriteLine("Book name: " + book.getTitle() + "\n" +"Author: " + book.getAuthor() + "\n");

}

}

}

}

class Order

{

private int id;

private int bookId;

private int readerId;

private String bookTitle;

private static int ordersCount = 1;

public Order(int bookId, int readerId, String bookTitle)

{

id = ordersCount++;

setBookId(bookId);

setReaderId(readerId);

setBookTitle(bookTitle);

}

public int getReaderId()

{

return readerId;

}

public void setReaderId(int readerId)

{

this.readerId = readerId;

}

public int getBookId()

{

return bookId;

}

public void setBookId(int bookId)

{

this.bookId = bookId;

}

public void setBookTitle(String bookTitle)

{

this.bookTitle = bookTitle;

}

public String getBookTitle()

{

return bookTitle;

}

}