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# JAVA Introduction

Java is an [object-oriented](https://www.w3schools.in/java-tutorial/object-oriented-programming-oops/) programming language developed by Sun Microsystems, and it was released in 1995

Java is one of the most important programming languages in today's IT industries.

**JSP** - In Java, JSP (Java Server Pages) is used to create dynamic web pages, such as in PHP and ASP.

**Applets** - Applets are another type of Java programs that are implemented on Internet browsers and are always run as part of a web document.

**J2EE** - Java 2 Enterprise Edition is a platform-independent environment that is a set of different protocols and APIs and is used by various organizations to transfer data between each other.

**JavaBeans** - This is a set of reusable software components that can be easily used to create new and advanced applications.

**Mobile** - In addition to the above technology, Java is widely used in mobile devices nowadays, many types of games and applications are being made in Java.

## Types of JAVA Applications

**Web** **Application** - Java is used to create server-side web applications. Currently, Servlet, JSP, Struts, JSF, etc. technologies are used.

**Standalone Application** - It is also known as the desktop application or window-based application. An application that we need to install on every machine or server such as media player, antivirus, etc. AWT and Swing are used in java for creating standalone applications.

**Enterprise Application** - An application that is distributed in nature, such as banking applications, etc. It has the advantage of high-level security, load balancing, and clustering. In Java, EJB is used for creating enterprise applications.

**Mobile Application** - Java is used to create application software for mobile devices. Currently, Java ME is used for building applications for small devices, and also Java is a programming language for Google Android application development.

## Features of JAVA

**Object-Oriented** - Java supports the features of object-oriented programming. Its object model is simple and easy to expand.

**Platform independent** - C and C++ are platform dependency languages hence the application programs written in one Operating system cannot run in any other Operating system, but in platform independence language like Java application programs written in one Operating system can able to run on any Operating system.

**Simple** - Java has included many features of C / C ++, which makes it easy to understand.

**Secure** - Java provides a wide range of protection from viruses and malicious programs.  It ensures that there will be no damage and no security will be broken.

**Portable** - Java provides us with the concept of portability. Running the same program with Java on different platforms is possible.

**Robust** - During the development of the program, it helps us to find possible mistakes as soon as possible.

**Multi-threaded** - The multithreading programming feature in Java allows you to write a program that performs several different tasks simultaneously.

**Distributed** - Java is designed for distributed Internet environments as it manages the TCP/IP protocol.

## JAVA Installation

Step 0: Un-Install Older Version(s) of JDK/JRE

Step 1: Download JDK

Step 2: Install JDK

Step 3: Include JDK's "bin" Directory in the PATH

Step 4: Verify the JDK Installation

|  |
| --- |
| // Display the JDK version  javac –version |

## Java Editors

we use a variety of different IDEs (Integrated Development Environments) to develop Java code. These IDEs offer a variety of features: building Java applications, TestNG, debugging, code inspections, code assistance, JUNIT testing, multiple refactoring, visual GUI builder and code editor, Java, Maven build tools, ant, do data modelling and build queries, and more.

* NetBeans
* Eclipse
* IntelliJ IDEA Community Edition
* Android Studio
* Enide Studio 2014
* BlueJ
* jEdit
* jGRASP
* JSource
* JDeveloper
* DrJava

## Basic Structure of JAVA Programs

A Java program involves the following sections:

* Documentation Section
* Package Statement
* Import Statements
* Interface Statement
* Class Definition
* Main Method Class
* Main Method Definition

|  |  |
| --- | --- |
| Section | Description |
| Documentation Section | You can write a comment in this section. Comments are beneficial for the programmer because they help them understand the code. These are optional, but we suggest you use them because they are useful to understand the operation of the program, so you must write comments within the program.  // single line comment  /\* multi line  Comments \*/ |
| Package statement | You can create a package with any name. A package is a group of classes that are defined by a name. That is, if you want to declare many classes within one element, then you can declare it within a package. It is an optional part of the program, i.e., if you do not want to declare any package, then there will be no problem with it, and you will not get any errors. Here, the package is a keyword that tells the compiler that package has been created.  It is declared as:  package package\_name; |
| Import statements | This line indicates that if you want to use a class of another package, then you can do this by importing it directly into your program.  Example:  import calc.add; |
| Interface statement | Interfaces are like a class that includes a group of method declarations. It's an optional section and can be used when programmers want to implement multiple inheritances within a program. |
| Class Definition | A Java program may contain several class definitions. Classes are the main and essential elements of any Java program.  Every valid Java Application must have a class definition (that matches the filename). |
| Main Method Class | Every Java stand-alone program requires the main method as the starting point of the program. This is an essential part of a Java program. There may be many classes in a Java program, and only one class defines the main method. Methods contain data type declaration and executable statements. The main method must be inside the class definition. The compiler executes the codes starting from the main function. |

## Java JDK, JRE and JVM

**JVM:**

JVM (Java Virtual Machine) is an abstract machine that enables your computer to run a Java program.

When you run the Java program, Java compiler first compiles your Java code to bytecode. Then, the JVM translates bytecode into native machine code (set of instructions that a computer's CPU executes directly).

Java is a platform-independent language. It's because when you write Java code, it's ultimately written for JVM but not your physical machine (computer). Since, JVM ​executes the Java bytecode which is platform independent, Java is platform-independent.

![How Java program works?](data:image/jpeg;base64,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)

**JRE:**

JRE (Java Runtime Environment) is a software package that provides Java class libraries, along with Java Virtual Machine (JVM), and other components to run applications written in Java programming. JRE is the superset of JVM.
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If you need to run Java programs, but not develop them, JRE is what you need.

**JDK:**

JDK (Java Development Kit) is a software development kit to develop applications in Java. When you download JDK, JRE is also downloaded, and don't need to download it separately. In addition to JRE, JDK also contains number of development tools (compilers, JavaDoc, Java Debugger etc).
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Here's the relationship between JVM, JRE, and JDK.
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## JAVA DATA Types

### Java Variables

A variable is a location in memory (storage area) to hold data.

To indicate the storage area, each variable should be given a unique name (identifier).

**Rules for Naming an Identifier**

* Identifier cannot be a keyword.
* Identifiers are case-sensitive.
* It can have a sequence of letters and digits. However, it must begin with a letter, $ or \_. The first letter of an identifier cannot be a digit.
* It's convention to start an identifier with a letter rather and $ or \_.
* Whitespaces are not allowed.
* Similarly, you cannot use symbols such as @, #, and so on.

|  |
| --- |
| int speedLimit = 80; |

If you choose one word variable name, use all lowercase letters.

If you choose variable name having more than one word, use all lowercase letters for the first word and capitalize the first letter of each subsequent word. For example, speedLimit.

There are 4 types of variables in Java programming language:

* Instance Variables (Non-Static Fields)
* Class Variables (Static Fields)
* Local Variables
* Parameters

### Java Primitive Data Types

All variables must be declared before they can be used.

There are 8 data types predefined in Java programming language, known as primitive data types.

1. **boolean**

The boolean data type has two possible values, either true or false.

Default value: false.

They are usually used for true/false conditions.

1. **byte**

The byte data type can have values from -128 to 127 (8-bit signed two's complement integer).

It's used instead of int or other integer data types to save memory if it's certain that the value of a variable will be within [-128, 127].

Default value: 0

1. **short**

The short data type can have values from -32768 to 32767 (16-bit signed two's complement integer).

It's used instead of other integer data types to save memory if it's certain that the value of the variable will be within [-32768, 32767].

Default value: 0

1. **int**

The int data type can have values from -231 to 231-1 (32-bit signed two's complement integer).

If you are using Java 8 or later, you can use unsigned 32-bit integer with minimum value of 0 and maximum value of 232-1.

Default value: 0

1. **long**

The long data type can have values from -263 to 263-1 (64-bit signed two's complement integer).

If you are using Java 8 or later, you can use unsigned 64-bit integer with minimum value of 0 and maximum value of 264-1.

Default value: 0

1. **double**

The double data type is a double-precision 64-bit floating point.

It should never be used for precise values such as currency.

Default value: 0.0 (0.0d)

1. **float**

The float data type is a single-precision 32-bit floating point.

It should never be used for precise values such as currency.

Default value: 0.0 (0.0f)

1. **char**

It's a 16-bit Unicode character.

The minimum value of char data type is '\u0000' (0). The maximum value of char data type is '\uffff'.

Default value: '\u0000'

### Java literals

To understand literals, let's take an example to assign value to a variable.

boolean flag = false;

Here,

boolean - is data type.

flag - is variable

false - is literal.

A Literal is the source code representation of a fixed value.

**Integer Literals**

Integer literals are used to initialize variables of integer data types byte, short, int and long.

If an integer literal ends with l or L, it's of type long. Tip: it is better to use L instead of l.

Integer literals can be expressed in decimal, hexadecimal and binary number systems.

The numbers starting with prefix 0x represents hexadecimal. Similarly, numbers starting with prefix 0b represents binary.

|  |
| --- |
| // decimal  int decNumber = 34;  // 0x represents hexadecimal  int hexNumber = 0x2F;  // 0b represents binary  int binNumber = 0b10010; |

**Floating-point Literals**

Floating-point literals are used to initialize variables of data type float and double.

If a floating-point literal ends with f or F, it's of type float. Otherwise, it's of type double. A double type can optionally end with D or d. However, it's not necessary.

They can also be expressed in scientific notation using E or e.

|  |
| --- |
| double myDouble = 3.4;  float myFloat = 3.4F; |

**Character and String Literals**

They contain [Unicode (UTF-16) characters](https://en.wikipedia.org/wiki/List_of_Unicode_characters).

For char literals, single quotation is used. For example, 'a', '\u0111' etc.

For String literals, double quotation is used. For example, "programming", "Java 8"

Java also supports a few special escape sequences. For example, \b (backspace), \t (tab), \n (line feed), \f (form feed), \r (carriage return), \" (double quote), \' (single quote), and \\ (backslash).

|  |
| --- |
| char myChar = 'g';  char newLine = '\n';  String myString = "Java 8"; |

## Java Operators

Operators are special symbols (characters) that carry out operations on operands (variables and values).

**Assignment Operator**

Assignment operators are used in Java to assign values to variables

| Java Assignment Operators | | |
| --- | --- | --- |
| Operator | Example | Equivalent to |
| += | x += 5 | x = x + 5 |
| -= | x -= 5 | x = x - 5 |
| \*= | x \*= 5 | x = x \* 5 |
| /= | x /= 5 | x = x / 5 |
| %= | x %= 5 | x = x / 5 |
| <<= | x <<= 5 | x = x << 5 |
| >>= | x >>= 5 | x = x >> 5 |
| &= | x &= 5 | x = x & 5 |
| ^= | x ^= 5 | x = x ^ 5 |
| |= | x |= 5 | x = x | 5 |

**Arithmetic Operators**

Arithmetic operators are used to perform mathematical operations like addition, subtraction, multiplication etc.

| Java Arithmetic Operators | |
| --- | --- |
| Operator | Meaning |
| + | Addition (also used for string concatenation) |
| - | Subtraction Operator |
| \* | Multiplication Operator |
| / | Division Operator |
| % | Remainder Operator |

**Unary Operators**

Unary operator performs operation on only one operand.

| Operator | Meaning |
| --- | --- |
| + | Unary plus (not necessary to use since numbers are positive without using it) |
| - | Unary minus; inverts the sign of an expression |
| ++ | Increment operator; increments value by 1 |
| -- | decrement operator; decrements value by 1 |
| ! | Logical complement operator; inverts the value of a boolean |

**Equality and Relational Operators**

The equality and relational operators determines the relationship between two operands. It checks if an operand is greater than, less than, equal to, not equal to and so on. Depending on the relationship, it results to either true or false.

| Java Equality and Relational Operators | | |
| --- | --- | --- |
| Operator | Description | Example |
| == | equal to | 5 == 3 is evaluated to false |
| != | not equal to | 5 != 3 is evaluated to true |
| > | greater than | 5 > 3 is evaluated to true |
| < | less than | 5 < 3 is evaluated to false |
| >= | greater than or equal to | 5 >= 5 is evaluated to true |
| <= | less then or equal to | 5 <= 5 is evaluated to true |

Equality and relational operators are used in decision making and loops

**instanceof Operator**

|  |
| --- |
| class instanceofOperator {  public static void main(String[] args) {    String test = "asdf";  boolean result;    result = test instanceof String;  System.out.println(result);  }  } |

When you run the program, the output will be true. It's because test is the instance of String class.

**Logical Operators**

The logical operators || (conditional-OR) and && (conditional-AND) operates on boolean expressions.

**Ternary Operator**

The conditional operator or ternary operator ?: is shorthand for if-then-else statement. The syntax of conditional operator is:

|  |
| --- |
| variable = Expression ? expression1 : expression2 |

**Bitwise and Bit Shift Operators**

To perform bitwise and bit shift operators in Java, these operators are used.

| Java Bitwise and Bit Shift Operators | |
| --- | --- |
| Operator | Description |
| ~ | Bitwise Complement |
| << | Left Shift |
| >> | Right Shift |
| >>> | Unsigned Right Shift |
| & | Bitwise AND |
| ^ | Bitwise exclusive OR |
| | | Bitwise inclusive OR |

# Java Flow Control

## if..else..if Statement

|  |
| --- |
| if (expression1)  {  // codes  }  else if(expression2)  {  // codes  }  else if (expression3)  {  // codes  }  .  .  else  {  // codes  } |

## switch Statement

|  |
| --- |
| switch (variable/expression) {  case value1:  // statements  break;  case value2:  // statements  break;  .. .. ...  .. .. ...  default:  // statements  } |

## for loop

Loop is used in programming to repeat a specific block of code until certain condition is met (test expression is false).

|  |
| --- |
| for (initialization; testExpression; update)  {  // codes inside for loop's body  } |

## for-each Loop

The loop iterates through each element of array/collection.

|  |
| --- |
| for(data\_type item : collection) {  ...  } |

collection is a collection or array variable which you have to loop through.

item is a single item from the collection.

For each iteration, for-each loop

* iterates through each item in the given collection or array (collection),
* stores each item in a variable (item)
* and executes the body of the loop.

|  |
| --- |
| class EnhancedForLoop {  public static void main(String[] args) {    int[] numbers = {3, 4, 5, -5, 0, 12};  int sum = 0;    for (int number: numbers) {  sum += number;  }    System.out.println("Sum = " + sum);  }  } |

## while Loop

|  |
| --- |
| while (testExpression) {  // codes inside body of while loop  } |

The test expression inside parenthesis is a boolean expression.

If the test expression is evaluated to true,

* statements inside the while loop are executed.
* then, the test expression is evaluated again.

This process goes on until the test expression is evaluated to false.

If the test expression is evaluated to false,

* while loop is terminated.

|  |
| --- |
| class Loop {  public static void main(String[] args) {    int i = 1;    while (i <= 10) {  System.out.println("Line " + i);  ++i;  }  }  } |

## do...while Loop

The do...while loop is similar to while loop with one key difference. The body of do...while loop is executed for once before the test expression is checked.

|  |
| --- |
| do {  // codes inside body of do while loop  } while (testExpression); |

## Break

The break statement terminates the loop immediately, and the control of the program moves to the next statement following the loop.

|  |
| --- |
| break; |

## Continue

The continue statement skips the current iteration of a loop.

It is sometimes desirable to skip some statements inside the loop or terminate the loop immediately without checking the test expression.

When continue statement is executed, control of the program jumps to the end of the loop. Then, the test expression that controls the loop is evaluated. In case of for loop, the update statement is executed before the test expression is evaluated.

|  |
| --- |
| continue; |

# JAVA Arrays

An array is a container that holds data (values) of one single type

## Single dimensional Arrays

**Declaration**

|  |
| --- |
| dataType[] arrayName;  eg. int[] studentNumber; |

dataType can be a primitive data type like: int, char, Double, byte etc. or an object

Allocate memory for array elements.

|  |
| --- |
| studentNumber = new int[10]; |

once the length of the array is defined, it cannot be changed in the program.

It's possible to declare and allocate memory of an array in one statement. You can replace two statements above with a single statement

|  |
| --- |
| int[] studentNumber = new int[10]; |

**Initialize**

You can initialize arrays during declaration or you can initialize (or change values) later in the program as per your requirement.

1. initialize an array during declaration.

|  |
| --- |
| int[] age = {12, 4, 5, 2, 5}; |

**Access**

You can access or alter elements of an array by using indices.

The first element of array is age[0], second is age[1] and so on.

## Multidimensional Arrays

declare and initialize

|  |
| --- |
| Double[][] matrix = {{1.2, 4.3, 4.0},  {4.1, -1.1}  };  int[][] a = new int[3][4]; |
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Similarly, you can declare a three-dimensional (3d) array. For example,

|  |
| --- |
| String[][][] personalInfo = new String[3][4][2];  int[][][] test = {  {  {1, -2, 3},  {2, 3, 4}  },  {  {-4, -5, 6, 9},  {1},  {2, 3}  }  }; |

## Copying Arrays

### Using Assignment operator

|  |
| --- |
| int [] numbers = {1, 2, 3, 4, 5, 6};  int [] positiveNumbers = numbers; // copying arrays |

Both arrays refers to the same array object. If you change elements of one array in the above example, corresponding elements of the other array is also changed. This is called shallow copy.

### Using Looping Construct

|  |
| --- |
| int [] source = {1, 2, 3, 4, 5, 6};  int [] destination = new int[6];  for (int i = 0; i < source.length; ++i) {  destination[i] = source[i];  } |

The source and destination array doesn't share the same reference (deep copy).

### Using arraycopy() method

|  |
| --- |
| // copying elements from index 2 on n1 array  // copying element to index 1 of n3 array  // 2 elements will be copied  System.arraycopy(n1, 2, n3, 1, 2); |

### Using copyOfRange()

you can use copyOfRange() method defined in java.util.Arrays

|  |
| --- |
| int[] source = {2, 3, 12, 4, 12, -2};  // copying entire source array to destination  int[] destination1 = Arrays.copyOfRange(source, 0, source.length);  // copying from index 2 to 5 (5 is not included)  int[] destination2 = Arrays.copyOfRange(source, 2, 5);  System.out.println("destination2 = " + Arrays.toString(destination2)); |

# Java Class

A class is a blueprint for the object.

|  |
| --- |
| class ClassName {  // variables  // methods  } |

These variables and methods defined within a class are called members of the class.

When class is defined, only the specification for the object is defined; no memory or storage is allocated.

To access members defined within the class, you need to create objects

|  |
| --- |
| ClassName l1 = new ClassName ();  l1.variables = 30;  l1.methods(); |

Variables defined within a class are called instance variable for a reason.

When an object is initialized, it's called an instance. Each instance contains its own copy of these variables.

## Java Methods

Depending on whether a method is defined by the user, or available in standard library, there are two types of methods:

* Standard Library Methods
* User-defined Methods

Standard Library Methods

The standard library methods are built-in methods in Java that are readily available for use. These standard libraries come along with the Java Class Library (JCL) in a Java archive (\*.jar) file with JVM and JRE.

User-defined Method

We can also create methods of our own choice to perform some task. Such methods are called user-defined methods.

### Method declration

A method must be declared within a class. It is defined with the name of the method, followed by parentheses **()**

|  |
| --- |
| public class MyClass {  static void myMethod() {  // code to be executed  }  } |

**modifier** - It defines access types whether the method is public, private and so on.

**static** - If we use the static keyword, it can be accessed without creating objects.

**returnType** - It specifies what type of value a method returns.A method can return native data types (int, float, double, etc), native objects (String, Map, List, etc), or any other built-in and user-defined objects. If the method does not return a value, its return type is void.

**nameOfMethod** - It is an identifier that is used to refer to the particular method in a program.

**parameters** (arguments) - These are values passed to a method. We can pass any number of arguments to a method.

**method body** - It includes the programming statements that are used to perform some tasks. The method body is enclosed inside the curly braces { }

### Call a Method

To call a method in Java, write the method's name followed by two parentheses **()** and a semicolon**;**

While executing the program code, it encounters myFunction(); in the code.

The execution then branches to the myFunction() method and executes code inside the body of the method.

After the execution of the method body, the program returns to the original state and executes the next statement after the method call.

### Advantages of using methods

1. The main advantage is code reusability. We can write a method once, and use it multiple times. We do not have to rewrite the entire code each time. Think of it as, "write once, reuse multiple times".
2. Methods make code more readable and easier to debug.

### Java Recursion

A method that calls itself is known as a recursive method. And, this process is known as recursion.

In order to stop the recursive call, we need to provide some conditions inside the method. Otherwise, the method will be called infinitely.

Hence, we use the if...else statement (or similar approach) to terminate the recursive call inside the method.

|  |
| --- |
| class Factorial {  static int factorial( int n ) {  if (n != 0) // termination condition  return n \* factorial(n-1); // recursive call  else  return 1;  }  public static void main(String[] args) {  int number = 4, result;  result = factorial(number);  System.out.println(number + " factorial = " + result);  }  } |

**Advantages and Disadvantages of Recursion**

When a recursive call is made, new storage locations for variables are allocated on the stack. As, each recursive call returns, the old variables and parameters are removed from the stack. Hence, recursion generally uses more memory and is generally slow.

On the other hand, a recursive solution is much simpler and takes less time to write, debug and maintain.

### ****finalize method****

It is a method that the Garbage Collector always calls just before the deletion/destroying the object which is eligible for Garbage Collection, so as to perform clean-up activity. Clean-up activity means closing the resources associated with that object like Database Connection, Network Connection or we can say resource de-allocation. Remember it is not a reserved keyword.

|  |
| --- |
| protected void finalize throws Throwable{} |

Once the finalize method completes immediately Garbage Collector destroy that object. finalize method is present in Object class

## Java Constructors

In Java, every class has its constructor that is invoked automatically when an object of the class is created. A constructor is similar to a method but in actual, it is not a method.

A Java method and Java constructor can be differentiated by its name and return type. A constructor has the same name as that of class and it does not return any value.

|  |
| --- |
| class Test {  Test() {  // constructor body  }  } |

Note: Methods can have the same name as that of the class and if it has a return type (e.g. void). Hence, it's a method, not a constructor.

* Constructors are invoked implicitly when you instantiate objects.
* The two rules for creating a constructor are:T

The name of the constructor should be the same as that of class.

A Java constructor must not have a return type.

* A constructor cannot be abstract or static or final.
* A constructor can be overloaded but can not be overridden.

### Types of Constructor

In Java, constructors can be divided into 3 types:

1. No-Arg Constructor
2. Default Constructor
3. Parameterized Constructor

**No-Arg Constructor**

A Java constructor may or may not have any parameters (arguments). If a constructor does not accept any parameters, it is known as a no-arg constructor

|  |
| --- |
| private Constructor() {  // body of constructor  } |

If the object is to be created outside of the class, you have to declare the constructor public to access it.

**Default Constructor:** If you do not create any constructors, the Java compiler will automatically create a no-argument constructor during run-time. This constructor is known as the default constructor. The default constructor initializes any uninitialized instance variables with default values.

|  |
| --- |
| Type Default Value  boolean false  byte 0  short 0  int 0  long 0L  char \u0000  float 0.0f  double 0.0d  object Reference null |

**Parameterized Constructor**

Similar to methods, we can pass parameters to a constructor. Such constructors are known as a parameterized constructor.

|  |
| --- |
| public Constructor (arg1, arg2, ..., argn) {  // constructor body  } |

### Constructors Overloading

Similar to method overloading, we can also overload constructors in Java. In constructor overloading, there are two or more constructors with different parameters.

There is **no** such thing as **constructor overriding** in Java.

# Java String

In Java, a string is a sequence of characters. For example, "hello" is a string containing a sequence of characters 'h', 'e', 'l', 'l', and 'o'.

Unlike other programming languages, strings in Java are not primitive types (like int, char, etc). Instead, all strings are objects of a predefined class named String.

Java String Methods

Java String provides various methods that allow us to perform different string operations. Here are some of the commonly used string methods.

|  |  |
| --- | --- |
| **Methods** | **Description** |
| concat() | joins the two strings together |
| equals() | compares the value of two strings |
| charAt() | returns the character present in the specified location |
| getBytes() | converts the string to an array of bytes |
| indexOf() | returns the position of the specified character in the string |
| length() | returns the size of the specified string |
| replace() | replaces the specified old character with the specified new character |
| substring() | returns the substring of the string |
| split() | breaks the string into an array of strings |
| toLowerCase() | converts the string to lowercase |
| toUpperCase() | converts the string to uppercase |
| valueOf() | returns the string representation of the specified data |

|  |
| --- |
| //checks the string length  greet.length();    // join two strings  greet.concat(name)    //we can also join two strings using the + operator.  String joinedString = greet + name;    // compare first and second strings  boolean result1 = first.equals(second);  //We can also use the == operator and compareTo() method to make a comparison between 2 strings.  // returns the character at 7  greet.charAt(7);  // returns the substring from index  example.substring(7);  // converts the string to lowercase  example.toLowerCase();  // converts the string to uppercase  example.toUpperCase();  // replaces the character '!' with 'o'  example.replace('!', 'o'); |

We can also use the == operator and compareTo() method to make a comparison between 2 strings.

The escape character \ is used in Java to represent double-quotes in double-quotes

**IndexOf(char b)**

This method returns the index of the character 'b' passed as parameter. If that character is not available in the string, the returned index would be -1.

**IndexOf(char c, int startindex)**

The given method would return the index of the first occurrence of character 'c' after the integer index passed as second parameter "startindex." All the occurrences of character 'c' before the "startindex" integer index would be ignored.

**IndexOf(String substring)**

The above method returns the index of the first character of the substring passed as a parameter to it. If that substring is not available in the string, the returned index would be -1.

**IndexOf(String substring, int startindex)**

This Java method returns the index of the first character in the substring passed as the first parameter, after the "startindex" index value. If substring starts from the passed integer value of "startindex", that substring would be ignored.

**compareTo()** is used for comparing two strings lexicographically. Each character of both strings are converted into a Unicode value. However, if both the strings are equal, then this method returns 0 else it only result either negative or positive value.

You can use method Use "compareToIgnoreCase" in case you don't want the result to be case sensitive.

**contains()** method is Java method to check if String contains another substring or not. It returns boolean value so it can use directly inside if statements.

It is a common case in programming when you want to check if specific String contains a particular substring.

**endsWith()** method is used to check whether the string is ending with user-specified substring or not. Based on this comparison it will return boolean True or False.

**replace()** method replaces every occurrence of a given character with a new character and returns a new string. This method allows the replacement of a sequence of character values.

**replaceAll()** method finds all occurrences of sequence of characters matching a regular expression and replaces them with the replacement string. At the end of call, a new string is returned by the function.

|  |
| --- |
| String str2 = str.replaceAll("\\s", ""); |

**replaceFirst()** method replaces ONLY the first substring which matches a given regular expression. Matching of the string starts from the beginning of a string (left to right). At the end of call, a new string is returned by the function.

|  |
| --- |
| String str1 = str.replaceFirst("s", "9"); |

## Java Strings are Immutable

In Java, creating a string means creating an object of the String class. When we create a string, we cannot change that string in Java. This is why strings are called immutable in Java.

Whenever modifying the String the JVM actually creates new string and variable now points to new String and previous String remains unchanged.

strings are created using string literals and the new keyword

|  |
| --- |
| String greet = "Hello! World";  // create a string using the new keyword  String name = new String("java string"); |

In Java, the JVM maintains a string pool to store all of its strings inside the memory. The string pool helps in reusing the strings.

While creating strings using string literals, the value of the string is directly provided. Hence, the compiler first checks the string pool to see if the string already exists.

If the string already exists, the new string is not created. Instead, the new reference points to the existing string.

If the string doesn't exist, the new string is created.

However, while creating strings using the new keyword, the value of the string is not directly provided. Hence the new string is created all the time.

## Convert String to Integer

If you have a string that contains a numeric value. If you try to perform some arithmetic operation, throws compilation error.Hence, you need to convert a String to int before you peform numeric operations on it.

There are two ways to convert String to Integer in Java,

* String to Integer using Integer.parseInt()
* String to Integer using Integer.valueOf()

NumberFormatException is thrown If you try to parse an invalid number string. For example, String ‘Guru99’ cannot be converted into Integer.

|  |
| --- |
| int iTest = Integer.parseInt(strTest);  //Convert the String to Integer using Integer.valueOf  int iTest = Integer.valueOf(strTest); |

# JAVA KEYWORDS

## this Keyword

In Java, this keyword is used to refer to the current object inside a method or a constructor.

There are various situations where this keyword is commonly used.

**Using this for Ambiguity Variable Names**

In Java, it is not allowed to declare two or more variables having the same name inside a scope (class scope or method scope). However, instance variables and parameters may have the same name

In such a situation, we use this keyword.

|  |
| --- |
| class Main {  int age;  Main(int age){  this.age = age;  }  public static void main(String[] args) {  Main obj = new Main(8);  System.out.println("obj.age = " + obj.age);  }  } |

**this with Getters and Setters**

Another common use of this keyword is in setters and getters methods of a class

to assign value inside the setter method

to access value inside the getter method

|  |
| --- |
| class Main {  String name;  // setter method  void setName( String name ) {  this.name = name;  }  // getter method  String getName(){  return this.name;  }  public static void main( String[] args ) {  Main obj = new Main();  // calling the setter and the getter method  obj.setName("Toshiba");  System.out.println("obj.name: "+obj.getName());  }  } |

**Using this in Constructor Overloading**

While working with constructor overloading, we might have to invoke one constructor from another constructor. In such case, we cannot call the constructor explicitly. Instead we have to use this keyword.

Invoking one constructor from another constructor is called explicit constructor invocation.

|  |
| --- |
| class Complex {  private int a, b;  // constructor with 2 parameters  private Complex( int i, int j ){  this.a = i;  this.b = j;  }  // constructor with single parameter  private Complex(int i){  // invokes the constructor with 2 parameters  this(i, i);  }  // constructor with no parameter  private Complex(){  // invokes the constructor with single parameter  this(0);  }  @Override  public String toString(){  return this.a + " + " + this.b + "i";  }  public static void main( String[] args ) {  // creating object of Complex class  // calls the constructor with 2 parameters  Complex c1 = new Complex(2, 3);    // calls the constructor with a single parameter  Complex c2 = new Complex(3);  // calls the constructor with no parameters  Complex c3 = new Complex();  // print objects  System.out.println(c1);  System.out.println(c2);  System.out.println(c3);  }  } |

huge advantage of using this() is to reduce the amount of duplicate code.

**Passing this as an Argument**

We can use this keyword to pass the current object as an argument to a method

|  |
| --- |
| class ThisExample {  // declare variables  int x;  int y;  ThisExample(int x, int y) {  // assign values of variables inside constructor  this.x = x;  this.y = y;  // value of x and y before calling add()  System.out.println("Before passing this to addTwo() method:");  System.out.println("x = " + this.x + ", y = " + this.y);  // call the add() method passing this as argument  add(this);  // value of x and y after calling add()  System.out.println("After passing this to addTwo() method:");  System.out.println("x = " + this.x + ", y = " + this.y);  }  void add(ThisExample o){  o.x += 2;  o.y += 2;  }  }  class Main {  public static void main( String[] args ) {  ThisExample obj = new ThisExample(1, -2);  }  } |

## final keyword

the final keyword is used to denote constants. It can be used with variables, methods, and classes.

Once any entity (variable, method or class) is declared final, it can be assigned only once. That is

* the final variable cannot be reinitialized with another value
* the final method cannot be overridden
* the final class cannot be extended

**final Variable**

If we have tried to change the value of the final variable, we will get a compilation error

It is recommended to use uppercase to declare final variables in Java.

|  |
| --- |
| final int AGE = 32; |

**final Method**

the final method cannot be overridden by the child class.

|  |
| --- |
| public final void display() {  System.out.println("The final method is overridden.");  } |

**final Class**

the final class cannot be inherited by another class

|  |
| --- |
| final class FinalClass {  // create a final method  public void display() {  System.out.println("This is a final method.");  }  } |

## instanceof keyword

the instanceof keyword is a binary operator. It is used to check whether an object is an instance of a particular class or not.

|  |
| --- |
| boolean result = objectName instanceof className; |

The result will be true if an object is an instance of a class and false if it is not.

**Use of instanceof in Inheritance**

In the case of inheritance, the instanceof operator is used to check whether an object of a subclass is also an instance of the superclass.

|  |
| --- |
| class Animal {  }  // Dog class is a subclass of Animal  class Dog extends Animal {  }  class Main {  public static void main(String[] args){  Dog d1 = new Dog();  // checks if d1 is an object of Dog  System.out.println("Is d1 an instance of Dog: "+ (d1 instanceof Dog));    // checks if d1 is an object of Animal  System.out.println("Is d1 an instance of Animal: "+ (d1 instanceof Animal));  }  } |

All the classes are inherited from the Object class. The extends keyword is not used during the inheritance of the Object class. This inheritance happens implicitly in. Hence All Objects are instanceOf Object Class

**Object Upcasting and Downcasting**

In Java, an object of a subclass can be treated as an object of the superclass. This is called upcasting.

Java compiler automatically performs upcasting.

|  |
| --- |
| class Animal {  public void displayInfo() {  System.out.println("I am an animal.");  }  }  class Dog extends Animal {  }  class Main {  public static void main(String[] args) {  Dog d1 = new Dog();  Animal a1 = d1;  a1.displayInfo();  }  } |

Downcasting is a reverse procedure of upcasting.

In the case of downcasting, an object of the superclass is treated as an object of the subclass. We have to explicitly instruct the compiler to downcast in Java.

|  |
| --- |
| class Animal {  }  class Dog extends Animal {  public void displayInfo() {  System.out.println("I am a dog");  }  }  class Main {  public static void main(String[] args) {  Dog d1 = new Dog();  Animal a1 = d1; // Upcasting  if (a1 instanceof Dog){  Dog d2 = (Dog)a1; // Downcasting  d2.displayInfo();  }  }  } |

superclass may also refer to other subclasses. Had we created two subclasses; the Super class object maybe subclass1 or it maybe subclass2 causing ambiguity. To resolve this problem we can use the instanceof operator to check whether the a1 object is an instance of Dog class or not. The downcasting is done only when the expression a1 instanceof Dog is true.

**instanceof in Interface**

The instanceof operator is also used to check whether an object of a class is also an instance of the interface from where the class implements.

|  |
| --- |
| interface Animal {  }  class Dog implements Animal {  }  class Main {  public static void main(String[] args) {  Dog d1 = new Dog();  System.out.println("Is d1 an instance of Animal: "+(d1 instanceof Animal));  }  } |

## super keyword

The super keyword in Java is used in subclasses to access superclass members (attributes, constructors and methods).

**Uses of super keyword**

1. To call methods of the superclass that is overridden in the subclass.
2. To access attributes (fields) of the superclass if both superclass and subclass have attributes with the same name.
3. To explicitly call superclass no-arg (default) or parameterized constructor from the subclass constructor.

|  |
| --- |
| //Access Overridden Methods of the superclass  super.displayInfo();  //Access Attributes of the Superclass  super.type;  //Access superclass constructor  super();  // calling parameterized constructor of the superclass  super("Animal"); |

As we know, when an object of a class is created, its default constructor is automatically called. To explicitly call the superclass constructor from the subclass constructor, we use super(). It's a special form of the super keyword.

super() can be used only inside the subclass constructor and must be the first statement.

The compiler can automatically call the no-arg constructor. If a parameterized constructor has to be called, we need to explicitly define it in the subclass constructor.

# OOPs(Object-Oriented Programming System)

As the name suggests, Object-Oriented Programming or OOPs refers to languages that uses objects in programming. The main aim of OOP is to bind together the data and the functions that operate on them so that no other part of the code can access this data except that function.
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## Inheritance

we use the extends keyword to inherit from a class.

Inheritance is an is-a relationship. We use inheritance only if an is-a relationship is present between the two classes.

Here are some examples:

A car is a vehicle.

Orange is a fruit.

A surgeon is a doctor.

A dog is an animal.

|  |
| --- |
| class Dog extends Animal {  public void bark() {  System.out.println("I can bark");  }  } |

Objects of the sub class can access the members of both the sub class and the Super class.

### Types of inheritance

There are five types of inheritance.

**Single inheritance** - Class B extends from class A only.

**Multilevel inheritance** - Class B extends from class A; then class C extends from class B.

**Hierarchical inheritance** - Class A acts as the superclass for classes B, C, and D.

***Multiple inheritance***- Class C extends from interfaces A and B.

***Hybrid inheritance*** - Mix of two or more types of inheritance.

Java doesn’t support multiple and hybrid inheritance through classes. However, we can achieve multiple inheritance in Java through interfaces.

**Why use inheritance?**

The most important use is the reusability of code. The code that is present in the parent class doesn’t need to be written again in the child class.

To achieve runtime polymorphism through method overriding.

## Polymorphism

It simply means more than one form. That is, the same entity (method or operator or object) behaves differently in different scenarios.

The + operator in Java is used to perform two specific functions. When it is used with numbers (integers and floating-point numbers), it performs addition. And when we use + operator with strings, it performs string concatenation.

**Types of Polymorphism**

In Java, Polymorphism can be divided into two types:

Run-time Polymorphism

Compile-time Polymorphism

**Run-time Polymorphism**

In Java, run-time polymorphism can be achieved through method overriding.

Suppose the same method is created in the superclass and its subclasses. In this case, the method that will be called depends upon the object used to call the method.

**Compile-time Polymorphism**

The compile-time polymorphism can be achieved through method overloading and operator overloading in Java

### Method overriding

objects of a subclass can also access methods of its superclass.

What happens if the same method is defined in both the superclass and subclass?

Well, in that case, the method in the subclass overrides the method in the superclass.

**Java Overriding Rules**

1. Both the superclass and the subclass must have the same method name, the same return type and the same parameter list.
2. We cannot override the method declared as final and static.
3. We should always override abstract methods of the superclass

**Access Specifiers in Method Overriding**

The same method declared in the superclass and its subclasses can have different access specifiers. However, there is a restriction.

Suppose, a method myClass() in the superclass is declared protected. Then, the same method myClass() in the subclass can be either public or protected, but not private.

### Method Overloading

Two or more methods can have same name inside the same class if they accept different arguments. This feature is known as method overloading.

|  |
| --- |
| void func() { ... }  void func(int a) { ... }  float func(double a) { ... }  float func(int a, float b) { ... } |

Method overloading is achieved by either:

1. changing the number of arguments.
2. or changing the datatype of arguments.

Method overloading is not possible by changing the return type of methods.

## Abstraction

Data Abstraction is the property by virtue of which only the essential details are displayed to the user.

In java, abstraction is achieved by interfaces and abstract classes.

### Abstract Class and Abstract Methods

We use the abstract keyword to create abstract classes and methods.

An abstract method doesn't have any implementation (method body).

A class containing abstract methods should also be abstract.

We cannot create objects of an abstract class.

To implement features of an abstract class, we inherit subclasses from it and create objects of the subclass.

A subclass must override all abstract methods of an abstract class. However, if the subclass is declared abstract, it's not mandatory to override abstract methods.

We can access the static attributes and methods of an abstract class using the reference of the abstract class.

only an abstract class can contain abstract methods. If we include abstract methods inside a class that is not abstract, we will get an error.

An abstract class can contain both abstract and non-abstract methods.

|  |
| --- |
| abstract class Animal {  public void displayInfo() {  System.out.println(“I am an animal.”);  }  abstract void makeSound();  } |

### Interface

An interface defines a set of specifications that other classes must implement.

An interface can include abstract methods and constants.

It is important to note that, all methods inside an interface are implicitly public and all fields are implicitly public static final. Hence, it's not necessary to specify the access specifier inside interfaces.

|  |
| --- |
| interface Polygon {  public static final String color = "blue";    public void getArea();  } |

Like abstract classes, we cannot create objects of interfaces. However, we can implement interfaces in other classes. In Java, we use the implements keyword to implement interfaces.

|  |
| --- |
| class Rectangle implements Polygon {  public void getArea(int length, int breadth) {  System.out.println("The area of the rectangle is " + (length \* breadth));  }  } |

Interfaces are also used to achieve multiple inheritance in Java. If a subclass is inherited from two or more classes, it's multiple inheritance.

|  |
| --- |
| class Rectangle implements Line, Polygon{  ...  } |

Similar to classes, interfaces can extend other interfaces. The extends keyword is used for extending interfaces

|  |
| --- |
| interface Line {  //members of Line interface  }  interface Polygon extends Line {  //members of Polygon interface and Line interface  } |

The interface Polygon extends the Line interface. Now, if a class implements Polygon, it should provide implementations for all abstract classes of both Line and Polygon.

Note that an interface can extend multiple interfaces similar to a class implementing multiple interfaces.

|  |
| --- |
| interface A {  ...  }  interface B {  ...  }  Interface C extends A, B {  ...  } |

## Encapsulation

Encapsulation refers to the bundling of fields and methods inside a single class. Bundling similar fields and methods inside a class together also helps in data hiding.

Data hiding can be achieved with the help of access modifiers.

Encapsulation helps us to keep related fields and methods together, which makes our code cleaner and easy to read.

It helps to decouple components of a system. These decoupled components can be developed, tested and debugged independently and concurrently. And, any changes in a particular component do not have any effect on other components.

### Access Modifiers

In Java, access modifiers are used to set the accessibility (visibility) of classes, interfaces, variables, methods, constructors, data members, and the setter methods

Access modifiers are mainly used for encapsulation. I can help us to control what part of a program can access the members of a class. So that misuse of data can be prevented.

**Types of Access Modifier**

There are four access modifiers keywords in Java and they are:

|  |  |
| --- | --- |
| **Modifier** | **Description** |
| Default | declarations are visible only within the package (package private) |
| Private | declarations are visible within the class only |
| Protected | declarations are visible within the package or all subclasses |
| Public | declarations are visible everywhere |

**Default Access Modifier**

If we do not explicitly specify any access modifier for classes, methods, variables, etc, then by default the default access modifier is considered.

**Private Access Modifier**

When variables and methods are declared private, they cannot be accessed outside of the class.

We cannot declare classes and interfaces private in Java. However, the nested classes can be declared private.

**Protected Access Modifier**

When methods and data members are declared protected, we can access them within the same package as well as from subclasses.

We cannot declare classes or interfaces protected in Java.

**Public Access Modifier**

When methods, variables, classes, and so on are declared public, then we can access them from anywhere. The public access modifier has no scope restriction.

|  | Class | Package | subclass | World |
| --- | --- | --- | --- | --- |
| public | Yes | Yes | Yes | Yes |
| private | Yes | No | No | No |
| protected | Yes | Yes | Yes | No |

## Class

### Nested and Inner Class

you can define a class within another class. Such class is known as nested class.

|  |
| --- |
| class OuterClass {  // ...  class NestedClass {  // ...  }  } |

* Java treats the inner class as a regular member of a class. They are just like methods and variables declared inside a class.
* Since inner classes are members of the outer class, you can apply any access modifiers like private, protected to your inner class which is not possible in normal classes.
* Since the nested class is a member of its enclosing outer class, you can use the dot (.) notation to access the nested class and its members.
* Using the nested class will make your code more readable and provide better encapsulation.
* Non-static nested classes (inner classes) have access to other members of the outer/enclosing class, even if they are declared private.

There are two types of nested classes you can create in Java.

1. Non-static nested class (inner class)
2. Static nested class

#### Non-Static Nested Class (Inner Class)

A non-static nested class is a class within another class. It has access to members of the enclosing class (outer class). It is commonly known as inner class.

Since the inner class exists within the outer class, you must instantiate the outer class first, in order to instantiate the inner class.

We use the dot (.) operator to create an instance of the inner class using the outer class.

|  |
| --- |
| class CPU {  double price;  // nested class  class Processor{  // members of nested class  double cores;  String manufacturer;  double getCache(){  return 4.3;  }  }  // nested protected class  protected class RAM{  // members of protected nested class  double memory;  String manufacturer;  double getClockSpeed(){  return 5.5;  }  }  }  public class Main {  public static void main(String[] args) {  // create object of Outer class CPU  CPU cpu = new CPU();  // create an object of inner class Processor using outer class  CPU.Processor processor = cpu.new Processor();  // create an object of inner class RAM using outer class CPU  CPU.RAM ram = cpu.new RAM();  System.out.println("Processor Cache = " + processor.getCache());  System.out.println("Ram Clock speed = " + ram.getClockSpeed());  }  } |

Inside the Main class,

we first created an instance of an outer class CPU named cpu.

Using the instance of the outer class, we then created objects of inner classes

We can access the members of the outer class by using **this** keyword.

#### Static Nested Class

we can also define a static class inside another class. Such class is known as static nested class. Static nested classes are not called static inner classes.

Unlike inner class, a static nested class cannot access the member variables of the outer class. It is because the static nested class doesn't require you to create an instance of the outer class.

|  |
| --- |
| class MotherBoard {  // static nested class  static class USB{  int usb2 = 2;  int usb3 = 1;  int getTotalPorts(){  return usb2 + usb3;  }  }  }  public class Main {  public static void main(String[] args) {  // create an object of the static nested class  // using the name of the outer class  MotherBoard.USB usb = new MotherBoard.USB();  System.out.println("Total Ports = " + usb.getTotalPorts());  }  } |

### Anonymous Class

A nested class that doesn't have any name is known as an anonymous class. An anonymous class must be defined inside another class. Hence, it is also known as an anonymous inner class.

|  |
| --- |
| class outerClass {  // defining anonymous class  object1 = new Type(parameterList) {  // body of the anonymous class  }; |

Here, Type can be

a superclass that an anonymous class extends

an interface that an anonymous class implements

Note: Anonymous classes are defined inside an expression. So, the semicolon is used at the end of anonymous classes to indicate the end of the expression.

#### Anonymous Class Extending a Class

|  |
| --- |
| class Polygon {  public void display() {  System.out.println("Inside the Polygon class");  }  }  class AnonymousDemo {  public void createClass() {  // creation of anonymous class extending class Polygon  Polygon p1 = new Polygon() {  public void display() {  System.out.println("Inside an anonymous class.");  }  };  p1.display();  }  }  class Main {  public static void main(String[] args) {  AnonymousDemo an = new AnonymousDemo();  an.createClass();  }  } |

created an anonymous class that extends the class Polygon and overrides the display() method. When we run the program, an object p1 of the anonymous class is created. The object then calls the display() method of the anonymous class.

Anonymous Class Implementing an Interface

|  |
| --- |
| interface Polygon {  public void display();  }  class AnonymousDemo {  public void createClass() {  // anonymous class implementing interface  Polygon p1 = new Polygon() {  public void display() {  System.out.println("Inside an anonymous class.");  }  };  p1.display();  }  }  class Main {  public static void main(String[] args) {  AnonymousDemo an = new AnonymousDemo();  an.createClass();  }  } |

we have created an anonymous class that implements the Polygon interface

**Advantages of Anonymous Classes**

1. In anonymous classes, objects are created whenever they are required. That is, objects are created to perform some specific tasks.
2. Anonymous classes also help us to make our code concise.

### Singleton Class

Singleton is a design pattern rather than a feature specific to Java. It ensures that only one instance of a class is created.

A design pattern is like our code library that includes various coding techniques shared by programmers around the world.

Here's how we can use singletons in Java.

* create a **private constructor** that restricts to create an object outside of the class
* create a **private attribute** that refers to the singleton object.
* create a **public static method** that allows us to create and access the object we created. Inside the method, we will create a condition that restricts us from creating more than one object.

|  |
| --- |
| class SingletonExample {  // private field that refers to the object  private static SingletonExample singleObject;  private SingletonExample() {  // constructor of the SingletonExample class  }  public static SingletonExample getInstance() {  // write code that allows us to create only one object  // access the object as per our need  }  } |

Singletons can be used while working with databases. They can be used to create a connection pool to access the database while reusing the same connection for all the clients.

|  |
| --- |
| class Database {  private static Database dbObject;  private Database() {  }  public static Database getInstance() {  // create object if it's not already created  if(dbObject == null) {  dbObject = new Database();  }  // returns the singleton object  return dbObject;  }  public void getConnection() {  System.out.println("You are now connected to the database.");  }  }  class Main {  public static void main(String[] args) {  Database db1;  // refers to the only object of Database  db1= Database.getInstance();    db1.getConnection();  }  } |

Since the Database can have only one object, all the clients can access the database through a single connection.

### enum Class

An enum (short for enumeration) is a type that has a fixed set of possible values. We use the enum keyword to declare enums

|  |
| --- |
| enum Size{  SMALL, MEDIUM, LARGE, EXTRALARGE;  public String getSize() {  // this will refer to the object SMALL  switch(this) {  case SMALL:  return "small";  case MEDIUM:  return "medium";  case LARGE:  return "large";  case EXTRALARGE:  return "extra large";  default:  return null;  }  }  public static void main(String[] args) {  // calling the method getSize() using the object SMALL  System.out.println("The size of the pizza is " + Size.SMALL.getSize());  }  } |

The values inside the braces are called enum values (constants). These are the only values that the enum type can hold.

Note: The enum constants are usually represented in uppercase.

The enum constants are always public static final by default.

An enum class can include methods and fields just like regular classes.

When an enum class is created, the compiler will also create instances (objects) of each enum constants.

There are some predefined methods in enum classes that are readily available for use.

ordinal() method

The ordinal() method returns the position of an enum constant.

compareTo() Method

The compareTo() method compares the enum constants based on their ordinal value.

toString() Method

The toString() method returns the string representation of the enum constants.

name() Method

The name() method returns the defined name of an enum constant in string form. The returned value from the name() method is final

valueOf() Method

The valueOf() method takes a string and returns an enum constant having the same string name

values() Method

The values() method returns an array of enum type containing all the enum constants

# Java Exceptions

An exception is an unexpected event that occurs during program execution. It affects the flow of the program instructions which can cause the program to terminate abnormally.

An exception can occur for many reasons. Some of them are:

* Invalid user input
* Device failure
* Loss of network connection
* Physical limitations (out of disk memory)
* Code errors
* Opening an unavailable file

**Java Exception hierarchy**

Here is a simplified diagram of the exception hierarchy in Java.
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## Errors

Errors represent irrecoverable conditions such as Java virtual machine (JVM) running out of memory, memory leaks, stack overflow errors, library incompatibility, infinite recursion, etc.

Errors are usually beyond the control of the programmer and we should not try to handle errors.

## Exceptions

Exceptions can be caught and handled by the program.

When an exception occurs within a method, it creates an object. This object is called the exception object.

It contains information about the exception such as the name and description of the exception and state of the program when the exception occurred.

**Java Exception Types**

The exception hierarchy also has two branches: RuntimeException and IOException.

### 1. RuntimeException

A runtime exception happens due to a programming error. They are also known as unchecked exceptions.

These exceptions are not checked at compile-time but run-time. Some of the common runtime exceptions are:

* Improper use of an API - IllegalArgumentException
* Null pointer access (missing the initialization of a variable) - NullPointerException
* Out-of-bounds array access - ArrayIndexOutOfBoundsException
* Dividing a number by 0 – ArithmeticException

You can think about it in this way. “If it is a runtime exception, it is your fault”.

* The NullPointerException would not have occurred if you had checked whether the variable was initialized or not before using it.
* An ArrayIndexOutOfBoundsException would not have occurred if you tested the array index against the array bounds.

#### Java Exception examples

1: **Arithmetic exception**

Class: Java.lang.ArithmeticException

This is a built-in-class present in java.lang package. This exception occurs when an integer is divided by zero.

2: **ArrayIndexOutOfBounds Exception**

Class: Java.lang.ArrayIndexOutOfBoundsException

This exception occurs when you try to access the array index which does not exist.

3: **NumberFormat Exception**

Class: Java.lang.NumberFormatException

This exception occurs when a string is parsed to any numeric variable.

4: **StringIndexOutOfBound Exception**

Class: Java.lang.StringIndexOutOfBoundsException

An object of this class gets created whenever an index is invoked of a string, which is not in the range. Each character of a string object is stored in a particular index starting from 0.To get a character present in a particular index of a string we can use a method charAt(int) of java.lang.String where int argument is the index.

5: **NullPointer Exception**

Class: Java.lang.NullPointer Exception

An object of this class gets created whenever a member is invoked with a “null” object.

### 2. IOException

An IOException is also known as a checked exception. They are checked by the compiler at the compile-time and the programmer is prompted to handle these exceptions.

Some of the examples of checked exceptions are:

* Trying to open a file that doesn’t exist results in FileNotFoundException
* Trying to read past the end of a file

## Java Exception Handling

To handle exceptions, we will use try...catch...finally blocks.

|  |
| --- |
| try {  // code  } catch (ExceptionType e) {  // catch block  } finally {  // finally block  } |

**Try Block**

The code that might generate an exception is placed in the try block.

Every try block should be immediately followed by the catch or finally block. When an exception occurs, it is caught by the catch block that immediately follows it.

**catch blocks**

catch blocks cannot be used alone and must always be preceded by a try block.

For each try block, there can be zero or more catch blocks. The argument type of each catch block indicates the type of exception that can be handled by it. Multiple catch blocks allow us to handle each exception differently.

**finally block**

For each try block, there can be only one finally block. The finally block is optional. However, if defined, it is always executed (even if the exception doesn't occur). If an exception occurs, it is executed after the try...catch block. If no exception occurs, it is executed after the try block. However, there are some cases when a finally block does not execute:

Use of System.exit() method

An exception occurs in the finally block

The death of a thread

Each exception type that can be handled by the catch block is separated using a vertical bar |.

|  |
| --- |
| try {  // code  } catch (ExceptionType1 | Exceptiontype2 ex) {  // catch block  } |

Catching multiple exceptions in a single catch block reduces code duplication and increases efficiency.

## Handle checked exceptions using throw and throws.

### Java throws keyword

If a method does not handle exceptions, the type of exceptions that may occur within it must be specified in the throws clause so that methods further up in the call stack can handle them or specify them using throws keyword themselves.

|  |
| --- |
| import java.io.\*;  class Main {  public static void findFile() throws IOException {  // code that may produce IOException  File newFile=new File("test.txt");  FileInputStream stream=new FileInputStream(newFile);  }  public static void main(String[] args) {  try{  findFile();  } catch(IOException e){  System.out.println(e);  }  }  } |

throws is also useful when you have checked exception (an exception that must be handled) that you don't want to catch in your current method.

### Java throw keyword

The throw keyword is used to explicitly throw a single exception.

|  |
| --- |
| class Main {  public static void divideByZero() {  throw new ArithmeticException("Trying to divide by 0");  }  public static void main(String[] args) {  divideByZero();  }  } |

# JAVA Collections

The Collection in Java is a framework that provides an architecture to store and manipulate the group of objects.

Java Collections can achieve all the operations that you perform on a data such as searching, sorting, insertion, manipulation, and deletion.

We do not have to write code to implement these data structures and algorithms manually.

Our code will be much more efficient as the collections framework is highly optimized.

The java.util package contains all the classes and interfaces for the Collection framework.
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## Java Collection Interface

The Collection interface is the root interface of the Java collections framework. There is no direct implementation of this interface. However, it is implemented through its subinterfaces like List, Set, and Queue.

The Collection interface is the root interface of the collections framework hierarchy.

Java does not provide direct implementations of the Collection interface but provides implementations of its subinterfaces like List, Set, and Queue.

The Collection interface includes various methods that can be used to perform different operations on objects. These methods are available in all its subinterfaces.

**Methods**

**add()** - inserts the specified element to the collection

**size()** - returns the size of the collection

**remove()** - removes the specified element from the collection

**iterator()** - returns an iterator to access elements of the collection

**addAll()** - adds all the elements of a specified collection to the collection

**removeAll()** - removes all the elements of the specified collection from the collection

**clear()** - removes all the elements of the collection

### Java List Interface

In Java, the List interface is an ordered collection that allows us to store and access elements *sequentially*. It extends the Collection interface.

We must import java.util.List package in order to use List.

|  |
| --- |
| // ArrayList implementation of List  List<String> list1 = new ArrayList<>();  // LinkedList implementation of List  List<String> list2 = new LinkedList<>(); |

**Methods of List**

The List interface includes all the methods of the Collection interface. Its because Collection is a super interface of List.

**add()** - adds an element to a list

**addAll()** - adds all elements of one list to another

**get()** - helps to randomly access elements from lists

**iterator()** - returns iterator object that can be used to sequentially access elements of lists

**set()** - changes elements of lists

**remove()** - removes an element from the list

**removeAll()** - removes all the elements from the list

**clear()**-removes all the elements from the list (more efficient than removeAll() )

**size()** - returns the length of lists

**toArray()** - converts a list into an array

**contains()** - returns true if a list contains specified element

In order to use functionalities of the List interface, we can use these classes:

1. ArrayList
2. LinkedList
3. Vector
4. Stack

#### ArrayList Class

The ArrayList class is an implementation of the List interface that allows us to create resizable-arrays.

In Java, we need to declare the size of an array before we can use it. Once the size of an array is declared, it's hard to change it.To handle this issue, we can use the ArrayList class. The ArrayList class present in the java.util package allows us to create resizable arrays. Unlike arrays, array lists (objects of the ArrayList class) can automatically adjust its capacity when we add or remove elements from it. Hence, array lists are also known as dynamic arrays.

|  |
| --- |
| // create Integer type arraylist  ArrayList<Integer> arrayList = new ArrayList<>();  // create String type arraylist  ArrayList<String> arrayList = new ArrayList<>(); |

We can also create array lists using the List interface. It's because the ArrayList class implements the List interface.

|  |
| --- |
| List<String> list = new ArrayList<>(); |

We can not create array lists of primitive data types like int, float, char, etc. Instead, we have to use their corresponding wrapper class.In the case of strings, String is a class and doesn't have a wrapper class. Hence, we have used String as it is.

**Methods of ArrayList**

ArrayList provides various methods that allow us to perform array list operations.

**add() -** To add a single element to the array list, we use the add() method.

|  |
| --- |
| ArrayList<String> animals = new ArrayList<>();  // Add elements  animals.add("Dog"); |

We can also add elements to an array list using indexes

|  |
| --- |
| animals.add(2,"Horse"); |

**addAll()** -To add all the elements of an array list to a new array list

|  |
| --- |
| ArrayList<String> mammals = new ArrayList<>();  mammals.add("Dog");  mammals.add("Cat");  mammals.add("Horse");  ArrayList<String> animals = new ArrayList<>();  animals.add("Crocodile");  // Add all elements of mammals in animals  animals.addAll(mammals); |

**asList()**

Unlike arrays, we cannot initialize array lists directly. However, we can use the asList() method of the Arrays class to achieve the same effect.

In order to use the asList() method, we must import the java.util.Arrays package first.

|  |
| --- |
| // Creating an array list  ArrayList<String> animals = new ArrayList<>(Arrays.asList("Cat", "Cow", "Dog")); |

The asList() method is used to convert the array into an array list.

**get()**

To randomly access elements of an array list, we use the get() method

|  |
| --- |
| // Get the element from the array list  String str = animals.get(0); |

**iterator()**

To sequentially access elements of an array list, we use the iterator() method. We must import java.util.Iterator package to use this method

|  |
| --- |
| // Create an object of Iterator  Iterator<String> iterate = animals.iterator();  // Use methods of Iterator to access elements  while(iterate.hasNext()){  System.out.print(iterate.next());  System.out.print(", "); |

hasNext() returns true if there is a next element in the array list.

next() returns the next element in the array list

**set()**

To update elements of an array list, we can use the set() method

|  |
| --- |
| // Change the element of the array list  animals.set(2, "Zebra"); |

**remove()**

To remove an element from an array list, we can use the remove() method

|  |
| --- |
| // Remove element from index 2  String str = animals.remove(2); |

**removeAll()**

To remove all elements from an array list, we use the removeAll() method

|  |
| --- |
| // Remove all the elements - here animals is ArrayList  animals.removeAll(animals); |

**clear()**

We can also use the clear() method to remove all elements from an array list.

|  |
| --- |
| // Remove all the elements  animals.clear(); |

**size()**

To get the length of the array list, we use the size() method

|  |
| --- |
| // getting the size of the arrayList  animals.size(); |

**clone()**

Creates a new array list with the same element, size, and capacity.

**contains()**

Searches the array list for the specified element and returns a boolean result.

**ensureCapacity()**

Specifies the total element the array list can contain.

**isEmpty()**

Checks if the array list is empty.

**indexOf()**

Searches a specified element in an array list and returns the index of the element.

**trimToSize()**

Reduces the capacity of an array list to its current size.

**Loop Through an ArrayList**

1. Using for loop

|  |
| --- |
| for(int i = 0; i < animals.size(); i++) {  System.out.print(animals.get(i));  System.out.print(", ");  } |

2. Using the forEach loop

|  |
| --- |
| for(String animal : animals) {  System.out.print(animal);  System.out.print(", ");  } |

**Sort Elements of an ArrayList**

To sort elements of an array list, we use the sort() method of the Collections class. In order to use it, we must import the java.util.Collections package first.

By default, the sorting occurs either alphabetically or numerically in ascending order.

|  |
| --- |
| // Sort the array list  Collections.sort(animals); |

**Java ArrayList To Array**

In Java, we can convert array lists into arrays using the toArray() method

|  |
| --- |
| // Create a new array of String type  String[] arr = new String[animals.size()];  // Convert ArrayList into an array  animals.toArray(arr); |

**Java Array to ArrayList**

We can also convert arrays into array lists. For that, we can use the asList() method of the Arrays class.

To use asList(), we must import the java.util.Arrays package first

|  |
| --- |
| // Create an array of String type  String[] arr = {"Dog", "Cat", "Horse"};    // Create an ArrayList from an array  ArrayList<String> animals = new ArrayList<>(Arrays.asList(arr)); |

**Java ArrayList to String**

To convert an array list into a String, we can use the toString() method

|  |
| --- |
| // Convert ArrayList into an String  String str = animals.toString(); |

#### Java Vector Class

The Vector class is an implementation of the List interface that allows us to create resizable-arrays similar to the ArrayList class.

The Vector class synchronizes each individual operation. This means whenever we want to perform some operation on vectors, the Vector class automatically applies a lock to that operation.

It is because when one thread is accessing a vector, and at the same time another thread tries to access it, an exception called ConcurrentModificationException is generated. Hence, this continuous use of lock for each operation makes vectors less efficient.

|  |
| --- |
| // create Integer type linked list  Vector<Integer> vector= new Vector<>();  // create String type linked list  Vector<String> vector= new Vector<>(); |

**add(element)** - adds an element to vectors

**add(index, element)** - adds an element to the specified position

**addAll(vector)** - adds all elements of a vector to another vector

**get(index)** - returns an element specified by the index

**iterator()** - returns an iterator object to sequentially access vector elements

**remove(index)** - removes an element from specified position

**removeAll()** - removes all the elements

**clear()** - removes all elements. It is more efficient than removeAll()

**set()** changes an element of the vector

**size()** returns the size of the vector

**toArray()** converts the vector into an array

**toString()** converts the vector into a String

**contains()** searches the vector for specified element and returns a boolean result

#### Stack Class

The Stack class extends the Vector class. In stack, elements are stored and accessed in Last In First Out manner. That is, elements are added to the top of the stack and removed from the top of the stack. In order to create a stack, we must import the java.util.Stack package first.

|  |
| --- |
| // Create Integer type stack  Stack<Integer> stacks = new Stack<>();  // Create String type stack  Stack<String> stacks = new Stack<>(); |

Since Stack extends the Vector class, it inherits all the methods Vector.Besides these methods, the Stack class includes 5 more methods that distinguish it from Vector.

**push()**

To add an element to the top of the stack, we use the push() method.

|  |
| --- |
| Stack<String> animals= new Stack<>();  // Add elements to Stack  animals.push("Dog");  animals.push("Horse");  animals.push("Cat"); |

**pop()**

To remove an element from the top of the stack, we use the pop() method.

|  |
| --- |
| // Remove element stacks  String element = animals.pop(); |

**peek()**

The peek() method returns an object from the top of the stack.

|  |
| --- |
| // Access element from the top  String element = animals.peek(); |

**search()**

To search an element in the stack, we use the search() method. It returns the position of the element from the top of the stack

|  |
| --- |
| // Search an element  int position = animals.search("Horse"); |

**empty()**

To check whether a stack is empty or not, we use the empty() method

|  |
| --- |
| // Check if stack is empty  boolean result = animals.empty(); |

The Stack class provides the direct implementation of the stack data structure. However, it is recommended not to use it. Instead, use the ArrayDeque class (implements the Deque interface) to implement the stack data structure in Java.

### Queue Interface

In order to use the functionalities of Queue, we need to use classes that implement it:

* ArrayDeque
* LinkedList
* PriorityQueue

The Queue interface is also extended by various subinterfaces:

* Deque
* BlockingQueue
* BlockingDeque

In queues, elements are stored and accessed in First In, First Out manner. That is, elements are added from the behind and removed from the front.

In Java, we must import java.util.Queue package in order to use Queue.

|  |
| --- |
| // LinkedList implementation of Queue  Queue<String> animal1 = new LinkedList<>();  // Array implementation of Queue  Queue<String> animal2 = new ArrayDeque<>();  // Priority Queue implementation of Queue  Queue<String> animal 3 = new PriorityQueue<>(); |

The Queue interface includes all the methods of the Collection interface. It is because Collection is the super interface of Queue.

Some of the commonly used methods of the Queue interface are:

add() - Inserts the specified element into the queue. If the task is successful, add() returns true, if not it throws an exception.

offer() - Inserts the specified element into the queue. If the task is successful, offer() returns true, if not it returns false.

element() - Returns the head of the queue. Throws an exception if the queue is empty.

peek() - Returns the head of the queue. Returns null if the queue is empty.

remove() - Returns and removes the head of the queue. Throws an exception if the queue is empty.

poll() - Returns and removes the head of the queue. Returns null if the queue is empty.

#### PriorityQueue Class

Unlike normal queues, priority queue elements are retrieved in sorted order. Suppose, we want to retrieve elements in the ascending order. In this case, the head of the priority queue will be the smallest element. Once this element is retrieved, the next smallest element will be the head of the queue.

It is important to note that the elements of a priority queue may not be sorted. However, elements are always retrieved in sorted order.

In order to create a priority queue, we must import the java.util.PriorityQueue package.

|  |
| --- |
| PriorityQueue<Integer> numbers = new PriorityQueue<>(); |

add() - Inserts the specified element to the queue. If the queue is full, it throws an exception.

offer() - Inserts the specified element to the queue. If the queue is full, it returns false.

peek()-To access elements from a priority queue

remove() - removes the specified element from the queue

poll() - returns and removes the head of the queue

contains(element)-Searches the priority queue for the specified element. If the element is found, it returns true, if not it returns false.

size()- Returns the length of the priority queue.

toArray()- Converts a priority queue to an array and returns it.

#### Deque Interface

In a regular queue, elements are added from the rear and removed from the front. However, in a deque, we can insert and remove elements from both front and rear.
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In order to use the functionalities of the Deque interface, we need to use classes that implement it:

ArrayDeque

LinkedList

we must import the java.util.Deque package to use Deque.

|  |
| --- |
| // Array implementation of Deque  Deque<String> animal1 = new ArrayDeque<>();  // LinkedList implementation of Deque  Deque<String> animal2 = new LinkedList<>(); |

Besides methods available in the Queue interface, the Deque interface also includes the following methods:

addFirst() - Adds the specified element at the beginning of the deque. Throws an exception if the deque is full.

addLast() - Adds the specified element at the end of the deque. Throws an exception if the deque is full.

offerFirst() - Adds the specified element at the beginning of the deque. Returns false if the deque is full.

offerLast() - Adds the specified element at the end of the deque. Returns false if the deque is full.

getFirst() - Returns the first element of the deque. Throws an exception if the deque is empty.

getLast() - Returns the last element of the deque. Throws an exception if the deque is empty.

peekFirst() - Returns the first element of the deque. Returns null if the deque is empty.

peekLast() - Returns the last element of the deque. Returns null if the deque is empty.

removeFirst() - Returns and removes the first element of the deque. Throws an exception if the deque is empty.

removeLast() - Returns and removes the last element of the deque. Throws an exception if the deque is empty.

pollFirst() - Returns and removes the first element of the deque. Returns null if the deque is empty.

pollLast() - Returns and removes the last element of the deque. Returns null if the deque is empty.

##### ArrayDeque Class

The ArrayDeque class implements these two interfaces:

* Java Queue Interface
* Java Deque Interface

In order to create an array deque, we must import the java.util.ArrayDeque package.

|  |
| --- |
| // Creating String type ArrayDeque  ArrayDeque<String> animals = new ArrayDeque<>();  // Creating Integer type ArrayDeque  ArrayDeque<Integer> age = new ArrayDeque<>(); |

add() - inserts the specified element at the end of the array deque

addFirst() - inserts the specified element at the beginning of the array deque

addLast() - inserts the specified at the end of the array deque (equivalent to add())

offer() - inserts the specified element at the end of the array deque

offerFirst() - inserts the specified element at the beginning of the array deque

offerLast() - inserts the specified element at the end of the array deque

getFirst() - returns the first element of the array deque

getLast() - returns the last element of the array deque

peek() - returns the first element of the array deque

peekFirst() - returns the first element of the array deque (equivalent to peek())

peekLast() - returns the last element of the array deque

remove() - returns and removes an element from the first element of the array deque

remove(element) - returns and removes the specified element from the head of the array deque

removeFirst() - returns and removes the first element from the array deque (equivalent to remove())

removeLast() - returns and removes the last element from the array deque

poll() - returns and removes the first element of the array deque

pollFirst() - returns and removes the first element of the array deque (equivalent to poll())

pollLast() - returns and removes the last element of the array deque

clear()-To remove all the elements from the array deque

element()- Returns an element from the head of the array deque.

contains(element)- Searches the array deque for the specified element.

If the element is found, it returns true, if not it returns false.

size() -Returns the length of the array deque.

toArray()- Converts array deque to array and returns it.

clone() - Creates a copy of the array deque and returns it.

push() - adds an element to the top of the stack

pop() - returns and removes an element from the top of the stack

### LinkedList Class

Interfaces implemented by LinkedList

* Java List Interface
* Java Queue Interface
* Java Deque Interface

LinkedList is a linear data structure.LinkedList elements are not stored in contiguous locations like arrays, they are linked with each other using pointers. Each element of the LinkedList has the reference(address/pointer) to the next element of the LinkedList.

Each element in the LinkedList is called the Node. Each Node of the LinkedList contains two items: 1) Content of the element 2) Pointer/Address/Reference to the Next Node in the LinkedList.

JAVA API has a doubly linked list

|  |
| --- |
| LinkedList<String> list=new LinkedList<String>(); |

add(Object item): It adds the item at the end of the list.

add(int index, Object item): It adds an item at the given index of the the list.

addAll(Collection c): It adds all the elements of the specified collection c to the list.

addAll(int index, Collection c): It adds all the elements of collection c to the list starting from a give index in the list

addFirst(Object item): It adds the item (or element) at the first position in the list.

addLast(Object item): It inserts the specified item at the end of the list.

clear(): It removes all the elements of a list.

clone(): It returns the copy of the list.

contains(Object item): It checks whether the given item is present in the list or not. If the item is present then it returns true else false.

get(int index): It returns the item of the specified index from the list.

getFirst(): It fetches the first item from the list.

getLast(): It fetches the last item from the list.

indexOf(Object item): It returns the index of the specified item.

lastIndexOf(Object item): It returns the index of last occurrence of the specified element.

poll(): It returns and removes the first item of the list.

pollFirst(): same as poll() method. Removes the first item of the list.

pollLast(): It returns and removes the last element of the list.

remove(): It removes the first element of the list.

remove(int index): It removes the item from the list which is present at the specified index.

remove(Object obj): It removes the specified object from the list.

removeFirst(): It removes the first item from the list.

removeLast(): It removes the last item of the list.

emoveFirstOccurrence(Object item): It removes the first occurrence of the specified item.

removeLastOccurrence(Object item): It removes the last occurrence of the given element.

set(int index, Object item): It updates the item of specified index with the give value.

size(): It returns the number of elements of the list.

### Set Interface

The Set interface of the Java Collections framework provides the features of the mathematical set in Java. It extends the Collection interface.

Unlike the List interface, sets cannot contain duplicate elements.

In order to use functionalities of the Set interface, we can use these classes:

HashSet

LinkedHashSet

EnumSet

TreeSet

In Java, we must import java.util.Set package in order to use Set.

|  |
| --- |
| // Set implementation using HashSet  Set<String> animals = new HashSet<>(); |

Some of the commonly used methods of the Collection interface that's also available in the Set interface are:

add() - adds the specified element to the set

addAll() - adds all the elements of the specified collection to the set

iterator() - returns an iterator that can be used to access elements of the set sequentially

remove() - removes the specified element from the set

removeAll() - removes all the elements from the set that is present in another specified set

retainAll() - retains all the elements in the set that are also present in another specified set

clear() - removes all the elements from the set

size() - returns the length (number of elements) of the set

toArray() - returns an array containing all the elements of the set

contains() - returns true if the set contains the specified element

containsAll() - returns true if the set contains all the elements of the specified collection

hashCode() - returns a hash code value (address of the element in the set)

Union - to get the union of two sets x and y, we can use x.addAll(y)

Intersection - to get the intersection of two sets x and y, we can use x.retainAll(y)

Subset - to check if x is a subset of y, we can use y.containsAll(x)

#### HashSet Class

The HashSet class of the Java Collections framework provides the functionalities of the hash table data structure.

In Java, HashSet is commonly used if we have to access elements randomly. It is because elements in a hash table are accessed using hash codes.

The hashcode of an element is a unique identity that helps to identify the element in a hash table.

HashSet cannot contain duplicate elements. Hence, each hash set element has a unique hashcode.

In order to create a hash set, we must import the java.util.HashSet package first.

|  |
| --- |
| // HashSet with 8 capacity and 0.6 load factor  HashSet<Integer> numbers = new HashSet<>(8, 0.6); |

Here, the first parameter is capacity, and the second parameter is loadFactor.

capacity - The capacity of this hash set is 8. Meaning, it can store 8 elements.

loadFactor - The load factor of this hash set is 0.6. This means, whenever our hash set is filled by 60%, the elements are moved to a new hash table of double the size of the original hash table.

By default,

the capacity of the hash set will be 16

the load factor will be 0.75

add() - inserts the specified element to the set

addAll() - inserts all the elements of the specified collection to the set or union

remove() - removes the specified element from the set

removeAll() - removes all the elements from the set

retainAll() - To perform the intersection between two sets

containsAll() - To check if a set is a subset of another set or not

clone()- Creates a copy of the HashSet

contains()- Searches the HashSet for the specified element and returns a boolean result

isEmpty()- Checks if the HashSet is empty

size()- Returns the size of the HashSet

clear() -Removes all the elements from the HashSet

#### LinkedHashSet Class

Elements of LinkedHashSet are stored in hash tables similar to HashSet.

However, linked hash sets maintain a doubly-linked list internally for all of its elements. The linked list defines the order in which elements are inserted in hash tables.

In order to create a linked hash set, we must import the java.util.LinkedHashSet package first.

|  |
| --- |
| // LinkedHashSet with 8 capacity and 0.75 load factor  LinkedHashSet<Integer> numbers = new LinkedHashSet<>(8, 0.75); |

#### SortedSet Interface

The SortedSet interface of the Java Collections framework is used to store elements with some order in a set.

To use SortedSet, we must import the java.util.SortedSet package first.

|  |
| --- |
| // SortedSet implementation by TreeSet class  SortedSet<String> animals = new TreeSet<>(); |

The SortedSet interface includes all the methods of the Set interface. It's because Set is a super interface of SortedSet.

Besides methods included in the Set interface, the SortedSet interface also includes these methods:

comparator() - returns a comparator that can be used to order elements in the set

first() - returns the first element of the set

last() - returns the last element of the set

headSet(element) - returns all the elements of the set before the specified element

tailSet(element) - returns all the elements of the set after the specified element including the specified element

subSet(element1, element2) - returns all the elements between the element1 and element2 including element1

##### TreeSet Class

The TreeSet class of the Java collections framework provides the functionality of a tree data structure.

In order to create a tree set, we must import the java.util.TreeSet package first.

|  |
| --- |
| TreeSet<Integer> numbers = new TreeSet<>(); |

higher(element) - Returns the lowest element among those elements that are greater than the specified element.

lower(element) - Returns the greatest element among those elements that are less than the specified element.

ceiling(element) - Returns the lowest element among those elements that are greater than the specified element. If the element passed exists in a tree set, it returns the element passed as an argument.

floor(element) - Returns the greatest element among those elements that are less than the specified element. If the element passed exists in a tree set, it returns the element passed as an argument.

headSet() method returns all the elements of a tree set before the specified element (which is passed as an argument).

tailSet() method returns all the elements of a tree set after the specified element (which is passed as a parameter) including the specified element.

subSet(e1, bv1, e2, bv2)

The subSet() method returns all the elements between e1 and e2 including e1.

### Map Interface

The Map interface of the Java collections framework provides the functionality of the map data structure.

It implements the Collection interface.

In Java, elements of Map are stored in key/value pairs. Keys are unique values associated with individual Values. A map cannot contain duplicate keys. And, each key is associated with a single value.

We can access and modify values using the keys associated with them.

In order to use functionalities of the Map interface, we can use these classes:

* HashMap
* EnumMap
* LinkedHashMap
* WeakHashMap
* TreeMap

In Java, we must import the java.util.Map package in order to use Map.

|  |
| --- |
| // Map implementation using HashMap  Map<Key, Value> numbers = new HashMap<>(); |

The Map interface includes all the methods of the Collection interface. It is because Collection is a super interface of Map.

Besides methods available in the Collection interface, the Map interface also includes the following methods:

put(K, V) - Inserts the association of a key K and a value V into the map. If the key is already present, the new value replaces the old value.

putAll() - Inserts all the entries from the specified map to this map.

putIfAbsent(K, V) - Inserts the association if the key K is not already associated with the value V.

get(K) - Returns the value associated with the specified key K. If the key is not found, it returns null.

getOrDefault(K, defaultValue) - Returns the value associated with the specified key K. If the key is not found, it returns the defaultValue.

containsKey(K) - Checks if the specified key K is present in the map or not.

containsValue(V) - Checks if the specified value V is present in the map or not.

replace(K, V) - Replace the value of the key K with the new specified value V.

replace(K, oldValue, newValue) - Replaces the value of the key K with the new value newValue only if the key K is associated with the value oldValue.

remove(K) - Removes the entry from the map represented by the key K.

remove(K, V) - Removes the entry from the map that has key K associated with value V.

keySet() - Returns a set of all the keys present in a map.

values() - Returns a set of all the values present in a map.

entrySet() - Returns a set of all the key/value mapping present in a map.

#### HashMap Class

In order to create a hash map, we must import the java.util.HashMap package first.

|  |
| --- |
| // HashMap creation with 8 capacity and 0.6 load factor  HashMap<Key, Value> numbers = new HashMap<>(8, 0.6f) |

put() - inserts the specified key/value mapping to the map

|  |
| --- |
| // Using put()  evenNumbers.put("Two", 2); |

putAll() - inserts all the entries from specified map to this map

|  |
| --- |
| // Using putAll() - numbers & even numbers are Hash Maps  numbers.putAll(evenNumbers); |

putIfAbsent() - inserts the specified key/value mapping to the map if the specified key is not present in the map

|  |
| --- |
| // Using putIfAbsent()  evenNumbers.putIfAbsent("Six", 6); |

entrySet() - returns a set of all the key/value mapping of the map

keySet() - returns a set of all the keys of the map

values() - returns a set of all the values of the map

|  |
| --- |
| // Using entrySet()  System.out.println("Key/Value mappings: " + numbers.entrySet());  // Using keySet()  System.out.println("Keys: " + numbers.keySet());  // Using values()  System.out.println("Values: " + numbers.values());    Output \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*  HashMap: {One=1, Two=2, Three=3}  Key/Value mappings: [One=1, Two=2, Three=3]  Keys: [One, Two, Three]  Values: [1, 2, 3] |

get() - Returns the value associated with the specified key. Returns null if the key is not found.

getOrDefault() - Returns the value associated with the specified key. Returns the specified default value if the key is not found.

|  |
| --- |
| HashMap: {One=1, Two=2, Three=3}  // Using get()  int value1 = numbers.get("Three");  Returned Number: 3  // Using getOrDefault()  int value2 = numbers.getOrDefault("Five", 5);  Returned Number: 5 |

remove(key) - returns and removes the entry associated with the specified key from the map

remove(key, value) - removes the entry from the map only if the specified key mapped to the specified value and return a boolean value

|  |
| --- |
| HashMap: {One=1, Two=2, Three=3}  // remove method with single parameter  int value = numbers.remove("Two");  Removed value: 2  // remove method with two parameters  boolean result = numbers.remove("Three", 3);  Is the entry Three removed? True  Updated HashMap: {One=1} |

replace(key, value) - replaces the value associated with the specified key by a new value

replace(key, old, new) - replaces the old value with the new value only if old value is already associated with the specified key

replaceAll(function) - replaces each value of the map with the result of the specified function

|  |
| --- |
| // Using replace()  numbers.replace("Second", 22);  // Using replaceAll()  numbers.replaceAll((key, oldValue) -> oldValue + 2); |

compute() - Computes a new value using the specified function. It then associates the computed value to the specified key.

computeIfAbsent() - If the specified key is not mapped to any value, the method will compute a new value using the specified function. It then associates the new value with the key.

computeIfPresent() - If the specified key is already mapped to any value, this method will compute a new value using the specified function. It then associates the new value with the key.

|  |
| --- |
| // Using compute()  numbers.compute("First", (key, oldValue) -> oldValue + 2);    // Using computeIfAbsent()  numbers.computeIfAbsent("Three", key -> 5);    // Using computeIfPresent()  numbers.computeIfPresent("Second", (key, oldValue) -> oldValue \* 2); |

clear()-Removes all the entries from the map

containsKey()-Checks if the map contains the specified key and returns a boolean value

containsValue()-Checks if the map contains the specified value and returns a boolean value

size()-Returns the size of the map

isEmpty()-Checks if the map is empty and returns a boolean value

In a HashMap, we can

* iterate through its keys
* iterate through its values
* iterate through its keys/values

1. Using the forEach loop

|  |
| --- |
| import java.util.Map.Entry;  class Main {  public static void main(String[] args) {  // Creating a HashMap  HashMap<String, Integer> numbers = new HashMap<>();  numbers.put("One", 1);  numbers.put("Two", 2);  numbers.put("Three", 3);  System.out.println("HashMap: " + numbers);  // Accessing the key/value pair  System.out.print("Entries: ");  for(Entry<String, Integer> entry: numbers.entrySet()) {  System.out.print(entry);  System.out.print(", ");  }  // Accessing the key  System.out.print("\nKeys: ");  for(String key: numbers.keySet()) {  System.out.print(key);  System.out.print(", ");  }  // Accessing the value  System.out.print("\nValues: ");  for(Integer value: numbers.values()) {  System.out.print(value);  System.out.print(", ");  }  }  } |

1. Using iterator() Method

|  |
| --- |
| import java.util.HashMap;  import java.util.Iterator;  import java.util.Map.Entry;  class Main {  public static void main(String[] args) {  // Creating a HashMap  HashMap<String, Integer> numbers = new HashMap<>();  numbers.put("One", 1);  numbers.put("Two", 2);  numbers.put("Three", 3);  System.out.println("HashMap: " + numbers);  // Creating an object of Iterator  Iterator<Entry<String, Integer>> iterate1 = numbers.entrySet().iterator();  // Accessing the Key/Value pair  System.out.print("Entries: ");  while(iterate1.hasNext()) {  System.out.print(iterate1.next());  System.out.print(", ");  }  // Accessing the key  Iterator<String> iterate2 = numbers.keySet().iterator();  System.out.print("\nKeys: ");  while(iterate2.hasNext()) {  System.out.print(iterate2.next());  System.out.print(", ");  }  // Accessing the value  Iterator<Integer> iterate3 = numbers.values().iterator();  System.out.print("\nValues: ");  while(iterate3.hasNext()) {  System.out.print(iterate3.next());  System.out.print(", ");  }  }  } |

# Data Structures

A data structure is a particular way of organizing data in a computer so that it can be used effectively.

## linear data structures

The idea is to reduce the space and time complexities of different tasks. Below is an overview of some popular linear data structures.

1. Array

2. Linked List

3. Stack

4. Queue

### Array

Array is a data structure used to store homogeneous elements at contiguous locations. Size of an array must be provided before storing data.

Let size of array be n.

Let size of array be n.

Accessing Time: O(1) [This is possible because elements

are stored at contiguous locations]

Search Time: O(n) for Sequential Search:

O(log n) for Binary Search [If Array is sorted]

Insertion Time: O(n) [The worst case occurs when insertion

happens at the Beginning of an array and

requires shifting all of the elements]

Deletion Time: O(n) [The worst case occurs when deletion

happens at the Beginning of an array and

requires shifting all of the elements]

### linked list

A **linked list** is a linear data structure (like arrays) where each element is a separate object. Each element (that is node) of a list is comprising of two items – the data and a reference to the next node.

Types of Linked List :

1. Singly Linked List : In this type of linked list, every node stores address or reference of next node in list and the last node has next address or reference as NULL. For example 1->2->3->4->NULL

2. Doubly Linked List : In this type of Linked list, there are two references associated with each node, One of the reference points to the next node and one to the previous node. Advantage of this data structure is that we can traverse in both the directions and for deletion we don’t need to have explicit access to previous node. Eg. NULL<-1<->2<->3->NULL

3. Circular Linked List : Circular linked list is a linked list where all nodes are connected to form a circle. There is no NULL at the end. A circular linked list can be a singly circular linked list or doubly circular linked list. Advantage of this data structure is that any node can be made as starting node. This is useful in implementation of circular queue in linked list. Eg. 1->2->3->1 [The next pointer of last node is pointing to the first]

Accessing time of an element : O(n)

Search time of an element : O(n)

Insertion of an Element : O(1) [If we are at the position

where we have to insert

an element]

Deletion of an Element : O(1) [If we know address of node

previous the node to be

deleted]

*\*\*Java supports double linked list*

### Stack:

A stack or LIFO (last in, first out) is an abstract data type that serves as a collection of elements, with two principal operations: push, which adds an element to the collection, and pop, which removes the last element that was added. In stack both the operations of push and pop takes place at the same end that is top of the stack. It can be implemented by using both array and linked list.

A stack is an object or more specifically an abstract data structure(ADT) that allows the following operations:

Push: Add an element to the top of a stack

Pop: Remove an element from the top of a stack

IsEmpty: Check if the stack is empty

IsFull: Check if the stack is full

Peek: Get the value of the top element without removing it

|  |
| --- |
| // Stack implementation in Java  class Stack {  private int arr[];  private int top;  private int capacity;  // Creating a stack  Stack(int size) {  arr = new int[size];  capacity = size;  top = -1;  }  // Add elements into stack  public void push(int x) {  if (isFull()) {  System.out.println("OverFlow\nProgram Terminated\n");  System.exit(1);  }  System.out.println("Inserting " + x);  arr[++top] = x;  }  // Remove element from stack  public int pop() {  if (isEmpty()) {  System.out.println("STACK EMPTY");  System.exit(1);  }  return arr[top--];  }  // Utility function to return the size of the stack  public int size() {  return top + 1;  }  // Check if the stack is empty  public Boolean isEmpty() {  return top == -1;  }  // Check if the stack is full  public Boolean isFull() {  return top == capacity - 1;  }  public void printStack() {  for (int i = 0; i <= top; i++) {  System.out.println(arr[i]);  }  }  public static void main(String[] args) {  Stack stack = new Stack(5);  stack.push(1);  stack.push(2);  stack.push(3);  stack.push(4);  stack.pop();  System.out.println("\nAfter popping out");  stack.printStack();  }  } |

Insertion : O(1)

Deletion : O(1)

Access Time : O(n) [Worst Case]

Insertion and Deletion are allowed on one end.

### Queue

A queue or FIFO (first in, first out) is an abstract data type that serves as a collection of elements, with two principal operations: enqueue, the process of adding an element to the collection.(The element is added from the rear side) and dequeue, the process of removing the first element that was added. (The element is removed from the front side). It can be implemented by using both array and linked list.

Insertion : O(1)

Deletion : O(1)

Access Time : O(n) [Worst Case]

## Hierarchical data structures

**1. Binary Tree**

**2. Binary Search Tree**

**3. Binary Heap**

**4. Hashing**

### Binary Tree

A binary tree is a tree data structure in which each node has at most two children, which are referred to as the left child and the right child. It is implemented mainly using Links.

**Binary Tree Representation:** A tree is represented by a pointer to the topmost node in tree. If the tree is empty, then value of root is NULL. A Binary Tree node contains following parts.  
1. Data  
2. Pointer to left child  
3. Pointer to right child

A Binary Tree can be traversed in two ways:

Depth First Traversal: Inorder (Left-Root-Right), Preorder (Root-Left-Right) and Postorder (Left-Right-Root)  
Breadth First Traversal: Level Order Traversal

The maximum number of nodes at level ‘l’ = 2l-1.

Maximum number of nodes = 2h + 1 – 1.

Here h is height of a tree. Height is considered

as the maximum number of edges on a path from root to leaf.

Minimum possible height =  ceil(Log2(n+1)) - 1

In Binary tree, number of leaf nodes is always one

more than nodes with two children.

Time Complexity of Tree Traversal: O(n)

They are useful in File structures where each file is located in a particular directory and there is a specific hierarchy associated with files and directories. Another example where Trees are useful is storing heirarchical objects like JavaScript Document Object Model considers HTML page as a tree with nesting of tags as parent child relations.

**Binary Search Tree**  
In Binary Search Tree is a Binary Tree with following additional properties:  
1. The left subtree of a node contains only nodes with keys less than the node’s key.  
2. The right subtree of a node contains only nodes with keys greater than the node’s key.  
3. The left and right subtree each must also be a binary search tree.

Time Complexities:

Search : O(h)

Insertion : O(h)

Deletion : O(h)

Extra Space : O(n) for pointers

**h:** Height of BST

**n:** Number of nodes in BST

If Binary Search Tree is Height Balanced,

then h = O(Log n)

Self-Balancing BSTs such as AVL Tree, Red-Black

Tree and Splay Tree make sure that height of BST

remains O(Log n)

**Binary Heap**

A Binary Heap is a Binary Tree with following properties.  
1) It’s a complete tree (All levels are completely filled except possibly the last level and the last level has all keys as left as possible). This property of Binary Heap makes them suitable to be stored in an array.  
2) A Binary Heap is either Min Heap or Max Heap. In a Min Binary Heap, the key at root must be minimum among all keys present in Binary Heap. The same property must be recursively true for all nodes in Binary Tree. Max Binary Heap is similar to Min Heap. It is mainly implemented using array.

Get Minimum in Min Heap: O(1) [Or Get Max in Max Heap]

Extract Minimum Min Heap: O(Log n) [Or Extract Max in Max Heap]

Decrease Key in Min Heap: O(Log n) [Or Decrease Key in Max Heap]

Insert: O(Log n)

Delete: O(Log n)

# Algorithms