**HTTP Status Codes**

This page is created from HTTP status code information found at [ietf.org](https://www.ietf.org/assignments/http-status-codes/http-status-codes.xml) and [Wikipedia](https://en.wikipedia.org/wiki/HTTP_status_code). Click on the **category heading** or the **status code** link to read more.

**1xx Informational**

100 Continue

[101 Switching Protocols](https://www.restapitutorial.com/httpstatuscodes.html)

[102 Processing (WebDAV)](https://www.restapitutorial.com/httpstatuscodes.html)

**2xx Success**

 200 OK

 201 Created

202 Accepted

203 Non-Authoritative Information

 204 No Content

205 Reset Content

206 Partial Content

207 Multi-Status (WebDAV)

208 Already Reported (WebDAV)

226 IM Used

**3xx Redirection**

300 Multiple Choices

301 Moved Permanently

302 Found

303 See Other

 304 Not Modified

305 Use Proxy

306 (Unused)

307 Temporary Redirect

308 Permanent Redirect (experimental)

[**4xx Client Error**](https://www.restapitutorial.com/httpstatuscodes.html)

 400 Bad Request

 401 Unauthorized

402 Payment Required

 403 Forbidden

 404 Not Found

405 Method Not Allowed

406 Not Acceptable

407 Proxy Authentication Required

408 Request Timeout

 409 Conflict

410 Gone

411 Length Required

412 Precondition Failed

413 Request Entity Too Large

414 Request-URI Too Long

415 Unsupported Media Type

416 Requested Range Not Satisfiable

417 Expectation Failed

418 I'm a teapot (RFC 2324)

420 Enhance Your Calm (Twitter)

422 Unprocessable Entity (WebDAV)

423 Locked (WebDAV)

424 Failed Dependency (WebDAV)

425 Reserved for WebDAV

426 Upgrade Required

428 Precondition Required

429 Too Many Requests

431 Request Header Fields Too Large

444 No Response (Nginx)

449 Retry With (Microsoft)

450 Blocked by Windows Parental Controls (Microsoft)

451 Unavailable For Legal Reasons

499 Client Closed Request (Nginx)

[**5xx Server Error**](https://www.restapitutorial.com/httpstatuscodes.html)

 500 Internal Server Error

501 Not Implemented

502 Bad Gateway

503 Service Unavailable

504 Gateway Timeout

505 HTTP Version Not Supported

506 Variant Also Negotiates (Experimental)

507 Insufficient Storage (WebDAV)

508 Loop Detected (WebDAV)

509 Bandwidth Limit Exceeded (Apache)

510 Not Extended

511 Network Authentication Required

598 Network read timeout error

599 Network connect timeout error

POJO class:

POJO stands for Plain Old Java Object. It is an ordinary Java object, not bound by any special restriction other than those forced by the Java Language Specification and not requiring any classpath. POJOs are used for increasing the readability and re-usability of a program. POJOs have gained the most acceptance because they are easy to write and understand.

Example POJO Class:

|  |
| --- |
| // Employee POJO class to represent entity Employee  public class Employee  {  // default field  String name;    // public field  public String id;    // private salary  private double salary;    //arg-constructor to initialize fields  public Employee(String name, String id,  double salary)  {  this.name = name;  this.id = id;  this.salary = salary;  }    // getter method for name  public String getName()  {  return name;  }    // getter method for id  public String getId()  {  return id;  }    // getter method for salary  public Double getSalary()  {  return salary;  }  } |

# JAXB

**JAXB** stands for Java Architecture for XML Binding. It provides mechanism to marshal (write) java objects into XML and unmarshal (read) XML into object. Simply, you can say it is used to convert java object into xml and vice-versa.

![JAXB 2 Tutorial](data:image/jpeg;base64,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)

Maven dependency for JAXB

|  |
| --- |
| <dependency>  <groupId>javax.xml.bind</groupId>  <artifactId>jaxb-api</artifactId>  <version>2.2.12</version>  </dependency> |

Simple JAXB Marshalling Example: Converting Object into XML

Let's see the steps to convert java object into XML document.

* Create POJO or bind the schema and generate the classes
* Create the JAXBContext object
* Create the Marshaller objects
* Create the content tree by using set methods
* Call the marshal method

|  |
| --- |
| import javax.xml.bind.annotation.XmlAttribute;  import javax.xml.bind.annotation.XmlElement;  import javax.xml.bind.annotation.XmlRootElement;    @XmlRootElement  public class Employee {  private int id;  private String name;  private float salary;    public Employee() {}  public Employee(int id, String name, float salary) {  super();  this.id = id;  this.name = name;  this.salary = salary;  }  @XmlAttribute  public int getId() {  return id;  }  public void setId(int id) {  this.id = id;  }  @XmlElement  public String getName() {  return name;  }  public void setName(String name) {  this.name = name;  }  @XmlElement  public float getSalary() {  return salary;  }  public void setSalary(float salary) {  this.salary = salary;  }  } |

**@XmlRootElement** specifies the root element for the xml document.

**@XmlAttribute** specifies the attribute for the root element.

**@XmlElement** specifies the sub element for the root element.

Object to XML conversion

|  |
| --- |
| import java.io.FileOutputStream;    import javax.xml.bind.JAXBContext;  import javax.xml.bind.Marshaller;      public class ObjectToXml {  public static void main(String[] args) throws Exception{  JAXBContext contextObj = JAXBContext.newInstance(Employee.class);    Marshaller marshallerObj = contextObj.createMarshaller();  marshallerObj.setProperty(Marshaller.JAXB\_FORMATTED\_OUTPUT, true);    Employee emp1=new Employee(1,"Vimal Jaiswal",50000);    marshallerObj.marshal(emp1, new FileOutputStream("employee.xml"));    }  } |

Employee.xml

|  |
| --- |
| 1. **<?xml** version="1.0" encoding="UTF-8" standalone="yes"**?>** 2. **<employee** id="1"**>** 3. **<name>**Vimal Jaiswal**</name>** 4. **<salary>**50000.0**</salary>** 5. **</employee>** |

## Simple JAXB UnMarshalling Example: Converting XML into Object

|  |
| --- |
| import java.io.File;  import javax.xml.bind.JAXBContext;  import javax.xml.bind.JAXBException;  import javax.xml.bind.Unmarshaller;    public class XMLToObject {  public static void main(String[] args) {  try {  File file = new File("employee.xml");  JAXBContext jaxbContext = JAXBContext.newInstance(Employee.class);    Unmarshaller jaxbUnmarshaller = jaxbContext.createUnmarshaller();  Employee e=(Employee) jaxbUnmarshaller.unmarshal(file);  System.out.println(e.getId()+" "+e.getName()+" "+e.getSalary());    } catch (JAXBException e) {e.printStackTrace(); }    }  } |

Example 2: In this example, we are going to convert the object into xml having primitives, strings and collection objects.

# JAXB Marshalling Example: Converting Object into XML

* Create POJO or bind the schema and generate the classes
* Create the JAXBContext object
* Create the Marshaller objects
* Create the content tree by using set methods
* Call the marshal method

Questions.java

|  |
| --- |
| import java.util.List;    import javax.xml.bind.annotation.XmlAttribute;  import javax.xml.bind.annotation.XmlElement;  import javax.xml.bind.annotation.XmlRootElement;    @XmlRootElement  public class Question {  private int id;  private String questionname;  private List<Answer> answers;  public Question() {}  public Question(int id, String questionname, List<Answer> answers) {  super();  this.id = id;  this.questionname = questionname;  this.answers = answers;  }  @XmlAttribute  public int getId() {  return id;  }  public void setId(int id) {  this.id = id;  }  @XmlElement  public String getQuestionname() {  return questionname;  }  public void setQuestionname(String questionname) {  this.questionname = questionname;  }  @XmlElement  public List<Answer> getAnswers() {  return answers;  }  public void setAnswers(List<Answer> answers) {  this.answers = answers;  }  } |

Answer.java

|  |
| --- |
| public class Answer {  private int id;  private String answername;  private String postedby;  public Answer() {}  public Answer(int id, String answername, String postedby) {  super();  this.id = id;  this.answername = answername;  this.postedby = postedby;  }  public int getId() {  return id;  }  public void setId(int id) {  this.id = id;  }  public String getAnswername() {  return answername;  }  public void setAnswername(String answername) {  this.answername = answername;  }  public String getPostedby() {  return postedby;  }  public void setPostedby(String postedby) {  this.postedby = postedby;  }    } |

*ObjectToXml.java*

|  |
| --- |
| import java.io.FileOutputStream;  import java.util.ArrayList;    import javax.xml.bind.JAXBContext;  import javax.xml.bind.Marshaller;      public class ObjectToXml {  public static void main(String[] args) throws Exception{  JAXBContext contextObj = JAXBContext.newInstance(Question.class);    Marshaller marshallerObj = contextObj.createMarshaller();  marshallerObj.setProperty(Marshaller.JAXB\_FORMATTED\_OUTPUT, true);    Answer ans1=new Answer(101,"java is a programming language","ravi");  Answer ans2=new Answer(102,"java is a platform","john");    ArrayList<Answer> list=new ArrayList<Answer>();  list.add(ans1);  list.add(ans2);    Question que=new Question(1,"What is java?",list);  marshallerObj.marshal(que, new FileOutputStream("question.xml"));    }  } |

Generated XML

|  |
| --- |
| <?xml version="1.0" encoding="UTF-8" standalone="yes"?>  <question id="1">  <answers>  <answername>java is a programming language</answername>  <id>101</id>  <postedby>ravi</postedby>  </answers>  <answers>  <answername>java is a platform</answername>  <id>102</id>  <postedby>john</postedby>  </answers>  <questionname>What is java?</questionname>  </question> |

# JAXB Unmarshalling Example: Converting XML into Object

# By the help of UnMarshaller interface, we can unmarshal(read) the object into xml document.

In this example, we are going to convert simple xml document into java object.

Let's see the steps to convert XML document into java object.

* Create POJO or bind the schema and generate the classes
* Create the JAXBContext object
* Create the Unmarshaller objects
* Call the unmarshal method
* Use getter methods of POJO to access the data

### Xml Document

*File: question.xml*

|  |
| --- |
| <?xml version="1.0" encoding="UTF-8" standalone="yes"?>  <question id="1">  <answers>  <answername>java is a programming language</answername>  <id>101</id>  <postedby>ravi</postedby>  </answers>  <answers>  <answername>java is a platform</answername>  <id>102</id>  <postedby>john</postedby>  </answers>  <questionname>What is java?</questionname>  </question> |

POJO classes

File: Question.java

|  |
| --- |
| import java.util.List;    import javax.xml.bind.annotation.XmlAttribute;  import javax.xml.bind.annotation.XmlElement;  import javax.xml.bind.annotation.XmlRootElement;    @XmlRootElement  public class Question {  private int id;  private String questionname;  private List<Answer> answers;  public Question() {}  public Question(int id, String questionname, List<Answer> answers) {  super();  this.id = id;  this.questionname = questionname;  this.answers = answers;  }  @XmlAttribute  public int getId() {  return id;  }  public void setId(int id) {  this.id = id;  }  @XmlElement  public String getQuestionname() {  return questionname;  }  public void setQuestionname(String questionname) {  this.questionname = questionname;  }  @XmlElement  public List<Answer> getAnswers() {  return answers;  }  public void setAnswers(List<Answer> answers) {  this.answers = answers;  }  } |

File: Answer.java

|  |
| --- |
| public class Answer {  private int id;  private String answername;  private String postedby;  public Answer() {}  public Answer(int id, String answername, String postedby) {  super();  this.id = id;  this.answername = answername;  this.postedby = postedby;  }  public int getId() {  return id;  }  public void setId(int id) {  this.id = id;  }  public String getAnswername() {  return answername;  }  public void setAnswername(String answername) {  this.answername = answername;  }  public String getPostedby() {  return postedby;  }  public void setPostedby(String postedby) {  this.postedby = postedby;  }    } |

Unmarshaller class

File: XmlToObject.java

|  |
| --- |
| import java.io.File;  import java.util.List;    import javax.xml.bind.JAXBContext;  import javax.xml.bind.JAXBException;  import javax.xml.bind.Unmarshaller;    public class XmlToObject {  public static void main(String[] args) {    try {    File file = new File("question.xml");  JAXBContext jaxbContext = JAXBContext.newInstance(Question.class);    Unmarshaller jaxbUnmarshaller = jaxbContext.createUnmarshaller();  Question que= (Question) jaxbUnmarshaller.unmarshal(file);    System.out.println(que.getId()+" "+que.getQuestionname());  System.out.println("Answers:");  List<Answer> list=que.getAnswers();  for(Answer ans:list)  System.out.println(ans.getId()+" "+ans.getAnswername()+" "+ans.getPostedby());    } catch (JAXBException e) {  e.printStackTrace();  }    }  } |

# REST Assured requests

|  |
| --- |
| package com.oracle.cegbu.unifier.rest.restassured.methods;import static io.restassured.RestAssured.given;import java.util.Base64;import io.restassured.builder.RequestSpecBuilder;import io.restassured.http.ContentType;import io.restassured.response.Response;import io.restassured.specification.RequestSpecification;public class RestAssuredRequests {public static Response postCall(String uri, String token, Object bodyPayload ){returngiven().log().all().header("Authorization", "Bearer "+token).header("Content-Type", "application/json").accept(ContentType.JSON).body(bodyPayload).when().post(uri).then().assertThat().statusCode(200).extract().response();}public static Response putCall(String uri, String token, String inputJson ){Response response =given().header("Authorization", "Bearer "+token).header("Content-Type", "application/json").accept(ContentType.JSON).body(inputJson).when().put(uri).then().assertThat().statusCode(200).extract().response();return (response);}public static <T> T deleteCall(String uri, String token, Object bodyPayload, Class<T> responseClass ){returngiven().header("Authorization", "Bearer "+token).header("Content-Type", "application/json").accept(ContentType.JSON).body(bodyPayload).when().delete(uri).then().assertThat().statusCode(200).extract().as(responseClass);}public static Response getCall(String uri, String token ){Response response =given().log().uri().log().parameters().header("Authorization", "Bearer "+token).accept(ContentType.JSON).when().get(uri).then().assertThat().statusCode(200).extract().response();return (response);}public static Response getCall(String uri, String token, String filter){Response response =given().log().uri().log().parameters().header("Authorization", "Bearer "+token).accept(ContentType.JSON).queryParam("filter", filter).when().get(uri).then().assertThat().statusCode(200).extract().response();return (response);}} |

# Sample JSON

|  |
| --- |
|  |