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**Overview**:

Weather forecasting has traditionally been treated as a well-studied physics-based phenomenon for a specific location. Even so, weather still exhibits data patterns that can potentially be utilized as a basis for future prediction. By gathering data from a variety of different locations in the continental United States, we are attempting to create a location-neutral weather forecaster. For any given location, the model will predict 24 hours of future weather based on data from the past 72 hours in that location. This will offer significant benefits over current methods of weather forecasting that require region-specific models.

**Data**:

The data we are using is quality controlled local climatological data from the National Climatic Data Center (<http://cdo.ncdc.noaa.gov/qclcd/QCLCD?prior=N>). We have gathered hourly weather data from every day in 2013 from nine different cities, one for each climate region in the United States. These cities are: Seattle, WA, San Francisco, CA, Cortez, CO, Bismarck, ND, Dallas, TX, Atlanta, GA, Indianapolis, IN, Minneapolis, MN, Boston, MA. The weather stations record data roughly 40 times per day at varying intervals, so to normalize the time between recordings we only take the first reading each hour, which gives us 9 cities \* 365 days/city \* 24 hours/day \* 1 reading/hour = 78,840 readings. Each reading has six features: visibility, temperature, dew point, wind speed, wind direction, and pressure. Each input vector consists of a reading of these six weather features from every hour in the 72 hours before T, where T is the beginning of the 24-hour period for which we wish to predict the weather. The output vector consists of readings of those same six weather features at every hour from T to 23 hours after T.

**Algorithm**:

We have implemented a basic feed forward backpropagation neural network with the option of zero, one or two hidden layers. The number of neurons per layer is currently fixed to the number of features in the data set, but will later be set by a hyper-parameter. Using stochastic steepest descent, the error from the final output is backpropagated to adjust the weights into each neuron. The neurons on each of the hidden layers perform a non-linearity soft-threshold function (*tanh*). The output layer contains neurons equal to the number of output features. These neurons do not perform the threshold function since we want continuous output values.

The forward pass through the network functions by taking the input to a layer and then scaling by its respective weights to generate a signal. This signal is then passed through the non-linearity function to generate the input for the next layer (or the output). [[1]](#footnote-1)
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Once the forward pass through all layers of the network is completed, the error is calculated using the predicted and actual values. This error is used to calculate a delta value which indicates how the weights for each layer should be adjusted. This final error is a function of the weight matrix that adjusts values into the neuron. Thus in order to compute the gradient, we want to derive in respect the weights of the current layer. This derivative can be solved using the chain rule for the two functions involved in the layer – the scaling by weights and the neuron function (which is just the linearity transfer function).

For the hidden layers, we cannot directly calculate the output error for that layer, but we can infer the error using the error gradient of the layer after it. Thus we can take the gradient value for the final layer and recursively calculate the gradient values for all the prior layers.
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Our algorithm starts by loading the randomized data set and allocating subsets for various purposes. Half of the data (Train set) is used for stochastically training the network. A quarter of the data (validation set) is used to evaluate the current network error to determine convergence and overtraining. Currently we do not have convergence checks in the algorithm and are just running on a set number of iterations. The final quarter of data (test set) is used to evaluate the network error after the training is complete. The error in the network is calculated as mean square error per sample per feature.

**Results:**

We trained the network using no hidden layers, one hidden layer, and two hidden layers for 1000

epochs. The graph below shows the error decreasing for each network type (zero, one, or two hidden layers) as we train the network.**![Macintosh HD:Users:Andrew:Documents:CS74:Project:WeatherForecasting:Write-ups:website:graph.png](data:image/png;base64,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)**

The following graphs show our predicted values for a specific 24-hour period and the actual values for the same period. The prediction was made using a network with two hidden layers that was trained for 500 epochs. In each graph, the blue line is the predicted values, the green line is the actual values, the y-axis is the value of the data, and the x-axis is time in hours.

|  |  |
| --- | --- |
| **Dew Point (°C)**  **Macintosh HD:Users:Andrew:Documents:CS74:Project:WeatherForecasting:Write-ups:website:DewPoint.png** | **Pressure (Bars)**  **Macintosh HD:Users:Andrew:Documents:CS74:Project:WeatherForecasting:Write-ups:website:Pressure.png** |
| **Wind Speed (MPH)**  **Macintosh HD:Users:Andrew:Documents:CS74:Project:WeatherForecasting:Write-ups:website:WindSpeed.png** | **Temperature (°C)**  **Macintosh HD:Users:Andrew:Documents:CS74:Project:WeatherForecasting:Write-ups:website:Temperature.png** |

**Future Steps**:

We met part of our proposal milestone by having a working neural network, but did not completely implement the dynamic portion of it. We’ve read through a lot of literature about dynamic neural networks but are still working on implementing it. Based on our results, our model isn’t accurately modeling the variance and complexity of our data. A dynamic neural network, which will take into account the time dependent nature of our data, will hopefully allow us to treat the three days of input data as a pattern over time rather than a single linear combination.

Another improvement we need to make is to normalize the error. Currently we just compute the mean square error across all of the features in all the samples. But the ranges of each feature vary from values between 0 and 10 and values between 0 and 360. So certain features are weighted more heavily in our error calculations.

After making the neural network dynamic and adding convergence checking conditions, we still need to tweak the number of hidden layers, number of neurons per layer and learning rate to minimize network error. We may use an adaptive learning rate to improve the speed of convergence if necessary. We will choose these hyperparameters by running a cross validation over a set of values. Then we can train the model on the entire training set and test on U.S. cities not in the training set. Also, we will test on weather data from cities outside of the U.S. to see how generalizable the model is.
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