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MODULE C# **BotFactory**

Challenge C#, .NET

Durée: 5  jours

Cours en ligne (identifiant: pmurasso, mdp: pierre)

1. <https://app.pluralsight.com/library/courses/csharp-fundamentals-csharp5/table-of-contents> - Durée 6h30
2. <https://app.pluralsight.com/library/courses/asynchronous-programming-dotnet-getting-started/table-of-contents>

Plus d’infos sur le parallélisme et asynchronisme:

1. <http://stackoverflow.com/questions/27265818/does-the-use-of-async-await-create-a-new-thread>
2. <https://docs.microsoft.com/en-us/dotnet/articles/csharp/async>
3. <https://docs.microsoft.com/en-us/dotnet/articles/standard/async-in-depth>

Eléments WPF: https://github.com/c17/botfactory

**Objectifs :**

Ce challenge a pour but de vous faire utiliser les fonctionnalités élémentaires de C# et .NET.

Les technologies utilisées sont les suivantes :

*Visual Studio 2015 :*

- Raccourcis

- Configuration

*C# 6 :*

- Classes

- Interfaces

- Abstraction

- Polymorphisme

- Génériques

- Réflexion

- Héritage

- Programmation asynchrone

- Délégués

- Bibliothèques

*.NET 4.6 :*

- Tasks

- Threading

- Events

- Collections

**Durée** 5 jours

**Nombre minimum et maximum de stagiaires par session :** 1 à 10 personnes

**Modalité d’accès à la formation :** contacter Julien Rogge training@topcode.io

**Modalité d’évaluation :** évaluation continue à l‘issue des exercices

**Formalisation à l’issue de la formation :** attestation + certification Microsoft 70-483  délivré par PERSON VIEW

**Programme de la formation par journée ci-dessous**

**Date de formation (voir convention)**

**Lieu (voir convention)**

**Modalité pédagogique :** voir ci-dessous

**Version** : 1

**Mise à jour** : mai 2018

**Modalité d'accès à la formation :** passage d'un entretien en amont.

**Pré-requis :**

Anglais

Programmation orientée objet

Contexte :

*Les robots doivent :*

- Etre constructibles en série.

- Etre mobiles (pouvoir se déplacer d’eux mêmes)

- Le déplacement des robots doit se faire en temps réel (simulation du déplacement)

- Les robots doivent pouvoir rapporter leurs actions pour vérification par des contrôleurs

- Pouvoir leur dire quand lancer le travail et quand l’arrêter pour aller se recharger

*L’usine doit :*

- Pouvoir construire les robots constructibles

- La construction des robots doit se faire en temps réel (simulation du temps de construction)

- Pouvoir mettre en queue la construction des robots

- Pouvoir entreposer les robots construits

- Avoir une limite pour la queue

- Avoir une limite pour l’entrepôt

Conseils :

- Lisez bien le sujet en entier avant de commencer à coder

- Prenez le temps connaitre les raccourcis Visual Studio (Ctrl+.;Ctrl+Espace;F12...). Ils font gagner du temps et sont pratiques.

- Ceci est un challenge, mais aussi une introduction à différentes technologies Microsoft. C’est pour cela que la création du projet sera introduite en étapes a réaliser. Toutefois la tache de trouver comment réaliser ces étapes sera à votre charge.

Les taches :

**Jour 1**

Cours en ligne (identifiant: pmurasso, mdp: pierre)

1. <https://app.pluralsight.com/library/courses/csharp-fundamentals-csharp5/table-of-contents> - Durée 6h30
2. <https://app.pluralsight.com/library/courses/asynchronous-programming-dotnet-getting-started/table-of-contents>

Etape 1 : Création de la solution

On vous demande de créer une solution du nom de BotFactory dans le dossier F:\Projects\BotFactory. Le dossier F:\Projects\ allant servir pour de futurs projets, il est conseillé de configurer Visual Studio pour avoir ce dossier comme dossier par défaut des projets.

**Jour 2**

Etape 2 : Création de la bibliothèque

Les robots doivent pouvoir être chargés dans différents projets, il faut donc ajouter un projet bibliothèque à la solution. Le nom de la bibliothèque sera Models.

Etape 3 : Création de la première classe

Le client souhaite que l'usine fabrique uniquement les robots constructibles.

- Créer une classe abstraite BuildableUnit dans le namespace BotFactory.Models.

- Ajouter une propriété publique BuildTime du type double

- Créer un constructeur prenant en paramètre le temps de construction.

Le client pense que 5 secondes est un bon temps des construction par défaut.

Etape 4 : Mise en place de la mobilité du robot

Le client souhaite que tous les robots soient mobiles.

- Créer une classe abstraite BaseUnit héritant de BuildableUnit.

- La classe doit se trouver dans le même namespace que sa classe parente.

- Créer un constructeur prenant en paramètre le nom et la vitesse du robot.

- Créer une méthode asynchrone publique Move, prenant en paramètre des coordonnées sur un plan (X, Y).

- Ajouter une propriété publique Name renvoyant le nom du robot.

Le client souhaite que la vitesse par défaut des robots soit de 1.

Pour calculer le chemin à prendre quand la méthode Move est appelée, il faut deux informations :

1. La position actuelle du robot

2. La position souhaitée du robot

- Ajouter une propriété publique CurrentPos renvoyant la position actuelle de l’unité

La position (0, 0) sera mise comme position courante par défaut.

- Créer une classe Coordinates

- Ajouter une propriété publique X du type double

- Ajouter une propriété publique Y du type double

- Surcharger la méthode Equals pour comparer les coordonnées proprement

Pour calculer le temp de déplacement du robot, il faut calculer le chemin qui sera exprimé en vecteurs.

- Créer une classe Vector

- Ajouter une propriété publique X du type double

- Ajouter une propriété publique Y du type double

- Ajouter une méthode publique statique FromCoordinates prenant en paramètre begin et end du type Coordinates et renvoyant Vector. Elle doit calculer le vecteur à partir des points de départ et arrivée du vecteur.

- Ajouter une méthode publique Length renvoyant la longueur du vecteur

Les deux classes Coordinates et Vector seront utilisées ailleurs que dans la bibliothèque Models.

- Créer une nouvelle bibliothèque appelée Common

- Déplacer les deux classes dans la bibliothèque Common

- Changer le namespace des classes en BotFactory.Common.Tools

- Ajouter la référence de la bibliothèque Common dans la bibliothèque Models

Maintenant que les nouvelles classes requises ont été créées :

- Modifier la méthode Move pour qu’elle calcule le temps de parcours

- Ajouter un délai d’exécution du déplacement dans la méthode Move pour simuler le déplacement du robot

- Des tâches autres que le déplacement doivent pouvoir s’exécuter pendant que le déplacement est en cours d'exécution. Rendre la méthode Move asynchrone pour permettre cela.

Etape 5 : Ajout du reporting

Le client souhaite que les robots puissent faire du reporting sur leurs activités pour que des contrôleurs puissent vérifier leur bon fonctionnement :

Pour faire du reporting, il faut que les robots déclenchent des événements et renvoient des arguments aux observateurs.

- Créer une classe abstraite ReportingUnit

- Ajouter un événement publique UnitStatusChanged

- Ajouter une méthode surchargeable OnStatusChanged prenant en paramètre les arguments du changement du statut du type EventArgs.

La méthode OnStatusChanged doit faire appel à UnitStatusChanged en lui passant le nouveau statut.

- Créer dans le même namespace une classe StatusChangedEventArgs héritant de EventArgs

- Ajouter une propriété NewStatus du type string

- Remplacer le type de paramètre de OnStatusChanged par StatusChangedEventArgs

Le reporting doit pouvoir être fait par n’importe quel robot construit, même s’il n’est pas mobile.

- Ajouter la classe ReportingUnit dans la chaine d’héritage entre BuildableUnit et BaseUnit

Etape 6 : Ajout de la classe de travail

Le client souhaite que les robots puissent se rendre à leur lieu de travail, ou retourner se recharger de façon indépendante.

- Créer une classe abstraite WorkingUnit héritant de BaseUnit

- Ajouter une propriété ParkingPos du type Coordinates

- Ajouter une propriété WorkingPos du type Coordinates

- Ajouter une propriété IsWorking du type bool

- Ajouter une méthode asynchrone surchargeable WorkBegins

- Ajouter une méthode asynchrone surchargeable WorkEnds

La méthode WorkBegins doit s’assurer que le robot aille se mettre à travailler sur son emplacement du travail WorkingPos, et ce quelle que soit sa position au moment ou la méthode est appelée.

La méthode WorkEnds doit s’assurer que le robot aille se recharger à sa position de stationnement ParkingPos, et ce quelle que soit sa position au moment ou la méthode est appelée.

Il est conseillé de découper les différentes tâches effectuées par le robot pour aller travailler ou aller se recharger dans le but de garder le code propre et compréhensif. De plus, il faut que les différentes méthodes créées dans ce but soient surchargeables par les classes héritant de la classe WorkingUnit pour pouvoir adapter les tâches suivant le modèle du robot.

Etape 7 : Le premier modèle

Implémenter les modèles suivants :

- Classe R2D2, Vitesse 1.5, Temps de construction 5.5

- Classe HAL, Vitesse 0.5, Temps de construction 7

- Classe T-800, Vitesse 3, Temps de construction 10

- Classe Wall-E, Vitesse 2, Temps de construction 4

Le namespace doit être BotFactory.Models

Etape 8 : Création des interfaces

Avant de passer à la création de l’usine, il faut s’assurer de pouvoir manipuler les objets proprement sans avoir faire de conversions de type sur les classes même.

- Créer une interface pour chaque classe contenant uniquement les membres publiques de la classe

Les interfaces doivent être placées dans la bibliothèque Common dans le namespace BotFactory.Interface pour permettre l'utilisation des interfaces tout en permettant la permutation des modèles.
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Cours

Plus d’infos sur le parallélisme et asynchronisme:

1. <http://stackoverflow.com/questions/27265818/does-the-use-of-async-await-create-a-new-thread>
2. <https://docs.microsoft.com/en-us/dotnet/articles/csharp/async>
3. <https://docs.microsoft.com/en-us/dotnet/articles/standard/async-in-depth>

Etape 9 : L’usine

Le client veut être capable d’ajouter de nouvelles usines à l’avenir, voir même les intervertir.

- Créer une nouvelle bibliothèque appelée Factories

- Créer une classe UnitFactory dans le namespace BotFactory.Factories

- Ajouter un constructeur prenant en paramètre la taille de la queue et la taille de l’entrepôt de l’usine. Ces paramètres ne doivent pas être modifiables en dehors du constructeur.

- Ajouter la propriété QueueCapacity du type int

- Ajouter la propriété StorageCapacity du type int

L’usine a besoin de mettre en queue les ordres de construction.

- Créer la classe FactoryQueueElement

- Ajouter la propriété Name du type string

- Ajouter la propriété Model du type Type

- Ajouter la propriété ParkingPos du type Coordinates

- Ajouter la propriété WorkingPos du type Coordinates

- Intégrer le nouveau modèle à l’usine en ajoutant une propriété Queue du type Queue<FactoryQueueElement>

L’usine a aussi besoin d’entreposer les robots construits dans un entrepôt. Ces robots ont aussi besoin d’être prêts à être testes.

- Créer une interface ITestingUnit comportant tous les membres des interfaces des robots

- Intégrer la nouvelle interface à l’usine en ajoutant une propriété Storage du type List<ITestingUnit>

Le client souhaite pouvoir ajouter des modèles à construire à la volée dans la queue de construction de l’usine.

- Ajouter une méthode AddWorkableUnitToQueue prenant en paramètre le modèle, le nom du robot, sa position de stationnement, ainsi que sa position de travail.

La méthode doit répondre aux critères suivants :

- L’usine ne peut construire qu’un robot à la fois

- L’usine ne peut enregistrer plus de commandes si sa queue est pleine

- L’usine ne peut construire plus de robots si son entrepôt est plein

- On peut appeler l’ajout de commande n’importe quand

- La méthode doit retourner false si la commande n’est pas enregistrée

- La construction doit être active tant que la queue n’est pas vide ou l’entrepôt plein

- La construction d’un robot doit être simulée et prendre le temps indiqué par la propriété BuildTime du robot

Etape 10 : Ajout de reporting

Comme pour les robots, l’usine doit faire du reporting pour que les contrôleurs s’assurent qu’elle fonctionne correctement.

- Ajouter un évènement FactoryProgress rapportant si l’usine a commencé ou fini la construction d’un robot en renvoyant l’élément de la queue dans le premier cas, et le robot testable dans le deuxième cas.
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Etape 11 : Un peu de clarté

Pour la clarté du contrôleur, ajouter les informations suivantes :

- Propriété QueueFreeSlots

- Propriété StorageFreeSlots

Ces propriétés indiqueront les emplacements libres pour la queue et l’entrepôt respectivement.

Ajouter aussi une propriété Model du type string renvoyant le nom du modèle du robot dans la classe BuildableUnit.

Etape 12 : Le retour des interfaces

L'usine devant être intervertible, il serait sage de créer une interface contenant les membres publiques de l'usine.

**Jour 5**

Etape 13 : Vérification visuelle

Ajouter à la solution le projet BotFactory. Compiler et lancer le projet après avoir fait de BotFactory le projet de démarrage. Tester visuellement le bon fonctionnement de l'usine.

Etape 14 : Modification de l’interface graphique

Le but de cette étape est de modifier l’interface graphique du projet :

* Il faut remplacer les boutons permettants de rajouter les robots par un DropdownList qui nous permet de sélectionner le nom du robot qu’on souhaite construire.
* En cliquant sur le bouton “Add Unit To Queue”, un MessageBox qui nous demande de confirmer l’opération doit être affiché.
* ![https://lh6.googleusercontent.com/EtB41788a6SCM4dH8-3AY6nGCHgB-PvdiNAWAVK-uN_cJekc4GjB-71Vvuk8ouSxmhJbEXXhuciVoNmUigYpFVV0VUzLtOUM_OaAhOzLy4STk--C2PX10TyxJDfKmmZJ_Rv4njLN](data:image/png;base64,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)

Etape Bonus :

Si vous avez fini le projet en avance, prenez le temps de revoir le code, trouver de possibles améliorations et les implémenter. Pensez à faire une sauvegarde du projet avant de commencer les améliorations. Il est aussi conseillé de prendre des notes des points d'amélioration.