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1. Cyclic Redundancy Check (CRC) is one of the popular coding and decoding techniques in the data transmitted over the network for error detection and correction. Given as a CRC generation polynomial from International Telegraph and Telephone Consultative Committee (CCITT), write the encoding and decoding *def* functions in Python for the only 4-bits original binary data. The examples and testcases of the encoding and decoding processes are shown as follows for your programming. After that, discuss how many bits errors CRC can detect.

def encoding(msg, poly):

"""

org\_sig1 = '1010' # original binary data

poly = '100101' # = 100101

encoding (org\_sig1, poly) # find the reminder from 1010 00000 % 100101 = 00111

'1010 00111' # encoded output

org\_sig2 = '1100' # original binary data

poly = '100101'

encoding (org\_sig2, poly) # find the reminder from 1100 00000 % 100101 = 11001

'1100 11001' # encoded output

"""

def decoding(rcv, poly):

"""

received\_sig1 = '1010 00111' # if receiving the data without error

poly = '100101' # = 100101

decoding (received\_sig1, poly) # 1010 00111 % 100101 = 00000 (reminder is zero)

'No error'

received\_sig2 = '1010 01111' # if receiving the data with 1-bit error

poly = '100101'

decoding (received\_sig2, poly) # 1010 01111 % 100101 = 01000 (reminder is NOT zero)

'Error'

received\_sig3 = '1100 11001' # if receiving the data without error

poly = '100101'

decoding (received\_sig3, poly) # 1100 11001 % 100101 = 00000 (reminder is zero)

'No error'

received\_sig4 = '1100 11111' # if receiving the data with 2-bits error

poly = '100101'

decoding (received\_sig4, poly) # 1100 11111% 100101 = 00110 (reminder is NOT zero)

'Error'

"""

1. Hamming code is one important error correcting code in computer science and telecommunication as well. Standard Hamming code can only detect and correct a **single bit** error. Encoding method is shown by an example as follows.

e.g.

Original data with 7 bits in binary: 1001011

**Step1**: Find how many extra parity bits are needed by the following inequality.

where *m* is the number of bits in original data, 7, and *k* is a positive integer as the number of the parity bits by trying the value from *1* until meet the inequality such as:

=> Not True

=> Not True

=> Not True

=> True

Therefore, *k* = 4, which means that 4-bits extra parities are needed to add to the original data 1001011

**Step2**: Find the bit position for the extra parities.

Since *k* = 4 in the example, the position extra parity bit should be at ,where *i* is from 1 to 4, i.e.,

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Bit Position | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 | 11 |
| Parities and Original data |  |  | 1 |  | 0 | 0 | 1 |  | 0 | 1 | 1 |
| Labels of Original data |  |  |  |  |  |  |  |  |  |  |  |

**Step3**: Calculate each parity bit.

* Create a table as follows.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Parity Positions | | 8 | 4 | 2 | 1 |
|  |  |  |  |
|  | in binary | 0 | 0 | 1 | 1 |
|  | in binary | 0 | 1 | 0 | 1 |
|  | in binary | 0 | 1 | 1 | 0 |
|  | in binary | 0 | 1 | 1 | 1 |
|  | in binary | 1 | 0 | 0 | 1 |
|  | in binary | 1 | 0 | 1 | 0 |
|  | in binary | 1 | 0 | 1 | 1 |

* Get the calculation equations for each parity bit, such as by each with 1’s value in the columns.

As follows are the final encoding results.

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Bit Position | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 | 11 |
| Parities and Original data |  | 0 | 1 | 1 | 0 | 0 | 1 | 0 | 0 | 1 | 1 |
| Labels of data |  |  |  |  |  |  |  |  |  |  |  |

The decoding process is very similar to the encoding shown as follows with an example.

e.g., Sending bit stream is from the above example.

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Bit Position | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 | 11 |
| Parities and Original data |  | 0 | 1 | 1 | 0 | 0 | 1 | 0 | 0 | 1 | 1 |
| Labels of data |  |  |  |  |  |  |  |  |  |  |  |

But the received message is a different one with a single bit error at Position 6, like the below.

|  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| Bit Position | 1 | 2 | 3 | 4 | 5 | 6 | 7 | 8 | 9 | 10 | 11 |
| Parities and Original data |  | 0 | 1 | 1 | 0 | 1 | 1 | 0 | 0 | 1 | 1 |
| Labels of data |  |  |  |  |  |  |  |  |  |  |  |

**Step1**: Detect the error and position, like the following example.

**Step2**: Correct the value from to 0 at the error location Position 6 from Of course, If , no error.

Based on the above encoding and decoding methods, write the program in Python to implement Hamming code algorithm.

def HamEncoding(msg):

"""

org\_sig1 = '1101' # original binary data

HamEncoding(org\_sig1)

k = 3 # need to show the number of extra parity bits

'1010101 ' # encoded output

org\_sig2 = '1001011' # original binary data

HamEncoding (org\_sig2)

k = 4 # need to show the number of extra parity bits

'10110010011' # encoded output

"""

def HamDecoding(rcv, k):

"""

received\_sig1 = '1010101' # if receiving the data without error

k = 3

HamDecoding(received\_sig1, k)

'No error'

received\_sig2 = '1010001' # if receiving the data with 1-bit error at Position 5

k = 3

HamDecoding(received\_sig2, k)

'Error at Position 5, and correct data: 1010101'

received\_sig3 = '10110010011' # if receiving the data without error

k = 4

HamDecoding(received\_sig3, k)

'No error'

received\_sig4 = '10110000011' # if receiving the data 1-bit error at Position 7

k = 4

HamDecoding(received\_sig4, k)

'Error at Position 7, and correct data: 10110010011

"""