**Introduction:**

This report is based on our efforts to learn and utilize solidity in order to create smart contracts which can be deployed on the blockchain. As most of us are new to solidity and programming in general, we focused on creating multiple smaller contracts instead of larger complex ones. All these contracts can be viewed in the GitHub repository whose link is in the references. In this report we will go over the various contracts we have developed.

**Smart Contracts:**

**1. Contracts A & B:**

These are a set of contracts, simply title Contract A and Contract B. Here are the details of Contract A:

* Contract A is a very simple contract which has public integer value in its state, set during the contract creation.
* The address of the person deploying the contract is also stored in the state as the owner address.
* A modifier is present which checks whether the person making the transaction is the owner or not. This is used whenever anyone tries to modify the integer value.
* The integer value is made use of by Contract B in its various functions.

Contract B has a similar state, but a few extra functions:

* Contract B stores a private integer value in its state, set during contract creation. It also stores owner address.
* The private integer value can also be updated only by the owner of the contract. This is enforced by the modifier.
* Contract B also stores the address of the deployed Contract A, this value is set during creation of Contract B, with appropriate checks performed to see if the address is valid.
* This contract has 3 functions: multiplyByTen, multiplyByFifty and multiplyBySecret. These essentially pull the integer value from Contract A and multiply by the 10, 50 and the secret value respectively.

These are one of the first contracts we had come up with. We wanted to get our hands dirty with solidity and also try to see how a function in one contract can pull values from another contract. We tested this set of contracts in the Remix IDE testnets, where we found them to work perfectly as intended.

**2. Bank Contract:**

This is a larger contract, which is arguably more complex than the previous set. As the name suggests, it is meant to mock the operation of a bank. Here is a quick description of the composition of the contract:

* The contract has a data structure called ‘Account’, which stores the name of the person who owns the account, their balance, the wallet address they used to open the account and an array of transfer requests that have been made to them.
* There is another data structure called ‘TransferRequest’, which has the address of the person requesting transfer of funds and the amount that they wish to be transferred.
* The contract also has the address of the person deploying this contract, a mapping of addresses to accounts and an address array of people with active accounts.
* There are a lot of modifiers present to check if an account is present or not, if sufficient balance is present in the users account to make the transaction, if transfer request is valid, etc.

The person who deploys this contract will have their address saved as the bank manager in the state of the contract. As this contract is meant to mock the functionality of the bank there are various functions present which mimic the functionality of a real bank, all the way from opening your account to closing it. All these functions are public, and can be called by anyone with a valid address. Here are the details of the various functions in the smart contract:

* openAccount – allows user to open an account with the bank. Checks are performed to ensure user does not already have an active account.
* addFunds – payable function which allows users to add funds to their account.
* withdrawFunds – function which allows user to withdraw their balance in the form of ether. Checks are performed to make sure user cannot withdraw more funds than what he has in his account.
* checkBalance – allows user to check the balance in their account.
* transferFunds – transfer funds from your account to another. Checks are performed to make sure user cannot transfer more funds than what he has in his account.
* requestFunds – make a request of funds from another account.
* checkTransferReqNum – check the number of transfer request that have been made to your account.
* checkTransferReqDetails – check the details of a particular transfer request made to your account.
* approveTransferRequest – approve a transfer request made to you by another user. Checks are performed to make sure user cannot transfer more funds than what he has in his account.
* closeAccount – close your account and withdraw all your money in the form of ether.

Note that addFunds is the only function where the user sends ether to the contract, while withdrawFunds and closeAccount send ether back to the user. The contract makes use of a fixed conversion rate when funds are added and removed to it, i.e. there is no fluctuation in the amount of ether sent and received (of course gas is spent when making these transactions). Let us consider a scenario where Alice and Bob have valid address and are just looking for somewhere to park their ether, of course there are much better ways to do this however let us assume both of them have decided to use our above contract. They both open accounts by specifying their name and then add some funds. Bob has added a lot more funds than Alice and decides to transfer some to Alice and then withdraws most of the remaining at a later date. After a while Bob is short on cash so he can make a transfer request to Alice. Alice can check who has made transfer requests to her and decide whether or not to approve them. Once she approves the transfer, the amount requested is directly deducted from her balance and then transferred to Bob. This request is then removed from Alice’s list of transfer requests. Bob can then decide to cash out and close his account, transferring the funds stored in his account back to him in the form of ether.

The scenario described above is what we have used to verify the functionality of the smart contract. The contract was developed in Remix IDE and tested using the testnets that it provides, with 2 of the various accounts provided serving as Alice and Bob. Additionally, we tested this contract in a local blockchain which we created ourselves using docker, where it worked flawlessly as well.

**3. Message Board Contract:**

This contract was developed in an effort to replicate a simple message board, where you have posts published by users, to which other users can add their comments. You can think of this as being similar to the back end of an application. Here is a quick description of the composition of the contract:

* Post data structure – consists of the title of the post, the body of the post, the address of the author, and the number of comments.
* Comment data structure – consists of the id of the post to which comment is linked, the body/content of the comment, and the address of the comment author.
* User data structure – consists of the name of the user and an array of the ids of the posts belonging to him.
* The contract state has a mapping of address to User data structures, along with an integer representing the number of users.
* In addition, the contract also has an array of posts and comments.
* Various modifiers are present to verify post and comment existence & ownership, as well as modifiers to check length of post title & body, etc.

Any user with a valid address can create posts and add comments to said posts. The authors can later update their posts and comments if they wish to do so. To allow users to do so, there are plenty of functions present. Here are the details of the functions:

* signUp – this is meant to mimic how a user would sign up to a website in order to make create posts and add comments. The user has to provide a name when they sign up.
* createPost – this allows active users to create posts. Checks are performed so that the title and body are within the acceptable limits.
* getPost – get a post by specifying its id.
* getAllPostsByAddress – get all posts made by a particular address.
* getAllPosts – get all the posts ever made.
* updatePost – update a post that you own. Checks are performed for ownership and parameter lengths.
* createPostComment – add a comment to a post. Checks are performed for post existence and parameter lengths.
* getPostComment – get comment by specifying its id.
* getCommentsByPost – get all comments associated with a particular post. Checks are performed for post existence.
* updatePostComment – update a comment that you own. Checks are performed for ownership and parameter lengths.

We tried to implement a functionality to delete a post and a comment if the author wishes, but we found that it is quite tricky to implement as this breaks a lot of our existing functionality. Therefore, we were forced to put the development of that functionality on hold.

Consider a scenario where 2 users, Alice and Bob sign up to use this contract. Both these users will be able to make as many posts as they desire, but let use assume Alice made 2 and Bob made only 1. We can query for each post by specifying the id or we can fetch all the posts instead, using getPost and getAllPosts respectively. The former should give us all 3 posts made. We should also be able to query for all the posts made by a specific user/address by making use of getAllPostsByAddress. This function should return us 2 posts when we pass in Alice’s address and only 1 when we pass in Bob’s. If they chose to do so, Alice and Bob should be able to update their post. Now that we have these posts, the users can add comments to them. Let us say Bob has added comments to each of Alice’s posts. Alice (or any other user for that matter) can check the comments she has received on her post by using getCommentsByPost, and can fetch a specific comment by specifying the id. Similar to the post, Bob can update his comment if he chooses to do so.

The above scenario is what was used to verify our smart contract functionality. Similar to the previous contracts, it was developed and tested on the Remix IDE. All the functions and logic work as expected and there are no issues with the code.

**4. SyedCoin Contract:**

This is a smart contract which extends the functionality of a standard ERC20 implementation offered by OpenZepplin. Therefore, we are able to gain all the functionality that is required by any ERC20 token, on top of which we can build. We followed a standard guide in order to understand how to implement our own custom token known. Here are the details of our token:

* Token name – SyedCoin, Token symbol – SCN
* Cap – The maximum number of tokens that will be in circulation. Passed in as a parameter during contract creation.
* Block Reward – Given to the miner who adds any token transfer transaction to a valid block. Passed in as a parameter during contract creation.
* Owner share – Amount of tokens that will be reserved for the owner of the contract. It is 60% of the cap.
* Decimals – 18 places

We have added additional functionality on top of what we get out of the box. We have added functionality such that whichever miner adds our token transfer transaction to a valid block gets a block reward of our tokens. This block reward can be modified by the owner if required in order to increase/decrease the block reward. We also have checks present so that tokens cannot be minted if the cap has been reached.

Consider a scenario where Alice deploys this contract and specifies the cap as 10000 and 5 respectively. Once the contract is deployed, Alice will have 6000, which is the total supply of tokens that has been minted and are in circulation. Alice can then decide to send 50 tokens to Bob, and the transaction is added to a valid block by Carl. As Carl is the one who added the transaction, he will receive 5 tokens, which increases the supply to 6005. The balances of Alice, Bob and Carl will be 5950, 50 and 5 respectively. Carl can then decide to approve Dora to transfer a set number of tokens on his behalf, which Dora can do any time unless Carl decides to decrease the approved amount back down to 0. Alice may decide that the block reward being provided is too high after a set number of transaction and then halve it to 2.5 tokens.

The above scenario was used to verify the working of the contract. The contract was developed in Remix IDE, however the testing was performed on the Sepolia testnet in order to verify the block reward is provided to the miner. The details of the transactions are provided below:

* Provide the transaction details here.