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1. Insert X
   1. Message Transmission

Let be an internal node, its left child node, and its right child node.

* + 1. Format of the Message

Computation proceeds along a path from a leaf to the root. For each node except the root in the path, a message is sent from a child node to its parent node. The format of the message is

Specifically, it is

in which and respectively denote the inserted and deleted element in , , of the child node.

* + 1. Messages from Left

左侧消息传递策略（待证明）

1. 左侧插入成功
   1. 直接加入到P.ZL与P.Z集合中
2. 左侧插入失败
   1. 左侧Transfer
      1. \_bZ在P.Z中（是否等价于在P.ZL中？）
         1. 使用EE结构求解\_aZ在P.ZL中的Replaceable Set R
         2. 求出R中end最大的元素maxEndInR
         3. 从P.Z和P.\_ZL中删除maxEndInR
         4. maxEndInR加入到P的ES结构中（P->insertXintoESinNode(bz)）
         5. 根据结果更新Message
      2. \_bZ不在P.Z中
         1. 使用EE结构求解\_aZ在P.ZL中的Replaceable Set R（为何可用EE结构求解R？待严格证明）
         2. 求出R中end最大的元素maxEndInR
         3. 若maxEndInR.e<P.rightChild.Y.s（由L中的transfer变为P中左侧的infeasible）
            1. 求出R中w最小的元素，从P.Z与P.ZL中删除，再将该元素进到I中
            2. 更新Message
         4. 若maxEndInR.e>P.rightChild.Y.s（依然transfer）
            1. 在P.Z与P.ZL中删除maxEndInR
            2. maxEndInR加入到P的ES结构中（P->insertXintoESinNode(bz)）
            3. 更新Message
   2. 左侧Infeasible
      1. \_bZ在P.Z中（是否等价于在P.ZL中？）
         1. 在P.Z与P.ZL中删除\_bZ
         2. Message不变
      2. \_bZ不在P.Z中
         1. 使用EE结构求解\_aZ在P.ZL中的Replaceable Set R（为何可用EE结构求解R？）
         2. 求出R中end最大的元素maxEndInR
         3. 若maxEndInR.e<P.rightChild.Y.s
            1. 求出R中w最小的元素，从P.Z与P.ZL中删除，再将该元素进到I中
            2. 更新Message
         4. 若maxEndInR.e>P.rightChild.Y.s（由L中的infeasible变为P中的transfer）
            1. 在P.Z与P.ZL中删除maxEndInR
            2. maxEndInR加入到P的ES结构中（P->insertXintoESinNode(bz)）
            3. 更新Message

后续工作：

1. 整合右侧消息传递内容（整合以后左侧的消息传递策略可能会产生错误，不确定）。
2. 分裂节点时维护相应ZIT集合的优化算法。目前算法时当发生分裂时，清空L与P中的Z、I、T，然后在L中全部重新插入，最后进行一次左侧消息传递。即目前分裂中的代码与左侧消息传递中的代码时一致的。
3. 优化传递算法，消除重复部分。
   * 1. Messages from Right
4. **在R中x直接加入成功**

msg: (, , , , , ) // if (msg.\_aT.\_id == -1 && msg.\_aI.\_id == -1)

在P中加入x，即：P->insertXintoESinNode()

1. **在R结点，x在Z中抢占x’，x’进入T集合**

msg: (, , , , , ) // if (msg.\_aI.\_id == -1 && msg.\_aT.\_id != -1)

* 1. ，即在R中Z没有变化

在P中，直接进入T

* 1. 若

基于P的计算的可替换集合

* + 1. 若

直接抢占，进入T

* + 1. 若（若相同end的情况下声明大小关系，比如end-id order，则不会发生此种情况。即直接从1.2.进入1.2.1，不需计算ES replaceable set以及1.2.2）

在P中重新加入，即P->insertXintoESinNode()

* 1. 若

在P中重新加入，即P->insertXintoESinNode()

1. **在R结点，x在Z中抢占x’，x’进入I集合**

msg: (, , , , , ) // if (msg.\_aI.\_id != -1 && msg.\_aT.\_id == -1)

* 1. ，即在R中Z没有变化

在P中，直接进入T

* 1. 若

直接抢占，进入I

* 1. 若

在P中重新加入，即P->insertXintoESinNode()