![Vishwakarma Institute of Technology - Wikipedia](data:image/png;base64,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)

**Bansilal Ramnath Agarwal Charitable Trust’s**

**Vishwakarma Institute of Technology**

#### (An Autonomous Institute affiliated to Savitribai Phule Pune University)

**COMPUTER NETWORKS LAB ASSIGNMENTS**

|  |  |
| --- | --- |
| **NAME** | **ABBAS MADHVASWALA** |
| **PRN** | **12110285** |
| **DIVISION** | **CS-C** |
| **ROLL.NO** | **13** |
| **BATCH** | **B3** |

**LAB ASSIGNMENT NO : 03**

**PROBLEM STATEMENT**

Write a C/C++ program to simulate Go back N and Selective Repeat Modes of Sliding Window Protocol in peer to peer mode and demonstrate the packets captured traces using Wireshark Packet Analyzer Tool for peer to peer mode. Further extend it to real implementation of Flow Control over TCP protocol.

**SOLUTION**

**Selective Repeat Modes:**

**Receiver Side Code:**

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

#include <netinet/in.h>

#include <sys/socket.h>

#include <unistd.h>

struct transmit{

    int n;

    char c;

};

int main(){

    int server\_socket\_fd = socket(AF\_INET, SOCK\_STREAM, 0);

    if (server\_socket\_fd == -1){

        perror("Socket creation failed");

        return 1;

    }

    struct sockaddr\_in server\_addr;

    server\_addr.sin\_family = AF\_INET;

    server\_addr.sin\_port = htons(1245);

    server\_addr.sin\_addr.s\_addr =inet\_addr("127.0.0.1");

    if (bind(server\_socket\_fd, (struct sockaddr \*)&server\_addr, sizeof(server\_addr)) == -1){

        perror("Binding failed");

        close(server\_socket\_fd);

        return 1;

    }

    if (listen(server\_socket\_fd, 1) == -1){

        perror("Listening failed");

        close(server\_socket\_fd);

        return 1;

    }

    struct sockaddr\_in client\_addr;

    socklen\_t client\_len = sizeof(client\_addr);

    int socket\_fd = accept(server\_socket\_fd, (struct sockaddr \*)&client\_addr, &client\_len);

    if (socket\_fd == -1){

        perror("Accepting connection failed");

        close(server\_socket\_fd);

        return 1;

    }

    int maxpackets,n,i;

    printf("Enter the number of packets ");

    scanf("%d", &maxpackets);

    char packet [maxpackets];

    char data;

    i = 0;

    struct transmit t;

    while(i<maxpackets){

        if (recv(socket\_fd, &t, sizeof(t), 0) != -1) {

            n=t.n;data=t.c;

            if(n==i+1){

                send(socket\_fd, &n, sizeof(n), 0);

                printf("ack %d sent\n",n);

                packet[n-1]= data;

                i++;

            }

        }

    }

    for (int i = 0;i<maxpackets;i++){

        printf("\nThe %d packet's Data is %c ",i+1,packet[i]);

    }

    close(socket\_fd);

    close(server\_socket\_fd);

}

**Sender Side Code:**

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

#include <netinet/in.h>

#include <sys/socket.h>

#include <unistd.h>

struct transmit{

    int n;

    char c;

};

int main(){

    int sockfd = socket(AF\_INET, SOCK\_STREAM, 0);

    if (sockfd == -1){

        perror("Socket creation failed");

        return 1;

    }

    struct sockaddr\_in server\_addr;

    server\_addr.sin\_family = AF\_INET;

    server\_addr.sin\_port = htons(1245);

    server\_addr.sin\_addr.s\_addr = inet\_addr("127.0.0.1");

    if (connect(sockfd, (struct sockaddr \*)&server\_addr, sizeof(server\_addr)) == -1){

        perror("Connection failed");

        close(sockfd);

        return 1;

    }

    int maxpackets,n;

    printf("Enter the number of packets ");

    scanf("%d", &maxpackets);

    int winsize;

    printf("Enter the number of packets in a window: ");

    scanf("%d", &winsize);

    char packet [maxpackets];

    char data;

    for (int i = 0;i<maxpackets;i++){

        printf("Enter the %d packet's Data: ",i+1);

        scanf(" %c", &data);

        packet[i] = data;

    }

    int ack = 0;

    int i = 0;

    struct transmit t;

    while(ack<maxpackets){

        // printf("%d %d %d",i,maxpackets,ack);

        if(i-ack<winsize&& i<maxpackets){

            i++;

            printf("\npacket %d send  with data %c",i,packet[i-1]);

            t.n=i;t.c=packet[i-1];

            send(sockfd, &t, sizeof(t), 0);

        }

        if (recv(sockfd, &n, sizeof(n), 0) != -1) {

            // printf("%d %d %d",i,n,ack);

            if(n==ack+1){

                ack++;

            }else{

                i = ack;

            }

            // printf("%d %d %d",i,n,ack);

        }

    }

    close(sockfd);

}

**Go and Back:**

**Sender Side Code:**

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

#include <netinet/in.h>

#include <sys/socket.h>

#include <unistd.h>

int main(){

    int sockfd = socket(AF\_INET, SOCK\_STREAM, 0);

    if (sockfd == -1){

        perror("Socket creation failed");

        return 1;

    }

    struct sockaddr\_in server\_addr;

    server\_addr.sin\_family = AF\_INET;

    server\_addr.sin\_port = htons(1245);

    server\_addr.sin\_addr.s\_addr = inet\_addr("127.0.0.1");

    if (connect(sockfd, (struct sockaddr \*)&server\_addr, sizeof(server\_addr)) == -1){

        perror("Connection failed");

        close(sockfd);

        return 1;

    }

    int maxpackets,n;

    printf("Enter the number of packets ");

    scanf("%d", &maxpackets);

    int winsize;

    printf("Enter the number of packets in a window: ");

    scanf("%d", &winsize);

    char packet [maxpackets];

    char data;

    for (int i = 0;i<maxpackets;i++){

        printf("Enter the %d packet's Data: ",i+1);

        scanf(" %c", &data);

        packet[i] = data;

    }

    int ack = 0;

    int i = 0;

    while(ack<maxpackets){

        // printf("%d %d %d",i,maxpackets,ack);

        if(i-ack<winsize&& i<maxpackets){

            i++;

            printf("packet %d send  with data %c",i,packet[i-1]);

        }

        scanf("%d",&n);

        if (n!=-1){

            // printf("%d %d %d",i,n,ack);

            if(n==ack+1){

                ack++;

            }else{

                i = ack;

            }

            // printf("%d %d %d",i,n,ack);

        }

    }

}

**Receiver Side Code:**

#include <stdio.h>

#include <stdlib.h>

#include <string.h>

#include <netinet/in.h>

#include <sys/socket.h>

#include <unistd.h>

int main(){

    int server\_socket\_fd = socket(AF\_INET, SOCK\_STREAM, 0);

    if (server\_socket\_fd == -1){

        perror("Socket creation failed");

        return 1;

    }

    struct sockaddr\_in server\_addr;

    server\_addr.sin\_family = AF\_INET;

    server\_addr.sin\_port = htons(1245);

    server\_addr.sin\_addr.s\_addr =inet\_addr("127.0.0.1");

    if (bind(server\_socket\_fd, (struct sockaddr \*)&server\_addr, sizeof(server\_addr)) == -1){

        perror("Binding failed");

        close(server\_socket\_fd);

        return 1;

    }

    if (listen(server\_socket\_fd, 1) == -1){

        perror("Listening failed");

        close(server\_socket\_fd);

        return 1;

    }

    struct sockaddr\_in client\_addr;

    socklen\_t client\_len = sizeof(client\_addr);

    int socket\_fd = accept(server\_socket\_fd, (struct sockaddr \*)&client\_addr, &client\_len);

    if (socket\_fd == -1){

        perror("Accepting connection failed");

        close(server\_socket\_fd);

        return 1;

    }

    int maxpackets,n,i;

    printf("Enter the number of packets ");

    scanf("%d", &maxpackets);

    char packet [maxpackets];

    char data;

    i = 0;

    while(i<maxpackets){

        scanf("%d %c", &n,&data);

        if(n==i+1){

            printf("ack %d sent",n);

            packet[n-1]= data;

            i++;

        }

    }

    for (int i = 0;i<maxpackets;i++){

        printf("\nThe %d packet's Data is %c \n",i+1,packet[i]);

    }

}