**ENGR 102**

**Lab #7A [100 points]**

**Activity #1: Comparing array values – to be done as a team [50 points]**

This activity is meant to help you learn to read data, store it in a list, and then process it by looping through values.

Imagine that you are managing a plant, and measure production each day. Production is in number of widgets, and you want a program that will let you enter in the number of widgets, and then tell whether for periods of time ranging from 1 day intervals to the maximum interval, whether the production is rising or falling. You want this to work for an arbitrary number of days. That is, you should be able to enter as many days as you want, and get a report as to days increasing or decreasing.

For the input, make sure your program can collect the number of widgets for an arbitrary number of days. You can stop taking input when a user enters a negative number. Be sure to give a descriptive message telling what to input.

For the output, you want to report, for each possible interval from 1 day to the maximum interval, what percentage of differences in widget production were increasing, and what percentage of intervals were decreasing (some could be the same). *Print the output with 1 digit after the decimal.*

For example, if the widget production was entered for 5 consecutive days, and the production levels were 13, 15, 17, 15, 18, you might output something like:

For 1-day intervals 75.0% were increasing and 25.0% were decreasing

For 2-day intervals 66.7% were increasing and 0.0% were decreasing

For 3-day intervals 100.0% were increasing and 0.0% were decreasing

For 4-day intervals 100.0% were increasing and 0.0% were decreasing

The first line is because out of the four one-day intervals, 13-15, 15-17, and 15-18 were increasing, while 17-15 was decreasing. The second line is because out of the three two-day intervals, 13-17 and 17-18 were increasing, while 15-15 was neither increasing nor decreasing. The third line is because both four-day intervals, 13-15 and 15-18, were increasing, and the final line is because the one four-day interval 13-18 was increasing.

There is more than one way to get one decimal place after the number. One option is for your team to look up and learn the command for formatting floating-point output. Another option is for your team to come up with a set of steps to create this string, yourselves.

Before your team starts coding, consider exactly how you will make these computations. The looping in this problem is trickier than what you have encountered previously, and formatting the output may be a challenge for you (work together as a team to figure out how you might print the percentages with exactly 1 place after the decimal). Remember to use the methods we have discussed for testing, and using incremental development.

**Activity #2: Making the cut in golf [50 points]**

The purpose of this activity is to get your team, to think through a computational problem and come up with an interesting computational solution. There are multiple possible ways to solve this problem.

In professional golf tournaments, a tournament typically lasts four rounds. A player’s score is the sum of the scores in the rounds (the lower the better). It is common for all players to play the first two rounds of golf. However, only a fraction of the players are allowed to continue on to the third and fourth rounds. The way this is done is that a “cut” score is determined, and those whose scores are better (i.e. lower) than the cut are allowed to play the remainder of the tournament (they “made the cut”) while the rest do not.

In this case, the cut will be the median score among the golfers. You are to print out the names of golfers who made the cut (whose score was below the median), and those who did not make the cut (score above the median). Thus, about half the golfers should make the cut. Here are some details:

* You are to write a program that reads in golfers’ names, and their first and second round scores. Specifically, they should enter the first round score on one line, then the second round score on another line, then the player’s name on a third line. This should continue for an arbitrary number of players. The user should indicate that they are done entering players by giving a negative score for the first round – at this point, the reading-in of data should stop (without reading a second round or player name).
* In practice, a common way to find the median is typically to sort the numbers from smallest to largest, and then to find the median from there directly (either the middle element if an odd number of elements., or the average of the two middle elements if an even number of elements). There is a simple sort routine built in to Python, ***but you are not to use it (the built-in sort command) for this problem***.
* There are many ways to find a median. A major part of this problem is to figure out a method for finding the median, yourselves. There are solutions involving just multiple loops, there are solutions that will use more than one list, and so on.
* You’ll be outputting two sets of names. Be sure it is clear which is which.
* Do this project as a team. The idea is that you should talk through the problem and develop a solution together. Be sure to use good code development, as discussed before.