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# Introduction

Pour réaliser notre application, nous avons choisi de créer une classe LDA, LinearDiscriminantAnalysis. Cette solution permet de créer des instances, de mieux structurer et d’organiser le code. De plus, cela permet d’utiliser les variables calculées dans certaines fonctions (qui n’étaient pas utilisées dans leurs retours) à partir d’autres fonctions. Par exemple, l’attribut **coef\_** qui est construit dans la fonction **fit()** et qui est utilisé ultérieurement dans la fonction **predict().**

Le code est divisé en trois modules : **calculations**, **reporting** et **discriminant\_analysis**.

# Module : calculations.py

C’est le module qui regroupe des fonctions de vérification et de modification de données ainsi que des fonctions permettant d'effectuer les calculs nécessaires pour la pratique de l'analyse discriminante linéaire (lambda de Wilks, matrice de covariance, etc.).

## verification\_NA

On a repris l’approche de la procédure DISCRIM de SAS : les valeurs nulles ne sont pas prises en compte pour l’analyse, donc les observations précédant ces valeurs sont annulées.

**Fonction verification\_NA(inputData : matrice de réels, targetValues  : vecteur de réels) :**

**Début**

Définir la taille de l’échantillon et le nombre de variables explicatives

Concaténation de inputData et targetValues

Suppression des observations/lignes avec les valeurs nulles

Calcul du nombre de lignes supprimées

Redéfinition de X et y sans lignes supprimées

Affichage du nombre de lignes supprimées

Renvoyer nouveaux X et y

**Fin**

## recodification\_var\_expl

La fonction *recodification\_var\_expl()* de notre module **calculations**  permet de convertir des variables qualitatives en variables quantitatives. L’Analyse de Discriminante Linéaire (ADL), ne cadrant tout simplement pas avec les variables qualitatives, nous oblige de recoder ces variables avant l’application de cette méthode statistique sur nos données. Plusieurs approches existent afin de recoder des variables qualitatives. Parmi elles, nous trouvons la méthode DISQUAL ainsi que la méthode des *dummy variables* (celle que nous utiliserons), pour ne citer que ces deux-là.  La méthode des *dummy variables* (Ricco Rakotomalala, *Pratique de l’Analyse Discriminante Linéaire*, section 3.3, p.76) octroie M-1 variables à chaque variables qualitatives possédant M modalités (notion modalité de référence). À ceux-ci, nous attribuons soit 0, soit 1, représentant la présence ou non de catégories.

À savoir :

* Cette fonction n’est utile qu’en cas de présence de **variables qualitatives** dans les **variables explicatives** des données ;
* Si nous sommes en présence que de variables quantitatives, il faut directement implémenter la fonction **fit()** de la classe LDA.

**Fonction recodification\_var\_expl(inputData : matrice de réels) :**

**Début**

Création d’un dictionnaire vide et lui

Attribuer des valeurs soit vraie ou fausse selon que la variable est positive ou pas

Créer une liste de valeurs booléen

Convertir le type de la liste en type object de python si sa valeur égale à faux

Recoder les variables de type object en tenant compte de la modalité de référence

Jointure des données initiales avec les données recodées

Suppression de variables non numériques de nos données finales

Retourner les données recodées

**Fin**

## freq\_relat

La fonction calcule les fréquences relatives.

**Fonction freq\_relat(targetValues : matrice de réels, n : integer):**

**Début**

Calcul du nombre d'effectifs par classes

Calcul des fréquences relatives par classes

Renvoyer ces deux vecteurs

**Fin**

## means\_class

La fonction calcule des moyennes conditionnelles selon le groupe d'appartenance.

**Fonction means\_class(inputData : matrice de réels, targetValues : vecteur de réels):**

**Début**

Calcul du nombre d'effectifs par classe

Initiation d'une matrice remplie de 0

Remplir cette matrice avec les effectifs par classe

Division par le nombre d'effectifs par classe

Renvoyer les moyennes conditionnelles

**Fin**

## cov\_matrix

La fonction calcule la matrice de covariance totale (V) et biaisée (Vb) entre les variables explicatives directement à partir du jeu de données.

Cette fonction a recours à la fonction [**cov()**](https://pandas.pydata.org/pandas-docs/stable/reference/api/pandas.DataFrame.cov.html) de la librairie **pandas**.

**Fonction cov\_matrix(dataset : pandas DataFrame) :**

**Début**

Définir la taille de l’échantillon

Calcul la matrice de covariance totale

Calcul la matrice de covariance biaisée

Renvoyer les deux matrices

**Fin**

## pooled\_cov\_matrix

Cette fonction permet de calculer la matrice de covariance intra-classe totale (W) et biaisée (Wb).

D’après Ricco Rakotomalala, dans son livre sur la *Pratique de l’Analyse Discriminante Linéaire*, « en pratique, la matrice de covariance commune est estimée à l’aide de la matrice de variance covariance intra-classe » (section 1.2, p.25). Le calcul pour obtenir la matrice de covariance intra-classe est donc :

Où :

* N : taille de l’échantillon ;
* K : nombre de classes ;
* Vk : matrice de covariance pour la classe k.

**Fonction pooled\_cov\_matrix(dataset : pandas.DataFrame, className : string) :**

**Début**

Définir la taille de l’échantillon

Définir le nombre de classes

Initiation de la matrice

Parcourir les modalités des valeurs uniques de la variable cible :

Définir le nombre de valeurs par classe

Calcul de la matrice de la covariance des moyennes conditionnelles

Calcul des sommes de ces matrices selon la formule

Fin de la boucle Pour

Calcul de la matrice de covariance intra-classe totale

Calcul de la matrice de covariance intra-classe biaisée

Renvoyer les matrices de covariance intra-classe totale et biaisée

**Fin**

## wilks

La fonction calcule les valeurs du lambda de Wilks où :

Avec :

Ces deux matrices sont obtenues respectivement grâce aux fonctions **pooled\_cov\_matrix** et **cov\_matrix**, vues précédemment.

Cette fonction a recours à la fonction [**det()**](https://numpy.org/doc/stable/reference/generated/numpy.linalg.det.html) de la librairie de calcul matriciel [**numpy.linalg**](https://numpy.org/doc/stable/reference/routines.linalg.html).

**Fonction wilks(Vb : matrice de réels, Wb : matrice de réels) :**

**Début**

Calcul du déterminant de la matrice de covariance totale biaisée

Calcul du déterminant de la matrice de covariance intra-classes biaisée

Calcul les valeurs du lambda de Wilks

**Fin**

## wilks\_log

La fonction calcule les valeurs du lambda de Wilks à partir des logarithmes naturels des déterminants, où :

Cela permet de contourner les limitations des librairies utilisées dans les calculs scientifiques. En effet, si en entrée, les matrices sont trop grandes, le calcul standard avec la fonction **wilks()** ne sera pas en mesure d’aboutir.

Cette fonction a recours à la fonction [**slogdet()**](https://numpy.org/doc/stable/reference/generated/numpy.linalg.slogdet.html) de la librairie de calcul matriciel [**numpy.linalg**](https://numpy.org/doc/stable/reference/routines.linalg.html).

**Fonction wilks\_log(Vb : matrice de réels, Wb : matrice de réels) :**

**Début**

Calcul du logarithme naturel du déterminant de la matrice de covariance totale biaisée

Calcul du logarithme naturel du déterminant de la matrice de covariance intra-classes biaisée

Calcul du Lambda de Wilks par le rapport entre les logarithmes naturels des déterminants

**Fin**

## p\_value

La fonction calcule la p-valeur d’un test unilatéral de Fisher.

La fonction a recours à la librairie [**scipy.stats**](https://docs.scipy.org/doc/scipy/reference/generated/scipy.stats.f.html).

**Fonction p\_value(F : réel, ddl1 : entier, ddl2 : entier) :**

**Début**

Si la statistique de Fisher < 1 alors :

Renvoyer p\_value selon formule1

Fin Si

Renvoyer p\_value selon formule2

**Fin**

# Module : reporting.py

Ce module regroupe les différentes classes pour la création de reporting automatique, en format HTML et PDF, dont les sorties ressemblent à celles des PROC DISCRIM et STEPDISC de SAS.

## Classe HTML (Objet)

## Méthodes :

### create\_html\_head

Permet de créer le début d’un fichier HTML. La feuille de style est directement issue d’une feuille de style toute faite très populaire : [Bootstrap](https://getbootstrap.com).

Voilà ce que le fichier donne lorsqu’on lance simplement cette fonction. Notons qu’elle prend en paramètre une chaîne de caractères « proc », qui permet de changer le titre de la page avec le nom de la fonction souhaitée (STEPDISC ou DISCRIM).

<!DOCTYPE html>

<html lang="fr" dir="ltr">

  <head>

    <title>R&#233;sultats : %s</title>

    <meta charset="utf-8" />

    <style></style>

    <link

      rel="stylesheet"

      href="https://stackpath.bootstrapcdn.com/bootstrap/4.5.2/css/bootstrap.min.css"

      integrity="sha384-JcKb8q3iqJ61gNV9KGb8thSsNjpSL0n8PARn9HuZOnIxN0hoP+VmmDGMN5t9UJ0Z"

      crossorigin="anonymous"

    />

  </head>

  <body>

    <div class="container text-center">

      <h2>Proc&#233;dure %s</h2>

### stepdisc\_html\_output

Ecriture des étapes de la sélection de variables (proc stepdisc) dans un fichier **.html**.

Les **pandas.DataFrame** sont transformés en tables HTML grâce à la fonction [**to\_html()**](https://pandas.pydata.org/pandas-docs/stable/reference/api/pandas.DataFrame.to_html.html).

**Fonction stepdisc\_html\_output(ProcStepdisc : objet LinearDiscriminantAnalysis,**

**fileName : chaîne)**

**Début**

Si (les 5 derniers caractères de fileName) sont différents de ".html " :

Ajouter ".html" à la fin du nom du fichier

Fin Si

Ouverture du fichier

Création du début du fichier grâce à la fonction "create\_html\_head("STEPDISC")"

Ecriture des étapes de la procédure de sélection de variables

Fermeture du fichier

**Fin**

### discrim\_html\_output

Ecriture des étapes de la fonction **fit()** (proc discrim) un fichier **.html**, style basé sur **stepdisc\_html\_output**.

Les **pandas.DataFrame** sont transformés en tables HTML grâce à la fonction [**to\_html()**](https://pandas.pydata.org/pandas-docs/stable/reference/api/pandas.DataFrame.to_html.html).

**Fonction discrim\_html\_output(ProcStepdisc : objet LinearDiscriminantAnalysis,**

**fileName : chaîne)**

**Début**

Si (les 5 derniers caractères de fileName) sont différents de ".html " :

Ajouter ".html" à la fin du nom du fichier

Fin Si

Appel des différents attributs de l’instance de la classe LinearDiscriminantAnalysis

contenant l’information qu’on a besoin de récupérer pour restituer les sorties

Ouverture du fichier

Création du début du fichier grâce à la fonction "create\_html\_head("STEPDISC")"

Ecriture des étapes de la procédure de sélection de variables

Fermeture du fichier

**Fin**

### discrim\_html\_output\_datapane

Idem que discrim\_html\_output mais le style est différent, car basé sur la librairie [**datapane**](https://datapane.com).

**Fonction discrim\_html\_output\_datapane(ProcStepdisc : objet LinearDiscriminantAnalysis,**

**fileName : chaîne)**

**Début**

Si (les 5 derniers caractères de fileName) sont différents de ".html " :

Ajouter ".html" à la fin du nom du fichier

Fin Si

Appel des différents attributs de l’instance de la classe LinearDiscriminantAnalysis

contenant l’information qu’on a besoin de récupérer pour restituer les sorties

Ouverture et écriture des différents attributs de la classe dans le fichier en

format .html grâce à datapane

Fermeture du fichier

**Fin**

## Classe PDF(FPDF) (Objet)

Cette classe hérite la classe FPDF du package fpdf. Inspiré par le tutoriel : https://pyfpdf.readthedocs.io/en/latest/Tutorial/index.html

## Méthodes :

### footer

Footer facilite l'affichage du bas de page lors d’une création d’un fichier pdf.

### discrim\_pdf\_output

Cette méthode créée un fichier pdf, dont l’utilisateur indique le nom. Il contient des sorties ressemblant aux sorties de la procédure DISCRIM de SAS : la description générale de l’échantillon (Taille d'échantillon totale, le nombre des variables et des classes, les DDL), l’information au niveau classe (les fréquences et proportions des classes), l’informations sur la matrice de covariance combinée, les statistiques de lambda de Wilks, les coefficients et l’intercept construits par le modèle.

La matrice de confusion et le taux de précision ne sont pas présentes dans cette méthode car on peut les invoquer par des méthodes séparées - confusion\_matrix() et accuracy\_score().

**Fonction discrim\_pdf\_output(ProcDiscrim : objet LinearDiscriminantAnalysis,**

**fileName : string) :**

**Début**

Si les 4 derniers caractères du nom du fichier ne contiennent pas ".pdf" :

Concaténer le nom du fichier avec ".pdf"

Fin Si

Appel des différents attributs de l’instance de la classe LinearDiscriminantAnalysis

contenant l’information qu’on a besoin de récupérer les sorties

Création d’une instance de la classe PDF

Définition des caractères des polices pour le titre

Ajout du titre du paragraphe

Ligne rouge

Définition des caractères des polices pour le texte

Parcours en récupérant l’index et l’élément de l’information général des attributs de ProcDiscrim :

Ajout des cellules de pdf contenant les informations selon l’attribut du modèle

choisi

Ligne rouge

Fin Boucle

Idem pour les statistiques des classes, l’information sur la matrice de covariance,

sur la fonction de classement, sur le lambda de Wilks

Sauvegarde du fichier

**Fin**

# Module : discriminant\_analysis.py

## Classe LinearDiscriminantAnalysis (Objet)

Ce module est le module principal et le seul dont l’utilisateur aura besoin pour pratiquer l’Analyse Discriminante Linéaire. Après avoir chargé les données (grâce à pandas) et avoir repéré le nom de la variable catégorielle, l’utilisateur devra créer un objet issu de cette classe en spécifiant les deux paramètres.

**LDA = LinearDiscrimnantAnalysis(jeu\_de\_données, nom\_de\_la\_classe)**

À partir de là, l’utilisateur pourra directement appeler les différentes méthodes pour réaliser les calculs qu’ils souhaitent et les différents attributs s’il veut récupérer les paramètres precis.

### Attributs

* **dataset** : matrice *# le jeu de données*
* **classEtiquette** : string *# le nom de la variable cible*
* **classNames** : liste de chaînes *# les noms des valeurs prises pour la variable cible*
* **varNames** : liste de chaînes *# les noms des variables explicatives*
* **n** : entier *# la taille de l'échantillon*
* **p** : entier *# le nombre de variables explicatives*
* **K** : entier *# le nombre de classes*
* **V** : matrice de réels *# les matrices de covariance totale*
* **Vb** : matrice de réels *# les matrices de covariance biaisée*
* **W** : matrice de réels *# la* *matrice* *de covariance intra-classe*
* **Wb** : matrice de réels *# la matrice de covariance intra-classe biaisée*
* **infoDataset** : pandas.DataFrame *# l’informations de bases sur le jeu de données*
* **infoCovMatrix** : pandas.DataFrame *# les statistiques de la matrice de covariance intra-classe*
* **infoClasses** : pandas.DataFrame *# les effectifs et fréquences relatives des classes*
* **infoWilksStats** : pandas.DataFrame *# les statistiques du Lambda de Wilks*
* **intercept**\_ : vecteur de réels *# l’intercept calculé par le modèle*
* **coef\_** : matrice de réels *# les coefficients du modèle*
* **infoFuncClassement** : pandas.DataFrame *# les valeurs de la fonction de classement*
* **confusionMatrix** : matrice de réels *# la matrice de confusion*
* **confusionMatrixGraph** : graphique *# graphique de la matrice de confusion*
* **accuracy** : réel *# le taux de précision*
* **infoWilksDecay :** liste de réels *# liste des valeurs du lambda de wilks en fonction du nombre de variables sélectionnées*
* **figWilksValue :** graphique *# courbe de la décroissance du lambda de Wilks*
* **\_htmlStringOutput :** string *# pour la sortie HTML de la sortie STEPDISC*
* **infoStepResults :** pandas.DataFrame *# lorsque l’approche de sélection de variables, affiche les différentes valeurs pour la dernière étape*
* **stepdiscSummary :** pandas.DataFrame *# résumé de l’approche de sélection de variables*

### Méthodes

Note : L’utilisation d’un **underscore** devant les méthodes à « weak internal usage » permet à ces méthodes de ne pas être convoquées lors de l’importation de la librairie   
(import \* from LinearDiscriminantAnalysis).

#### \_\_init\_\_

Création de l’objet à l’aide du constructeur python et affectation des différents attributs de base pour le bon fonctionnement des méthodes.

Prend en paramètres le jeu de données et le nom de la variable catégorielle. Il est également possible d’indiquer le nom des variables explicatives.

A la création de l’objet, on retrouvera les attributs suivants : **dataset**, **classEtiquette**, **classNames**, **varNames**, **n**, **p**, **K**, **V**, **Vb**, **W**, **Wb**.

#### \_stats\_dataset

Sert à créer l’attribut infoDataset qui représentent une matrice contenant l’information suivante : "Taille d'échantillon totale", "Variables", "Classes", "Total DDL", "DDL dans les classes", "DDL entre les classes".

#### \_stats\_pooled\_cov\_matrix

Cette méthode calcule des statistiques de la matrice de covariance intra-classes

**Fonction \_stats\_pooled\_cov\_matrix(self.W) :**

**Début**

Calcul du rang de la matrice de cov. intra-classes

Calcul du logarithme naturel du déterminant de cette matrice

Restitution de l’attribut infoCovMatrix qui contient "Rang de la mat. de cov. intra-classes" et "Log. naturel du det. de la mat. de cov. intra-classes"

**Fin**

#### \_stats\_classes

Cette méthode calcule des statistiques des classes.

**Fonction \_stats\_classes () :**

**Début**

Restitution de la variable cible

Calcul des effectifs et fréquences relatives des classes en utilisant la fonction du module calculations

Restitution de l’attribut infoClasses qui contient "Effectifs" et "Fréquences"

**Fin Fonction**

#### \_stats\_wilks

Cette méthode calcule les statistiques du Lambda de Wilks.

**Fonction \_stats\_wilks () :**

**Début**

Calcul du lambda de Wilks

Calcul du ddl du numérateur

Calcul du ddl du dénominateur

Calcul de la F-statistique

Calcul de la p\_value

Restitution de l’altribut infoWilksStats qui contient "Valeur", "F-Valeur", "DDL num.", "DDL den.", "p-value"

**Fin Fonction**

#### fit

Les valeurs nulles ne sont pas prises en compte et sont supprimées. Le message affiche le nombre d’observations supprimées. La methode renvoie les coefficients et l’intercept du modèle.

D’abord on calcule les moyennes conditionelles, les frequences relatives et la matrice de variance co-variance intra-classes[[1]](#footnote-1) :
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Après on estime la fonction de classement par la formule :

![](data:image/png;base64,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)

Où l’intercept :
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Et les coefficients :
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**Fonction fit () :**

**Début**

Sélection des valeurs des variables explicatives et cible

Vérification et suppression des valeurs nulles de dataset

Transformation des données en numpy

Calcul des effectifs et des fréquences de classes

Calcul des moyennes conditionnelles

Si le déterminant de la matrice de var-covar intra-classes (W) ≠ 0 :

Calcul de la matrice inverse de W

Calcul des coefficients et de l’intercept

Récupération des valeurs de la fonction de classement

Sinon :

Afficher un message d’erreur que la matrice n’est pas inversible

Fin Si

**Fin**

#### predict

Pour calculer les prédictions il faut prendre le maximum parmi les scores d’appartenance à chaque classe. Ainsi on a finalement la formule pour calculer les prédictions : ![](data:image/png;base64,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)

La fonction retourne le vecteur des classes prédites.

**Fonction predict(inputData : matrice des valeurs à prédire) :**

**Début**

Création d’une liste vide pour la remplir avec les prédictions

Parcours la matrice inputData

Calcul des probabilités d’appartenir aux classes

Stockage de ces valeurs dans une liste

Prédictions des classes en choisissant le maximum parmi les probabilités

**Fin**

#### confusion\_matrix

Avoir les prédictions c’est très bien, mais comment on peut savoir ou plutôt mesurer si ces prédictions sont correctes ou pas ? La matrice de confusion et le taux de précision y aident. La première « permet d’obtenir une évaluation non biaisée des performances du modèle en déploiement »[[2]](#footnote-2). Elle prend le vecteur des vraies valeurs de la variable cible qui n’étaient pas utilisées lors de l’apprentissage, et le vecteur des valeurs cibles prédites. Ainsi on peut estimer si la fonction est capable de bien prédire.

« Chaque ligne correspond à une classe réelle, chaque colonne correspond à une classe estimée. La cellule ligne L, colonne C contient le nombre d'éléments de la classe réelle L qui ont été estimés comme appartenant à la classe C »[[3]](#footnote-3).

Cette matrice permet de mesurer plusieurs d’autres indices. Mais comme cela n’est pas l’objectif de notre projet, on a retenu que la matrice de confusion et le taux de précision.

La fonction renvoie la matrice numérique.

En analyse des données c’est toujours utile de construire des graphiques ou d’avoir les données en format plus lisible. Le paramètre de la méthode graphShow est mis à True par défaut, cela nous affiche la matrice en mode plus représentatif (grâce à la librairie seaborn). Si on ne veut pas l’afficher, il faut mettre ce paramètre à False.

**Fonction confusion\_matrix(y\_true : vecteur des vrais valeurs de la cible, y\_pred : vecteur des valeurs de la cible à prédire, graphShow : booléen, True par défaut)**

**Début**

Conversion des noms des classes en numérique

Création d’une matrice zéro de taille K x K

Parcours des indices de 0 à K-1 (deux boucles imbriquées) :

Calcul des valeurs de la matrice de confusion

Si le paramètre graphShow est True :

Créer et afficher la matrice de confusion en mode graphique

Renvoyer la matrice de confusion

Fin Si

**Fin**

#### accuracy\_score

La fonction prend en entrée les vraies valeurs de la variable cible et les prédictions et renvoie la proportion des prédictions correctes.

Accuracy = (True Positive + True Negative) / (Positives + Negatives)

**Fonction accuracy\_score(y\_true : vecteur des vrais valeurs de la cible, y\_pred : vecteur des valeurs de la cible à prédire):**

**Début**

Conversion des noms des classes en numérique

Calcul du taux de précision

Renvoyer le taux de précision

**Fin**

#### wilks\_decay

Permet de calculer la valeur du lambda de Wilks en fonction du nombre de variables explicatives sélectionnées et d’afficher la courbe du décroissance du lambda de Wilks. Par exemple, s’il y a 40 variables explicatives, les valeurs du lambda seront pour {1, 2, …, 40}.

**Fonction wilks\_decay(graphShow : booléen, True par défaut) :**

**Var**

On crée une liste vide qui contiendra les valeurs du lambda de Wilks

On crée une liste vide qui contiendra les noms de variables (varSelection)

Pour chaque nom dans les noms des variables explicatives :

On ajoute le nom de cette variable dans la liste (varSelection)

Calcul du Lambda de Wilks en sélectionnant les lignes et colonnes de Vb et Wb

par rapport à la liste créée (varSelection) et ajout de la valeur dans une

liste (wilksValues)

Fin Pour

Si graphShow est mis à True :

Créer et affiche le courbe de la décroissance du lambda de Wilks

Fin Si

**Fin**

#### stepdisc

Cette méthode permet de réaliser une méthode de sélection de variable. Elle est basée sur la section 4 livre sur la *Pratique de l’Analyse Discriminante* *Linéare* de Ricco Rakotomalala (pp. 87-108) et sur la PROC STEPDISC de SAS.

Rappel des calculs utilisés dans la fonction :

Approche ascendante :

Approche descendante :

Elle permet à l’utilisateur d’aborder une approche ascendante, ou descendante.

**Fonction stepdisc(slentry : réel, method : chaîne)**

**Début**

**Si le paramètre de la méthode est forward :**

On initialise le lambda de Wilks à 1 (car )

**Pour q allant de 1 à p :**

**Pour chaque nom dans les noms des variables explicatives :**

On ajoute le nom de la variable dans la liste wilksVarSelect

On calcule le lambda de Wilks sur cette liste de variables

(en faisant une sélection des lignes et colonnes de Vb et Wb)

On calcule les degrés de libertés (ddl1 := K-1,ddl2 := n-K-q)

Calcul de la statistique de Fisher

Calcul du R²(partiel)

Calcul de la p-valeur du test de Fisher

Ajout de ces informations dans une liste

**Fin Pour**

Récupération des valeurs calculées pour chaque variable dans la boucle

dans un DataFrame (information sur l’étape)

Récupération du nom de la variable qui maximise F (qui minimise le

Lambda de Wilks)

Ecriture du détail de l’étape dans une chaîne de caractères pour faire

la sortie html plus tard

**Si la p-valeur de la variable maximisant F est supérieure à la**

**condition d’arrêt  :**

Ecriture du détail de l’étape dans une chaîne de caractères

pour faire la sortie html plus tard

Arrêt et sortie de la boucle

**Sinon :**

Ajout de la variable dans la liste des variables en entrée

On enlève le nom de la variable des noms des variables

explicatives

On stocke les valeurs de la valeur choisie dans un DataFrame

On initialise le lambda de Wilks à la valeur du lambda de

cette variable ()

Ecriture du détail de l’étape dans une chaîne de caractères

pour faire la sortie html plus tard

**Fin Si**

Création d’un dataframe regroupant les informations de chaque variable

choisie par la sélection ascendante

Ecriture du détail de l’étape dans une chaîne de caractères

pour faire la sortie html plus tard

**Fin Pour**

**Sinon si method = “backward”:**

On initialise le lambda de Wilks pour q = p à l’aide de la fonction wilks\_log

**Pour q allant de p à 1 :**

**Pour chaque nom dans les noms des variables explicatives :**

On ajoute le nom de la variable dans la liste wilksVarSelect

On calcule le lambda de Wilks sur cette liste de variables

(en faisant une sélection des lignes et colonnes de Vb et Wb)

On calcule les degrés de libertés (ddl1 := K-1,ddl2 := n-K-q)

Calcul de la statistique de Fisher

Calcul du R²(partiel)

Calcul de la p-valeur du test de Fisher

Ajout de ces informations dans une liste

**Fin Pour**

Récupération des valeurs calculées pour chaque variable dans la boucle

dans un DataFrame (information sur l’étape)

Récupération du nom de la variable qui minimise F

Ecriture du détail de l’étape dans une chaîne de caractères pour faire

la sortie html plus tard

**Si la p-valeur de la variable maximisant F est inférieure à la**

**condition d’arrêt  :**

Ecriture du détail de l’étape dans une chaîne de caractères

pour faire la sortie html plus tard

Arrêt et sortie de la boucle

**Sinon :**

Ajout de la variable dans la liste des variables retirées

On enlève le nom de la variable des noms des variables

explicatives

On stocke les valeurs de la valeur éliminée dans un DataFrame

On initialise le lambda de Wilks à la valeur du lambda de

cette variable ()

Ecriture du détail de l’étape dans une chaîne de caractères

pour faire la sortie html plus tard

**Fin Si**

Ecriture du résumé des variables choisies ou éliminées dans un DataFrame

Ecriture du détail de l’étape dans une chaîne de caractères

pour faire la sortie html plus tard

**Fin Pour**

**Fin Si**

**Fin**

1. https://www.stat.cmu.edu/~ryantibs/datamining/lectures/21-clas2.pdf [↑](#footnote-ref-1)
2. http://eric.univ-lyon2.fr/~ricco/cours/cours/Pratique\_Analyse\_Discriminante\_Lineaire.pdf [↑](#footnote-ref-2)
3. https://fr.wikipedia.org/wiki/Matrice\_de\_confusion [↑](#footnote-ref-3)