**Algorithms**

**Linear Search**

It is a straightforward algorithm that checks every element in the list or array until it finds the target value. If the element is found, the algorithm returns its index. If the list doesn’t contain the element, it indicates that as well. This method doesn’t require the list to be sorted and is very intuitive. However, its simplicity comes at the cost of efficiency, especially with large datasets, as it has time complexity of O(n).

**Binary Search**

It is a divide-and-conquer search algorithm that finds the position of a target value within a sorted array. Binary search compares the target value to the middle element of the array, if they are not equal, the half in which the target is eliminated, and the search continues on the remaining half until the target is found or the search space is empty.

This method requires the array to be sorted beforehand and has a time complexity of O(log n).

**Bubble Sort**

It is one of the simplest sorting algorithms that works by repeatedly stepping through the list to be sorted, comparing each pair of adjacent items, and swapping them if they are in the wrong order. The pass through the list is repeated until no swaps are needed, which means the list is sorted. The algorithm gets its name because smaller elements bubble to the top of the list (beginning) with each iteration.

Despite its simplicity, bubble sort is not suitable for large datasets as its average and worst-case complexity are both O(n2)

**Selection Sort**

It is a straightforward sorting algorithm the list into two parts, sorted and unsorted. It repeatedly selects the smallest (or largest, depending on sorting order) element from the unsorted segment and moves it to the end of the sorted segment. Though not efficient on large lists compared to more advanced algorithms like Quick Sort, Merge Sort, or Heap Sort, its simplicity makes it easy to understand and implement. The algorithms have a time complexity of O(n2 ).

Here's the step-by-step process:

1. Start with the entire list as the unsorted section.
2. Find the smallest element in the unsorted section of the list.
3. Swap this smallest element with the first element of the unsorted section.
4. Shrink the unsorted section of the list by one from the left, and if any element is left unsorted, repeat from step2.

The name selection sort comes from this process of selecting the next smallest (or largest) element from the unsorted section of the list and then swapping it into place. This selection process is repeated until the entire list is sorted.

The selection sort algorithm has a time complexity of O(n2) in all cases, this makes it inefficient for larger lists compared to more advanced sorting algorithms like merger sort or quicksort.

**Insertion Sort**

It is a simple and efficient comparison-based sorting algorithm. It builds the final sorted array (or list) one item at a time. The algorithm iterates through the input elements and removes one element in each iteration, finds the location it belongs to in the already sorted section of the array, and inserts it there. This process repeats until no unsorted elements remain.

The algorithm is efficient for small data sets and even larger datasets where the data is mostly sorted. It is stable, adaptive, and has an average and worst-case complexity of O(n2).

**Why is more efficient:**

* Fewer Swaps: Insertion sort generally performs fewer swaps compared to bubble sort, especially if the elements are nearly sorted. Each insertion operation can move an element directly to its position, whereas bubble sort swaps adjacent elements, which can be less efficient.
* Adaptive: Insertion sort is adaptive, meaning its efficiency increases if the input is partially or nearly sorted. It can achieve linear time complexity on an almost sorted list.
* Better Best Case: The best-case time complexity of insertion sort is O(n), which is significantly better than the best case of bubble sort, which is also O(n2) in its traditional implementation.

**Pre Order Traversal**

It is one of the primary methods used to explore and interact with tree data structure. It is especially useful in binary trees, where each node has at most two children. It is a method of visiting all the nodes in a tree data structure in a specific order: the current node first (Root), then the left subtree, and finally the right subtree.

In preorder traversal: each node is processed before its child nodes.

The process follows this order:

1. Visits the root.
2. Traverse the left subtree in preorder.
3. Traverse the right subtree in preorder.

**Post Order Traversal**

It is a technique to visit all the nodes in a tree data structure in a specific sequence: first the left subtree, then the right subtree, and finally the current node.

The process follows this order.

1. Traverse the left subtree in post order.
2. Traverse the right subtree in post order
3. Visit the root node.

**In Order Traversal**

It one of the fundamental tree traversal techniques, particularly suited for binary trees. It ensures that all nodes are visited in their non-decreasing order when applied to binary tree.

It follows a specific sequence to visit all the nodes in binary tree.

1. Traverse the left subtree in order.
2. Visit the root node.
3. Traverse the right subtree in order.

**Level Order Traversal (BFS)**

Also known as Breadth – First Search traversal of a binary tree involves visiting al the nodes of the tree level by level, from up to bottom and from left to right. This traversal technique uses a queue to track nodes and their children as the algorithm progress through the tree.

It is a fundamental technique for exploring and manipulating binary trees, particularly useful in scenarios where problems are naturally structured in layers or levels. By implementing and practicing the algorithm. You’ll develop a strong foundation in tree – based algorithms and their applications in solving complex problems.

**Binary Search Tree (BST)**

It is a fundamental data structure in computer science that organizes elements in a sorted manner for efficient searching, insertion, and deletion operations. It is a binary tree where each node has at most two children, referred to as the left child and the right child, and it satisfies the binary search property.

**Binary Search Property:**

The key feature of a BST is its binary search property, which stipulates that:

* For any node n, all elements in the left subtree of n are less than n.
* All elements in the right subtree of n are greater than n.

This property ensures that the tree remains balanced in terms of its depth, which in turn guarantees operations such as search, insertion and deletions can be performed in logarithmic time complexity (O(log n)) under ideal conditions.

**Binary Search Tree**: is a non-linear data structure in which one node is connected to on number of nodes.

It is a node-based data structure. A node can be represented in a binary search tree with three fields, i.e., data part, left-child, and right-child. A node can be connected to the utmost two child nodes in a binary search tree, so the node contains two pointers (left child and right child pointer).

Every node in the left subtree must contain a value less than the value of the root node, and the value of the each node in the right subtree must be bigger than the value of the root node.

**Application of BST:**

BSTs are widely used in computer science and applications such as:

* Implementing associative arrays, sets, and multisets.
* Database indices for quick data retrieval.
* Autocomplete features where a prefix search is performed.
* Sorting algorithms.

**Advantages of BST:**

* Efficient operations: Offers O(log n) search, insertion, and deletions operations in the best average cases.
* Sorted Data: Maintains data in a sorted order, facilitating operations like minimum, maximum successor, predecessor, etc., in O(h) time. Where h is height of the tree.

**Disadvantages of BTS:**

* Worst-Case Performance: In the worst case (e.g., inserting sorted data), the BST become unbalanced, resembling a linked list with O(n) time complexity for operations.
* Maintenance: Requires additional logic (e.g., tree balancing techniques) to maintain optimal performance.

**Conclusion:**

Binary Search Trees are a versatile and efficient way to store data for quick search, insertion, and deletion. Understanding how to implement and manipulate BSTs is a valuable skill in computer science, applicable to a wide range of problems and technologies.

**BST Insertion Algorithm:**

1. Start at the root node.
2. If the tree is empty, the new value becomes the root.
   1. Otherwise, compare the new value with the value of the current node. If the new value is less than the current nod’s value. Move to the left child.
   2. If the new value is greater than the current node’s value, move to the right child.
3. Repeat step 2 until you find an empty spot where the new value can be inserted.
4. Insert the new value at the empty spot.

**Algorithm to Search for a Value in s BST:**

1. Start at the root.
2. If the tree is empty or the root node’s value is the target value, return the root node (or None if the tree is empty or the value isn’t found).
3. If the target value is less than the current node’s value, search the left subtree.
4. If the target value is greater than the current node’s value, search the right subtree.
5. If the end of the tree is reached without finding the target value, the target is not in the tree.

**What is AVL Trees**

They are name after their inventors Adelson – Velsky and Landis, are self – balancing binary search trees. In an AVL tree, the heights of the two child subtrees of any node differ by no more than 1. If at any time they differ by more than one, rebalancing is done to restore this property.

**Key Concepts:**

* Balance Factor: The difference between the heights of the left and right subtrees. It helps in deciding whether a subtree needs rebalancing.
* Height of a Tree: The height of a node is the number of edges on the longest downward path between that node and a leaf.
* Balance Factor = Difference between Hight (Left Subtree) – Hight (Right Subtree)
* If Abs (BF) > 1 then tree is not balanced, otherwise it is balanced.

**Intro to Rotations:**

The AVL trees are type of self-balanced binary search tree.

The balance of a VAL tree ensures that operations like search, insertion, and deletion can be executed efficiently, ideally in O (log n) time.

This balance is maintained through various types of rotations.

**Understanding Tree Balance:**

In a VAL Tree, the balance of a node is calculated as the height of its left subtree minus the height of its right subtree. This value, known as the balance factor, should be -1, 0, or +1 for each node. If the balance factor of any node is outside this range, the tree must be rebalanced using rotations.

**What are Rotations:**

* To maintain balance after insertion and deletions, AVL trees use rotations.
* Rotations are pivotal tree manipulations that shift nodes and their subtrees around to move higher nodes lower and lower nodes higher, thus restoring the required balance of the tree.
* Concept of rotations as operations that reorder the nodes of the tree to maintain or restore balance.
* There are four types of basic rotations: LL, RR, LR, and RL. Each rotation type addresses a specific kind of imbalance.

**Types of Rotations:**

* **RR** – Right Rotation (Single Right Rotation).
* **LL** – Left Rotation (Single Left Rotation).
* **LR** – Left – Right Rotation (Double Rotations).
* **RL** – Right – Left Rotation (Double Rotations).

1. **RR – Right Rotation (Single Right Rotation):**

Used when the node become too left – heavy (balance factor of +2), particularly when its left child has a balance factor of +1 or 0. Here is how it’s performed:

* The left child node becomes the new root of the subtree.
* The original root node becomes the right child of the new root.
* If the new root already had a right child, it becomes the left child of the new right child (the original root).

RR Rotation, or Right – Right Rotation (Single Right Rotation), is applied when a particular imbalance occurs due to inserting a new node into the right subtree of the right child of unbalanced node.

**When to Use**: Left – Heavy scenario where the balance factor of a node becomes +2, Particularly when its left child has a balance factor of +1 or 0.

After this rotation, the balance of the tree is restored. This operation ensures that the height difference between the left and right subtree of any given node remain at most 1, which is crucial for maintaining the efficiency of operations like search, insertion, and deletion in a binary search tree.

1. **LL – Left Rotation (Single Left Rotation):**

Used when a node becomes too right – heavy (balance factor of -2), particularly when its right child has balance factor of -1 or 0. The steps are mirror image of the right rotation:

* The right child of the node becomes the new root of the subtree.
* The original root node becomes the left child of the new root.
* If the new root already had a left child, it becomes the right child of the new left child (the original root).

LL Rotation, or Left – Left Rotation (Singel Left Rotation), is used to correct a specific imbalance in an AVL tree. this imbalance occurs when a new node is inserted into the left subtree of the left child of an unbalance node.

**When to Use**: Right – heavy scenario where the balance factor of a node becomes -2, particularly when its right child has a balance factor of -1 or 0.

After this rotation, the balance of the tree is restored. This operation ensures that the height difference between the left and right subtrees of any given node remains at most 1, which is crucial for maintaining the efficiency of operations like search, insertion, and deletion in a binary search tree.

1. **LR – Left Right Rotation (Double Rotations):**

These are needed when the tree becomes unbalanced due to a child being unbalanced in the opposite direction to the parent. For example, left-right rotation is used when a node has a balance factor of +2 but its child has a balance factor of -1.

* Step 1: Perform a single left rotation on the left child (the problem child).
* Step 2: Perform a single right rotation on the unbalanced node.

LR Rotation involves a two-step process combining a left rotation followed by a right rotation (Double Rotations Left Then Right).

**When to Use**: Imbalanced scenarios that require a preliminary rotation on the child before the main rotation on the parent. When a node has a balance factor of +2 but its left child has a balance factor of -1.

The LR rotation ensures that the height difference between the left and right subtrees of any given node remains at most 1, thereby maintaining the efficiency of search, insertion, and deletion operations in the binary search tree. it’s essential operation in self-balancing binary search tree implementations like AVL trees and Red – Black trees.

1. **RL – Right Left Rotation (Double Rotations):**

These are needed when the tree becomes unbalanced due to child being unbalanced in the opposite direction to the parent. For example, a right-left rotation is used when a node has a balance factor of -2 but its right child has a balance factor of +1.

* Step 1: Perform a single right rotation of the right child (problem child).
* Step 2: Perform a single left rotation for the parent.

RL Rotation involves a two – step process combining a right rotation followed by a left rotation (Double Rotation Right Then Left).

**When to Use**: Imbalanced scenarios that require a preliminary rotation on the child before the main rotation on the parent, when a node has a balance factor of -2 but its right child has a balance factor of +1.

**Deletion in Binary Search Tree (BST):**

* Leaf Node: Simply remove the leaf node.
* Single Child Node: Remove the node and replace it with its child.
* Two Children Node: Replace the node with its in – order successor (the smallest node it its right subtree) or predecessor (the largest node in its left subtree), then delete the successor or predecessor.

**Challenges of Deletion in AVL Tree:**

Deleting a node in an AVL tree might disrupt the balance of the tree, leading to increased time complexities for operation. Restoring the balance involves rotations.

**Rotation to Restore Balance:**

**Single Rotations:**

* Right – Right (RR): Rotate left at the unbalanced node.
* Left – Left (LL): Rotate right at the unbalanced node.

**Double Rotations:**

* Right – Left (RL): Rotate right at the right child, then rotate left at the unbalanced node.
* Left – Right (LR): Rotate left at the left child, then rotate right at the unbalanced node.

**Step – by – Step Deletion Process in AVL Trees:**

1. Perform standard BST Deletion: Start by removing the node as you would in a regular BST.
2. Check Balance Factors: From the deleted node’s parent upward to the root, check each node’s balance factor.
3. Apply Rotation if Necessary: If a node becomes unbalanced (balance factor of +2 or -2), apply the appropriate rotation to balance the tree.

**Summary:**

Deleting nodes in an AVL involves more than just removing the node, it requires recalculating heights and possibly applying rotations to maintain the tree’s balance.

**Red-Black Tree**

It is a type of self-balancing binary search tree, a data structure used in computer science to organize pieces of comparable data, such as numbers. Each node in a Red-Black tree contains an extra bit for denoting the color of the node, either red or black. This color attribute is essential for balancing the tree during insertion and deletions. This balance ensure that the tree remains efficient for operations like insertion, deletion, and look up, which all have time complexity of O(log n) in the worst case.

**Why Red Black Trees:**

They are crucial because they provide a good balance between the complexity of operations and the performance guarantees. They are used in various real-world applications, including:

* Implementing associative arrays.
* Building memory efficient maps and sets in programming languages like C++, Java, and others.
* Maintaining a stored stream of data.

**Properties of Red Black Tree:**

Every node in a Red Black tree has a color, either red or black. The tree must satisfy these five essential properties.

1. Color Property: Every node is either red or black.
2. Root Property: The root of the tree is always black.
3. All leaves (NIL nodes) are black.
4. Red Property: If a red node has children, then both are black (no two red nodes appear in a sequence).
5. Depth Property: Every path from a node to its descendent NIL nodes has the same number of black nodes.

These properties ensure that the tree remains approximately balanced, with no path more than twice as long as any other, keeping operations efficient.

These properties guaranties that the longest path from the root to the leaf is no more twice as long as the shortest path, ensuring the tree remains approximately balanced. As a result, operations such as insertion, deletion, and look up can be completed in logarithmic time, making Red – Black trees an efficient choice for various application in computer science, including implementing associative arrays, priority queues, and in the construction of many other data structures.

**Insert Operation:**

When inserting a new node into a Red Black tree, the new node is initially colored red. The reason for starting with red is to maintain property 5 (balanced black height), which is easier to manage initially as red. If the insertion of a red node violates the properties of the Red Black tree, adjustments are made.

**Steps Of Insertion:**

1. Insert the new node as in a regular binary tree.
2. Color the new node red.
3. Fix any violations of the Red Black tree properties using rotations and recoloring.

**Step By Step Insertion Process:**

* Step 1: Regular BST insertion.
  + Insert the new node as you would in a BST. New nodes are always inserted as red nodes.
* Step 2: Restoration of Properties.
  + If the new node is the root node, simply recolor it to black.
  + If the new node’s parent is black, do nothing.
  + If the new node’s parent is red, further adjustments are needed to fix potential violations.

**Handling Violations:**

When the parent of the node is red, there are a few scenarios to consider based on the color of the uncle node (the sibling of the parent):

* Case 1: Uncle is red
  + Recolor the parent and uncle black and the grandparent red.
  + Move the current node pointer to the grandparent and repeat the restoration process.
* Case 2: Uncle is black or NULL, which requires rotations.
  + Left-Left (LL) Case: Straight line formation on left side. Right rotate the grandparent.
  + Left – Right (LR) Case: Triangle formation on left side. Right rotate the grandparent.
  + Right – Right (RR) Case: Straight line formation on the left. Left rotate the grandparent.
  + Right – Left (RL) Case: Triangle formation on the right. Right rotate the parent, then left rotate the grandparent.

After each rotation, recolor the involved node appropriately.

**Explanation of Red-Black Tree Insertion Method:**

It inserts a new value into the tree as a standard BST, then call FixInsert to maintain Red-Black Tree properties.

1. FixInsert Method: Adjusts the tree after an insertion to fix potential violations of the properties using recoloring and rotations.
2. Rotate Method: RightRotate and LeftRotate are used to rebalance the tree during fixes.

**Delete Operation:**

**Steps for Deleting a Node:**

1. Find the node to delete:

* Start by locating the node that you want to delete. This is done by comparing the value you want to delete with the values in the tree, similar to searching in a regular search tree.

1. Delete the node:

* The actual deletion depends on the node’s children.
* Case 1: Node has no children (it’s a leaf). Simply remove the node.
* Case 2: Node has one child. Replace the node with its child.
* Case 3: Node has to children. Find the node’s in – order successor (the smallest node in its right subtree), replace the node with its successor, and the delete the successor.

1. Fix the tree:

* After deletion, the tree might violate the Red-Black properties. To fix this, you may need to recolor nodes or perform rotation (left or right) to restore balance.

**Types of Violations Post – Deletion:**

After deletion, there are two primary cases to consider.

* **Deleting a Red Node**: This is relatively simple because it doesn’t disrupt the Black – Hight property. Red nodes don’t contribute the black height, so the tree remains balanced.
* **Deleting a Black Node**: This is more complex. The removal of a black node can cause a violation of the Black-Height property, leading to an imbalance. Specifically, the paths from the root to some leaves might have fewer black nodes than others, resulting in a condition known as Double Black.

The Double Black condition is a concept used to track this imbalance and the extra blackness that must be resolved.

Double black is conceptual tool used to describe a temporary violation that occurs when a black node is deleted, or when a black node is replace by a black child (which could be NIL or null node). The term Double Black isn’t a literal extra black color but rather a way to signify that a particular node or position in the tree is missing one black color compare to the other paths in the tree, thus violating the Red-Black tree’s properties.

**Understanding Double Black:**

* **Black – Height Property**: One of the key properties of a Red-Black tree is that every path from a given node to its descendant NIL nodes must have the same number of black nodes. This called the Black Height.
* **Double Black Representation**: To manage this violation, we conceptually treat the node that replaced the deleted node as a double black. This is not a real color but a representation that this node is over counted as black (because we lost one black node). The goal is to resolve this double black condition so that the tree’s black – height property is restored.

**Fixing Double Black:**

1. Recoloring: Adjusting the colors of the sibling and parent nodes to redistribute the black height property.
2. Rotations: Performing tree rotations to rebalance the tree and eliminate the double black condition.
3. Propagation: Sometimes, resolving a double black condition at one node causes another double black condition at the parent node, requiring the process to be repeated higher up the tree.

**Example Scenario:**

Suppose you delete a black leaf node, and it is replaced by a NIL node (which is also black). The parent of this NIL node now experiences a discrepancy in black height because one of its subtrees has one fewer black node. We treat the NIL node as Double Black to indicate this imbalance and then proceed to fix it through the aforementioned technique.