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**Who Should Read This Book?**

This book is intended for programmers of all levels who need to learn to use threads within Java programs. This includes developers who have previously used Java and written threaded programs; J2SE 5.0 includes a wealth of new thread-related classes and features. Therefore, even if you've written a threaded program in Java, this book can help you to exploit new features of Java to write even more effective programs.

The first few chapters of the book deal with the issues of threaded programming in Java, starting at a basic level; no assumption is made that the developer has had any experience in threaded programming. As the chapters progress, the material becomes more advanced, in terms of both the information presented and the experience of the developer that the material assumes. For developers who are new to threaded programming, this sequence should provide a natural progression of the topic.

This book is ideally suited to developers targeting the second wave of Java programs梞ore complex programs that fully exploit the power of Java's threading system. We make the assumption that readers of the book are familiar with Java's syntax and features. In a few areas, we present complex programs that depend on knowledge of other Java features: AWT, Swing, NIO, and so on. However, the basic principles we present should be understandable by anyone with a basic knowledge of Java. We've found that books that deal with these other APIs tend to give short shrift to how multiple threads can fully utilize these features of Java (though doubtless the reverse is true; we make no attempt to explain nonthread-related Java APIs).

Though the material presented in this book does not assume any prior knowledge of threads, it does assume that the reader has knowledge of other areas of the Java API and can write simple Java programs.

### Versions Used in This Book

Writing a book on Java in the age of Internet time is hard梩he sand on which we're standing is constantly shifting. But we've drawn a line in that sand, and the line we've drawn is at the Java 2 Standard Edition (J2SE) Version 5.0 from Sun Microsystems. This software was previously known as J2SE Version 1.5.

It's likely that versions of Java that postdate this version will contain some changes to the threading system not discussed in this edition of the book. We will also point out the differences between J2SE 5.0 and previous versions of Java as we go so that developers using earlier releases of Java will also be able to use this book.

Most of the new threading features in J2SE 5.0 are available (with different APIs) from third-parties for earlier versions of Java (including classes we developed in earlier editions of this book). Therefore, even if you're not using J2SE 5.0, you'll get full benefit from the topics covered in this book.

**What's New in This Edition?**

This edition includes information about J2SE 5.0. One of the most significant changes in J2SE 5.0 is the inclusion ofJava Specification Request (JSR) 166, often referred to as the "concurrency utilities." JSR-166 specifies a number of thread-related enhancements to existing APIs as well as providing a large package of new APIs.

These new APIs include:

*Atomic variables*

A set of classes that provide threadsafe operations without synchronization

*Explicit locks*

Synchronization locks that can be acquired and released programmatically

*Condition variables*

Variables that can be the subject of a targeted notification when certain conditions exist

*Queues*

Collection classes that are thread-aware

*Synchronization primitives*

New classes that perform complex types of synchronization

*Thread pools*

Classes that can manage a pool of threads to run certain tasks

*Thread schedulers*

Classes that can execute tasks at a particular point in time

We've fully integrated the new features of J2SE 5.0 throughout the text of this edition. The new features can be split into three categories:

*New implementations of existing features*

The Java language has always had the capability to perform data synchronization and thread notification. However, implementation of these features was somewhat limited; you could, for example, synchronize blocks of code or entire methods but synchronizing across methods and classes required extra programming. In J2SE 5.0, explicit locks and condition variables allow you more flexibility when using these features.

These new implementations do not introduce new concepts for a developer. A developer who wants to write a threadsafe program must ensure that her data is correctly synchronized, whether she uses J2SE 5.0's explicit locks or the more basic *synchronized* keyword. Therefore, both are presented together when we talk about data synchronization. The same is true of condition variables, which provide thread notification and are discussed alongside Java's *wait( )* and *notify( )* methods, and of queues, which are discussed along with Java's other collection classes.

*Important thread utilities*

At some point in time, virtually all developers who write threaded programs will need to use basic threadutilities such as a pool or a scheduler; many of them will also need to use advanced synchronization primitives. A recognition of this fact is one thing that drove JSR-166梚t was certainly possible in previous versions of Java to develop your own thread pools and schedulers. But given the importance of threading in the Java platform, adding these basic utilities greatly increases programmer productivity.

*Minimal synchronization utilities*

Java's new atomic classes provide a means by which developers can, when necessary, write applications that avoidsynchronization. This can lead to programs that are highly concurrent.

If you've read previous editions of this book, the concepts presented in the first two categories will be familiar. In previous editions, we developed our own data synchronization classes, thread pools, and so on. In those editions, we explained in detail how our implementations worked and then used them in several examples. In this edition, we focus solely on how to use these classes effectively.

The information that falls into the third category is completely new to this edition. The classes that perform minimal synchronization require new support from the virtual machine itself and could not be developed independent of those changes.

**Organization of This Book**

Here's an outline of the book, which includes 15 chapters and 1 appendix:

[Chapter 1](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-1.html#jthreads3-CHP-1)

This chapter forms a basic introduction to the topic of threads: why they are useful and our approach to discussing them.

[Chapter 2](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-2.html#jthreads3-CHP-2)

This chapter shows you how to create threads and runnable objects while explaining the basic principles of how threads work.

[Chapter 3](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-3.html#jthreads3-CHP-3)

This chapter discusses the basic level at which threads share data safely梒oordinating which thread is allowed to access data at any time. Sharing data between threads is the underlying topic of our next four chapters.

[Chapter 4](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-4.html#jthreads3-CHP-4)

This chapter discusses the basic technique threads use to communicate with each other when they have changed data. This allows threads to respond to data changes instead of polling for such changes.

[Chapter 5](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-5.html#jthreads3-CHP-5)

This chapter discusses classes and programming methods that achieve data safety while using a minimal amount of synchronization.

[Chapter 6](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-6.html#jthreads3-CHP-6)

In this chapter, we complete our examination of data sharing and synchronization with an examination of deadlock, starvation, and miscellaneous locking classes.

[Chapter 7](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-7.html#jthreads3-CHP-7)

Swing classes are not threadsafe. This chapter discusses how multithreaded programs can take full advantage of Swing.

[Chapter 8](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-8.html#jthreads3-CHP-8)

Java collection classes are written for a variety of circumstances. Some are threadsafe and some are not, and J2SE 5.0 introduces new collection classes for use specifically with thread utilities. We sort all that out in this chapter.

[Chapter 9](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-9.html#jthreads3-CHP-9)

Scheduling is the process whereby a single CPU selects a thread to run. Thread scheduling is more a property of an operating system (OS) than a Java program, and this chapter discusses the relationship between the virtual machine and the OS in this area.

[Chapter 10](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-10.html#jthreads3-CHP-10)

This chapter discusses thread pools梐 collection of threads that can be used to run arbitrary tasks. We use the thread pool implementation of J2SE 5.0 for discussion of the general principles of using thread pools.

[Chapter 11](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-11.html#jthreads3-CHP-11)

Task schedulers execute a task one or more times at some point in the future. This set of classes includes timers (Java has had timer classes since JDK 1.3) and a general task scheduler available in J2SE 5.0.

[Chapter 12](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-12.html#jthreads3-CHP-12)

Dealing with I/O is one of the primary reasons why developers use threads in Java. In this chapter, we use all of Java's threading features to show you how to handle I/O effectively in multithreaded programs.

[Chapter 13](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-13.html#jthreads3-CHP-13)

In this chapter, we complete our examination of thread-related features of Java by examining thread security, thread groups, thread stacks, and other topics.

[Chapter 14](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-14.html#jthreads3-CHP-14)

Performance of thread-related features梐nd particularly synchronization constructs梚s key to writing multithreaded programs. In this chapter, we test various low-level programming features and explore some truths and myths about thread performance.

[Chapter 15](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-15.html#jthreads3-CHP-15)

In this chapter, we show a process for exploiting the power of multiprocessor machines to calculate CPU-intensive loops in parallel.

[Appendix A](http://book.javanb.com/java-threads-3rd/jthreads3-APP-A.html#jthreads3-APP-A)

J2SE 5.0 introduces a number of thread-related classes. Many of these classes are similar to classes developed in previous editions of this book; we list those classes in this appendix as an aid to developers who cannot yet upgrade to J2SE 5.0.

**Conventions Used in This Book**

The following typographical conventions are used in this book:

Italic

Indicates URLs and filenames, and is used to introduce new terms. Sometimes we explain thread features using a question-and-answer format. Questions posed by the reader are rendered in italic.

Constant width

Indicates code examples, methods, variables, parameters, and keywords within the text.

**Constant width bold**

Indicates user input, such as commands that you type on the command line.

### Code Examples

All examples presented in the book are complete, running applications. However, many of the program listings are shortened because of space and readability considerations. The full examples may be retrieved online from<http://www.oreilly.com/catalog/jthreads3>.

This book is here to help you get your job done. In general, you may use the code in this book in your programs and documentation. You do not need to contact us for permission unless you're reproducing a significant portion of the code. For example, writing a program that uses several chunks of code from this book does not require permission. Selling or distributing a CD-ROM of examples from O'Reilly books does require permission. Answering a question by citing this book and quoting example code does not require permission. Incorporating a significant amount of example code from this book into your product's documentation does require permission.

We appreciate, but do not require, attribution. An attribution usually includes the title, author, publisher, and ISBN. For example: "Java Threads, Third Edition, by Scott Oaks and Henry Wong. Copyright 2004 O'Reilly Media, 0-596-00782-5."

If you feel your use of code examples falls outside fair use or the permission given above, feel free to contact us at[permissions@oreilly.com](mailto:permissions@oreilly.com).

**How to Contact Us**

Please address comments and questions concerning this book to the publisher:

O'Reilly Media, Inc.

1005 Gravenstein Highway North

Sebastopol, CA 95472

(800) 998-9938 (in the United States or Canada)

(707) 829-0515 (international or local)

(707) 829-0104 (fax)

O'Reilly maintains a web page for this book, where we list errata, examples, and any additional information. You can access this page at:

<http://www.oreilly.com/catalog/jthreads3>

To comment or ask technical questions about this book, send email to:

[bookquestions@oreilly.com](mailto:bookquestions@oreilly.com)

For more information about O'Reilly books, conferences, Resource Centers, and the O'Reilly Network, see our web site at:

[http://www.oreilly.com](http://www.oreilly.com/)
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## Chapter 1. Introduction to Threads

This is a book about using threads in the Java programming language and the Java virtual machine. The topic of threads is very important in Java梥o important that many features of the threading system are built into the Java language itself while other features of the threading system are required by the Java virtual machine. Threading is an integral part of using Java.

The concept of threads is not a new one: for some time, many operating systems have had libraries that provide the C programmer a mechanism to create threads. Other languages, such as Ada, have support for threads embedded into the language, much as support for threads is built into the Java language. Nonetheless, until Java came along, the topic of threads was usually considered a peripheral programming topic, one that was only needed in special programming cases.

With Java, things are different: it is impossible to write any but the simplest Java program without introducing the topic of threads. And the popularity of Java ensures that many developers, who might never have considered learning about threading possibilities in a language such as C or C++, need to become fluent in threaded programming.

Furthermore, the Java platform has matured throughout the years. In Java 2 Standard Edition Version 5.0 (J2SE 5.0), the classes available for thread-related programming rival many professional threading packages, mitigating the need to use any commercial library (as was somewhat common in previous releases of Java). So Java developers not only need to become knowledgeable in threaded programming to write basic applications but will want to learn the complete, rich set of classes available for writing complex, commercial-grade applications.

### 1.1 Java Terms

Let's start by defining some terms used throughout this book. Many Java-related terms are used inconsistently in various sources; we endeavor to be consistent in our usage of these terms throughout the book.

*Java*

First, is the term Java itself. As you know, Java started out as a programming language, and many people today still think of Java as being simply a programming language. But Java is much more than just a programming language: it's also an API specification and a virtual machine specification. So when we say Java, we mean the entire Java platform: the programming language, its APIs, and a virtual machine specification that, taken together, define an entire programming and runtime environment. Often when we say Java, it's clear from the context that we're talking specifically about the programming language, or parts of the Java API, or the virtual machine. The point to remember is that the threading features we discuss in this book derive their properties from all the components of the Java platform taken as a whole. While it's possible to take the Java programming language, directly compile it into assembly code, and run it outside of the virtual machine, such an executable may not necessarily behave the same as the programs we describe in this book.

*Virtual machine, interpreters, and browsers*

The Java virtual machine is the code that actually runs a Java program. Its purpose is to interpret the intermediate bytecodes that Java programs are compiled into; the virtual machine is sometimes called the Javainterpreter. However, modern virtual machines usually compile the majority of the code they run into native instructions as the program is executing; the result is that the virtual machine does little actual interpretation of code.

Browsers such as Mozilla, Netscape Navigator, Opera, and Internet Explorer all have the capability to run certain Java programs (applets). Historically, these browsers had an embedded virtual machine; today, the standard Java virtual machine runs as a plug-in to these browsers. That means that the threading details of Java-capable browsers are essentially identical to those of a standard Java virtual machine. The one significant area of difference lies in some of the default thread security settings for browsers (see [Chapter 13](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-13.html#jthreads3-CHP-13)).

Virtual machine implementations are available from many different vendors and for many different operating systems. For the most part, virtual machines are indistinguishable梐t least in theory. However, because threads are tied to the operating system on which they run, platform-specific differences in thread behavior do crop up. These differences are important in relatively few circumstances, and we discuss them in [Chapter 9](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-9.html#jthreads3-CHP-9).

*Programs, applications, applets, and other code*

This leads us to the terms that we use for things written in the Java language. Like traditional programming models, Java supports the idea of a standalone application, which in the case of Java is run from the command line (or through a desktop chooser or icon). The popularity of Java has led to the creation of many new types of Java-enabled containers that run pieces of Java code called *components*. Web server containers allow you to write components (servlets and Java Server Page or JSP classes) that run inside the web server. Java-enabled browsers allow you to write applets: classes that run inside the Java plug-in. Java 2 Enterprise Edition (J2EE) application servers execute Enterprise Java Beans (EJBs), servlets, JSPs, and so on. Even databases now provide the ability to use server-side Java components.

As far as Java threads are concerned, the distinction between the different types of containers is usually only the location of the objects to be executed. Certain containers place restrictions on threaded operations (which we discuss in [Chapter 13](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-13.html#jthreads3-CHP-13)), and in that case, we discuss specific components. Apart from the rare case where we specifically mention a type of component, we just use the term program since the concepts discussed apply to all of the Java code you might write.

*Concurrency and threads*

J2SE 5.0 includes a package known as the "concurrency utilities," or JSR-166. Concurrency is a broad term. It includes the ability to perform multiple tasks at the same time; we generally refer to that ability as parallelism. As we'll see throughout this book, threaded programming is about more than parallelism: it's also about simpler program design and coping with certain implementation features of the Java platform. The features of Java (including those of JSR-166) help us with these tasks as well.

Concurrency also includes the ability to access data at the same time in two or more threads. These are issues of data synchronization, which is the term we use when discussing those aspects of concurrency.

#### 1.1.1 Java Versions, Tools, and Code

We also need to be concerned with specific versions of Java itself. This is an artifact of the popularity of Java, which has led to several major enhancements in the platform. Each version supplements the thread-related classes available to developers, allowing them to work with new features or no longer to rely on externally developed classes.

We focus in this book on J2SE 5.0.[[1]](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-1-SECT-1.html#jthreads3-CHP-1-FNOTE-1) This version contains a wealth of new thread-related classes and features. These classes greatly simplify much of the work in developing threaded applications since they provide basic implementations of common threading paradigms.

[1] Note the version number change or perhaps we should say leap. The predecessor to J2SE 5.0 was J2SE 1.4. In beta, J2SE 5.0 was also known as J2SE 1.5. In this book, we refer to earlier versions using the more commonly used phrase JDK 1.x rather than J2SE 1.x.

The new features of J2SE 5.0 are integrated throughout the Java platform; we've integrated the new features throughout our discussion as well. When we discuss J2SE 5.0, we clearly identify the new features as such. If you're unable to use those features because you cannot yet upgrade the version of Java you're using, you'll find similar functionality to almost all J2SE 5.0 features in the classes provided in the [Appendix A](http://book.javanb.com/java-threads-3rd/jthreads3-APP-A.html#jthreads3-APP-A), which contains implementations of common threading utilities that were developed in previous versions of this book; these utilities use an earlier version of Java.

|  |
| --- |
| All Things Just Keep Getting Better It's interesting to note the differences between this edition of Java Threads and the previous editions. In earlier editions of this book, we developed classes to perform explicit locks, condition variables, thread pooling, task scheduling, and so on. All that functionality and more is now included in the core J2SE 5.0 platform. In [Chapter 14](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-14.html#jthreads3-CHP-14), we look at thread performance; the performance of basic thread-related operations (and especially uncontended lock acquisition) has greatly improved since we first looked at this in JDK 1.1. And in order to obtain meaningful, long-running results for our parallelism tests in[Chapter 15](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-15.html#jthreads3-CHP-15), we had to increase the number of calculations by a significant factor. |

### 1.2 About the Examples

Full code to run all the examples in this book can be downloaded from <http://www.oreilly.com/catalog/jthreads3>.

Code is organized by packages in terms of chapter number and example number. Within a chapter, certain classes apply to all examples and are in the chapter-related package (e.g., package javathreads.examples.ch02). The remaining classes are in an example-specific package (e.g., package javathreads.examples.ch02.example1). Package names are shown within the text for all classes.

Examples within a chapter (and often between chapters) tend to be iterative, each one building on the classes of previous examples. Within the text, we use ellipses in code samples to indicate that the code is unchanged from previous examples. For instance, consider this partial example from [Chapter 2](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-2.html#jthreads3-CHP-2):

package javathreads.examples.ch02.example2;

...

public class SwingTypeTester extends JFrame {

...

private JButton stopButton;

...

private void initComponents( ) {

...

stopButton = new JButton( );

The package name tells us that this is the second example in [Chapter 2](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-2.html#jthreads3-CHP-2). Following the ellipses, we see that there is a new instance variable (stopButton) and some new code added to the initComponents() method.

For reference purposes, we list the examples and their main class at the end of each chapter.

#### 1.2.1 Compiling and Running the Examples

The code examples are written to be compiled and run on J2SE 5.0. We use several new classes of J2SE 5.0 throughout the examples and occasionally use new language features of J2SE 5.0 as well. This means that classes must be compiled with a-source argument:

piccolo% **java -source 1.5 javathreads/examples/ch02/example1/\*.java**

While the -source argument is not needed for a great many of our examples, we always use it for consistency.

Running the examples requires using the entire package name for the main class:

piccolo% **java javathreads.examples.ch02.example1.SwingTypeTester**

It is always possible to run each example in this fashion: first compile all the files in the example directory and then run the specific class. This can lead to a lot of typing. To make this easier, we've also supplied an Ant build file that can be used to compile and run all examples.

|  |
| --- |
| Ant On its home page, [http://ant.apache.org](http://ant.apache.org/), the authors describe Ant as "a Java-based build tool. In theory, it is kind of like Make, but without Make's wrinkles." Because it's written in Java, it is portable; its design makes it extensible as well.  To use Ant, you must download it from <http://ant.apache.org/>. Unzip the downloaded archive, and add theant binary directory to your path.  You don't need to know anything about how ant works in order to use it for our examples, but if you're planning on doing serious Java development, learning about ant is well worth the (rather minimal) effort. |

The ant build file we supply has a target for each example that you can run; these targets are named by chapter and example number. For instance, to run the first example from Chapter 2, you can execute this command:

piccolo% **ant ch2-ex1**

The ant target for each example is also listed at the end of each chapter. Some examples require a command-line argument. When using ant, these arguments have a default value (specified in the build.xml file) and can be overridden on the command line. For example, to specify the number of threads for a particular example in [Chapter 5](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-5.html#jthreads3-CHP-5), you can run the example like this:

piccolo% **ant -DCalcThreadCount=5 ch5-ex4**

The properties and their defaults are listed at the end of the chapter, like this:

<property name="CalcThreadCount" value="10"/>

### 1.3 Why Threads?

The notion of threading is so ingrained in Java that it's almost impossible to write even the simplest programs in Java without creating and using threads. And many of the classes in the Java API are already threaded, so often you are using multiple threads without realizing it.

Historically, threading was first exploited to make certain programs easier to write: if a program can be split into separate tasks, it's often easier to program the algorithm as separate tasks or threads. Programs that fall into this category are typically specialized and deal with multiple independent tasks. The relative rareness of these types of programs makes threading in this category a specialized skill. Often, these programs were written as separate processes using operating system-dependent communication tools such as signals and shared memory spaces to communicate between processes. This approach increased system complexity.

The popularity of threading increased when graphical interfaces became the standard for desktop computers because the threading system allowed the user to perceive better program performance. The introduction of threads into these platforms didn't make the programs any faster, but it created an illusion of faster performance for the user, who now had a dedicated thread to service input or display output.

In the 1990s, threaded programs began to exploit the growing number of computers with multiple processors. Programs that require a lot of CPU processing are natural candidates for this category since a calculation that requires one hour on a single-processor machine could (at least theoretically) run in half an hour on a two-processor machine or 15 minutes on a four-processor machine. All that is required is that the program be written to use multiple threads to perform the calculation.

Although computers with multiple processors have been around for a long time, we're now seeing these machines become cheap enough to be very widely available. The advent of less expensive machines with multiple processors, and of operating systems that provide programmers with thread libraries to exploit those processors, has made threaded programming a hot topic as developers move to extract every benefit from these machines. Until Java, much of the interest in threading centered on using threads to take advantage of multiple processors on a single machine.

However, threading in Java often has nothing at all to do with multiprocessor machines and their capabilities; in fact, the first Java virtual machines were unable to take advantage of multiple processors on a machine. Modern Java virtual machines no longer suffer from this limitation, and a multithreaded Java program takes advantage of all the CPUs available on its host machine. However, even if your Java program is destined to be run on a machine with a single CPU, threading is still very important.

One reason that threading is important in Java is that, until JDK 1.4, Java had no concept of asynchronous behavior for I/O. This meant that many of the programming techniques you've become accustomed to using in typical programs were not applicable in Java; instead, until recently, Java programmers had to use threading techniques to handle asynchronous behavior. Another reason is the graphical nature of Java; since the beginning, Java was intended to be used in browsers, and it is used widely in environments with graphical user interfaces. Programmers need to understand threads merely to be able to use the asynchronous nature of the GUI library.

This is not to say there aren't other times when threads are a handy programming technique in Java; certainly it's easy to use Java for a program that implements an algorithm that naturally lends itself to threading. And many Java programs implement multiple independent behaviors. The next few sections cover some of the circumstances in which Java threads are a needed component of the program � either directly using threads or using Java libraries that make heavy use of threads. Many of these circumstances are due to the need for asynchronous behavior or the elegance that threading lends to the program.

#### 1.3.1 Nonblocking I/O

In Java, as in most programming languages, when you try to get input from the user, you execute a read() method specifying the user's terminal (System.in in Java). When the program executes the read() method, the program typically waits until the user types at least one character before it continues and executes the next statement. This type of I/O is called *blocking I/O* : the program blocks until some data is available to satisfy the read() method.

This type of behavior is often undesirable. If you're reading data from a network socket, that data is often not available when you want to read it: the data may have been delayed in transit over the network, or you may be reading from a network server that sends data only periodically. If the program blocks when it tries to read from the socket, it's unable to do anything else until the data is actually available. If the program has a user interface that contains a button and the user presses the button while the program is executing the read() method, nothing happens: the program is unable to handle the mouse events and execute the event processing method associated with the button. This can be very frustrating for the user, who thinks the program has hung.

Traditionally, three techniques are available to handle this situation:

*I/O Multiplexing*

Developers often take all input sources and use a system call like select() to notify them when data is available from a particular source. This allows input to be handled much like an event from the user (in fact, many graphical toolkits use this method transparently to the developer, who simply registers a callback function that is called whenever data is available from a particular source).

Beginning with JDK 1.4, this feature is provided with the NIO library梐 library that allows a programmer to deal with I/O in an asynchronous manner.

*Polling*

Polling allows a developer to test if data is available from a particular source. If data is available, the data can be read and processed: if it is not, the program can perform another task. Polling can be done either explicitly梬ith a system call like poll()梠r, in some systems, by making the read( ) function return an indication that no data is immediately available.

Polling is also supported by the NIO library of JDK 1.4. In the traditional I/O library, there is only limited support for polling via the available() method of the FilterInputStream class. Unfortunately, this method does not have the rich semantics that polling typically has in most operating systems and is not recommended as a reliable technique to determine whether data is actually available.

*Signals*

A file descriptor representing the input source can often be set so that an asynchronous signal is delivered to the program when data is available on that input source. This signal interrupts the program, which processes the data and then returns to whatever task it had been doing. Java does not support this technique.

While the issue of blocking I/O can conceivably occur with any data source, it occurs most frequently with network sockets. If you're used to programming sockets, you've probably used one of these techniques to read from a socket, but perhaps not to write to one. Many developers, used to programming on a local area network (LAN), are vaguely aware that writing to a socket may also block, but it's a possibility that many of them ignore because it happens only under certain circumstances, such as a backlog in getting data onto the network. This backlog rarely happens on a fast LAN, but if you're using Java to program sockets over the Internet, the chances of this backlog happening are greatly increased, thus increasing the chance of blocking while attempting to write data onto the network. In Java, you may need two threads to handle the socket: one to read from the socket and one to write to it.

As a result, writing a program that uses I/O means either using multiple threads to handle traditional (blocking) I/O or using the NIO library (or both). The NIO library itself is very complex梞uch more complex than the thread library. Consequently, it is still often easier to set up a separate thread to read the data (using traditional I/O) from a blocking data source. This separate thread can block when data isn't available, and the other thread(s) in the Java program can process events from the user or perform other tasks.

On the other hand, there are many times when the added complexity of the NIO library is worthwhile and where the proliferation of threads required to process thousands of data sources would be untenable. But using the NIO library doesn't remove all threading complexities; that library has its own thread-related issues.

We examine the threading issues related to I/O in depth in [Chapter 12](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-12.html#jthreads3-CHP-12).

#### 1.3.2 Alarms and Timers

Traditional operating systems typically provide some sort of timer or alarm call: the program sets the timer and continues processing. When the timer expires, the program receives some sort of asynchronous signal that notifies the program of the timer's expiration.

In early versions of Java, the programmer had to set up a separate thread to simulate a timer. That thread slept for the duration of a specified time interval and then notified other threads when the timer expired. As Java matured, multiple new classes that provide this functionality were added. These new classes use the exact same technique to provide the functionality, but they hide (at least some of) the threading details from the developer. For complete details on these timers, see [Chapter 11](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-11.html#jthreads3-CHP-11).

#### 1.3.3 Independent Tasks

A Java program is often called on to perform independent tasks. In the simplest case, a single applet may perform two independent animations for a web page. A more complex program would be a calculation server that performs calculations on behalf of several clients simultaneously. In either case, while it is possible to write a single-threaded program to perform multiple tasks, it's easier and more elegant to place each task in its own thread.

The complete answer to the question "Why threads?" really lies in this category. As programmers, we're trained to think linearly and often fail to see simultaneous paths that our program might take. But there's no reason why processes that we've conventionally thought of in a single-threaded fashion need necessarily remain so: when the Save button in a word processor is pressed, we typically have to wait a few seconds until we can continue. Worse yet, the word processor may periodically perform an autosave, which invariably interrupts the flow of typing and disrupts the thought process. In a threaded word processor, the save operation would be in a separate thread so that it didn't interfere with the work flow. As you become accustomed to writing programs with multiple threads, you'll discover many circumstances in which adding a separate thread makes your algorithms more elegant and your programs more responsive.

#### 1.3.4 Parallelizable Algorithms

With the advent of virtual machines that can use multiple CPUs simultaneously, Java has become a useful platform for developing programs that use algorithms that can be parallelized; that is, running one iteration of the loop on one CPU while another iteration of the loop is simultaneously running on another CPU. Dependencies between the data that each iteration of the loop needs may prohibit a particular loop from being parallelized, and there may be other reasons why a loop should not be parallelized. But for many programs with CPU-intensive loops, parallelizing the loop greatly speeds up the execution of the program when it is run on a machine with multiple processors.

Many languages have compilers that support automatic parallelization of loops, but as yet, Java does not. However, as we'll see in [Chapter 15](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-15.html#jthreads3-CHP-15), parallelizing a loop by hand is often not a difficult task.

### 1.4 Summary

In this chapter, we've provided a basic overview of where we're going in our exploration of threaded programs. Threading is a basic feature of Java, and we've seen some of the reasons why it's more important to Java than to other programming platforms.

In the next few chapters, we look into the basics of thread programming. We start by looking at how threads are created and used in an application.

## Chapter 2. Thread Creation and Management

In this chapter, we cover all the basics about threads: what a thread is, how threads are created, and some details about the lifecycle of a thread. If you're new to threading, this chapter gives you all the information you need to create some basic threads. Be aware, however, that we take some shortcuts with our examples in this chapter: it's impossible to write a good threaded program without taking into account the data synchronization issues that we discuss in [Chapter 3](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-3.html#jthreads3-CHP-3). This chapter gets you started on understanding how threads work; coupled with the next chapter, you'll have the ability to start using threads in your own Java applications.

### 2.1 What Is a Thread?

Let's start by discussing what a thread actually is. A thread is an application task that is executed by a host computer. The notion of a task should be familiar to you even if the terminology is not. Suppose you have a Java program to compute the factorial of a given number:

package javathreads.examples.ch02.example1;

public class Factorial {

public static void main(String[] args) {

int n = Integer.parseInt(args[0]);

System.out.print(n + "! is ");

int fact = 1;

while (n > 1)

fact \*= n--;

System.out.println(fact);

}

}

When your computer runs this application, it executes a sequence of commands. At an abstract level, that list of commands looks like this:

* Convert args[0] to an integer.
* Store that integer in a location called n.
* Print some text.
* Store 1 in a location called fact.
* Test if n is greater than 1.
* If it is, multiply the value stored in fact by the value stored in n and decrement n by 1.
* If it isn't, print out the value stored in fact.

Behind the scenes, what happens is somewhat more complicated since the instructions that are executed are actually machine-level assembly instructions; each of our logical steps requires many machine instructions to execute. But the principle is the same: an application is executed as a series of instructions. The execution path of these instructions is a thread.[[1]](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-2-SECT-1.html#jthreads3-CHP-2-FNOTE-1)

[1] Don't get hung up on the strict sequential ordering of the list. As a concept, thinking of a thread as an ordered list of instructions makes a lot of sense, but the ordering can change under certain circumstances (see [Chapter 5](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-5.html#jthreads3-CHP-5)).

Consequently, every computer program has at least one thread: the thread that executes the body of the application. In a Java application, that thread is called the main thread, and it begins executing statements with the first statement of the main() method of your class. In other programming languages, the starting point may be different, and the terminology may be different, but the basic idea is the same.

|  |
| --- |
| Starting a Program For Java applications, execution begins with the main() method of the class being run. What about other Java programs?  In applets, servlets, and other J2EE programs, execution still begins with the main() method of the program, but in this case, the main() method belongs to the Java plug-in or J2EE container. Those containers then call your code through predetermined, well-known locations. An applet is called via itsinit() and start() methods; a servlet is called through its doGet() and doPost() methods, and so on.  In any case, the procedure is the same: execution of your code begins with the first statements and proceeds by a single thread sequentially. |

In a Java program, it turns out that every program has more than one thread. Many of these are threads that developers are unaware of, such as threads that perform garbage collection and compile Java bytecodes into machine-level instructions. In a graphical application, other threads handle input from the mouse and keyboard and play audio. Your Java application is highly threaded, whether you program additional threads into it or not.

Returning to our example, let's suppose that we wrote a program that performed two tasks: one calculated the factorial of a number and one calculated the square root of that number. These are two separate tasks, and so you could choose to write them as two separate threads. Now how would your application run?

The answer to that depends on the conditions under which the application is run. The Java virtual machine now has two distinct lists of instructions to execute. One list calculates the factorial of a number (as we outlined earlier), and the other list calculates the square root of the number. The Java virtual machine executes both of these lists almost simultaneously.

Although you may not have thought about it in these terms, this situation should also be familiar to you from the computer on which you normally do your work. The program you use to read your email is a list of instructions that the computer executes. So too is the program that you use to listen to music. You're able to read email and listen to music at the same time because the computer executes both lists of instructions at about the same time.

In fact, what happens is that the computer executes a handful of instructions from the email application and then executes a handful of instructions from the music program. It continues this procedure, switching back and forth between lists of instructions, and it does that quickly enough so that both programs appear to be executing at the same time. Quickly enough, in fact, that there are no gaps in the music.

If you happen to have more than one CPU on your computer, the lists of instructions can execute at exactly the same time: one list can execute on each CPU. But multiple CPUs aren't necessary to give the appearance of simultaneous execution or to exploit the power of threading. A single CPU can appear to execute both lists of instructions in parallel, letting you read your email and listen to music simultaneously.

Threads behave exactly the same way. In our case, the Java virtual machine executes a handful of the instructions to calculate the factorial and then executes a handful of instructions to calculate the square root, and so on.

So threads are simply tasks that you want to execute at roughly the same time. Why, then, write an application with multiple threads? Why not just write multiple applications? The answer lies in the fact that because threads are running in the same application, they share the same memory space in the computer. This allows them to share information seamlessly. Your email program and your music application don't communicate very well. At best, you can copy and paste some data (like the name of a file) between the two. That allows you to double-click on an MP3 attachment in your email and play it in your music application, but the only information that is shared between the two is the name of the MP3 file. This type of cooperation is shown in [Figure 2-1](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-2-SECT-1.html#jthreads3-CHP-2-FIG-1).

##### Figure 2-1. Processes in a multitasking environment
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In a multitasking environment, data in the programs is separated by default: each has its own stack for local variables, and each has its own area for objects and other data. All the programs can access various types of shared memory (including the name of the MP3 file that you clicked on in your email program). The shared memory is restricted to information put there by other programs, and the APIs to access it are usually quite different than the APIs used to access other data in the program.

This type of data sharing is fine for dissimilar programs, but it is inadequate for other programs. Consider a network server that sends stock quotes to multiple clients. Sending a quote to a client is a discrete task and may be done in a separate thread. In fact, if the client must acknowledge the quote, then sending the data in separate threads is highly recommended: you don't want all clients to wait for a particularly slow client to respond. Here the data to be sent to the clients is the same; you don't want each client to require a separate server process which must then replicate all the data held by every other server process. Instead, you want multiple threads in one program so that they may share data and each perform discrete tasks on that data. That type of sharing is shown in [Figure 2-2](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-2-SECT-1.html#jthreads3-CHP-2-FIG-2).

##### Figure 2-2. Threads in a multithreaded environment
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Conceptually, the threads seem to be the same as programs. The key difference here is that the global memory is the entire Java heap: threads can transparently share access between any object in the heap. Each thread still has its own space for local variables (variables specific to the method the thread is executing). But objects are shared automatically and transparently.

A thread, then, is a discrete task that operates on data shared with other threads.

### 2.2 Creating a Thread

Threads can be created in two ways: using the Thread class and using the Runnable interface. The Runnable interface (generally) requires an instance of a thread, so we begin with the Thread class.

In this section, we start developing a typing game. The idea of this game is that characters are displayed and the user must type the key corresponding to the character. Through the next few chapters, we add enough logic to score the user's accuracy and timing and provide enough feedback so that the user can improve her typing skills.

For now, we are content to display a random character and display the character the user types in response. This application has two tasks: one task must continually display a random character and then pause for some random period of time. The second task must display characters typed on the keyboard.

#### 2.2.1 The Example Architecture

Before we delve into the threading aspects of our code, let's look at a few utility classes used in this and subsequent examples. The typing game has two sources for characters: characters that the user types at the keyboard and characters that are randomly generated. Both sources of characters are represented by this interface:

package javathreads.examples.ch02;

public interface CharacterSource {

public void addCharacterListener(CharacterListener cl);

public void removeCharacterListener(CharacterListener cl);

public void nextCharacter( );

}

We want to use the standard Java pattern of event listeners to handle these characters: a listener can register with a particular source and be notified when a new character is available. That requires the typical set of Java classes for a listener pattern, starting with the listener interface:

package javathreads.examples.ch02;

public interface CharacterListener {

public void newCharacter(CharacterEvent ce);

}

The events themselves are objects of this class:

package javathreads.examples.ch02;

public class CharacterEvent {

public CharacterSource source;

public int character;

public CharacterEvent(CharacterSource cs, int c) {

source = cs;

character = c;

}

}

And finally, we need a helper class that fires the events when appropriate:

package javathreads.examples.ch02;

import java.util.\*;

public class CharacterEventHandler {

private Vector listeners = new Vector( );

public void addCharacterListener(CharacterListener cl) {

listeners.add(cl);

}

public void removeCharacterListener(CharacterListener cl) {

listeners.remove(cl);

}

public void fireNewCharacter(CharacterSource source, int c) {

CharacterEvent ce = new CharacterEvent(source, c);

CharacterListener[] cl = (CharacterListener[] )

listeners.toArray(new CharacterListener[0]);

for (int i = 0; i < cl.length; i++)

cl[i].newCharacter(ce);

}

}

In our graphical display, one canvas registers to be notified when the user types a character; that canvas displays the character. A second canvas registers to be notified when a random character is generated; it displays the new characters as they are generated. We've chosen this design pattern since, in later examples, multiple objects will be interested in knowing when new characters are generated.

Here's a utility class that can display a given character:

package javathreads.examples.ch02;

import java.awt.\*;

import javax.swing.\*;

public class CharacterDisplayCanvas extends JComponent implements CharacterListener {

protected FontMetrics fm;

protected char[] tmpChar = new char[1];

protected int fontHeight;

public CharacterDisplayCanvas( ) {

setFont(new Font("Monospaced", Font.BOLD, 18));

fm = Toolkit.getDefaultToolkit( ).getFontMetrics(getFont( ));

fontHeight = fm.getHeight( );

}

public CharacterDisplayCanvas(CharacterSource cs) {

this( );

setCharacterSource(cs);

}

public void setCharacterSource(CharacterSource cs) {

cs.addCharacterListener(this);

}

public Dimension preferredSize( ) {

return new Dimension(fm.getMaxAscent( ) + 10,

fm.getMaxAdvance( ) + 10);

}

public synchronized void newCharacter(CharacterEvent ce) {

tmpChar[0] = (char) ce.character;

repaint( );

}

protected synchronized void paintComponent(Graphics gc) {

Dimension d = getSize( );

gc.clearRect(0, 0, d.width, d.height);

if (tmpChar[0] == 0)

return;

int charWidth = fm.charWidth((int) tmpChar[0]);

gc.drawChars(tmpChar, 0, 1,

(d.width - charWidth) / 2, fontHeight);

}

}

Although this class has no references to threads, it still has thread-related issues: namely, we had to use thesynchronized keyword for some of the methods. This is because of something known as a *race condition* (see [Chapter 3](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-3.html#jthreads3-CHP-3)).

|  |
| --- |
| Real-Life Race Conditions In order to understand threaded programming fully, you must understand how threads run and are created (the topic of this chapter) as well as how they interact with data (the topic of the next chapter). Any interesting threaded program uses both features.  This means that a forward reference to some details (like the synchronized keyword) is unavoidable. This is the essence of a race condition: two things need to complete sequentially in order to end up in a coherent state.  This race condition also applies to Swing programming. We use Swing components in our examples because they make the applications more relevant and interesting. Swing components have some special thread programming considerations, as we'll see over the next few chapters, but we won't be able to explain them fully until we understand more about how multiple threads work. |

#### 2.2.2 The Thread Class

Now we can program our first task (and our first thread): a thread that periodically generates a random character. In Java, threads are represented by instances of the java.lang.Thread class. They are created just like any other Java object, but they contain a special method that tells the virtual machine to begin executing the code of the thread as a separate "list." Here's a partial API of the Thread class, showing its constructors and its execution-related methods:

package java.lang;

public class Thread implements Runnable {

public Thread( );

public Thread(Runnable target);

public Thread(ThreadGroup group, Runnable target);

public Thread(String name);

public Thread(ThreadGroup group, String name);

public Thread(Runnable target, String name);

public Thread(ThreadGroup group, Runnable target, String name);

public Thread(ThreadGroup group, Runnable target, String name,

long stackSize);

public void start( );

public void run( );

}

As you see, threads are created with four pieces of information:

*Thread name*

The name of a thread is part of the information shown when a thread object is printed. Otherwise, it has no significance, so give your threads names that make sense to you when you see them printed. The default name for a thread is Thread-N, where N is a unique number.

*Runnable target*

We discuss runnables in depth later in this chapter. A runnable object is the list of instructions that the thread executes. By default, this is the information in the run() method of the thread itself. Note that the Threadclass itself implements the Runnable interface.

*Thread group*

Thread groups are an advanced topic (see [Chapter 13](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-13.html#jthreads3-CHP-13)). For the vast majority of applications, thread groups are unimportant. By default, a thread is assigned to the same thread group as the thread that calls the constructor.

*Stack size*

Every thread has a stack where it stores temporary variables as it executes methods. Everything related to the stack size of a thread is platform-dependent: its default stack size, the range of legal values for the stack size, the optimal value for the stack size, and so on. Use of the stack size in portable programs is highly discouraged. For more information, see [Chapter 13](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-13.html#jthreads3-CHP-13).

We can use these methods of the Thread class to create our first thread:

package javathreads.examples.ch02.example2;

import java.util.\*;

import javathreads.examples.ch02.\*;

public class RandomCharacterGenerator extends Thread implements CharacterSource {

static char[] chars;

static String charArray = "abcdefghijklmnopqrstuvwxyz0123456789";

static {

chars = charArray.toCharArray( );

}

Random random;

CharacterEventHandler handler;

public RandomCharacterGenerator( ) {

random = new Random( );

handler = new CharacterEventHandler( );

}

public int getPauseTime( ) {

return (int) (Math.max(1000, 5000 \* random.nextDouble( )));

}

public void addCharacterListener(CharacterListener cl) {

handler.addCharacterListener(cl);

}

public void removeCharacterListener(CharacterListener cl) {

handler.removeCharacterListener(cl);

}

public void nextCharacter( ) {

handler.fireNewCharacter(this,

(int) chars[random.nextInt(chars.length)]);

}

public void run( ) {

for (;;) {

nextCharacter( );

try {

Thread.sleep(getPauseTime( ));

} catch (InterruptedException ie) {

return;

}

}

}

}

The first thing to note about this example is that it extends the Thread class. The class itself is constructed simply by calling its (only) constructor, and the actual list of instructions we want to execute is in the run() method. Therun() method is a standard method of the Thread class; it is the place where the thread begins its execution.

In a sense, the run() method is similar to the main() method of a standalone Java application: the main() method is where your first thread starts executing. Subsequent threads start executing with the run() method of the thread. Though some subtle differences between run() and main( ) exist, this is the best way to think of the relationship between them.

So when the run() method of this class is eventually called, it fires off a new character to its listeners, sleeps for a random period of time between 1 and 5 seconds, and then repeats the process (forever, as the loop never terminates).

The second task of our application is responsible for displaying the characters typed at the keyboard. It is also responsible for creating and starting our second thread. That code looks like this:

package javathreads.examples.ch02.example2;

import java.awt.\*;

import java.awt.event.\*;

import javax.swing.\*;

import javathreads.examples.ch02.\*;

public class SwingTypeTester extends JFrame implements CharacterSource {

protected RandomCharacterGenerator producer;

private CharacterDisplayCanvas displayCanvas;

private CharacterDisplayCanvas feedbackCanvas;

private JButton quitButton;

private JButton startButton;

private CharacterEventHandler handler;

public SwingTypeTester( ) {

initComponents( );

}

private void initComponents( ) {

handler = new CharacterEventHandler( );

displayCanvas = new CharacterDisplayCanvas( );

feedbackCanvas = new CharacterDisplayCanvas(this);

quitButton = new JButton( );

startButton = new JButton( );

add(displayCanvas, BorderLayout.NORTH);

add(feedbackCanvas, BorderLayout.CENTER);

JPanel p = new JPanel( );

startButton.setLabel("Start");

quitButton.setLabel("Quit");

p.add(startButton);

p.add(quitButton);

add(p, BorderLayout.SOUTH);

addWindowListener(new WindowAdapter( ) {

public void windowClosing(WindowEvent evt) {

quit( );

}

});

feedbackCanvas.addKeyListener(new KeyAdapter( ) {

public void keyPressed(KeyEvent ke) {

char c = ke.getKeyChar( );

if (c != KeyEvent.CHAR\_UNDEFINED)

newCharacter((int) c);

}

});

startButton.addActionListener(new ActionListener( ) {

public void actionPerformed(ActionEvent evt) {

producer = new RandomCharacterGenerator( );

displayCanvas.setCharacterSource(producer);

producer.start( );

startButton.setEnabled(false);

feedbackCanvas.setEnabled(true);

feedbackCanvas.requestFocus( );

}

});

quitButton.addActionListener(new ActionListener( ) {

public void actionPerformed(ActionEvent evt) {

quit( );

}

});

pack( );

}

private void quit( ) {

System.exit(0);

}

public void addCharacterListener(CharacterListener cl) {

handler.addCharacterListener(cl);

}

public void removeCharacterListener(CharacterListener cl) {

handler.removeCharacterListener(cl);

}

public void newCharacter(int c) {

handler.fireNewCharacter(this, c);

}

public void nextCharacter( ) {

throw new IllegalStateException("We don't produce on demand");

}

public static void main(String args[]) {

new SwingTypeTester( ).show( );

}

}

Most of this code is, of course, GUI code. The lines to note with respect to the Thread class are in theactionPerformed( ) method associated with the Start button. In the event callback, we construct a thread object (i.e., the instance of the RandomCharacterGenerator class) like any other Java object, and then we call the start() method on that object. Note that we did not call the RandomCharacterGenerator object's run() method. The start() method of the Thread class calls the run() method (see [Section 2.3](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-2-SECT-3.html#jthreads3-CHP-2-SECT-3)).

Other threads are involved in this example, even though you don't see references to them. First, there is the main thread of the application. This thread starts when you begin execution of the program (i.e., when you type the javacommand). That thread calls the main() method of your application.

The second thread of the application is the instance of the RandomCharacterGenerator class. It is created the first time the Start button is pressed.

A third thread in the application is the event-processing thread. That thread is started by the Swing toolkit when the first GUI element of the application is created. That thread is significant to us because that's the thread that executes the actionPerformed() and keyPressed() methods of the application. There are many other threads in the virtual machine that we don't interact with; for now, we're concerned about the three threads we've just discussed.

At this point, you can compile and run the application. Using our master ant script, execute this command:

piccolo% **ant ch2-ex2**

The GUI window shown in [Figure 2-3](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-2-SECT-2.html#jthreads3-CHP-2-FIG-3) appears. After you press the Start button, characters appear at random intervals in the top half of the window; as you type characters, they appear in the bottom half of the window.

##### Figure 2-3. The SwingTypeTester window
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At this point, we can't do much about scoring what the user types. That would require communication between the two threads of the program, which is the topic of the next chapter. However, we can clear up a few things in the display as we discuss how the RandomCharacterGenerator thread runs.

### 2.3 The Lifecycle of a Thread

In our example, we gloss over some of the details of how the thread is actually started. We'll discuss that in more depth now and also give details on other lifecycle events of a thread. The lifecycle itself is shown in [Figure 2-4](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-2-SECT-3.html#jthreads3-CHP-2-FIG-4). The methods of the Thread class that affect the thread's lifecycle are:

package java.lang;

public class Thread implements Runnable {

public void start( );

public void run( );

public void stop( ); // Deprecated, do not use

public void resume( ); // Deprecated, do not use

public void suspend( ); // Deprecated, do not use

public static void sleep(long millis);

public static void sleep(long millis, int nanos);

public boolean isAlive( );

public void interrupt( );

public boolean isInterrupted( );

public static boolean interrupted( );

public void join( ) throws InterruptedException;

}

##### Figure 2-4. Lifecycle of a thread
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#### 2.3.1 Creating a Thread

The first phase in this lifecycle is thread creation. Threads are represented by instances of the Thread class, so creating a thread is done by calling a constructor of that class. In our example, we use the simplest constructor available to us. Additional constructors of the Thread class allow you to specify the thread's name or a Runnableobject to serve as the thread's target.

All threads have names that serve to identify them in the virtual machine. By default, that name consists of information about the thread: its priority, its thread group, and other thread information we discuss in later chapters. If you like, you can give a thread a different name, perhaps one that will have meaning to you if you print it out.

We discuss the Runnable interface later in this chapter.

#### 2.3.2 Starting a Thread

A thread exists once it has been constructed, but at that point it is not executing any code. The thread is in a waiting state.

In this waiting state, other threads can interact with the existing thread object. Various attributes of the waiting thread can be set: its priority, its name, its daemon status, and so on. We'll see examples of these throughout the book, but each of these attributes is set simply by calling a method on the waiting thread. Therefore, even though the thread is waiting, its state may be changed by other threads.

When you're ready for the thread to begin executing code, you call its start() method. This method performs some internal housekeeping and calls the thread's run() method. When the start() method returns, two threads are now executing in parallel: the original thread (which has returned from calling the start() method) and the newly started thread (which is now executing its run() method).

After its start() method has been called, the new thread is said to be alive. In fact, the Thread class has anisAlive() method that tells you the state of the thread: if the isAlive() method returns true, the thread has been started and is executing its run() method. If the isAlive( ) method returns false, however, the thread may not be started yet or may be terminated.

#### 2.3.3 Terminating a Thread

Once started, a thread executes only one method: the run() method. The run() method may be very complicated, it may execute forever, and it may call millions of other methods. Regardless, once the run() method finishes executing, the thread has completed its execution. Like all Java methods, the run() method finishes when it executes a return statement, when it executes the last statement in its method body, or when it throws an exception (or fails to catch an exception thrown to it).

As a result, the only way to terminate a thread is to arrange for its run() method to complete. If you look at the documentation of the Thread class, you notice that the class contains a stop() method which seems like it might be used to terminate a thread. It turns out that the stop() method has an inherent problem (an internal race condition, see[Chapter 3](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-3.html#jthreads3-CHP-3)). As a result, the stop() method is deprecated and should not be used. Some Java implementations prohibit its use directly, and the security manager can also be used to prohibit programs from calling it.

There are many threads that you don't need to stop. Often, threads are performing a fixed task, and you always want the task to run to completion. In other cases, such as our example, the thread can run until the application exits (e.g., when we call the System.exit() method in response to the user pressing the Quit button).

Often, however, you want a thread to continue to execute until some other condition is met. In our typing game, we might want one RandomCharacterGenerator thread to terminate so that we can start a different one (perhaps one with a different set of characters available to it). We explore some basic ways to arrange for a thread to stop later in this chapter.

The run() method cannot throw a checked exception, but like all Java methods, it can throw an unchecked exception. Throwing an unchecked exception (an exception that extends the RuntimeException class)梠r failing to catch a runtime exception thrown by something the run( ) method has called梐lso causes a thread to stop. Threads can arrange for special exception processing in their termination; for details, see [Chapter 13](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-13.html#jthreads3-CHP-13).

#### 2.3.4 Pausing, Suspending, and Resuming Threads

Once a thread begins executing its run() method, it continues execution until the run() method completes. If you're familiar with other thread models, you may know of a concept called *thread suspension*, where a thread is told to pause its execution. Later, the thread is resumed, which is to say that it is told to continue its execution. The Thread class contains suspend() and resume() methods, but they suffer from the same race condition problem as the stop() method, and they, too, are deprecated.

It is possible for a thread to suspend its own execution for a specific period of time by calling the sleep() method. We use that method in our RandomCharacterGenerator thread. When a thread executes the sleep() method, it pauses for a given number of milliseconds (or milliseconds plus nanoseconds), during which it is said to be asleep. When the pause time has elapsed, the thread wakes up and continues execution with the statements immediately following the sleep()method.

|  |
| --- |
| Sleep Time Resolution The Thread class provides a version of the sleep() method that allows the developer to specify the time in nanoseconds. Most Java virtual machines do not support this sort of precise timing. When the sleep()method executes, it rounds the nanosecond argument to the nearest millisecond. In fact, most operating systems then further adjust the millisecond argument so that it is a multiple of some number: e.g., 20 or 50 milliseconds. Consequently, the least amount of time that you can sleep on most Java implementations is 20 or 50 milliseconds.  Note that this is true even in J2SE 5.0, which introduces other nanosecond time functionality (e.g., theSystem.nanoTime() method). The resolution of the sleep( ) method is still only good to a few milliseconds.  Ongoing projects within the Java Community Process are working on a real-time Java implementation; on such an implementation, the precise resolution specified in the sleep() method may eventually be realized. For most platforms, developers cannot design applications that require support of nanoseconds (or even exact milliseconds). |

Strictly speaking, sleeping is not the same thing as thread suspension. One important difference is that with true thread suspension, one thread would suspend (and later resume) another thread. Conversely, the sleep() method affects only the thread that executes it; it's not possible to tell another thread to go to sleep.

Threads can use the wait and notify mechanism discussed in [Chapter 4](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-4.html#jthreads3-CHP-4) to achieve the functionality of thread suspension and resumption. The difference is that the threads must be coded to use that technique (rather than a generic suspend/resume mechanism that could be imposed from other threads).

#### 2.3.5 Thread Cleanup

A thread that has completed its run() method has terminated. It is no longer active (the isAlive() method returns false). However, the thread object itself may be holding interesting information. As long as some other active object holds a reference to the terminated thread object, other threads can execute methods on the terminated thread and retrieve that information. If the thread object representing the terminated thread goes out of scope, the thread object is garbage collected. On some platforms, this also has the effect of cleaning up system resources associated with the thread.

In general, then, you should not hold onto thread references so that they may be collected when the thread terminates.

One reason to hold onto a thread reference is to determine when it has completed its work. That can be accomplished with the join() method. The join() method is often used when you have started threads to perform discrete tasks and want to know when the tasks have completed. You'll see that technique in use in the examples in [Chapter 15](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-15.html#jthreads3-CHP-15).

The join() method blocks until the thread has completed its run() method. If the thread has already completed its run()method, the join() method returns immediately. This means that you may call the join() method any number of times to see whether a thread has terminated. Be aware, though, that the first time you call the join() method, it blocks until the thread has actually completed. You cannot use the join() method to poll a thread to see if it's running (instead, use the isAlive() method just discussed).

### 2.4 Two Approaches to Stopping a Thread

When you want a thread to terminate based on some condition (e.g., the user has quit the game), you have several approaches available. Here we offer the two most common.

#### 2.4.1 Setting a Flag

The most common way of stopping a thread is to set some internal flag to signal that the thread should stop. The thread can then periodically query that flag to determine if it should exit.

We can rewrite our RandomCharacterGenerator thread to follow this approach:

package javathreads.examples.ch02.example3;

...

public class RandomCharacterGenerator extends Thread implements CharacterSource {

...

private volatile boolean done = false;

...

public void run( ) {

while (!done) {

...

}

}

public void setDone( ) {

done = true;

}

}

Here we've created the boolean flag done to signal the thread that it should quit. Now instead of looping forever, therun() method examines the state of that variable on every loop and returns when the done flag has been set. That terminates the thread.[[2]](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-2-SECT-4.html#jthreads3-CHP-2-FNOTE-2)

[2] We've also introduced the use of the Java keyword volatile for that variable. Like the synchronizedkeyword, it is intrinsically related to thread programming (see [Chapter 3](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-3.html#jthreads3-CHP-3)).

We must now modify our application to set this flag:

package javathreads.examples.ch02.example3;

...

public class SwingTypeTester extends JFrame implements CharacterSource {

...

private JButton stopButton;

...

private void initComponents( ) {

...

stopButton = new JButton( );

stopButton.setLabel("Stop");

p.add(stopButton);

...

stopButton.addActionListener(new ActionListener( ) {

public void actionPerformed(ActionEvent evt) {

startButton.setEnabled(true);

stopButton.setEnabled(false);

producer.setDone( );

feedbackCanvas.setEnabled(false);

}

});

...

}

...

}

Now we have two buttons: a Start and a Stop button. When the Stop button is pressed, the setDone() method is called, and the next time the RandomCharacterGenerator thread executes the top of its loop, that thread exits. This process also reenables the Start button: we can start a new thread at any time.

This raises an interesting design question: is it better to create a new thread like this, or would it be better somehow to suspend the existing thread and resume it when we're ready? Of course, we don't yet have the tools necessary to program the suspension and resumption of the thread, so that's the reason we've done it this way. It would be more natural simply to suspend and resume the thread, as we do in [Chapter 4](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-4.html#jthreads3-CHP-4).

However, in a case like this, it actually does not matter. In our experience, developers become too hung up on the perceived performance penalties they attribute to creating a thread. If you're writing a program and it is easier to abandon a thread and create a new one rather than reusing an existing one, in most cases that's what you should do. We revisit this topic in more depth when we discuss thread pools in [Chapter 10](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-10.html#jthreads3-CHP-10) and thread performance in [Chapter 14](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-14.html#jthreads3-CHP-14).

Calling the setDone() method is a simple way for threads to communicate with each other. Threads must use special rules for communication like this (see [Chapter 3](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-3.html#jthreads3-CHP-3)). In general, though, threads can call methods on each other, as well as accessing the same objects, to pass information between themselves.

#### 2.4.2 Interrupting a Thread

The last example has a delay between when the actionPerformed() method called the setDone() method and theRandomCharacterGenerator thread exited. Delays of some sort when arranging for a thread to terminate are inevitable, but sometimes the delay needs to be minimized.

In our example, the delay occurs because the RandomCharacterGenerator thread executes some number of statements after the setDone() method is called and before it checks the value of the done variable. In the worst case, the event thread executing the actionPerformed() method calls the setDone() method just after the RandomCharacterGenerator thread checks the value of the done variable. Then, even though it's done, the loop gets a new character out of the array, prints it to the screen, and goes to sleep for some amount of time. Finally it wakes up, returns to the top of the loop, sees that the done variable has been set to true, and returns.

The delay in this case is minimal, but it's likely to be close to the amount of time that the RandomCharacterGeneratorthread is sleeping (since the other operations are very short). If we originally specify a 15-second delay, we probably won't want to wait the entire 15 seconds before the thread terminates.

In other cases, the delay can be worse: if the thread is executing a read() method to obtain data from a socket, the data may never come. Or the thread may be executing the wait() method (see [Chapter 4](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-4.html#jthreads3-CHP-4)) and waiting for an event that may never come. Methods like these are called blocking methods because they block execution of the thread until something happens (e.g., the expiration of the sleep() method).

When you arrange for a thread to terminate, you often want it to complete its blocking method immediately: you don't want to wait for the data (or whatever) anymore because the thread is going to exit anyway. You can use the interrupt()method of the Thread class to interrupt any blocking method.

The interrupt() method has two effects. First, it causes any blocked method to throw an InterruptedException. In our example, the sleep() method is a blocking method. If the event-processing thread interrupts theRandomCharacterGenerator thread while that thread is executing the sleep() method, the sleep method immediately wakes up and throws an InterruptedException. Other methods that behave this way include the wait() method, the join()method, and methods that read I/O (though there are complications when handling I/O, as we discuss [Chapter 12](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-12.html#jthreads3-CHP-12)).

The second effect is to set a flag inside the thread object that indicates the thread has been interrupted. To query this flag, use the isInterrupted() method. That method returns true if the thread has been interrupted (even if it was not blocked).

Here's how a thread uses this information to determine whether or not it should terminate:

package javathreads.examples.ch02.example4;

...

public class RandomCharacterGenerator extends Thread {

...

// Note: the done instance variable and setDone( ) method are removed from

// example 2

public void run( ) {

while (!isInterrupted( )) {

...

}

}

}

This example is almost exactly the same as the one in which we use a done flag to signal that the thread should return. In this case, we use the interrupted flag instead. That means we no longer need the setDone() method. Instead of calling the setDone() method, the actionPerformed( ) method associated with the Stop button in our application now does this:

producer.interrupt( );

If the main thread executes this statement while the RandomCharacterGenerator thread is sleeping, theRandomCharacterGenerator thread gets the interrupted exception and immediately returns from the run() method. Otherwise, when the character-feeding thread next gets to the top of its loop, it sees that the interrupted flag has been set and returns from its run() method then. Either way, the random character generator thread completes its task.

Note that this technique does not completely eliminate the possibility that we sleep for some amount of time after the thread is asked to stop. It's possible for the main thread to call the interrupt() method just after theRandomCharacterGenerator has called the isInterrupted() method. The character-reading thread still executes thesleep() method, which won't be interrupted (since the main thread has already completed the interrupt() method). This is another example of a race condition that we solve in the next chapter. Since the race condition in this case is benign (it just means we sleep one more time than we'd like), this is sufficient for our purposes.

### 2.5 The Runnable Interface

When we talked about creating a thread, we mentioned the Runnable interface (java.lang.Runnable). The Thread class implements this interface, which contains a single method:

package java.lang;

public interface Runnable {

public void run( );

}

The Runnable interface allows you to separate the implementation of a task from the thread used to run the task. For example, instead of extending the Thread class, our RandomCharacterGenerator class might have implemented theRunnable interface:

package javathreads.examples.ch02.example5;

...

// Note: Use Example 3 as the basis for comparison

public class RandomCharacterGenerator implements Runnable {

...

}

This changes the way in which the thread that runs the RandomCharacterGenerator object must be constructed:

package javathreads.examples.ch02.example5;

...

public class SwingTypeTester extends JFrame implements CharacterSource {

...

private void initComponents( ) {

...

startButton.addActionListener(new ActionListener( ) {

public void actionPerformed(ActionEvent evt) {

producer = new RandomCharacterGenerator( );

displayCanvas.setCharacterSource(producer);

Thread t = new Thread(producer);

t.start( );

startButton.setEnabled(false);

stopButton.setEnabled(true);

feedbackCanvas.setEnabled(true);

feedbackCanvas.requestFocus( );

}

});

...

}

...

}

Now we must construct the thread directly and pass the runnable object (producer) to the thread's constructor. Then we start the thread (instead of starting the runnable object).

This leads to the question of whether you should use the Runnable interface or the Thread class when designing your own application. The answer is yes.

The truth is that sometimes it makes sense to use the Runnable interface and sometimes it makes sense to use the Threadclass. The answer depends on whether you would like your new class to inherit behavior from the Thread class or if your class needs to inherit from other classes.

If you extend the Thread class as we do in our first examples, then you inherit the behavior and methods of the Threadclass. That is very important in example 4, where we used the interrupt() method to signal that theRandomCharacterGenerator should cease operations. The interrupt() method is part of the Thread class, and the reason why we are able to interrupt the RandomCharacterGenerator thread is because it extends the Thread class.

In fact, we should point out that the full source code for example 5 is based on example 3, not example 4. We have to use the setDone() method to signal that the random character generator's run() method should terminate because that class no longer has an interrupt() method. If we still want to interrupt the sleep() method of theRandomCharacterGenerator class, then we must write the SwingTypeTester class like this:

package javathreads.examples.ch02.example6;

...

public class SwingTypeTester extends JFrame implements CharacterSource {

...

private void initComponents( ) {

...

stopButton.addActionListener(new ActionListener( ) {

public void actionPerformed(ActionEvent evt) {

...

displayThread.interrupt( );

}

});

...

}

A similar example can be used to show why it is sometimes preferable to use the Runnable interface. Let's suppose that we want the character in our display canvas to move across the screen until the user types in the matching character. This requires another thread, one that controls the animation of the character. Every few milliseconds, the character needs to be redisplayed on the canvas just slightly to the right of where it was previously displayed. This makes the character appear to be moving.

We could develop a brand new class to do this, but it shares most of the logic of the existing CharacterDisplayCanvasclass. The newChar() method is somewhat different and there's now some animation logic to deal with, but clearly it's better in this example if we extend CharacterDisplayCanvas (and inherit the methods that set up the canvas size and font) than if we extend the Thread class. This is a case that calls for the Runnable interface:

package javathreads.examples.ch02.example7;

import java.awt.\*;

import javax.swing.\*;

import javathreads.examples.ch02.\*;

public class AnimatedCharacterDisplayCanvas extends CharacterDisplayCanvas

implements CharacterListener, Runnable {

private volatile boolean done = false;

private int curX = 0;

public AnimatedCharacterDisplayCanvas( ) {

}

public AnimatedCharacterDisplayCanvas(CharacterSource cs) {

super(cs);

}

public synchronized void newCharacter(CharacterEvent ce) {

curX = 0;

tmpChar[0] = (char) ce.character;

repaint( );

}

protected synchronized void paintComponent(Graphics gc) {

Dimension d = getSize( );

gc.clearRect(0, 0, d.width, d.height);

if (tmpChar[0] == 0)

return;

int charWidth = fm.charWidth(tmpChar[0]);

gc.drawChars(tmpChar, 0, 1,

curX++, fontHeight);

}

public void run( ) {

while (!done) {

repaint( );

try {

Thread.sleep(100);

} catch (InterruptedException ie) {

return;

}

}

}

public void setDone(boolean b) {

done = b;

}

}

This class demonstrates the canonical technique to handle animation in Java: a thread makes successive calls to therepaint() method, which in turn calls the paintComponent( ) method. Every time the paintComponent() method is called, we display the character with a new X coordinate that is slightly shifted to the right.

The thread that controls the animation in this canvas is created just as before: the actionPerformed() method of the Start button needs to create a new thread, passing in the AnimatedCharacterCanvas as its runnable target. It also needs to start that thread. The stop() method, on the other hand, calls the setDone() method to terminate the animation. Here's how it looks:

package javathreads.examples.ch02.example7;

...

public class SwingTypeTester extends JFrame implements CharacterSource {

...

private void initComponents( ) {

...

startButton.addActionListener(new ActionListener( ) {

public void actionPerformed(ActionEvent evt) {

...

displayCanvas.setDone(false);

Thread t = new Thread(displayCanvas);

t.start( );

...

}

});

stopButton.addActionListener(new ActionListener( ) {

public void actionPerformed(ActionEvent evt) {

displayCanvas.setDone(true);

...

}

});

...

}

...

}

We began this section by wondering whether it was preferable to program a task using the Runnable interface or theThread class. We've seen examples of why you would need each. There's an additional advantage to the Runnableinterface, however. With Runnable, Java provides a number of classes that handle threading issues for you. These classes handle thread pooling, task scheduling, or timing issues. If you're going to use such a class, your task must be aRunnable object (or, in some cases, an object that has an embedded Runnable object).

If you do a thorough program design and Unified Modeling Language (UML) model of your application, the resulting object hierarchy tells you pretty clearly whether your task needs to subclass another class (in which case you must use theRunnable interface) or whether you need to use the methods of the Thread class within your task. But if your object hierarchy is silent on the parent class for your task, or if you do a lot of prototyping or extreme programming, then what? Then the choice is yours: you can use the Runnable interface, which gives you a little more flexibility at the cost of the overhead of keeping track of the thread objects separately, or you can trade that flexibility for simplicity and subclass the Thread class.

### 2.6 Threads and Objects

Let's talk a little more about how threads interact. Consider the RandomCharacterGenerator thread. We saw how another class (the SwingTypeTester class) kept a reference to that thread and how it continued to call methods on that object.

Although those methods are defined in the RandomCharacterGenerator class, they are not executed by that thread. Instead, methods like the setDone( ) method are executed by the Swing event-dispatching thread as it executes theactionPerformed() method within the SwingTypeTester class. As far as the virtual machine is concerned, the setDone()method is just a series of statements; those statements do not "belong" to any particular thread. Therefore, the event-dispatching thread executes the setDone() method in exactly the same way in which it executes any other method.

This point is often confusing to developers who are new to threads; it can be confusing as well to developers who understand threads but are new to object-oriented programming. In Java, an instance of the Thread class is just an object: it may be passed to other methods, and any thread that has a reference to another thread can execute any method of that other thread's Thread object. The Thread object is not the thread itself; it is instead a set of methods and data that encapsulates information about the thread. And that method and data can be accessed by any other thread.

For a more complex example, examine the AnimatedCharacterCanvas class and determine how many threads execute some of its methods. You should be comfortable with the fact that four different threads use this object. TheRandomCharacterGenerator thread invokes the newChar() method on that object. The timing thread invokes the run()method. The setDone() method is invoked by the Swing event-dispatching thread. And the constructor of the class (i.e., the default constructor) is invoked by the main method of the application as it constructs the GUI.

The upshot of this is that you cannot look at any object source code and know which thread is executing its methods or examining its data. You may be tempted to look at a class or an object and wonder which thread is running the code. The answer � even if the code is with a class that extends the Thread class � is that any of potentially thousands of threads could be executing the code.

#### 2.6.1 Determining the Current Thread

Sometimes, you need to find out what the current thread is. In the most common case, code that belongs to an arbitrary object may need to invoke a method of the thread class. In other circumstances, code within a thread object may want to see if the code is being executed by the thread represented by the object or by a completely different thread.

You can retrieve a reference to the current thread by calling the currentThread() method (a static method of theThread class). Therefore, to see if code is being executed by an arbitrary thread (as opposed to the thread represented by the object), you can use this pattern:

public class MyThread extends Thread {

public void run( ) {

if (Thread.currentThread( ) != this)

throw new IllegalStateException(

"Run method called by incorrect thread");

... main logic ...

}

}

Similarly, within an arbitrary object, you can use the currentThread() method to obtain a reference to a current thread. This technique can be used by a Runnable object to see whether it has been interrupted:

public class MyRunnable implements Runnable {

public void run( ) {

while (!Thread.currentThread( ).isInterrupted( )) {

... main logic ...

}

}

}

In fact, the Thread class includes a static method interrupted() that simply returns the value ofThread.currentThread( ).isInterrupted(), but you'll often see both uses within threaded programs. In examples in later chapters, we use the currentThread() method to obtain a thread reference in order to invoke other methods of theThread class that we haven't yet examined.

### 2.7 Summary

In this chapter, we've had our first taste of threads. We've learned that threads are separate tasks executed by a single program. This is the key to thinking about how to design a good multithreaded program: what logical tasks make up your program? How can these tasks be separated to make the program logic easier, or benefit your program by running in parallel? In our case, we have two simple tasks: display a random character and display the key that a user types in response. In later chapters, we add more tasks (and more threads) to this list.

At a programming level, we've learned how to construct, start, pause, and stop threads. We've also learned about theRunnable interface and how that interface allows us a great degree of flexibility in how we develop the class hierarchy for our objects. Tasks can be either Thread objects or Runnable objects associated with a thread. Using the Runnableinterface allows more flexibility in how you define your tasks, but both approaches have merit in different situations.

We've also touched on how threads interoperate by calling methods on the same object. The ability of threads to interoperate in this manner includes the ability for them to share data as well as code. That data sharing is key to the benefits of a multithreaded program, but it carries with it some pitfalls. This is covered in the next chapter.

#### 2.7.1 Example Classes

Here are the class names and Ant targets for the examples in this chapter:

| **Description** | **Main Java class** | **Ant target** |
| --- | --- | --- |
| Factorial Example | javathreads.examples.ch02.example1.Factorial number | ch2-ex1 |
| First Swing Type Tester | javathreads.examples.ch02.example2.SwingTypeTester | ch2-ex2 |
| Type Tester (with Stop button) | javathreads.examples.ch02.example3.SwingTypeTester | ch2-ex3 |
| Type Tester (uses interrupt() method) | javathreads.examples.ch02.example4.SwingTypeTester | ch2-ex4 |
| Type Tester (uses Runnable interface) | javathreads.examples.ch02.example5.SwingTypeTester | ch2-ex5 |
| Type Tester (Runnable and interrupt()) | javathreads.examples.ch02.example6.SwingTypeTester | ch2-ex6 |
| Type Tester (animated display) | javathreads.examples.ch02.example7.SwingTypeTester | ch2-ex7 |

The factorial program accepts a command-line argument to indicate the integer whose factorial should be calculated; that can be set with this Ant property:

<property name="FactorialArg" value="10"/>

## Chapter 3. Data Synchronization

In the previous chapter, we covered a lot of ground: we examined how to create and start threads, how to arrange for them to terminate, how to name them, how to monitor their lifecycles, and so on. In the examples of that chapter, however, the threads that we examined were more or less independent: they did not need to share data between them.

There were some exceptions to that last point. In some examples, we needed the ability for one thread to determine whether another was finished with its task (i.e., the done flag). In others, we needed to change a character variable that was used in the animation canvas; this was done by a thread different than the Swing thread that redraws the canvas. We glossed over the details at the time, which may have given the implication that they are minor issues. However, we must understand that when two threads share data, complexities arise. These complexities must be taken into consideration whether we're implementing a large shared database or simply sharing a done flag.

In this chapter, we look at the issue of sharing data between threads. Sharing data between threads can be problematic due to what is known as a race condition between threads that attempt to access the same data more or less simultaneously (i.e., concurrently). In this chapter, we examine the concept of a race condition and mechanisms that solve the race condition. We will see how these mechanisms can be used to coordinate access to data as well as solve some other problems in thread communication.

### 3.1 The Synchronized Keyword

Let's revisit our AnimatedDisplayCanvas class from the previous chapter:

package javathreads.examples.ch02.example7;

private volatile boolean done = false;

private int curX = 0;

public class AnimatedCharacterDisplayCanvas extends CharacterDisplayCanvas

implements CharacterListener, Runnable {

...

public synchronized void newCharacter(CharacterEvent ce) {

curX = 0;

tmpChar[0] = (char) ce.character;

repaint( );

}

protected synchronized void paintComponent(Graphics gc) {

Dimension d = getSize( );

gc.clearRect(0, 0, d.width, d.height);

if (tmpChar[0] == 0)

return;

int charWidth = fm.charWidth(tmpChar[0]);

gc.drawChars(tmpChar, 0, 1,

curX++, fontHeight);

}

public void run( ) {

while (!done) {

repaint( );

try {

Thread.sleep(100);

} catch (InterruptedException ie) {

return;

}

}

}

public void setDone(boolean b) {

done = b;

}

}

This example has multiple threads. The most obvious is the one that we created and which executes the run() method. That thread is specifically created to wake up every 0.1 seconds to send a repaint request to the system. To fulfill the repaint request, the system梐t a later time and in a different thread (the event-dispatching thread, to be precise)梒alls the paintComponent() method to adjust and redraw the canvas. This constant adjustment and redrawing is what is seen as animation by the user.

There is no race condition between these threads since no data in this object is shared between them. However, as we mentioned at the end of the last chapter, other threads invoke methods of this object. For example, the newCharacter()method is called from the random character-generating thread (a character source) whenever the character to be typed changes.

In this case, there is a race condition. The thread that calls the newCharacter() method is accessing the same data as the thread that calls the paintComponent( ) method. The random character-generating thread may change the character while the event-dispatching thread is using it. Both threads are also changing the X location that specifies where the character is to be drawn.

A race condition exists because the paintComponent() and newCharacter() methods are not atomic. It is possible for the newCharacter() method to change the values of the tmpChar and curX variables while the paintComponent() method is using them. Or for the newCharacter() and paintComponent() methods to leave the curX variable in a state that depends on which individual instructions of the two threads are executed first. We examine race conditions in more detail later; for now, we just have to understand that race conditions can generate different results, including unexpected results, that are dependent on execution order.

|  |
| --- |
| Definition: Atomic The term atomic is related to the atom, once considered the smallest possible unit of matter, unable to be broken into separate parts. When computer code is considered atomic, it cannot be interrupted during its execution. This can either be accomplished in hardware or simulated in software. Generally, atomic instructions are provided in hardware and are used to implement atomic methods in software.  In our case, we define atomic code as code that can't be found in an intermediate state. In our animated canvas example, if the acts of "resetting the variable" and "redrawing one frame of the animation" were atomic, it would not be possible to set the variable at the very moment that the character is being animated. The animation thread also couldn't find the variables in an intermediate state. |

The Java specification provides certain mechanisms that deal specifically with this problem. The Java language provides the synchronized keyword; in comparison with other threading systems, this keyword allows the programmer access to a resource that is very similar to a mutex lock. For our purposes, it simply prevents two or more threads from calling the methods of the same object at the same time.

|  |
| --- |
| Definition: Mutex Lock A mutex lock is also known as a mutually exclusive lock. This type of lock is provided by many threading systems as a means of synchronization. Only one thread can grab a mutex at a time: if two threads try to grab a mutex, only one succeeds. The other thread has to wait until the first thread releases the lock before it can grab the lock and continue operation.  In Java, every object has an associated lock. When a method is declared synchronized, the executing thread must grab the lock associated with the object before it can continue. Upon completion of the method, the lock is automatically released. |

By declaring the newCharacter() and paintComponent() methods synchronized, we eliminate the race condition. If one thread wants to call one of these methods while another thread is already executing one of them, the second thread must wait: the first thread gets to complete execution of its method before the second thread can execute its method. Since only one thread gets to call either method at a time, only one thread at a time accesses the data.

Under the covers, the concept of synchronization is simple: when a method is declared synchronized, the thread that wants to execute the method must acquire a token, which we call a lock. Once the method has acquired (or checked out or grabbed) this lock, it executes the method and releases (or returns) the lock. No matter how the method returns梚ncluding via an exception梩he lock is released. There is only one lock per object, so if two separate threads try to call synchronized methods of the same object, only one can execute the method immediately; the other has to wait until the first thread releases the lock before it can execute the method.

### 3.2 The Volatile Keyword

There is still one more threading issue in this example, and it has to do with the setDone() method. This method is called from the event-dispatching thread when the Stop button is pressed; it is called by an event handler (anactionPerformed() method) that is defined as an inner class to the SwingTypeTester class. The issue here is that this method is executed by the event-dispatching thread and changes data that is being used by another thread: the done flag, which is accessed by the thread of the AnimatedDisplayCanvas class.

So, can't we just synchronize the two methods, just as we did previously? Yes and no. Yes, Java's synchronized keyword allows this problem to be fixed. But no, the techniques that we have learned so far will not work. The reason has to do with the run() method. If we synchronized both the run() and setDone() methods, how would the setDone() method ever execute? The run( ) method does not exit until the done flag is set, but the done flag can't be set because thesetDone() method can't execute until the run() method completes.

|  |
| --- |
| Definition: Scope of a Lock The scope of a lock is defined as the period of time between when the lock is grabbed and released. In our examples so far, we have used only synchronized methods; this means that the scope of these locks is the period of time it takes to execute the methods. This is referred to as method scope.  Later in this chapter, we'll examine locks that apply to any block of code inside a method or that can be explicitly grabbed and released; these locks have a different scope. We'll examine this concept of scope as locks of various types are introduced. |

The problem at this point relates to the scope of the lock: the scope of the run() method is too large. By synchronizing the run() method, the lock is grabbed and never released. There is a way to shrink the scope of a lock by synchronizing only the portion of the run() method that protects the done flag (which we examine later in this chapter). However, there is a more elegant solution in this case.

The setDone() method performs only one operation with the done flag: it stores a value into the flag. The run() method also performs one operation with the done flag: it reads the value during each iteration of the loop. Furthermore, it does not matter if the value changes during the iteration of these methods, as each loop must complete anyway.

The issue here is that we potentially have a race condition because one piece of data is being shared between two different threads. In our first example, the race condition came about because the threads were accessing multiple pieces of data and there was no way to update all of them atomically without using the synchronized keyword. When only a single piece of data is involved, there is a different solution.

Java specifies that basic loading and storing of variables (except for long and double variables) is atomic. That means the value of the variable can't be found in an interim state during the store, nor can it be changed in the middle of loading the variable to a register. The setDone() method has only one store operation; therefore, it is atomic. Therun( ) method has only one read operation. Since the rest of the run() method does not depend on the value of the variable remaining constant, the race condition should not exist in this case.

Unfortunately, Java's memory model is a bit more complex. Threads are allowed to hold the values of variables in local memory (e.g., in a machine register). In that case, when one thread changes the value of the variable, another thread may not see the changed variable. This is particularly true in loops that are controlled by a variable (like the doneflag that we are using to terminate the thread): the looping thread may have already loaded the value of the variable into a register and does not necessarily notice when another thread changes the variable.

One way to solve this problem is to provide setter and getter methods for the variable. We can then simply synchronize access by using the synchronized keyword on these methods. This works because acquiring a synchronization lock means that all temporary values stored in registers are flushed to main memory. However, Java provides a more elegant solution: the volatile keyword. If a variable is marked as volatile, every time the variable is used it must be read from main memory. Similarly, every time the variable is written, the value must be stored in main memory. Since these operations are atomic, we can avoid the race condition in our example by marking our done flag as volatile.

In most releases of the virtual machine prior to JDK 1.2, the actual implementation of Java's memory model made using volatile variables a moot point: variables were always read from main memory. In subsequent iterations of Java, up to and including J2SE 5.0, implementations of virtual machines became more sophisticated and introduced new memory models and optimizations: this trend is expected to continue in future versions of Java. With all modern virtual machine implementations, developers can not assume that variables will be accessed directly from main memory.

So why is volatile necessary? Or even useful? Volatile variables solve only the problem introduced by Java's memory model. They can be used only when the operations that use the variable are atomic, meaning the methods that access the variable must use only a single load or store. If the method has other code, that code may not depend on the variable changing its value during its operation. For example, operations like increment and decrement (e.g., ++ and --) can't be used on a volatile variable because these operations are syntactic sugar for a load, change, and a store.

As we mentioned, we could have solved this problem by using synchronized setter and getter methods to access the variable. However, that would be fairly complex. We must invoke another method, including setting up parameters and the return variable. We must grab and release the lock necessary to invoke the method. And all for a single line of code, with one atomic operation, that is called many times within a loop. The concept of using a done flag is common enough that we can make a very strong case for the volatile keyword.

The requirements of using volatile variables seem overly restrictive. Are they really important? This question can lead to an unending debate. For now, it is better to think of the volatile keyword as a way to force the virtual machine not to make temporary copies of a variable. While we can agree that you might not use these types of variables in many cases, they are an option during program design. In [Chapter 5](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-5.html#jthreads3-CHP-5), we examine similar variables (atomic variables) that are less restrictive: variables that are not only atomic but can be built on using programming techniques. This allows us to build complex atomic functionality.

How does volatile work with arrays? Declaring an array volatile makes the array reference itself volatile. The elements within the array are not volatile; the virtual machine may still store copies of individual elements in local registers. There is no way to specify that the elements of an array should be treated as volatile. Consequently, if multiple threads are going to access array elements, they must use synchronization in order to protect the data. Atomic variables can also help in this situation.

### 3.3 More on Race Conditions

Let's examine a more complex example; so far, we have looked at simple data interaction used either for loop control or for redrawing. In this next iteration of our typing game, we share useful data between the threads in order to calculate additional data needed by the application.

Our application has a display component that presents random numbers and letters and a component that shows what the user typed. While there are data synchronization issues between the threads of this example, there is little interaction between these two actions: the act of typing a letter does not depend on the animation letter that is shown. But now we will develop a scoring system. Users see feedback on whether they correctly typed what was presented. Our new code must make this comparison, and it must make sure that no race condition exists when comparing the data.

To accomplish this, we will introduce a new component, one that displays the user's score, which is based on the number of correct and incorrect responses:

package javathreads.examples.ch03.example1;

import javax.swing.\*;

import java.awt.event.\*;

import javathreads.examples.ch03.\*;

public class ScoreLabel extends JLabel implements CharacterListener {

private volatile int score = 0;

private int char2type = -1;

private CharacterSource generator = null, typist = null;

public ScoreLabel (CharacterSource generator, CharacterSource typist) {

this.generator = generator;

this.typist = typist;

if (generator != null)

generator.addCharacterListener(this);

if (typist != null)

typist.addCharacterListener(this);

}

public ScoreLabel ( ) {

this(null, null);

}

public synchronized void resetGenerator(CharacterSource newGenerator) {

if (generator != null)

generator.removeCharacterListener(this);

generator = newGenerator;

if (generator != null)

generator.addCharacterListener(this);

}

public synchronized void resetTypist(CharacterSource newTypist) {

if (typist != null)

typist.removeCharacterListener(this);

typist = newTypist;

if (typist != null)

typist.addCharacterListener(this);

}

public synchronized void resetScore( ) {

score = 0;

char2type = -1;

setScore( );

}

private synchronized void setScore( ) {

// This method will be explained later in chapter 7

SwingUtilities.invokeLater(new Runnable( ) {

public void run( ) {

setText(Integer.toString(score));

}

});

}

public synchronized void newCharacter(CharacterEvent ce) {

// Previous character not typed correctly: 1-point penalty

if (ce.source == generator) {

if (char2type != -1) {

score--;

setScore( );

}

char2type = ce.character;

}

// If character is extraneous: 1-point penalty

// If character does not match: 1-point penalty

else {

if (char2type != ce.character) {

score--;

} else {

score++;

char2type = -1;

}

setScore( );

}

}

}

The heart of this class is the newCharacter() method, which is called from multiple character sources. It is called, at random times, by the source (and thread) that generates random characters. It is also called by a character source every time the user types a character (from the event dispatching thread). In our simple scoring system, we increment the score every time a character is entered correctly and decrement the score every time a character is entered incorrectly. We also penalize the user for entering the same correct character more than once or for not entering the correct character in time.

Interestingly, we don't actually need to know which threads call this method (or the other methods that access the same data). The conditional check in the method is used to find out which source sent the character梟ot which thread. In terms of threads, we just need to understand that this and other methods may be called by different threads, potentially at the same time. We need to understand what is being shared between the different methods梠r even the same method if they are called by different threads. For this class, the actual score, the character that needs to be typed, and a few variables that hold the character sources for registration purposes comprise the shared data. Solving the race conditions means synchronizing this data at the correct scope.

In this case, synchronizing at the method level solves the problem, and making the variables volatile would not solve the problem. Since it is easier to understand the problem by examining a failure case, let's quickly examine one such case: what could happen if the newCharacter() method were not synchronized. Note that this is only one case of many in which incorrect synchronization would lead to incorrect behavior in this class.

* The user types a character, which happens to be correct. The event-dispatching thread calls the newCharacter()method, which routes to the else statement because the source is the typist. The character is determined to be correct and the score is incremented. However, before the char2type variable can be set to -1, indicating that the correct character has been typed, another thread starts to run.
* The random character source calls the newCharacter() method, which routes to the if statement. Since thechar2type variable is not set to -1, the score is decremented as a penalty for failure to type the character correctly.
* The random character thread stores the new character in the char2type variable, the score is updated (via thesetScore() method), and the method returns.
* The first thread sets the char2type variable to -1, updates the score, and returns from the method.

This case is dependent on a scheduling change occurring at an unfortunate time. The key to understanding this behavior is to realize that when multiple threads are executing their own list of instructions, the operating system may switch from one list of statements (i.e., one thread) to another list of statements (i.e., a different thread) at any arbitrary point in time. In reality, a scheduling change may occur at more complicated locations, such as in the middle of an instruction that is not atomic. In that case, the symptoms may be very complicated. Even with this simple failure case, we have many symptoms of failure:

* Since the score is both incremented and decremented, the user is not given credit for typing the character correctly.
* The new character from the random character generator is lost. It is actually set correctly, but the event-dispatching thread incorrectly deletes it as soon as that thread is allowed to execute.
* The character is lost only to the scoring component, not to the animation component. The user is correctly informed of the new character to be typed but is penalized again when the new character is typed correctly.

The resetScore() method also accesses the same common data and therefore also needs to be synchronized. You may think this is not necessary since the method is called only when the game is restarted: the other threads are not running then. The resetScore(), resetGenerator(), and resetTypist() methods are all administrative methods: they are all probably called only once and only during initialization. In this case, they are being synchronized to make the class threadsafe梐llowing the methods to be called at any time梥hould the programmer decide to use these methods later in an unexpected manner.

This is an important point in designing classes for use in a multithreaded environment. Even if you believe that a race condition cannot occur based on the current use of the class, defensive programming principles would argue that you make the entire class safe for execution by multiple threads.

The setScore() method illustrates a few interesting points. First, the implemenation of the setScore() method uses a utility method (the invokeLater( ) method) because of threading issues related to Swing. Second, the setScore() method requires that the score variable be declared volatile (again because of Swing-related threading issues). The implementation of this method is explained in [Chapter 7](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-7.html#jthreads3-CHP-7), but for now, we'll just point out that the method allows Swing code (e.g., setting the value of the label in this example) to be executed in a threadsafe manner.

|  |
| --- |
| When Is a Race Condition a Problem? A race condition occurs when the order of execution of two or more threads may affect some variable or outcome in the program. It may turn out that all the different possible orders of thread execution have the same final effect on the program: the effect caused by the race condition may be insignificant and may not even be relevant. For example, if the animation thread draws the previous character instead of the new character, it is not a problem if the character has already been typed since the new character is drawn in the next repaint iteration. Alternatively, the timing of the threading system may be such that the race condition never manifests itself, despite the fact that it exists in the code.  Race conditions can be considered harmless (or benign) if you can prove that the result of the race condition is always the same. This is a common technique in some of Java's core classes (most commonly, the atomic classes discussed in [Chapter 5](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-5.html#jthreads3-CHP-5)); we'll see a few examples of it in this book. But in general, a race condition is a problem that is waiting to happen. Simple changes in the algorithm can cause race conditions to manifest themselves in problematic ways. Since different virtual machines have different ordering of thread execution, the developer should never let a race condition exist even if it is currently not causing a problem on the development system. |

At this point, we may have introduced more questions than answers. So before we continue, let's try to answer some of those questions.

How can synchronizing two different methods prevent multiple threads calling those methods from stepping on each other?As stated earlier, synchronizing a method has the effect of serializing access to the method. This means that it is not possible to execute the same method in one thread while the method is already running in another thread. The implementation of this mechanism is done by a lock that is assigned to the object itself. The reason another thread cannot execute the same method at the same time is that the method requires the lock that is already held by the first thread. If two different synchronized methods of the same object are called, they also behave in the same fashion because they both require the lock of the same object, and it is not possible for both methods to grab the lock at the same time. In other words, even if two or more methods are involved, they are never run in parallel in separate threads. This is illustrated in [Figure 3-1](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-3-SECT-3.html#jthreads3-CHP-3-FIG-1). When thread 1 and thread 2 attempt to acquire the same lock (L1), thread 2 must wait until thread 1 releases the lock before it can continue to execute.

##### Figure 3-1. Acquiring and releasing a lock
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The point to remember here is that the lock is based on a specific instance of an object and not on any particular method or class. Assume that we have two different scoring components that score based on different formulas; we'll call these two ScoreLabel objects called objectA and objectB. One thread can execute the objectA.newCharacter() method while another thread executes the objectB.resetGenerator( ) method. These two methods can execute in parallel because the call to the objectA.newCharacter() method grabs the lock associated with instance variable objectA, and the call to the objectB.resetGenerator() method grabs the object lock associated with instance variable objectB. Since the two objects are different objects, two different locks are grabbed by the two threads: neither thread has to wait for the other.

How does a synchronized method behave in conjunction with an unsynchronized method? To understand this, we must remember that all synchronizing does is to grab an object lock. This, in turn, provides the means of allowing only one synchronized method to run at a time, which in turn provides the data protection that solves the race condition. Simply put, a synchronized method tries to grab the object lock, and an unsynchronized method doesn't. This means that unsynchronized methods can execute at any time, by any thread, regardless of whether a synchronized method is currently running. At any given moment on any given object, any number of unsynchronized methods can be executing, but only one synchronized method can be executing.

What does synchronizing static methods do? And how does it work? Throughout this discussion, we keep talking about "obtaining the object lock." But what about static methods? When a synchronized static method is called, which object are we referring to? A static method does not have a concept of the this reference. It is not possible to obtain the object lock of an object that does not exist. So how does synchronization of static methods work? To answer this question, we will introduce the concept of a *class lock*. Just as there is an object lock that can be obtained for each instance of a class (i.e., each object), there is a lock that can be obtained for each class. We refer to this as the class lock. In terms of implementation, there is no such thing as a class lock, but it is a useful concept to help us understand how all this works.

When a static synchronized method is called, the program obtains the class lock before calling the method. This mechanism is identical to the case in which the method is not static; it is just a different lock. And this lock is used solely for static methods. Apart from the functional relationship between the two locks, they are not operationally related at all. These are two distinct locks. The class lock can be grabbed and released independently of the object lock. If a nonstatic synchronized method calls a static synchronized method, it acquires both locks.

As we mentioned, a class lock does not actually exist. The class lock is the object lock of the Class object that models the class. Since there is only one Class object per class, using this object achieves the synchronization for static methods. For the developer, it is best envisioned as follows. Only one thread can execute a synchronized static method per class. Only one thread per instance of the class can execute a nonstatic synchronized method. Any number of threads can execute nonsynchronized methods � static or otherwise.

We have introduced the concept of "lock scope" but only touched on avoiding a scope that is too large by locking only specific methods. What if we need to lock specific blocks of code? What if we need to lock only a few lines of code? Do we have to create private methods that can contain as little as one line of code, just to keep one line of code atomic? What if we want to do other tasks if we can't obtain the lock? What if we only want to wait for a specific period of time for a lock? What if we want locks issued in a fashion that is fair? What does it mean to be fair? We answer these questions in the remainder of this chapter.

### 3.4 Explicit Locking

The purpose of the synchronized keyword is to provide the ability to allow serialized entrance to synchronized methods in an object. Although almost all the needs of data protection can be accomplished with this keyword, it is too primitive when the need for complex synchronization arises. More complex cases can be handled by using classes that achieve similar functionality as the synchronized keyword. These classes are available beginning in J2SE 5.0, but alternatives for use with earlier versions of Java are shown in [Appendix A](http://book.javanb.com/java-threads-3rd/jthreads3-APP-A.html#jthreads3-APP-A).

The synchronization tools in J2SE 5.0 implement a common interface: the Lock interface. For now, the two methods of this interface that are important to us are lock( ) and unlock(). Using the Lock interface is similar to using thesynchronized keyword: we call the lock() method at the start of the method and call the unlock() method at the end of the method, and we've effectively synchronized the method.

The lock() method grabs the lock. The difference is that the lock can now be more easily envisioned: we now have an actual object that represents the lock. This object can be stored, passed around, and even discarded. As before, if another thread owns the lock, a thread that attempts to acquire the lock waits until the other thread calls the unlock()method of the lock. Once that happens, the waiting thread grabs the lock and returns from the lock( ) method. If another thread then wants the lock, it has to wait until the current thread calls the unlock() method. Let's implement our scoring example using this new tool:

package javathreads.examples.ch03.example2;

...

import java.util.concurrent.\*;

import java.util.concurrent.locks.\*;

public class ScoreLabel extends JLabel implements CharacterListener {

...

private Lock scoreLock = new ReentrantLock( );

...

public void resetGenerator(CharacterSource newGenerator) {

try {

scoreLock.lock( );

if (generator != null)

generator.removeCharacterListener(this);

generator = newGenerator;

if (generator != null)

generator.addCharacterListener(this);

} finally {

scoreLock.unlock( );

}

}

public void resetTypist(CharacterSource newTypist) {

try {

scoreLock.lock( );

if (typist != null)

typist.removeCharacterListener(this);

typist = newTypist;

if (typist != null)

typist.addCharacterListener(this);

} finally {

scoreLock.unlock( );

}

}

public void resetScore( ) {

try {

scoreLock.lock( );

score = 0;

char2type = -1;

setScore( );

} finally {

scoreLock.unlock( );

}

}

private void setScore( ) {

// This method will be explained later in chapter 7

SwingUtilities.invokeLater(new Runnable( ) {

public void run( ) {

setText(Integer.toString(score));

}

});

}

public void newCharacter(CharacterEvent ce) {

try {

scoreLock.lock( );

// Previous character not typed correctly: 1-point penalty

if (ce.source == generator) {

if (char2type != -1) {

score--;

setScore( );

}

char2type = ce.character;

}

// If character is extraneous: 1-point penalty

// If character does not match: 1-point penalty

else {

if (char2type != ce.character) {

score--;

} else {

score++;

char2type = -1;

}

setScore( );

}

} finally {

scoreLock.unlock( );

}

}

}

This new version of the ScoreLabel class is very similar to the previous version. The implementation now declares an object that implements the Lock interface: the scoreLock object which we'll now use to synchronize the methods. We instantiate an instance of the ReentrantLock class, a class that implements the Lock interface. Instead of declaring methods as synchronized, those methods now call the lock() method on entry and the unlock() method on exit. Finally, the method bodies are now placed in try/finally clauses to handle possible runtime exceptions. With the synchronizedkeyword, locks are automatically released when the method exits. Using locks, we need to call the unlock() method: by placing the unlock() method call in a finally clause, we guarantee the method is called when the method exits, even if an unexpected runtime exception is thrown.

In terms of functionality, this example is exactly the same as the previous example. In terms of possible enhancements, there is a difference. The difference is that by using a lock class, we can now utilize other functionality梖unctionality, as we shall see, that can't be accomplished by just using the synchronized keyword.

Using a lock class, we can now grab and release a lock whenever desired. We can test conditions before grabbing or releasing the lock. And since the lock is no longer attached to the object whose method is being called, it is now possible for two objects to share the same lock. It is also possible for one object to have multiple locks. Locks can be attached to data, groups of data, or anything else, instead of just the objects that contain the executing methods.

### 3.5 Lock Scope

Since we now have t he lock-related classes available in our arsenal, many of our earlier questions can now be addressed. Let's begin looking at the issue of lock scope by modifying our ScoreLabel class:

package javathreads.examples.ch03.example3;

...

public class ScoreLabel extends JLabel implements CharacterListener {

...

public void newCharacter(CharacterEvent ce) {

if (ce.source == generator) {

try {

scoreLock.lock( );

// Previous character not typed correctly: 1-point penalty

if (char2type != -1) {

score--;

setScore( );

}

char2type = ce.character;

} finally {

scoreLock.unlock( );

}

}

// If character is extraneous: 1-point penalty

// If character does not match: 1-point penalty

else {

try {

scoreLock.lock( );

if (char2type != ce.character) {

score--;

} else {

score++;

char2type = -1;

}

setScore( );

} finally {

scoreLock.unlock( );

}

}

}

}

Since the lock() and unlock() method calls are explicit, we can move them anywhere, establishing any lock scope, from a single line of code to a scope that spans multiple methods and objects. By providing the means of specifying the scope of the lock, we can now move time-consuming and threadsafe code outside of the lock scope. And we can now lock at a scope that is specific to the program design instead of the object layout. In this example, we moved the source check outside of the lock, and we also split the lock in two, one for each of the conditions.

#### 3.5.1 Synchronized Blocks

It is possible for the synchronized keyword to lock a block of code within a method. It is also possible for thesynchronized keyword to specify the object whose lock is grabbed instead of using the lock of the object that contains the method. Much of what we accomplish with the Lock interface can still be done with the synchronized keyword. It is possible to lock at a scope that is smaller than a method, and it is possible to create an object just so that it can be used as an synchronization object. We can implement our last example just by using the synchronized keyword:

package javathreads.examples.ch03.example4;

...

public class ScoreLabel extends JLabel implements CharacterListener {

...

// Definition for score lock deleted

...

public synchronized void resetGenerator(CharacterSource newGenerator) {

...

}

public synchronized void resetTypist(CharacterSource newTypist) {

...

}

public synchronized void resetScore( ) {

...

}

private synchronized void setScore( ) {

...

}

public void newCharacter(CharacterEvent ce) {

// Previous character not typed correctly: 1-point penalty

if (ce.source == generator) {

synchronized(this) {

if (char2type != -1) {

score--;

setScore( );

}

char2type = ce.character;

}

}

// If character is extraneous: 1-point penalty

// If character does not match: 1-point penalty

else {

synchronized(this) {

if (char2type != ce.character) {

score--;

} else {

score++;

char2type = -1;

}

setScore( );

}

}

}

}

This syntax of the synchronized keyword requires an object whose lock is obtained. This is similar to our scoreLockobject in the previous example. For this example, we are locking with the same object that was used for the synchronization of the method: the this object. Using this syntax, we can now lock individual lines of code instead of the whole method. We can also share data across multiple objects by locking on other objects instead, such as the data object to be shared.

|  |
| --- |
| Synchronized Methods Versus Synchronized Blocks It is possible to use only the synchronized block mechanism even when we need to synchronize the whole method. For clarity in this book, we synchronize the whole method with the synchronized method mechanism and use the synchronized block mechanism otherwise. It is the programmer's personal preference to decide when to synchronize on a block of code and when to synchronize the whole method � with the caveat that it's always better to establish as small a lock scope as possible. |

### 3.6 Choosing a Locking Mechanism

If we compare our first implementation of the ScoreLabel class (using synchronized methods) to our second (using an explicit lock), it's easy to conclude that using the explicit lock is not as easy as using the synchronized keyword. With the keyword, we didn't need to create the lock object, we didn't need to call the lock object to grab and release the lock, and we didn't need to worry about exceptions (therefore, we didn't need the try/finally clause). So, which technique should you use? That is up to you as a developer. It is possible to use explicit locking for everything. It is possible to code to just use the synchronized keyword. And it is possible to use a combination of both. For more complex thread programming, however, relying solely on the synchronized keyword becomes very difficult, as we will see.

How are the lock classes related to static methods? For static methods, the explicit locks are actually simpler to understand than the synchronized keyword. Lock objects are independent of the objects (and consequently, methods) that use them. As far as lock objects are concerned, it doesn't matter if the method being executed is static or not. As long as the method has a reference to the lock object, it can acquire the lock. For complex synchronization that involves both static and nonstatic methods, it may be easier to use a lock object instead of the synchronized keyword.

Synchronizing entire methods is the simplest technique, but as we have already mentioned, it is possible that doing so creates a lock whose scope is too large. This can cause many problems, including creating a deadlock situation (which we examine later in this chapter). It may also be inefficient to hold a lock for the section of code where it is not actually needed.

Using the synchronized block mechanism may also be a problem if too many objects are involved. As we shall see, it is also possible to have a deadlock condition if we require too many locks to be acquired. There is also a slight overhead in grabbing and releasing the lock, so it may be inefficient to free a lock just to grab it again a few lines of code later. Synchronized blocks also cannot establish a lock scope that spans multiple methods.

In the end, which technique to use is often a matter of personal preference. In this book, we use both techniques. We tend to favor using explicit locks in the later sections of this book, mainly because we use functionality that the Lockinterface provides.

#### 3.6.1 The Lock Interface

Let's look a little deeper into the Lock interface:

public interface Lock {

void lock( );

void lockInterruptibly( ) throws InterruptedException;

boolean tryLock( );

boolean tryLock(long time, TimeUnit unit)

throws InterruptedException;

void unlock( );

Condition newCondition( );

}

What if we want to do other tasks if we can't obtain the lock? The Lock interface provides an option to try to obtain the lock: the tryLock( ) method. It is similar to the lock() method in that if it is successful, it grabs the lock. Unlike the lock() method, if the lock is not available, it does not wait. Instead, it returns with a boolean value of false. If the lock is obtained, the return value is a boolean value of true. By inspecting the return value, we can route the thread to separate tasks: if the value returned is false, for instance, we can route the thread to perform alternative tasks that do not require obtaining the lock.

What if we want to wait only for a specific period of time for a lock? The tryLock() method is overloaded with a version that lets you specify the maximum time to wait. This method takes two parameters: one that specifies the number of time units and a TimeUnit object that specifies how the first parameter should be interpreted. For example, to specify 50 milliseconds, the long value is set to 50 and the TimeUnit value is set to TimeUnit.MILLISECONDS. New inJ2SE 5.0, the TimeUnit class specifies time in units that are easier to understand. In previous versions of Java, most time-based functionality is either specified in nanoseconds or milliseconds (depending on the method).

This method is similar to the lock() method in that it waits for the lock, but only for a specified amount of time. It is similar to the tryLock() method in that it may return without acquiring the lock: it returns with a value of true if the lock is acquired and false if not.

What are the other methods of the Lock interface used for? We address them later in this book, starting in [Chapter 4](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-4.html#jthreads3-CHP-4). For now, we can already see that the functionality offered by the Lock interface exceeds the functionality offered by the synchronized keyword. By using explicit locks, the developer is free to address issues specific to his program instead of being swamped with concurrency issues.

### 3.7 Nested Locks

Our implementation of the newCharacter() method could be refactored into multiple methods. This isolates the generator and typist logic into separate methods, making the code easier to maintain.

package javathreads.examples.ch03.example5;

...

private synchronized void newGeneratorCharacter(int c) {

if (char2type != -1) {

score--;

setScore( );

}

char2type = c;

}

private synchronized void newTypistCharacter(int c) {

if (char2type != c) {

score--;

} else {

score++;

char2type = -1;

}

setScore( );

}

public synchronized void newCharacter(CharacterEvent ce) {

// Previous character not typed correctly: 1-point penalty

if (ce.source == generator) {

newGeneratorCharacter(ce.character);

}

// If character is extraneous: 1-point penalty

// If character does not match: 1-point penalty

else {

newTypistCharacter(ce.character);

}

}

}

The two new methods (newGeneratorCharacter() and newTypistCharacter()) are synchronized because they access the shared state of the object. However, in this case, synchronizing the methods is not technically necessary. Unlike the other methods that access the shared data, these methods are private; they can be called only from other methods of the class. Within the class, they are called only from synchronized methods. So, there is no reason for these methods to acquire the lock because all calls to the method already own the lock. Yet it's still a good idea to synchronize methods like this. Developers who modify this class may not realize that their new code needs to obtain the object lock before calling one of these new methods.

The reason this works is that Java does not blindly grab the lock when it enters synchronized code. If the current thread owns the lock, there is no reason to wait for the lock to be freed or even to grab the lock. Instead, the code in the synchronized section just executes. Furthermore, the system is smart enough to not free the lock if it did not initially grab it upon entering the synchronized section of code. This works because the system keeps track of the number of recursive acquisitions of the lock, finally freeing the lock upon exiting the first method (or block) that acquired the lock. This functionality is called *nested locking*.

Nested locks are also supported by the ReentrantLock class梩he class that implements the Lock interface that we have been using so far. If a lock request is made by the thread that currently owns the lock, the ReentrantLock object just increments an internal count of the number of nested lock requests. Calls to the unlock() method decrement the count. The lock is not freed until the lock count reaches zero. This implementation allows these locks to behave exactly like the synchronized keyword. Note, however, that this is a specific property of the ReentrantLock class and not a general property of classes that implement the Lock interface.

[Whyis Java's support of nested locks important?](http://book.javanb.com/java-threads-3rd/Whyis%20Java's%20support%20ofnested%20locks%20important?) This was a simple example. A more complex梐nd very common梕xample is that of cross-calling methods. It is possible for a method of one class to call methods of another class, which in turn may call methods of the original class. If Java did not support nested locks梐nd the methods of both classes were synchronized梬e could deadlock the program.

The deadlock occurs because the final method tries to grab a lock that the current thread has already grabbed. This lock can't be freed until the original method unlocks it, but it can't unlock it until it completes the execution of the original method. And the original method can't complete its execution because the final method does not return: it is still waiting to grab the lock.

Cross-calling methods are common and can be so complex that it may not be possible to even detect them, making fixing potential deadlocks very difficult. And there are more complex cases as well. Our example uses a callback mechanism by using character sources and listeners. In this case, character sources and listeners are connected independently of either class: it can become very complex if the listeners are being changed constantly during operation.

Cross-calling methods and callbacks are very prevalent in Java's core library梡articularly the windowing system, with its dependency on event handlers and listeners. Developing threaded applications梠r even just using Java's standard classes梬ould be very difficult if nested locks were not supported.

Is it possible to detect how many times a lock has been recursively acquired? It is not possible to tell with thesynchronized keyword, and the Lock interface does not provide a means to detect the number of nested acquisitions. However, that functionality is implemented by the ReentrantLock class:

public class ReentrantLock implements Lock {

public int getHoldCount( );

public boolean isLocked( );

public boolean isHeldByCurrentThread( );

public int getQueueLength( );

}

The getHoldCount() method returns the number of acquisitions that the current thread has made on the lock. A return value of zero means that the current thread does not own the lock: it does not mean that the lock is free. To determine if the lock is free梟ot acquired by any thread梩he isLocked() method may be used.

Two other methods of the ReentrantLock class are also important to this discussion. The isHeldByCurrentThread()method is used to determine if the thread is owned by the current thread, and the getQueueLength() method can be used to get an estimate of the number of threads waiting to acquire the lock. This value that is returned is only an estimate due to the race condition that exists between the time that the value is calculated and the time that the value is used after it has been returned.

### 3.8 Deadlock

We have mentioned deadlock a few times in this chapter, and we'll examine the concept in detail in [Chapter 6](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-6.html#jthreads3-CHP-6). For now, we just need to understand what it is and why it is a problem.

Simplistically, deadlock occurs when two or more threads are waiting for two or more locks to be freed and the circumstances in the program are such that the locks are never freed. Interestingly, it is possible to deadlock even if no synchronization locks are involved. A deadlock situation involves threads waiting for conditions; this includes waiting to acquire a lock and also waiting for variables to be in a particular state. On the other hand, it is not possible to deadlock if only one thread is involved, as Java allows nested lock acquisition. If a single user thread deadlocks, a system thread must also be involved.

Let's examine a simple example. To do this, we revisit and break one of our classes梩heAnimatedCharacterDisplayCanvas class. This class uses a done flag to determine whether the animation should be stopped. The previous example of this class declares the done flag as volatile. This step was necessary to allow atomic access to the variable to function correctly. In this example, we incorrectly synchronize the methods.

package javathreads.examples.ch03.example6;

...

public class AnimatedCharacterDisplayCanvas extends CharacterDisplayCanvas

implements CharacterListener, Runnable {

private boolean done = false;

...

protected synchronized void paintComponent(Graphics gc) {

...

}

public synchronized void run( ) {

while (!done) {

repaint( );

try {

Thread.sleep(100);

} catch (InterruptedException ie) {

return;

}

}

}

public synchronized void setDone(boolean b) {

done = b;

}

}

Two threads are involved here: the thread created by this class and the event-dispatching thread that eventually calls the setDone() method. Only one lock is shared between these threads: the lock attached to the object (the instance of the AnimatedCharacterDisplayCanvas class) that is being synchronized. The done flag is more interesting. It is a data variable that the run() method uses to determine whether it should exit. In essence, the run() method is waiting for the done flag to be set to true.

When the animation thread is started, the object lock is grabbed by the run() method. The method does not release the object lock until it has completed梬hich is determined by the done flag. Later, the user presses the Stop button; this generates a call to the setDone() method. The setDone() method now tries to acquire the object lock. The object lock can't be acquired until the run() methods exits. The run() method does not exit until the done flag is set. And thedone flag can't be set until the setDone() method executes. This is obviously a catch-22 situation: a deadlock is created.

This example has other problems as well. When the system needs to draw the canvas, it calls the paintComponent() method from the event-dispatching thread. That thread must acquire the lock on the canvas in order to execute thepaintComponent() method. Since that lock is already held by the animation thread itself, the paintComponent() method never has the opportunity to execute. When you press the Start button on the application, nothing happens (other than the application becoming totally unresponsive � you'll have to press Ctrl-C to quit).

To fix this problem, we reduce the scope of the lock used by the run() method. One way to do that is by introducing a new synchronized method that accesses the done flag:

package javathreads.examples.ch03.example7;

...

public class AnimatedCharacterDisplayCanvas extends CharacterDisplayCanvas

implements CharacterListener, Runnable {

...

public void run( ) {

while (!getDone( )) {

...

}

}

public synchronized boolean getDone( ) {

return done;

}

...

}

Now that the run() method is synchronized only while it is executing the getDone() method, the other methods have the opportunity to grab the object lock, and the program executes as desired.

This is a simple example, but, as you can see, a deadlock can occur even with simple examples. The reason that a deadlock is a problem is obvious � it prevents the application from executing correctly. Unfortunately, there is another issue; deadlocks can be very difficult to detect, particularly as a program gets more complex. Making the example even slightly more complex can obscure the deadlock. To demonstrate, we break our application further by usingexplicit locks within the ScoreLabel class.

package javathreads.examples.ch03.example8;

...

public class ScoreLabel extends JLabel implements CharacterListener {

...

private Lock adminLock = new ReentrantLock( );

private Lock charLock = new ReentrantLock( );

private Lock scoreLock = new ReentrantLock( );

...

public void resetGenerator(CharacterSource newGenerator) {

try {

adminLock.lock( );

if (generator != null)

generator.removeCharacterListener(this);

generator = newGenerator;

if (generator != null)

generator.addCharacterListener(this);

} finally {

adminLock.unlock( );

}

}

public void resetTypist(CharacterSource newTypist) {

try {

adminLock.lock( );

if (typist != null)

typist.removeCharacterListener(this);

typist = newTypist;

if (typist != null)

typist.addCharacterListener(this);

} finally {

adminLock.unlock( );

}

}

...

public void newCharacter(CharacterEvent ce) {

try {

scoreLock.lock( );

charLock.lock( );

// Previous character not typed correctly: 1-point penalty

if (ce.source == generator) {

if (char2type != -1) {

score--;

setScore( );

}

char2type = ce.character;

}

// If character is extraneous: 1-point penalty

// If character does not match: 1-point penalty

else {

if (char2type != ce.character) {

score--;

} else {

score++;

char2type = -1;

}

setScore( );

}

} finally {

scoreLock.unlock( );

charLock.unlock( );

}

}

public void resetScore( ) {

try {

charLock.lock( );

scoreLock.lock( );

score = 0;

char2type = -1;

setScore( );

} finally {

charLock.unlock( );

scoreLock.unlock( );

}

}

}

Upon examining our ScoreLabel class, we got a very good idea. We noticed that the resetGenerator() and resetTypist()methods don't change the score or the character to be typed. In order to be more efficient, we create a lock just for these two methods � a lock that is used only by the administration methods. We further create a separate lock to distinguish the score and the character; this is just in case we need to modify one variable without the other at a later date. This is a good idea because it reduces contention for the locks, which can increase the efficiency of our program.

Unfortunately, during implementation we created a problem. Like our previous example, there is now a deadlock present in the code. Unlike the previous example, it may not be detected in testing. In fact, it may not be detected at all, as theresetScore() method is not called frequently enough for the problem to show up in testing. In our previous example, the problem manifested itself as soon as the application was started. In this example, the program can run correctly for millions of iterations, only to fail in production when the user presses the Stop or Start buttons in a certain way. Since this deadlock is dependent on the timing of the threads, it may never fail on the testing system due to the timing of the test scripts and other features of the underlying implementation. Our more complex example has a deadlock that is not consistent, making detection incredibly difficult.

So, where is the deadlock? It is related to the differences in lock acquisition between the resetScore() andnewCharacter() methods. The newCharacter() method grabs the score lock first while the resetScore() method grabs the character lock first. It is now possible for one method to be called which grabs one lock, but, before it can grab the other lock, the other method is called which grabs the other lock. Both methods are waiting to grab the other lock while holding one of the locks.

Let's look at a possible run of this implementation as outlined in [Figure 3-2](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-3-SECT-8.html#jthreads3-CHP-3-FIG-2). The thread (thread 1) that generates the random characters calls the newCharacter() method. This method first grabs the score lock (L1) and then is about to grab the character lock. At the same time, the user presses the Start button, generating a call to the resetScore()method. The event-dispatching thread (thread 2) that handles the buttons calls the resetScore( ) method. Thread 2 grabs the character lock (L2) successfully but fails to grab the score lock (L1) � it then waits for the score lock to be released. After thread 1 grabs the score lock, it then tries to grab the character lock (L2). Since the character lock is already held, it waits for it to be released. The first thread is waiting for the second thread to release the second lock while the second thread is waiting for the first thread to release the first lock. Neither can release their respective locks until they are able to acquire the other lock. This generates a catch-22 situation: a deadlock has occurred.

##### Figure 3-2. Deadlock in the ScoreLabel class

![figs/jth3_0302.gif](data:image/gif;base64,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)

Can the system somehow resolve this deadlock, just as it is able to avoid the potential deadlock when a thread tries to grab the same lock again? Unfortunately, this problem is different. Unlike the case of the nested locks, where a single thread is trying to grab a single lock multiple times, this case involves two separate threads trying to grab two different locks. Since a thread owns one of the locks involved, it may have already made changes that make it impossible for it to free the lock. To be able to fix this problem at the system level, Java would need a system where the first lock can't be grabbed until it is safe from deadlock or provide a way for the deadlock to be resolved once it occurs. Either case is very complex and may be more complex than just having the developer design the program correctly.

In general, deadlocks can be very difficult to resolve. It is possible to have a deadlock that developers can't fix without a complete design overhaul. Given this complexity, it is not possible, or fair, to expect the underlying system to resolve deadlocks automatically. As for the developer, we look at the design issues related to deadlock prevention and even develop a tool that can be used to detect a deadlock in [Chapter 6](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-6.html#jthreads3-CHP-6).

The technique used to fix the problem in [Chapter 6](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-6.html#jthreads3-CHP-6) is to make sure that the resetScore() method acquires the locks in the same order as the newCharacter() method:

package javathreads.examples.ch03.example9;

...

public class ScoreLabel extends JLabel implements CharacterListener {

...

public void resetScore( ) {

try {

scoreLock.lock( );

charLock.lock( );

score = 0;

char2type = -1;

setScore( );

} finally {

charLock.unlock( );

scoreLock.unlock( );

}

}

}

### 3.9 Lock Fairness

The last question we need to address is the question of lock fairness. What if we want locks to be issued in a fair fashion? What does it mean to be fair? The ReentrantLock class allows the developer to request that locks be granted fairly. This just means that locks are granted in as close to arrival order as possible. While this is fair for the majority of programs, the definition of "fair" can be much more complex.

Whether locks are granted fairly is subjective (i.e., it is measured by the user's perceptions or other relative means) and can be dependent on particular needs of the program. This means that fairness is based on the algorithm of the program and only minimally based on the synchronization construct that the program uses. In other words, achieving total fairness is dependent on the needs of the program. The best that the threading library can accomplish is to grant locks in a fashion that is specified and consistent.

How should locks be granted with explicit locks? One possibility is that locks should be granted on a first-come-first-served basis. Another is they should be granted in an order that permits servicing the maximum number of requests. For example, if we have multiple requests to make a withdrawal from a bank account, perhaps the smaller withdrawal requests should be accepted first or perhaps deposits should have priority over withdrawals. A third view is that locks should be granted in a fashion that is best for the platform � regardless of whether it is for a banking application, a golfing application, or our typing application.

The behavior of synchronization (using the synchronized keyword or explicit locks) is closest to the last view. Java synchronization primitives are not designed to grant locks for a particular situation � they are part of a general purpose threads library. So, there is no reason that the locks should be granted based on arrival order. Locks are granted based on implementation-specific behavior of the underlying threading system, but it is possible to base the lock acquisitions of the ReentrantLock class on arrival order.

Let's examine a slight variation to our examples. Typically, we've declared the lock as follows:

private Lock scoreLock = new ReentrantLock( );

We can declare the lock like this instead:

private Lock scoreLock = new ReentrantLock(true);

The ReentrantLock class provides an option in its constructor to specify whether to issue locks in a "fair" fashion. In this case, the definition of "fair" is first-in-first-out. This means that when many lock requests are made at the same time, they are granted very close to the order in which they are made. At a minimum, this prevents lock starvation from occurring.

This change is not actually needed for our example. We have only two threads that access this lock. One thread is executed only once every second or so while the other thread is dependent on the user typing characters. Since the operation of both methods is short, the chances of any thread waiting for a lock is small and the chances of lock starvation is zero. It is up to the developer to decide whether or not to use this option � the need to provide a consistent order in granting locks must be balanced with the overhead of the extra code required to use this option.

What if your program has a different notion of fairness? In that case, it's up to you to develop a locking class that meets the needs of your application. Such a class needs more features of the threading library than we've discussed so far; a good model for the class would be the ReentrantReadWriteLock examined in [Chapter 6](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-6.html#jthreads3-CHP-6).

### 3.10 Summary

In this chapter, we've introduced the synchronized keyword of the Java language. This keyword allows us to synchronize methods and blocks of code. We've also examined the basic synchronization classes provided by the Java class library � the ReentrantLock class and the Lock interface. These classes allow us to lock objects across methods and to acquire and release the lock at will based on external events. They also provide features such as testing to see if the lock is available, placing timeouts on obtaining the lock, or controlling the order on granting locks.

We've also looked at a common way of handling synchronization of a single variable: the volatile keyword. Using thevolatile keyword is typically easier than setting up needed synchronization around a single variable.

This concludes our first look at synchronization. As you can tell, it is one of the most important aspects of threaded programming. Without these techniques, we would not be able to share data correctly between the threads that we create. However, we've just begun to look at how threads can share data. The simple synchronization techniques of this chapter are a good start; in the next chapter, we look at how threads can notify each other that data has been changed.

#### 3.10.1 Example Classes

Here are the class names and Ant targets for the examples in this chapter:

| **Description** | **Main Java class** | **Ant target** |
| --- | --- | --- |
| Swing Type Tester with ScoreLabel | javathreads.examples.ch03.example1.SwingTypeTester | ch3-ex1 |
| ScoreLabel with explicit lock | javathreads.examples.ch03.example2.SwingTypeTester | ch3-ex2 |
| ScoreLabel with explicit locking at a small scope | javathreads.examples.ch03.example3.SwingTypeTester | ch3-ex3 |
| ScoreLabel with synchronized block locking | javathreads.examples.ch03.example4.SwingTypeTester | ch3-ex4 |
| ScoreLabel with nested locks | javathreads.examples.ch03.example5.SwingTypeTester | ch3-ex5 |
| Deadlocking Animation Canvas | javathreads.examples.ch03.example6.SwingTypeTester | ch3-ex6 |
| Deadlocking Animation Canvas (scope corrected) | javathreads.examples.ch03.example7.SwingTypeTester | ch3-ex7 |
| Deadlocking ScoreLabel | javathreads.examples.ch03.example8.SwingTypeTester | ch3-ex8 |
| Deadlocking ScoreLabel (deadlock corrected) | javathreads.examples.ch03.example9.SwingTypeTester | ch3-ex9 |

## Chapter 4. Thread Notification

In the previous chapter, we discussed data synchronization. Using synchronization and explicit locks, threads can interoperate and safely share data without any race conditions that might corrupt the state of the data. However, as we shall see, synchronization is more than avoiding race conditions: it includes a thread-based notification system that we examine in this chapter.

Thread notification addresses a number of issues in our sample application. Two of these relate to the random character generator and the animation canvas. The random character generator is created when the user presses the Start button; it is destroyed when the user presses the Stop button. Therefore, the listeners to the random character generator are reconnected each time the Start button is pressed. In fact, the entire initialization process is repeated every time that the Start button is pressed.

A similar problem exists for the animation component. Although the component itself is not destroyed every time the user restarts, the thread object that is used for the animation is discarded and recreated. The component provides a mechanism that allows the developer to set the done flag, but the component doesn't use that data to restart the animation: once the done flag is set to true, the run() method of the animation canvas exits. The reason for this has to do with efficiency. The alternative is to loop forever, waiting for the done flag to be set to false. This consumes a lot of CPU cycles. Fortunately, the mechanisms we explore in this chapter can solve all these problems.

### 4.1 Wait and Notify

We've seen that every Java object has a lock. In addition, every object also provides a mechanism that allows it to be a waiting area; this mechanism aids communication between threads.[[1]](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-4-SECT-1.html#jthreads3-CHP-4-FNOTE-1) The idea behind the mechanism is simple: one thread needs a certain condition to exist and assumes that another thread will create that condition. When another thread creates the condition, it notifies the first thread that has been waiting for the condition. This is accomplished with the following methods of the Object class:

[1] With Solaris or POSIX threads, these are often referred to as condition variables; with Windows, they are referred to as event variables.

void wait()

Waits for a condition to occur. This method must be called from within a synchronized method or block.

void wait(long timeout)

Waits for a condition to occur. However, if the notification has not occurred in timeout milliseconds, it returns anyway. This method must be called from a synchronized method or block.

void wait(long timeout, int nanos)

Waits for a condition to occur. However, if the notification has not occurred in timeout milliseconds and nanosnanoseconds, it returns anyway. This method must be called from a synchronized method or block. Note that, just like the sleep() method, implementations of this method do not actually support nanosecond resolution.

void notify()

Notifies a thread that is waiting that the condition has occurred. This method must be called from within a synchronized method or block.

|  |
| --- |
| wait( ), notify( ), and the Object Class Just like the synchronized method, the wait-and-notify mechanism is available from every object in the Java system. However, this mechanism is accomplished by method invocations whereas the synchronized mechanism is handled by adding a keyword.  The wait() and notify() mechanism works because these are methods of the Object class. Since all objects in the Java system inherit directly or indirectly from the Object class, all objects are also instances of the Object class and therefore have support for this mechanism. |

What is the purpose of the wait-and-notify mechanism, and how does it work? The wait-and-notify mechanism is a synchronization mechanism. However, it is more of a communication mechanism: it allows one thread to communicate to another thread that a particular condition has occurred. The wait-and-notify mechanism does not specify what the specific condition is.

Can the wait-and-notify mechanism be used to replace the synchronized mechanism? Actually, the answer is no; wait-and-notify does not solve the race condition problem that the synchronized mechanism solves. As a matter of fact, wait-and-notify must be used in conjunction with the synchronized lock to prevent a race condition in the wait-and-notify mechanism itself.

Let's use this technique to solve the efficiency problem in our animation component. In this fixed version, the animation thread does not exit when the done flag is set. Instead, it simply waits for the done flag to be reset.

package javathreads.examples.ch04.example1;

...

public class AnimatedCharacterDisplayCanvas extends CharacterDisplayCanvas

implements CharacterListener, Runnable {

private boolean done = true;

...

public synchronized void run( ) {

while (true) {

try {

if (done) {

wait( );

} else {

repaint( );

wait(100);

}

} catch (InterruptedException ie) {

return;

}

}

}

public synchronized void setDone(boolean b) {

done = b;

if (timer == null) {

timer = new Thread(this);

timer.start( );

}

if (!done)

notify( );

}

}

In this new version, the done flag is no longer volatile. This is because we are doing more than just setting the flag; we also need to send a notification atomically while setting the flag. Therefore, access to the done flag is now protected by a synchronized lock.

The run() method now no longer exits when the done flag is set to false. Instead, it calls the wait() method (with no arguments). The thread waits (or blocks) in that method until another thread calls the notify method, at which point it restarts the animation.

Also notice that instead of calling the sleep() method, the animation is achieved by calling the wait( ) method with a 100 millisecond timeout. This is due to the differences between the wait() and sleep() methods. Unlike the sleep( )method, the wait() method requires that the thread own the synchronization lock of the object. When the wait() method executes, the synchronization lock is released (internally by the virtual machine itself). Upon receiving the notification, the thread needs to reacquire the synchronization lock before returning from the wait() method.

This technique is needed due to a race condition that would otherwise exist between setting and sending the notification and testing and getting the notification. If the wait() and notify() mechanism were not invoked while holding the synchronization lock, there would be no way to guarantee that the notification would be received. And if the wait()method did not release the lock prior to waiting, it would be impossible for the notify() method to be called (as it would be unable to obtain the lock). This is also why we had to use the wait() method instead of the sleep() method; if the sleep( ) method were used, the lock would never be released, the setDone() method would never run, and notification could never be sent.

In the online examples, the random character generator's restarting issue has also been fixed. We'll leave it up to you to examine the code at your leisure.

#### 4.1.1 The Wait-and-Notify Mechanism and Synchronization

As we just mentioned, the wait-and-notify mechanism has a race condition that needs to be solved with the synchronization lock. It is not possible to solve the race condition without integrating the lock into the wait-and-notify mechanism. This is why it is mandatory for the wait() and notify() methods to hold the locks for the object on which they are operating.

The wait() method releases the lock prior to waiting and reacquires the lock prior to returning from the wait() method. This is done so that no race condition exists. As you recall, there is no concept of releasing and reacquiring a lock in the Java API. The wait() method is actually tightly integrated with the synchronization lock, using a feature not available directly from the synchronization mechanism. In other words, it is not possible for us to implement the wait()method purely in Java: it is a native method.

This integration of the wait-and-notify mechanism and the synchronization lock is typical. In other systems, such as Solaris or POSIX threads, condition variables also require that a mutex lock be held for the mechanism to work.

In our example, both the run() and the setDone() methods are synchronized. In the previous chapter, this was not a recommended technique since the run() method never completes � in fact, some of our examples showed how the application broke as a result of synchronizing the run() method. However, because of the way the wait() method works, there is no longer a danger of deadlock in the example we've just shown. The wait() method releases the lock, which allows other threads to execute, including the thread that eventually executes the setDone() method. Before the wait() method returns, it reacquires the lock. To the developer, it appears as if the lock has been held the entire time.

What happens when notify() is called and no thread is waiting? This cannot happen in our animation component. Since therun() method does not exit, it is not possible for the lock to be freed without the thread being in a wait() method call. However, in general this is not the case: it is not required that some thread be executing the wait() method when another thread calls the notify() method. Since the wait-and-notify mechanism does not know the condition about which it is sending notification, it assumes that a notification goes unheard if no thread is waiting. In other words, if thenotify() method is called when no other thread is waiting, notify() simply returns and the notification is lost. A thread that later executes the wait() method has to wait for another notification to occur.

What are the details of the race condition that exists in the wait-and-notify mechanism? In general, a thread that uses the wait() method confirms that a condition does not exist (typically by checking a variable) and then calls the wait()method. When another thread establishes the condition (typically by setting the same variable), it calls the notify()method. A race condition occurs when:

1. The first thread tests the condition and confirms that it must wait.
2. The second thread sets the condition.
3. The second thread calls the notify() method; this goes unheard since the first thread is not yet waiting.
4. The first thread calls the wait() method.

How does this potential race condition get resolved? This race condition is resolved by the synchronization lock discussed earlier. In order to call the wait() or notify() methods, we must have obtained the lock for the object on which we're calling the method. This is mandatory; the methods do not work properly and generate an exception condition if the lock is not held. Furthermore, the wait() method also releases the lock prior to waiting and reacquires the lock prior to returning from the wait() method. The developer must use this lock to ensure that checking the condition and setting the condition is atomic, which typically means that the check or set must be within the lock scope.

Is there a race condition during the period that the wait() method releases and reacquires the lock? The wait() method is tightly integrated with the lock mechanism. The object lock is not actually freed until the waiting thread is already in a state in which it can receive notifications. This would have been difficult, if not impossible, to accomplish if we had needed to implement the wait() and notify() methods ourselves. The system prevents any race conditions from occurring in this mechanism.

If a thread receives a notification, is it guaranteed that the condition is set correctly? Simply, no. Prior to calling the wait() method, a thread should always test the condition while holding the synchronization lock. Upon returning from the wait() method, the thread should always retest the condition to determine if it should wait again. This is because another thread can also test the condition and determine that a wait is not necessary � processing the valid data that was set by the notification thread.

Let's look into how that can happen. Our animated canvas example is very simple; only one thread is actually waiting. In most programs, many threads are waiting and sending notifications. A race condition exists when multiple threads are waiting for notification. The race condition that is solved internally to the wait-and-notify mechanism prevents the loss of notifications, but it does not solve the following scenario when multiple threads are waiting:

1. Thread 1 calls a method that acquires the synchronization lock.
2. Thread 1 examines a state flag and determines that the data is not in the desired state.
3. Thread 1 calls the wait() method, which frees the lock.
4. Thread 2 calls a method that acquires the same synchronization lock.
5. Thread 3 calls a method that blocks waiting for the lock.
6. Thread 2 sets the state flag and calls the notify() method.
7. Thread 2 finishes its method and frees the lock.
8. Thread 3 acquires the lock and proceeds to process the data; it sees that the data is in the desired state, so it processes the data and resets the state flag.
9. Thread 3 exits without needing to wait.
10. Thread 1 receives the notification and wakes up.

This is a common case when multiple threads are involved in the notifications. More particularly, the threads that are processing the data can be thought of as consumers; they consume the data produced by other threads. There is no guarantee that when a consumer receives a notification that it has not been processed by another consumer. As such, when a consumer wakes up, it cannot assume that the state it was waiting for is still valid. It may have been valid in the past, but the state may have been changed after the notify() method was called and before the consumer thread woke up. Waiting threads must provide the option to check the state and to return back to a waiting state in case the notification has already been handled. This is why we always put calls to the wait() method in a loop.

Remember too that the wait() method can return early if its thread is interrupted. In that case, processing is application-specific, depending on how the algorithm needs to handle the interruption.

#### 4.1.2 wait( ), notify( ), and notifyAll( )

What happens when more than one thread is waiting for notification? Which threads actually get the notification when thenotify() method is called? It depends: the Java specification doesn't define which thread gets notified. Which thread actually receives the notification varies based on several factors, including the implementation of the Java virtual machine and scheduling and timing issues during the execution of the program. There is no way to determine, even on a single processor platform, which of multiple threads receives the notification.

Another method of the Object class assists us when multiple threads are waiting for a condition:

void notifyAll()

Notifies all the threads waiting on the object that the condition has occurred. This method must be called from within a synchronized method or block.

The notifyAll() method is similar to the notify() method except that all of the threads that are waiting on the object are notified instead of a single arbitrary thread. Just like the notify() method, the notifyAll() method does not allow us to decide which thread gets the notification: they all get notified. When all the threads receive the notification, it is possible to work out a mechanism for the threads to choose among themselves which thread should continue and which thread(s) should call the wait() method again.

Does the notifyAll() method really wake up all the threads? Yes and no. All of the waiting threads wake up, but they still have to reacquire the object lock. So the threads do not run in parallel: they must each wait for the object lock to be freed. Thus, only one thread can run at a time, and only after the thread that called the notifyAll() method releases its lock.

Why would you want to wake up all of the threads? There are a few reasons. For example, there might be more than one condition to wait for. Since we cannot control which thread gets the notification, it is entirely possible that a notification wakes up a thread that is waiting for an entirely different condition. By waking up all the threads, we can design the program so that the threads decide among themselves which thread should execute next.[[2]](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-4-SECT-1.html#jthreads3-CHP-4-FNOTE-2)

[2] Later in this chapter, we discuss options to allow multiple condition variables to coexist. This allows different threads to wait for different conditions efficiently.

Another option could be when producers generate data that can satisfy more than one consumer. Since it may be difficult to determine how many consumers can be satisfied with the notification, an option is to notify them all, allowing the consumers to sort it out among themselves.

#### 4.1.3 Wait-and-Notify Mechanism with Synchronized Blocks

In our example, we showed how the wait() and notify() methods are called within a synchronized method. In that case, the lock that interacts with the wait() and notify() methods is the object lock of the this object.

It is possible to use the wait() and notify() methods with a synchronized block. In that case, the lock that the code holds is probably not the object lock of the code: it is most likely the lock of some object explicitly specified in the synchronized block. Therefore, you must invoke the wait() or notify() method on that same object, like this:

package javathreads.examples.ch04.example2;

...

public class AnimatedCharacterDisplayCanvas extends CharacterDisplayCanvas

implements CharacterListener, Runnable {

...

private Object doneLock = new Object( );

public synchronized void newCharacter(CharacterEvent ce) {

...

}

protected synchronized void paintComponent(Graphics gc) {

...

}

public void run( ) {

synchronized(doneLock) {

while (true) {

try {

if (done) {

doneLock.wait( );

} else {

repaint( );

doneLock.wait(100);

}

} catch (InterruptedException ie) {

return;

}

}

}

}

public void setDone(boolean b) {

synchronized(doneLock) {

done = b;

if (timer == null) {

timer = new Thread(this);

timer.start( );

}

if (!done)

doneLock.notify( );

}

}

}

In this example, we've separated the synchronization that protects the animation (the tmpChar[] and curX variables) from the synchronization that protects the thread state (the timer and done variables). In programs with a lot of contention for object locks, this technique is useful since it allows more threads to access different methods at the same time (e.g., two threads can now simultaneously access the paintComponent() and run() methods).

Now when the wait() and notify() methods are called, we're holding the object lock of the doneLock object. Consequently, we explicitly call the doneLock.wait() and doneLock.notify() methods. That follows the same logic we outlined earlier; it's simply a different lock now.

It may help to remind yourself how Java objects work in this regard. In our first example, we had this statement:

wait( );

which is equivalent to this statement:

this.wait( );

So the wait() and notify() methods are consistent: they are always called with an object reference, even if that reference is the implied this object. The object reference must always be one that you hold the object lock for梐nd again, the synchronized method grabs the object lock of the this object.

### 4.2 Condition Variables

Condition variables are a type of synchronization provided by many other threading systems. A condition variable is very similar to Java's wait-and-notify mechanism梚n fact, in most cases it is functionally identical. The four basic functions of a POSIX condition variable�wait(), timed\_wait(), signal(), and broadcast( )梞ap directly to the methods provided by Java (wait(), wait(long), notify(), and notifyAll(), respectively). The implementations are also logically identical. The wait() operation of a condition variable requires that a mutex lock be held. It releases the lock while waiting and reacquires the lock prior to returning to the caller. The signal() function wakes up one thread whereas the broadcast() function wakes up all the waiting threads. These functions also require that the mutex be held during the call. The race conditions of a condition variable are solved in the same way as those of Java's wait-and-notify mechanism.

There is one subtle difference, however. The wait-and-notify mechanism is highly integrated with its associated lock. This makes the mechanism easier to use than its condition variable counterpart. Calling the wait() and notify() methods from synchronized sections of code is just a natural part of their use. Using condition variables, however, requires that you create a separate mutex lock, store that mutex, and eventually destroy the mutex when it is no longer necessary.

Unfortunately, that convenience comes at a small price. A POSIX condition variable and its associated mutex lock are separate synchronization entities. It is possible to use the same mutex with two different condition variables, or even to mix and match mutexes and condition variables in any scope. While the wait-and-notify mechanism is much easier to use and is usable for most cases of signal-based synchronization, it is not capable of assigning any synchronization lock to any notification object. When you need to signal two different notification objects while requiring the same synchronization lock to protect common data, a condition variable is more efficient.

J2SE 5.0 adds a class that provides the functionality of condition variables. This class is used in conjunction with theLock interface. Since this new interface (and, therefore, object) is separate from the calling object and the lock object, its usage is just as flexible as the condition variables in other threading systems. In Java, condition variables are objects that implement the Condition interface. The Condition interface is tied to the Lock interface, just as the wait-and-notify mechanism is tied to the synchronization lock.

To create a Condition object from the Lock object, you call a method available on the Lock object:

Lock lockvar = new ReentrantLock( );

Condition condvar = lockvar.newCondition( );

Using the Condition object is similar to using the wait-and-notify mechanism, with the Condition object's await() andsignal() method calls replacing the wait() and notify() methods. We'll modify our typing program to use the condition variable instead of the wait-and-notify methods. This time, we'll show the implementation of the random character generator; the code for the animation character class is similar and can be found online.

package javathreads.examples.ch04.example3;

...

public class RandomCharacterGenerator extends Thread implements CharacterSource {

...

private Lock lock = new ReentrantLock( );

private Condition cv = lock.newCondition( );

...

public void run( ) {

try {

lock.lock( );

while (true) {

try {

if (done) {

cv.await( );

} else {

nextCharacter( );

cv.await(getPauseTime( ), TimeUnit.MILLISECONDS);

}

} catch (InterruptedException ie) {

return;

}

}

} finally {

lock.unlock( );

}

}

public void setDone(boolean b) {

try {

lock.lock( );

done = b;

if (!done) cv.signal( );

} finally {

lock.unlock( );

}

}

}

As we mentioned, a new Condition object is created by calling the newCondition() method provided by the Lockinterface. This new Condition object is bound to the Lock instance whose method is called. This means that the lock of the Lock instance must be held in order to use the Condition object; it also means that the Condition object releases and reacquires the lock similar to the way Java's wait-and-notify mechanism works with synchronization locks.

Therefore, our new random character generator now uses a Lock object as its synchronization lock. We instantiate aCondition object, cv, which is set to the value returned by the newCondition() method of the lock object. Furthermore, calls to the wait() and notify() method are replaced by the condition object's await() and signal() method.

In this example, it doesn't look like we accomplished anything: all we do is use different methods to accomplish what we were previously able to accomplish using the wait-and-notify mechanism. In general, condition variables are necessary for several reasons.

First, condition variables are needed when you use Lock objects. Using the wait() and notify() methods of the Lockobject will not work since these methods are already used internally to implement the Lock object. More importantly, just because you hold the Lock object doesn't mean you hold the synchronization lock of that object. In other words, the lock represented by the Lock object and the synchronization lock associated with the object are distinct. We need a condition variable mechanism that understands the locking mechanism provided by the Lock object. This condition variable mechanism is provided by the Condition object.

The second reason is the creation of the Condition object. Unlike the Java wait-and-notify mechanism, Condition objects are created as separate objects. It is possible to create more than one Condition object per lock object. That means we can target individual threads or groups of threads independently. With the standard Java mechanism, all waiting threads that are synchronizing on the same object are also waiting on the same condition.

Here are all the methods of the Condition interface. These methods must be called while holding the lock of the object to which the Condition object is tied:

void await()

Waits for a condition to occur.

void awaitUninterruptibly()

Waits for a condition to occur. Unlike the await() method, it is not possible to interrupt this call.

long awaitNanos(long nanosTimeout)

Waits for a condition to occur. However, if the notification has not occurred in nanosTimeout nanoseconds, it returns anyway. The return value is an estimate of the timeout remaining; a return value equal or less than zero indicates that the method is returning due to the timeout. As usual, the actual resolution of this method is platform-specific and usually takes milliseconds in practice.

boolean await(long time, TimeUnit unit)

Waits for a condition to occur. However, if the notification has not occurred in the timeout specified by thetime and unit pair, it returns with a value of false.

boolean awaitUntil(Date deadline)

Waits for a condition to occur. However, if the notification has not occurred by the absolute time specified, it returns with a value of false.

void signal()

Notifies a thread that is waiting using the Condition object that the condition has occurred.

void signalAll()

Notifies all the threads waiting using the Condition object that the condition has occurred.

Basically, the methods of the Condition interface duplicate the functionality of the wait-and-notify mechanism. A few convenience methods allow the developer to avoid being interrupted or to specify a timeout based on relative or absolute times.

### 4.3 Summary

In this chapter, we introduced the methods of the wait-and-notify mechanism. We also examined the Condition interface, which provides a notification counterpart for the Lock interface.

With these methods of the Object class and Condition interface, threads are able to interoperate efficiently. Instead of just providing protection against race conditions, we now have ways for threads to inform each other about events or conditions without resorting to polling and timeouts.

In later chapters, we examine classes and techniques that provide even higher level support for data synchronization and thread communication.

#### 4.3.1 Example Classes

Here are the class names and Ant targets for the examples in this chapter:

| **Description** | **Main Java class** | **Ant target** |
| --- | --- | --- |
| Swing Type Tester with wait-and-notify mechanism | javathreads.examples.ch04.example1.SwingTypeTester | ch4-ex1 |
| Swing Type Tester with wait-and-notify mechanism in synchronized blocks | javathreads.examples.ch04.example2.SwingTypeTester | ch4-ex2 |
| Swing Type Tester with condition variables | javathreads.examples.ch04.example3.SwingTypeTester | ch4-ex3 |

## Chapter 5. Minimal Synchronization Techniques

In the previous two chapters, we discussed ways of making objects threadsafe, allowing them to be used by two or more threads at the same time. Thread safety is the most important aspect of good thread programming; race conditions are extremely difficult to reproduce and fix.

In this chapter, we complete our discussion of data synchronization and thread safety by examining two related topics. We begin with a discussion of the Java memory model, which defines how variables are actually accessed by threads. This model has some surprising ramifications; one of the issues that we'll clear up from our previous chapters is just what it means for a thread to be modeled as a list of instructions. After explaining the memory model, we discuss how volatile variables fit into it and why they can be used safely among multiple threads. This topic is all about avoiding synchronization.

We then examine another approach to data synchronization: the use of atomic classes. This set of classes, introduced in J2SE 5.0, allows certain operations on certain types of data to be defined atomically. These classes provide a nice data abstraction for the operations while preventing the race conditions that would otherwise be associated with the operation. These classes are also interesting because they take a different approach to synchronization: rather than explicitly synchronizing access to the data, they use an approach that allows race conditions to occur but ensures that the race conditions are all benign. Therefore, these classes automatically avoid explicit synchronization.

### 5.1 Can You Avoid Synchronization?

Developers of threaded programs are often paranoid about synchronization. There are many horror stories about programs that performed poorly because of excessive or incorrect synchronization. If there is a lot of contention for a particular lock, acquiring the lock becomes an expensive operation for two reasons:

* The code path in many virtual machine implementations is different for acquiring contended and uncontended locks. Acquiring a contended lock requires executing more code at the virtual machine level. The converse of this statement is also true, however: acquiring an uncontended lock is a fairly inexpensive operation.
* Before a contended lock can by acquired, its current holder must release it. A thread that wants to acquire a contended lock must always wait for the lock to be released.

|  |
| --- |
| Contended and Uncontended Locks The terms contended and uncontended refer to how many threads are operating on a particular lock. A lock that is not held by any thread is an uncontended lock: the first thread that attempts to acquire it immediately succeeds.  When a thread attempts to acquire a lock that is already held by another thread, the lock becomes a contended lock. A contended lock has at least one thread waiting for it; it may have many more. Note that a contended lock becomes an uncontended one when threads are no longer waiting to acquire it. |

In practical terms, the second point here is the most salient: if someone else holds the lock, you have to wait for it, which can greatly decrease the performance of your program. We discuss the performance of thread-related operations in[Chapter 14](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-14.html#jthreads3-CHP-14).

This situation leads programmers to attempt to limit synchronization in their programs. This is a good idea; you certainly don't want to have unneeded synchronization in your program any more than you want to have unneeded calculations. But are there times when you can avoid synchronization altogether?

We've already seen that in one case the answer is yes: you can use the volatile keyword for an instance variable (other than a double or long). Those variables cannot be partially stored, so when you read them, you know that you're reading a valid value: the last value that was stored into the variable. Later in this chapter, we'll see another case where allowing unsychronized access to data is acceptable by certain classes.

But these are really the only cases in which you can avoid synchronization. In all other cases, if multiple threads access the same set of data, you must explicitly synchronize all access to that data in order to prevent various race conditions.

The reasons for this have to do with the way in which computers optimize programs. Computers perform two primary optimizations: creating registers to hold data and reordering statements.

#### 5.1.1 The Effect of Registers

Your computer has a certain amount of main memory in which it stores the data associated with your program. When you declare a variable (such as the done flag used in several of our classes), the computer sets aside a particular memory location that holds the value of that variable.

Most CPUs are able to operate directly on the data that's held in main memory. Other CPUs can only read and write to main memory locations; these computers must read the data from main memory into a register, operate on that register, and then store the data to main memory. Yet even CPUs that can operate on data directly in main memory usually have a set of registers that can hold data, and operating on the data in the register is usually much faster than operating on the data in main memory. Consequently, register use is pervasive when the computer executes your code.

From a logical perspective, every thread has its own set of registers. When the operating system assigns a particular thread to a CPU, it loads the CPU registers with information specific to that thread; it saves the register information before it assigns a different thread to the CPU. So, threads never share data that is held in registers.

Let's see how this applies to a Java program. When we want to terminate a thread, we typically use a done flag. The thread (or runnable object) contains code, such as:

public void run( ) {

while (!done) {

foo( );

}

}

public void setDone( ) {

done = true;

}

Suppose we declare done as:

private boolean done = false;

This associates a particular memory location (e.g., 0xff12345) with the variable done and sets the value of that memory location to 0 (the machine representation of the value false).

The run() method is then compiled into a set of instructions:

Begin method run

Load register r1 with memory location 0Xff12345

Label L1:

Test if register r1 == 1

If true branch to L2

Call method foo

Branch to L1

Label L2:

End method run

Meanwhile, the setDone() method looks something like this:

Begin method setDone

Store 1 into memory location 0xff12345

End method setDone

You can see the problem: the run() method never reloads register r1 with the contents of memory location 0xff12345. Therefore, the run() method never terminates.

However, suppose we define done as:

private volatile boolean done = false;

Now the run() method logically looks like this:

Begin method run

Label L1:

Test if memory location 0xff12345 == 1

If true branch to L2

Call method foo

Branch to L1

Label L2:

End method

Using the volatile keyword ensures that the variable is never kept in a register. This guarantees that the variable is truly shared between threads.[[1]](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-5-SECT-1.html#jthreads3-CHP-5-FNOTE-1)

[1] The virtual machine can use registers for volatile variables as long as it obeys the semantics we've outlined. It's the principle that must be obeyed, not the actual implementation.

Remember that we might have implemented this code by synchronizing around access to the done flag (rather than making the done flag volatile). This works because synchronization boundaries signal to the virtual machine that it must invalidate its registers. When the virtual machine enters a synchronized method or block, it must reload data it has cached in its local registers. Before the virtual machine exits a synchronization method or block, it must store its local registers to main memory.

#### 5.1.2 The Effect of Reordering Statements

Developers often hope that they can avoid synchronization by depending on the order of execution of statements. Suppose that we decide to keep track of the total score among a number of runs of our typing game. We might then write theresetScore() method like this:

public int currentScore, totalScore, finalScore

public void resetScore(boolean done) {

totalScore += currentScore;

if (done) {

finalScore = totalScore;

currentScore = 0;

}

}

public int getFinalScore( ) {

if (currentScore == 0)

return finalScore;

return -1;

}

A race condition exists because we can have this order of execution by threads t1 and t2:

Thread1: Update total score

Thread2: See if currentScore == 0

Thread2: Return -1

Thread1: Update finalScore

Thread1: Set currentScore == 0

That's not necessarily fatal to our program logic. If we're periodically checking the score, we'll get -1 this time, but we'll get the correct answer next time. Depending on our program, that may be perfectly acceptable.

However, you cannot depend on the ordered execution of statements like this. The virtual machine may decide that it's more efficient to store 0 in currentScore before it assigns the final score. This decision is made at runtime based on the particular hardware running the program. In that case, we're left with this sequence:

Thread1: Update total score

Thread1: Set currentScore == 0

Thread2: See if currentScore == 0

Thread2: Return finalScore

Thread1: Update finalScore

Now the race condition has caused a problem: we've returned the wrong final score. Note that it doesn't make any difference whether the variables are defined as volatile: statements that include volatile variables can be reordered just like any other statements.

The only thing that can help us here is synchronization. If the resetScore() and getFinalScore() methods are synchronized, it doesn't matter whether the statements within methods are reordered since the synchronization prevents us from interleaving the thread execution of the methods.

Synchronized blocks also prevent the reordering of statements. The virtual machine cannot move a statement from inside a synchronized block to outside a synchronized block. Note, however, that the converse is not true: a statement before a synchronized block may be moved into the block, and a statement after a synchronized block may be moved into the block.

#### 5.1.3 Double-Checked Locking

This design pattern gained a fair amount of attention when it was first proposed, but it has been pretty thoroughly discredited by now. Still, it pops up every now and then, so here are the details for the curious.

One case where developers are tempted to avoid synchronization deals with lazy initialization. In this paradigm, an object contains a reference that is time-consuming to construct, so the developer delays construction of the object:

Foo foo;

public void useFoo( ) {

if (foo == null) {

synchronized(this) {

if (foo == null)

foo = new Foo( );

}

}

foo.invoke( );

}

The developer's goal here is to prevent synchronization once the foo object has been initialized. Unfortunately, this pattern is broken because of the reasons we've just examined. In particular, the value for foo can be stored before the constructor for foo is called; a second thread entering the useFoo() method would then call foo.invoke() before the constructor for foo has completed. If foo is a volatile primitive (but not a volatile object), this can be made to work if you don't mind the case where foo is initialized more than once (and where multiple initializations of foo are guaranteed to produce the same value).

For more information on the double-checked locking pattern as well as an extensive treatement of the Java memory model, see <http://www.cs.umd.edu/~pugh/java/memoryModel/>.

### 5.2 Atomic Variables

The purpose of synchronization is to prevent the race conditions that can cause data to be found in either an inconsistent or intermediate state. Multiple threads are not allowed to race during the sections of code that are protected by synchronization. This does not mean that the outcome or order of execution of the threads is deterministic: threads may be racing prior to the synchronized section of code. And if the threads are waiting on the same synchronization lock, the order in which the threads execute the synchronized code is determined by the order in which the lock is granted (which, in general, is platform-specific and nondeterministic).

This is a subtle but important point: not all race conditions should be avoided. Only the race conditions within thread-unsafe sections of code are considered a problem. We can fix the problem in one of two ways. We can synchronize the code to prevent the race condition from occurring, or we can design the code so that it is threadsafe without the need for synchronization (or with only minimal synchronization).

We are sure that you have tried both techniques. In the second case, it is a matter of shrinking the synchronization scope to be as small as possible and reorganizing code so that threadsafe sections can be moved outside of the synchronized block. Using volatile variables is another case of this; if enough code can be moved outside of the synchronized section of code, there is no need for synchronization at all.

This means that there is a balance between synchronization and volatile variables. It is not a matter of deciding which of two techniques can be used based on the algorithm of the program; it is actually possible to design programs to use both techniques. Of course, the balance is very one sided; volatile variables can be safely used only for a single load or store operation and can't be applied to long or double variables. These restrictions make the use of volatile variables uncommon.

J2SE 5.0 provides a set of atomic classes to handle more complex cases. Instead of allowing a single atomic operation (like load or store), these atomic classes allow multiple operations to be treated atomically. This may sound like an insignificant enhancement, but a simple compare-and-set operation that is atomic makes it possible for a thread to "grab a flag." In turn, this makes it possible to implement a locking mechanism: in fact, the ReentrantLock class implements much of its functionality with only atomic classes. In theory, it is possible to implement everything we have done so far without Java synchronization at all.

In this section, we examine these atomic classes. The atomic classes have two uses. Their first, and simpler, use is to provide classes that can perform atomic operations on single pieces of data. A volatile integer, for example, cannot be used with the ++ operator because the ++ operator contains multiple instructions. The AtomicInteger class, however, has a method that allows the integer it holds to be incremented atomically (yet still without using synchronization).

The second, and more complex, use of the atomic classes is to build complex code that requires no synchronization at all. Code that needs to access two or more atomic variables (or perform two or more operations on a single atomic variable) would normally need to be synchronized in order for both operations to be considered an atomic unit. However, using the same sort of coding techniques as the atomic classes themselves, you can design algorithms that perform these multiple operations and still avoid synchronization.

#### 5.2.1 Overview of the Atomic Classes

Four basic atomic types, implemented by the AtomicInteger, AtomicLong, AtomicBoolean, and AtomicReference classes, handle integers, longs, booleans, and objects, respectively. All these classes provide two constructors. The default constructor initializes the object with a value of zero, false, or null, depending on the data type. The other constructor creates the variable with an initial value that is specified by the programmer. The set() and get() methods provide functionality that is already available with volatile variables: the ability to atomically set or get the value. The get() and set() methods also ensure that the data is read from or written to main memory.

The getAndSet() method of these classes provides new functionality. This method atomically sets the variable to a new value while returning the previous value, all without acquiring any synchronization locks. Understand that it is not possible to simulate this functionality atomically using only get and set operators at the Java level without the use of synchronization. If it is not possible, then how is it implemented? This functionality is accomplished through the use of native methods not accessible to user-level Java programs. You could write your own native methods to accomplish this, but the platform-specific issues are fairly daunting. Furthermore, since the atomic classes are core classes in Java, they don't have the security issues related to user-defined native methods.

The compareAndSet() and weakCompareAndSet() methods are conditional modifier methods. Both of these methods take two arguments梩he value the data is expected to have when the method starts, and a new value to set the data to. The methods set the variable to the new value only if the variable has the expected value. If the current value is not equal to the expected value, the variable is not changed and the method returns false. A boolean value of true is returned if the current value is equal to the expected value, in which case, the value is also set to the new value. The weak form of this method is basically the same, but with one less guarantee: if the value returned by this method is false, the variable has not been updated, but that does not mean that the existing value is not the expected value. This method can fail to update the value regardless of whether the initial value is the expected value.

The AtomicInteger and AtomicLong classes provide additional methods to support integer and long data types. Interestingly, these methods are all convenience methods implemented internally using the compare-and-set functionality provided. However, these methods are important and frequently used.

The incrementAndGet(), decrementAndGet(), getAndIncrement(), and getAndDecrement() methods provide the functionality of the pre-increment, pre-decrement, post-increment, and post-decrement operators. They are needed because Java's increment and decrement operators are syntactic sugar for multiple load and store operations; these operations are not atomic with volatile variables. Using an atomic class allows you to treat the operations atomically.

The addAndGet() and getAndAdd() methods provide the pre- and post-operators for the addition of a specific value (the delta value). These methods allow the program to increment or decrement a variable by an arbitrary value梚ncluding a negative value, making a subtraction counterpart to these methods unnecessary.

Does the atomic package support more complex variable types? Yes and no. There is currently no implementation of atomic character or floating-point variables. You can use an AtomicInteger to hold a character, but using atomic floating-point numbers requires atomically managed objects with read-only floating-point values. We examine that case later in this chapter.

Some classes support arrays and variables that are already part of other objects. However, no extra functionality is provided by these classes, so support of complex types is minimal. For arrays, only one indexed variable can be modified at a time; there is no functionality to modify the whole array atomically. Atomic arrays are modelled using theAtomicIntegerArray, AtomicLongArray, and AtomicReferenceArray classes. These classes behave as arrays of their constituent data type, but an array size must be specified during construction and an index must be provided during operation. No class implements an array of booleans. This is only a minor inconvenience, as such an array can be simulated using the AtomicIntegerArray class.

Volatile variables (of certain types) that are already defined in other classes can be updated by using theAtomicIntegerFieldUpdater, AtomicLongFieldUpdater, and AtomicReferenceFieldUpdater classes. These classes are abstract. To use a field updater, you call the static newUpdater() method of the class, passing it the class and field names of the volatile instance variable within the class you wish to update. You can then perform the same atomic operations on the volatile field (e.g., post-increment via the getAndIncrement() method) as you can perform on other atomic variables.

Two classes complete our overview of the atomic classes. The AtomicMarkableReference class and theAtomicStampedReference class allow a mark or stamp to be attached to any object reference. To be exact, theAtomicMarkableReference class provides a data structure that includes an object reference bundled with a boolean, and the AtomicStampedReference class provides a data structure that includes an object reference bundled with an integer.

The basic methods of these classes are essentially the same, with slight modifications to allow for the two values (the reference and the stamp or mark). The get() method now requires an array to be passed as an argument; the stamp or mark is stored as the first element of the array and the reference is returned as normal. Other get methods return just the reference, mark, or stamp. The set() and compareAndSet() methods require additional parameters representing the mark or stamp. And finally, these classes contain an attemptMark() or attemptStamp() method, used to set the mark or stamp based on an expected reference.

#### 5.2.2 Using the Atomic Classes

As we mentioned, it is possible (in theory) to implement every program or class that we have implemented so far using only atomic variables. In truth, it is not that simple. The atomic classes are not a direct replacement of the synchronization tools � using them may require a complex redesign of the program, even in some simple classes. To understand this better, let's modify our ScoreLabel class[[2]](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-5-SECT-2.html#jthreads3-CHP-5-FNOTE-2) to use only atomic variables:

[2] The ScoreLabel class also marks our first example using the J2SE 5.0 generics feature. You'll begin to see parameterized code in angle brackets; in this class <CharacterSource> is a generic reference. For more details, see Java 1.5 Tiger: A Developer's Notebook by David Flanagan and Brett McLaughlin (O'Reilly).

package javathreads.examples.ch05.example1;

import javax.swing.\*;

import java.awt.event.\*;

import java.util.concurrent.\*;

import java.util.concurrent.atomic.\*;

import javathreads.examples.ch05.\*;

public class ScoreLabel extends JLabel implements CharacterListener {

private AtomicInteger score = new AtomicInteger(0);

private AtomicInteger char2type = new AtomicInteger(-1);

private AtomicReference<CharacterSource> generator = null;

private AtomicReference<CharacterSource> typist = null;

public ScoreLabel (CharacterSource generator, CharacterSource typist) {

this.generator = new AtomicReference(generator);

this.typist = new AtomicReference(typist);

if (generator != null)

generator.addCharacterListener(this);

if (typist != null)

typist.addCharacterListener(this);

}

public ScoreLabel ( ) {

this(null, null);

}

public void resetGenerator(CharacterSource newGenerator) {

CharacterSource oldGenerator;

if (newGenerator != null)

newGenerator.addCharacterListener(this);

oldGenerator = generator.getAndSet(newGenerator);

if (oldGenerator != null)

oldGenerator.removeCharacterListener(this);

}

public void resetTypist(CharacterSource newTypist) {

CharacterSource oldTypist;

if (newTypist != null)

newTypist.addCharacterListener(this);

oldTypist = typist.getAndSet(newTypist);

if (oldTypist != null)

oldTypist.removeCharacterListener(this);

}

public void resetScore( ) {

score.set(0);

char2type.set(-1);

setScore( );

}

private void setScore( ) {

// This method will be explained in Chapter 7

SwingUtilities.invokeLater(new Runnable( ) {

public void run( ) {

setText(Integer.toString(score.get( )));

}

});

}

public void newCharacter(CharacterEvent ce) {

int oldChar2type;

// Previous character not typed correctly: 1-point penalty

if (ce.source == generator.get( )) {

oldChar2type = char2type.getAndSet(ce.character);

if (oldChar2type != -1) {

score.decrementAndGet( );

setScore( );

}

}

// If character is extraneous: 1-point penalty

// If character does not match: 1-point penalty

else if (ce.source == typist.get( )) {

while (true) {

oldChar2type = char2type.get( );

if (oldChar2type != ce.character) {

score.decrementAndGet( );

break;

} else if (char2type.compareAndSet(oldChar2type, -1)) {

score.incrementAndGet( );

break;

}

}

setScore( );

}

}

}

When you compare this class to previous implementations, you'll see that we've made more changes here than simply substituting atomic variables for variables that were previously protected by synchronization. Removing the synchronization has affected our algorithms in different ways. We've made three kinds of modifications: simple variable substitution, changing algorithms, and retrying operations.

The point of each modification is to preserve the full semantics of the synchronized version of the class. The semantics of synchronized code are dependent upon realizing all the effects of the code. It isn't enough to make sure that the variables used by the code are updated atomically: you must ensure that the end effect of the code is the same as the synchronized version. We'll look at the different kinds of modifications we made to see the implication of this requirement.

##### 5.2.2.1 Variable substitution

The simplest kind of modification you may have to make is simply substituting atomic variables for the variables used in a previously synchronized method. That's what happens in our new implementation of the resetScore() method: The scoreand char2type variables have been changed to atomic variables, and this method just reinitializes them.

Interestingly, changing both variables together is not done atomically: it is possible for the score to be changed before the change to the char2type variable is completed. This may sound like a problem, but it actually isn't because we've preserved the semantics of the synchronized version of the class. Our previous implementations of the ScoreLabelclass had a similar race condition that could cause the score to be slightly off if the resetScore() method is called while the listeners are still attached to the source.

In previous implementations, the resetScore() and newCharacter() methods are synchronized, but that only means they do not run simultaneously. A pending call to the newCharacter() method can still run out of order (with respect to theresetScore() method) due to arrival order or lock acquisition ordering. So a typist event may wait to be delivered until the resetScore() method completes, but when it is delivered it will be for an event that is now out of date. That's the same issue we'll see with this implementation of the class, where changing both variables in theresetScore() method is not handled atomically.

Remember that the purpose of synchronization is not to prevent all race conditions; it is to prevent problem race conditions. The race condition with this implementation of the resetScore() method is not considered a problem. In any case, we create a version of this typing game that atomically changes both the score and character later in this chapter.

##### 5.2.2.2 Changing algorithms

The second type of change is embodied within our new implementation of the resetGenerator() and resetTypist()methods. Our earlier attempt at having a separate synchronization lock for the resetGenerator() and resetTypist()methods was actually a good idea. Neither method changed the score or the char2type variables. In fact, they don't even change variables that are shared with each other梩he synchronization lock for the resetGenerator() method is used only to protect the method from being called simultaneously by multiple threads. This is also true for the resetTypist()method; in fact, the issues for both methods are the same, so we discuss only the resetGenerator() method. Unfortunately, making the generator variable an AtomicReference has introduced multiple potential problems that we've had to address.

These problems arise because the state encapsulated by the resetGenerator() method is more than just the value of the generator variable. Making the generator variable an AtomicReference means that we know operations on that variable will occur atomically. But when we remove the synchronization from the resetGenerator() method completely, we must be sure that the entire state encapsulated by that method is still consistent.

In this case, the state includes the registration of the ScoreLabel object (the this object) with the character source generators. After the method completes, we want to ensure that the this object is registered with only one and only one generator (the one assigned to the generator instance variable).

Consider what would happen when two threads simultaneously call the resetGenerator() method. In this discussion, the existing generator is generatorA; one thread is calling the resetGenerator() method with a generator of generatorB; and another thread is calling the method with a generator called generatorC.

Our previous example looked like this:

if (generator != null)

generator.removeCharacterListener(this);

generator = newGenerator;

if (newGenerator != null)

newGenerator.addCharacterListener(this);

In this code, the two threads simultaneously ask generatorA to remove the this object: in effect, it would be removed twice. The ScoreLabel object would also be added to both generatorB and generatorC. Both of those effects are errors.

Because our previous example was synchronized, these errors were prevented. In our unsynchronized code, we must do this:

if (newGenerator != null)

newGenerator.addCharacterListener(this);

oldGenerator = generator.getAndSet(newGenerator);

if (oldGenerator != null)

oldGenerator.removeCharacterListener(this);

The effects of this code must be carefully considered. When called by our two threads simultaneously, the ScoreLabelobject is registered with both generatorB and generatorC. The threads then set the current generator atomically. Because they're executing at the same time, different outcomes are possible. Suppose that the first thread executes first: it gets generatorA back from the getAndSet() method and then removes the ScoreLabel object from the listeners of generatorA. The second thread gets generatorB back from the getAndSet() method and removes the ScoreLabel from the listeners to generatorB. If the second thread executes first, the variables are slightly different, but the outcome is always the same: whichever object is assigned to the generator instance variable is the one (and only one) object that the ScoreLabel object is listening to.

There is one side effect here that affects another method. Since the listener is removed from the old data source after the exchange, and the listener is added to the new data source before the exchange, it is now possible to receive a character event that is neither from the current generator or typist source. The newCharacter() method previously checked to see whether the source is the generator source, and if not, assumes it is the typist source. This is no longer valid. The newCharacter() method now needs to confirm the source of the character before processing it; it must also ignore characters from spurious listeners.

##### 5.2.2.3 Retrying operations

The newCharacter() method contains the most extensive changes in this example. As we mentioned, the first change is to separate events based on the different character sources. This method can no longer assume that the source is the typist if the source is not the generator: it must also throw away any event that is from neither of the attached sources.

The handling of the generator event has only minor changes. First, the getAndSet() method is used to exchange the character with the new value atomically. Second, the user can't be penalized until after the exchange. This is because there is no way to be sure what the previous character was until after the exchange of the getAndSet() method completes. Furthermore, the score must also be decremented atomically since it could be changed simultaneously by multiple arriving events. Updates to the character and score are not handled atomically: a race condition still exists. However, once again it is not a problem. We need to update the score to credit or penalize the user correctly. It is not a problem if the user sees a very short delay before the score is updated.

The handling of the typist event is more complicated. We need to check to see if the character is typed correctly. If it isn't, the user is penalized. This is accomplished by decrementing the score atomically. If the character is typed correctly, the user can't be given credit immediately. Instead, the char2type variable has to be updated first. The score is updated only if char2type has been updated correctly. If the update operation fails, it means that another event has been processed (in another thread) while we were processing this event � and that the other operation was successful.

What does it mean that the other thread was successful in processing another event? It means that we must start our event processing over from the beginning. We made certain assumptions as we went along: assumptions that the value of variables we were using wouldn't change and that when our code was completed, all the variables we had set to have a particular value would indeed have that value. Because of the conflict with the other thread, those assumptions are violated. By retrying the event processing from the beginning, it's as if we never ran in the first place.

That's why this section of code is wrapped in an endless loop: the program does not leave the loop until the event is processed successfully. Obviously, there is a race condition between multiple events; the loop ensures that none of the events are missed or processed more than once. As long as we process all valid events exactly once, the order in which the events are processed doesn't matter: after processing each event, the data is left in a consistent state. Note that even when we use synchronization, the same situation applies: multiple events are not processed in a specific order; they are processed in the order that the locks are granted.

The purpose of atomic variables is to avoid synchronization for the sake of performance. However, how can atomic variables be faster if we have to place the code in an endless loop? The answer, of course, is that technically it is not an endless loop. Extra iterations of the loop occur only if the atomic operation fails, which in turn is due to a conflict with another thread. For the loop to be truly endless, we would need an endless number of conflicts. That would also be a problem if we used synchronization: an endless number of threads accessing the lock would also prevent the program from operating correctly. On the other hand, as discussed in [Chapter 14](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-14.html#jthreads3-CHP-14), the difference in performance between atomic classes and synchronization is often not that large to begin with.

As we can tell from this example, it's necessary to balance the usage of synchronization and atomic variables. When we use synchronization, threads are blocked from running until they acquire a lock. This allows the code to execute atomically since other threads are barred from running that code. When we use atomic variables, threads are allowed to execute the same code in parallel. The purpose of atomic variables is not to remove race conditions that are not threadsafe; their purpose is to make the code threadsafe so that the race condition does not have to be prevented.

#### 5.2.3 Notifications and Atomic Variables

Is it possible to use atomic variables if we also need the functionality of condition variables? Implementing condition variable functionality using atomic variables is possible but not necessarily efficient. Synchronization梐nd the wait and notify mechanism梚s implemented by controlling the thread states. Threads are blocked from running if they are unable to acquire the lock, and they are placed into a wait state until a particular condition occurs. Atomic variables do not block threads from running. In fact, code executed by unsynchronized threads may have to be placed into a loop for more complex operations in order to retry attempts that fail. In other words, it is possible to implement the condition variable functionality using atomic variables, but threads will be spinning as they wait for the desired condition.

This does not mean that you should avoid atomic variables if you need condition variable functionality. Once again, a balance must be found. It is possible to use atomic variables for portions of a program that do not entail notifications and to use synchronization elsewhere. It is possible to implement all of a program with atomic variables and use a separate library to send such notifications梐 library that is internally using condition variables. Of course, in some situations, it is not a problem to allow the threads to spin while waiting.

This last alternative is the case with our typing game. First, only two threads梩he animation component thread and the character generator thread梟eed to wait for a condition. Second, the waiting process occurs only when the game is stopped. The program is already waiting between frames of the animation; using this same loop and interval to wait for the user to restart the game does not add a significant performance penalty. Third, waiting for about 100 milliseconds (the interval period between frames of the animation) should not be noticeable to the user when the Start button is pressed; any user who notices that delay will also notice the delays in the animation itself.

Here is an implementation of our animation component using only atomic variables; it spins while the user has stopped the game. A similar implementation of the random-character generator is available in the online examples.

package javathreads.examples.ch05.example2;

import java.awt.\*;

import javax.swing.\*;

import java.util.concurrent.\*;

import java.util.concurrent.atomic.\*;

import javathreads.examples.ch05.\*;

public class AnimatedCharacterDisplayCanvas extends CharacterDisplayCanvas

implements CharacterListener, Runnable {

private AtomicBoolean done = new AtomicBoolean(true);

private AtomicInteger curX = new AtomicInteger(0);

private AtomicInteger tempChar = new AtomicInteger(0);

private Thread timer = null;

public AnimatedCharacterDisplayCanvas( ) {

startAnimationThread( );

}

public AnimatedCharacterDisplayCanvas(CharacterSource cs) {

super(cs);

startAnimationThread( );

}

private void startAnimationThread( ) {

if (timer == null) {

timer = new Thread(this);

timer.start( );

}

}

public void newCharacter(CharacterEvent ce) {

curX.set(0);

tempChar.set(ce.character);

repaint( );

}

protected void paintComponent(Graphics gc) {

char[] localTmpChar = new char[1];

localTmpChar[0] = (char) tempChar.get( );

int localCurX = curX.get( );

Dimension d = getSize( );

int charWidth = fm.charWidth(localTmpChar[0]);

gc.clearRect(0, 0, d.width, d.height);

if (localTmpChar[0] == 0)

return;

gc.drawChars(localTmpChar, 0, 1,

localCurX, fontHeight);

curX.getAndIncrement( );

}

public void run( ) {

while (true) {

try {

Thread.sleep(100);

if (!done.get( )) {

repaint( );

}

} catch (InterruptedException ie) {

return;

}

}

}

public void setDone(boolean b) {

done.set(b);

}

}

As with our previous example, using atomic variables is not simply a matter of replacing the variables protected by synchronization with atomic variables: the algorithm also needs to be adjusted in a fashion that allows any race conditions to be threadsafe. In our animation component, this is especially true for the code that creates the animation thread. Our previous examples created this thread when the setDone() method was called. We could have left the code in that method and used an atomic reference variable to store the thread object; only the thread that successfully stored the atomic reference would actually call the start method of the new thread. However, it's much easier to implement this functionality by creating and starting the thread in a private method that is called only by the constructor of the object (since the constructor can never be called by multiple threads).

The newCharacter() method is only partially atomic. The individual variable operations, assignments of curX andtempChar, are atomic since they are using atomic variables. However, both assignments together are not atomic. This is not a problem if another thread simultaneously calls the newCharacter() method; both method calls set the curX variable to zero, and the character variable is assigned to the character requested by the second thread to execute the method. There is also a race condition between this method and the paintComponent() method, but it is probably not even noticeable. The race condition here results in a spurious increment by the paintComponent() method. This means that the new character is drawn starting with the second animation frame梩he first animation frame is skipped梐n effect that is unlikely to be noticed by the user.

The paintComponent() method is also not completely atomic, but as with the newCharacter() method, all its race conditions are acceptable. It is not possible for the paintComponent() method to have a conflict with itself, as thepaintComponent() method is called only by the windowing system and only then from a single thread. So, there is no reason to protect the variables that are used only by the paintComponent() method. The paintComponent() method loads into temporary variables data that it has in common with the newCharacter() method. If those variables happen to change during the paintComponent() method call, it is not a problem since another repaint() request will also be sent by thenewCharacter() method. The result again is just a spurious animation frame.

The run() method is similar to our previous versions in that it calls the repaint() method every 100 milliseconds while the done flag is false. However, if the done flag is set to true, the thread still wakes up every 100 milliseconds. This means that the program does a "nothing" task every 100 milliseconds. This thread always executes every 100 milliseconds when the animation is running; it now still executes when the game is stopped. On the other hand, resuming the animation is no longer instantaneous: the user could wait as much as 100 milliseconds to see a restart of the animation. This could be solved by calling the repaint() method from the setDone() method, but that is not necessary for this example. The delay between the frames of the animation is 100 milliseconds. If a 100-millisecond delay to start the animation is noticeable, the 100-millisecond delay between the frames will be just as noticeable.

The implementation of the setDone() method is now much simpler. It no longer needs to create the animation thread since that is now done during construction of the component. And it no longer needs to inform the animation thread that thedone flag has changed.

The major benefit of this implementation is that there is no longer any synchronization in this component. There is a slight threading overhead when the game is not running, but it is still less than when the game is running. Other programs may have a different profile. As we mentioned, developers do not just face a choice of using synchronization techniques or atomic variables; they must strike a balance between the two. In order to understand the balance, it is beneficial to use both techniques for many cases.

#### 5.2.4 Summary of Atomic Variable Usage

These examples show a number of canonical uses of atomic variables; we've used many techniques to extend the atomic operations provided by atomic variables. Here is a summary of those techniques.

|  |
| --- |
| Optimistic Synchronization What's happening in our examples with atomic variables is that there is no free lunch: the code avoids synchronization, but it pays a potential penalty in the amount of work it performs. You can think of this as " optimistic synchronization" (to modify a term from database management): the code grabs the value of the protected variable assuming that no one else is modifying it at the moment. The code then calculates a new value for the variable and attempts to update the variable. If another thread modified the variable in the meantime, the update fails and the code must restart its procedure (using the newly modified value of the variable).  The atomic classes use this technique internally in their implementation, and we use this technique in our examples when we have multiple operations on an atomic variable. |

##### 5.2.4.1 Data exchange

Data exchange is the ability to set a value atomically while obtaining the previous value. This is accomplished with thegetAndSet() method. Using this method guarantees that only a single thread obtains and uses a value.

What if the data exchange is more complex? What if the value to be set is dependent on the previous value? This is handled by placing the get() and the compareAndSet() methods in a loop. The get() method is used to get the previous value, which is used to calculate the new value. The variable is set to the new value using the compareAndSet() method梬hich sets the new value only if the value of the variable has not changed. If the compareAndSet() method fails, the entire operation can be retried because the current thread has not changed any data up to the time of the failure. Although the get() method call, the calculation of the new value, and the exchange of data may not be individually atomic, the sequence is considered atomic if the exchange is successful since it can succeed only if no other thread has changed the value.

##### 5.2.4.2 Compare and set

Comparing and setting is the ability to set a value atomically only if the current value is an expected value. ThecompareAndSet() method handles this case. This important method provides the ability to have conditional support at an atomic level. This basic functionality can even be used to implement the synchronization ability provided by mutexes.

What if the comparison is more complex? What if the comparison is dependent on the previous or external values? This case can be handled as before by placing the get() and the compareAndSet() methods in a loop. The get() method is used to get the previous value, which can be used either for comparison or just to allow an atomic exchange. The complex comparison is used to see if the operation should proceed. The compareAndSet() method is then used to set the value if the current value has not changed. The whole operation is retried if the operation fails. As before, the whole operation is considered atomic because the data is changed atomically and changed only if it matches the value at the start of the operation.

##### 5.2.4.3 Advanced atomic data types

Although the list of data types for which atomic classes are available is pretty extensive, it is not complete. The atomic package doesn't support character and floating-point types. While it does support generic object types, it doesn't support the operations needed for more complex types of objects, such as strings. However, we can implement atomic support for any new type by simply encapsulating the data type into a read-only data object. The data object can then be changed atomically by changing the atomic reference to a new data object. This works only if the values embedded within the data object are not changed in any way. Any change to the data object must be accomplished only by changing the reference to a different object梩he previous object's values are not changed. All values encapsulated by the data object, directly and indirectly, must be read-only for this technique to work.

As a result, it may not be possible to change a floating-point value atomically, but it is possible to change an object reference atomically to a different floating-point value. As long as the floating-point values are read-only, this technique is threadsafe. With this in mind, we can implement an atomic class for floating-point values:

package javathreads.examples.ch05;

import java.lang.\*;

import java.util.concurrent.atomic.\*;

public class AtomicDouble extends Number {

private AtomicReference<Double> value;

public AtomicDouble( ) {

this(0.0);

}

public AtomicDouble(double initVal) {

value = new AtomicReference<Double>(new Double(initVal));

}

public double get( ) {

return value.get( ).doubleValue( );

}

public void set(double newVal) {

value.set(new Double(newVal));

}

public boolean compareAndSet(double expect, double update) {

Double origVal, newVal;

newVal = new Double(update);

while (true) {

origVal = value.get( );

if (Double.compare(origVal.doubleValue( ), expect) == 0) {

if (value.compareAndSet(origVal, newVal))

return true;

} else {

return false;

}

}

}

public boolean weakCompareAndSet(double expect, double update) {

return compareAndSet(expect, update);

}

public double getAndSet(double setVal) {

Double origVal, newVal;

newVal = new Double(setVal);

while (true) {

origVal = value.get( );

if (value.compareAndSet(origVal, newVal))

return origVal.doubleValue( );

}

}

public double getAndAdd(double delta) {

Double origVal, newVal;

while (true) {

origVal = value.get( );

newVal = new Double(origVal.doubleValue( ) + delta);

if (value.compareAndSet(origVal, newVal))

return origVal.doubleValue( );

}

}

public double addAndGet(double delta) {

Double origVal, newVal;

while (true) {

origVal = value.get( );

newVal = new Double(origVal.doubleValue( ) + delta);

if (value.compareAndSet(origVal, newVal))

return newVal.doubleValue( );

}

}

public double getAndIncrement( ) {

return getAndAdd((double) 1.0);

}

public double getAndDecrement( ) {

return getAndAdd((double) -1.0);

}

public double incrementAndGet( ) {

return addAndGet((double) 1.0);

}

public double decrementAndGet( ) {

return addAndGet((double) -1.0);

}

public double getAndMultiply(double multiple) {

Double origVal, newVal;

while (true) {

origVal = value.get( );

newVal = new Double(origVal.doubleValue( ) \* multiple);

if (value.compareAndSet(origVal, newVal))

return origVal.doubleValue( );

}

}

public double multiplyAndGet(double multiple) {

Double origVal, newVal;

while (true) {

origVal = value.get( );

newVal = new Double(origVal.doubleValue( ) \* multiple);

if (value.compareAndSet(origVal, newVal))

return newVal.doubleValue( );

}

}

}

In our new AtomicDouble class, we use an atomic reference object to encapsulate a double floating-point value. Since the Double class already encapsulates a double value, there is no need to create a new class; the Double class is used to hold the double value.

The get() method now has to use two method calls to get the double value梚t must now get the Double object, which in turn is used to get the double floating-point value. Getting the Double object type is obviously atomic because we are using an atomic reference object to hold the object. However, the overall technique works because the data is read-only: it can't be changed. If the data were not read-only, retrieval of the data would not be atomic, and the two methods when used together would also not be considered atomic.

The set() method is used to change the value. Since the encapsulated value is read-only, we must create a new Doubleobject instead of changing the previous value. As for the atomic reference itself, it is atomic because we are using an atomic reference object to change the value of the reference.

The compareAndSet() method is implemented using the complex compare-and-set technique already mentioned. ThegetAndSet() method is implemented using the complex data exchange technique already mentioned. And as for all the other methods梩he methods that add, multiply, etc.梩hey too, are implemented using the complex data exchange technique. We don't explicitly show an example in this chapter for this class, but we'll use it in [Chapter 15](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-15.html#jthreads3-CHP-15). For now, this class is a great framework for implementing atomic support for new and complex data types.

##### 5.2.4.4 Bulk data modification

In our previous examples, we have set only individual variables atomically; we haven't set groups of variables atomically. In those cases where we set more than one variable, we were not concerned that they be set atomically as a group. However, atomically setting a group of variables can be done by creating an object that encapsulates the values that can be changed; the values can then be changed simultaneously by atomically changing the atomic reference to the values. This works exactly like the AtomicDouble class.

Once again, this works only if the values are not directly changed in any way. Any change to the data object is accomplished by changing the reference to a different object梩he previous object's values must not be changed. All values, encapsulated either directly and indirectly, must be read-only for this technique to work.

Here is an atomic class that protects two variables: a score and a character variable. Using this class, we are able to develop a typing game that modifies both the score and character variables atomically:

package javathreads.examples.ch05.example3;

import java.util.concurrent.atomic.\*;

public class AtomicScoreAndCharacter {

public class ScoreAndCharacter {

private int score, char2type;

public ScoreAndCharacter(int score, int char2type) {

this.score = score;

this.char2type = char2type;

}

public int getScore( ) {

return score;

}

public int getCharacter( ) {

return char2type;

}

}

private AtomicReference<ScoreAndCharacter> value;

public AtomicScoreAndCharacter( ) {

this(0, -1);

}

public AtomicScoreAndCharacter(int initScore, int initChar) {

value = new AtomicReference<ScoreAndCharacter>

(new ScoreAndCharacter(initScore, initChar));

}

public int getScore( ) {

return value.get( ).getScore( );

}

public int getCharacter( ) {

return value.get( ).getCharacter( );

}

public void set(int newScore, int newChar) {

value.set(new ScoreAndCharacter(newScore, newChar));

}

public void setScore(int newScore) {

ScoreAndCharacter origVal, newVal;

while (true) {

origVal = value.get( );

newVal = new ScoreAndCharacter

(newScore, origVal.getCharacter( ));

if (value.compareAndSet(origVal, newVal)) break;

}

}

public void setCharacter(int newCharacter) {

ScoreAndCharacter origVal, newVal;

while (true) {

origVal = value.get( );

newVal = new ScoreAndCharacter

(origVal.getScore( ), newCharacter);

if (value.compareAndSet(origVal, newVal)) break;

}

}

public void setCharacterUpdateScore(int newCharacter) {

ScoreAndCharacter origVal, newVal;

int score;

while (true) {

origVal = value.get( );

score = origVal.getScore( );

score = (origVal.getCharacter( ) == -1) ? score : score-1;

newVal = new ScoreAndCharacter (score, newCharacter);

if (value.compareAndSet(origVal, newVal)) break;

}

}

public boolean processCharacter(int typedChar) {

ScoreAndCharacter origVal, newVal;

int origScore, origCharacter;

boolean retValue;

while (true) {

origVal = value.get( );

origScore = origVal.getScore( );

origCharacter = origVal.getCharacter( );

if (typedChar == origCharacter) {

origCharacter = -1;

origScore++;

retValue = true;

} else {

origScore--;

retValue = false;

}

newVal = new ScoreAndCharacter(origScore, origCharacter);

if (value.compareAndSet(origVal, newVal)) break;

}

return retValue;

}

}

As in our AtomicDouble class, the getScore() and getCharacter() methods work because the encapsulated values are treated as read-only. The set() method has to create a new object to encapsulate the new values to be stored.

The setScore() and setCharacter() methods are implemented using the advance data exchange technique. This is because the implementation is technically exchanging data, not just setting the data. Even though we are changing only one part of the encapsulated data, we still have to read the data that is not supposed to change (in order to make sure that, in fact, it hasn't). And since we have to change the whole set of data atomically梘uaranteeing that the data that isn't supposed to change did not change梬e have to implement the code as a data exchange.

The setCharacterUpdateScore() and processCharacter() methods implement the core of the scoring system. The first method sets the new character to be typed while penalizing the user if the previous character has not been typed correctly. The second method compares the typed character with the current generated character. If they match, the character is set to a noncharacter value, and the score is incremented. If they do not match, the score is simply decremented. Interestingly, as complex as these two methods are, they are still atomic, because all calculations are done with temporary variables and all of the values are atomically changed using a data exchange.

Performing bulk data modification, as well as using an advanced atomic data type, may use a large number of objects. A new object needs to be created for every transaction, regardless of how many variables need to be modified. A new object also needs to be created for each atomic compare-and-set operation that fails and has to be retried. Once again, using atomic variables has to be balanced with using synchronization. Is the creation of all the temporary objects acceptable? Is this technique better than synchronization? Or is there a compromise? The answer depends on your particular program.

As these techniques demonstrate, using atomic variables is sometimes complex. The complexity occurs when you use multiple atomic variables, multiple operations on a single atomic variable, or both techniques within a section of code that must be atomic. In many cases, atomic variables are simple to use because you just want to use them for a single operation, such as updating a score.

In many cases, using this kind of minimal synchronization is not a good idea. It can get very complex, making it difficult for the code to be maintained or transferred between developers. With a high volume of method calls where synchronization can be a problem, the benefit to minimal synchronization is still debatable. For those readers that find a class or subsystem where they believe synchronization is causing a problem, it may be a good idea to revisit thistopic梚f just to get a better comfort level in using minimal synchronization.

### 5.3 Thread Local Variables

Any thread can, at any time, define a thread local variable that is private to that particular thread. Other threads that define the same variable create their own copy of the variable. This means that thread local variables cannot be used to share state between threads; changes to the variable in one thread are private to that thread and not reflected in the copies held by other threads. But it also means that access to the variable need never be synchronized since it's impossible for multiple threads to access the variable. Thread local variables have other uses, of course, but their most common use is to allow multiple threads to cache their own data rather than contend for synchronization locks around shared data.

A thread local variable is modeled by the java.lang.ThreadLocal class:

public class ThreadLocal<T> {

protected T initialValue( );

public T get( );

public void set(T value);

public void remove( );

}

In typical usage, you subclass the ThreadLocal class and override the initialValue() method to return the value that should be returned the first time a thread accesses the variable. The subclass rarely needs to override the other methods of the ThreadLocal class; instead, those methods are used as a getter/setter pattern for the thread-specific value.

One case where you might use a thread local variable to avoid synchronization is in a thread-specific cache. Consider the following class:

package javathreads.examples.ch05.example4;

import java.util.\*;

public abstract class Calculator {

private static ThreadLocal<HashMap> results = new ThreadLocal<HashMap>( ) {

protected HashMap initialValue( ) {

return new HashMap( );

}

};

public Object calculate(Object param) {

HashMap hm = results.get( );

Object o = hm.get(param);

if (o != null)

return o;

o = doLocalCalculate(param);

hm.put(param, o);

return o;

}

protected abstract Object doLocalCalculate(Object param);

}

Thread local objects are declared static so that the object itself (that is, the results variable in this example) is shared among all threads. When the get() method of the thread local variable is called, the internal mechanism of the thread local class returns the specific object assigned to the specific thread. The initial value of that object is returned from the initialValue() method of the class extending ThreadLocal; when you create a thread local variable, you are responsible for implementing that method to return the appropriate (thread-specific) object.

When the calculate() method in our example is called, the thread local hash map is consulted to see if the value has previously been calculated. If so, that value is returned; otherwise, the calculation is performed and the new value stored in the hash map. Since access to the map is from only a single thread, we're able to use a HashMap object rather than a Hashtable object (or otherwise synchronizing the hash map).

This approach is worthwhile only if the calculation is very expensive since obtaining the hash map itself requires synchronizing on all the threads. If the reference returned from the thread-local get() method is held a long time, it may be worth exploring this type of design since otherwise that reference would need to be synchronized for a long time. Otherwise, you're just trading one synchronization call for another. And in general, the performance of the ThreadLocalclass has been fairly dismal, though this situation improved in JDK 1.4 and even more in J2SE 5.0.

Another case where this technique is useful is dealing with thread-unsafe classes. If each thread instantiates the necessary object in a thread local variable, it has its own copy that it can safely access.

#### 5.3.1 Inheritable Thread Local Variables

Values stored by threads in thread local variables are unrelated. When a new thread is created, it gets a new copy of the thread local variable, and the value of that variable is what's returned by the initialValue() method of the thread local subclass.

An alternative to this idea is the InheritableThreadLocal class:

package java.lang;

public class InheritableThreadLocal extends ThreadLocal {

protected Object childValue(Object parentValue);

}

This class allows a child thread to inherit the value of the thread local variable from its parent; that is, when theget() method of the thread local variable is called by the child thread, it returns the same value as when that method is called by the parent thread.

If you like, you can use the childValue() method to further augment this behavior. When the child thread calls theget() method of the thread local variable, the get() method looks up the value associated with the parent thread. It then passes that value to the childValue() method and returns that result. By default, the childValue() method simply returns its argument, so no transformation occurs.

### 5.4 Summary

In this chapter, we've examined some advanced techniques for synchronization. We've learned about the Java memory model and why it inhibits some synchronization techniques from working as expected. This has led to a better understanding of volatile variables as well as an understanding of why it's hard to change the synchronization rules imposed by Java.

We've also examined the atomic package that comes with J2SE 5.0. This is one way in which synchronization can be avoided, but it comes with a price: the nature of the classes in the atomic package is such that algorithms that use them often have to change (particularly when multiple atomic variables are used at once). Creating a method that loops until the desired outcome is achieved is a common way to implement atomic variables.

#### 5.4.1 Example Classes

Here are the class names and Ant targets for the examples in this chapter:

| **Description** | **Main Java class** | **Ant target** |
| --- | --- | --- |
| Swing Type Tester using atomic ScoreLabel | javathreads.examples.ch05.example1.SwingTypeTester | ch5-ex1 |
| Swing Type Tester using atomic animation canvas | javathreads.examples.ch05.example2.SwingTypeTester | ch5-ex2 |
| Swing Type Tester using atomic score and character class | javathreads.examples.ch05.example3.SwingTypeTester | ch5-ex3 |
| Calculation test using thread local variables | javathreads.examples.ch05.example4.CalculatorTest | ch5-ex4 |

The calculator test requires a command-line argument that sets the number of threads that run simultaneously. In the Ant script, it is defined by this property:

<property name="CalcThreadCount" value="10"/>

## Chapter 6. Advanced Synchronization Topics

In this chapter, we look at some of the more advanced issues related to data synchronization梥pecifically, timing issues related to data synchronization. When you write a Java program that makes use of several threads, issues related to data synchronization are those most likely to create difficulties in the design of the program, and errors in data synchronization are often the most difficult to detect since they depend on events happening in a specific order. Often an error in data synchronization can be masked in the code by timing dependencies. You may notice some sort of data corruption in a normal run of your program, but when you run the program in a debugger or add some debugging statements to the code, the timing of the program is completely changed, and the data synchronization error no longer occurs.

These issues can't be simply solved. Instead, developers need to design their programs with these issues in mind. Developers need to understand what the different threading issues are: what are the causes, what they should look for, and the techniques they should use to avoid and mitigate them. Developers should also consider using higher-level synchronization tools梩ools that provide the type of synchronization needed by the program and that are known to be threadsafe. We examine both of these ideas in this chapter.

### 6.1 Synchronization Terms

Programmers with a background in a particular threading system generally tend to use terms specific to that system to refer to some of the concepts we discuss in this chapter, and programmers without a background in certain threading systems may not necessarily understand the terms we use. So here's a comparison of particular terms you may be familiar with and how they relate to the terms in this chapter:

*Barrier*

A barrier is a rendezvous point for multiple threads: all threads must arrive at the barrier before any of them are permitted to proceed past the barrier. J2SE 5.0 supplies a barrier class, and a barrier class for previous versions of Java can be found in the [Appendix A](http://book.javanb.com/java-threads-3rd/jthreads3-APP-A.html#jthreads3-APP-A).

*Condition variable*

A condition variable is not actually a lock; it is a variable associated with a lock. Condition variables are often used in the context of data synchronization. Condition variables generally have an API that achieves the same functionality as Java's wait-and-notify mechanism; in that mechanism, the condition variable is actually the object lock it is protecting. J2SE 5.0 also supplies explicit condition variables, and a condition variable implementation for previous versions of Java can be found in the [Appendix A](http://book.javanb.com/java-threads-3rd/jthreads3-APP-A.html#jthreads3-APP-A). Both kinds of condition variables are discussed in [Chapter 4](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-4.html#jthreads3-CHP-4).

*Critical section*

A critical section is a synchronized method or block. Critical sections do not nest like synchronized methods or blocks.

*Event variable*

Event variable is another term for a condition variable.

*Lock*

This term refers to the access granted to a particular thread that has entered a synchronized method or block. We say that a thread that has entered such a method or block has acquired the lock. As we discussed in [Chapter 3](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-3.html#jthreads3-CHP-3), a lock is associated with either a particular instance of an object or a particular class.

*Monitor*

A generic synchronization term used inconsistently between threading systems. In some systems, a monitor is simply a lock; in others, a monitor is similar to the wait-and-notify mechanism.

*Mutex*

Another term for a lock. Mutexes do not nest like synchronization methods or blocks and generally can be used across processes at the operating system level.

*Reader/writer locks*

A lock that can be acquired by multiple threads simultaneously as long as the threads agree to only read from the shared data or that can be acquired by a single thread that wants to write to the shared data. J2SE 5.0 supplies a reader-writer lock class, and a similar class for previous versions of Java can be found in the [Appendix A](http://book.javanb.com/java-threads-3rd/jthreads3-APP-A.html#jthreads3-APP-A).

*Semaphores*

Semaphores are used inconsistently in computer systems. Many developers use semaphores to lock objects in the same way Java locks are used; this usage makes them equivalent to mutexes. A more sophisticated use of semaphores is to take advantage of a counter associated with them to nest acquisitions to the critical sections of code; Java locks are exactly equivalent to semaphores in this usage. Semaphores are also used to gain access to resources other than code. Semaphore classes that implement most of these features are available in J2SE 5.0.

### 6.2 Synchronization Classes Added in J2SE 5.0

You probably noticed a strong pattern while reading this list of terms: beginning with J2SE 5.0, almost all these things are included in the core Java libraries. We'll take a brief look into these J2SE 5.0 classes.

#### 6.2.1 Semaphore

In Java, a semaphore is basically a lock with an attached counter. It is similar to the Lock interface as it can also be used to prevent access if the lock is granted; the difference is the counter. In those terms, a semaphore with a counter of one is the same thing as a lock (except that the semaphore would not nest, whereas the lock梔epending on its implementation梞ight).

The Semaphore class keeps tracks of the number of permits it can issue. It allows multiple threads to grab one or more permits; the actual usage of the permits is up to the developer. Therefore, a semaphore can be used to represent the number of locks that can be granted. It could also be used to throttle the number of threads working in parallel, due to resource limitations such as network connections or disk space.

Let's take a look at the Semaphore interface:

public class Semaphore {

public Semaphore(long permits);

public Semaphore(long permits, boolean fair);

public void acquire( ) throws InterruptedException;

public void acquireUninterruptibly( );

public void acquire(long permits) throws InterruptedException;

public void acquireUninterruptibly(long permits);

public boolean tryAcquire( );

public boolean tryAcquire(long timeout, TimeUnit unit);

public boolean tryAcquire(long permits);

public boolean tryAcquire(long permits,

long timeout, TimeUnit unit);

public void release(long permits);

public void release( );

public long availablePermits( );

}

The Semaphore interface is very similar to the Lock interface. The acquire() and release() methods are similar to thelock() and unlock() methods of the Lock interface梩hey are used to grab and release permits, respectively. ThetryAcquire( ) methods are similar to the tryLock() methods in that they allow the developer to try to grab the lock or permits. These methods also allow the developer to specify the time to wait if the permits are not immediately available and the number of permits to acquire or release (the default number of permits is one).

Semaphores have a few differences from locks. First, the constructor requires the specification of the number of permits to be granted. There are also methods that return the number of total and free permits. This class implements only a grant and release algorithm; unlike the Lock interface, no attached condition variables are available with semaphores. There is no concept of nesting; multiple acquisitions by the same thread acquire multiple permits from the semaphore.

If a semaphore is constructed with its fair flag set to true, the semaphore tries to allocate the permits in the order that the requests are made梐s close to first-come-first-serve as possible. The downside to this option is speed: it takes more time for the virtual machine to order the acquisition of the permits than to allow an arbitrary thread to acquire a permit.

#### 6.2.2 Barrier

Of all the different types of thread synchronization tools, the barrier is probably the easiest to understand and the least used. When we think of synchronization, our first thought is of a group of threads executing part of an overall task followed by a point at which they must synchronize their results. The barrier is simply a waiting point where all the threads can sync up either to merge results or to safely move on to the next part of the task. This is generally used when an application operates in phases. For example, many compilers make multiple passes between loading the source and generating the executable, with many interim files. A barrier, when used in this regard, can make sure that all of the threads are in the same phase.

Given its simplicity, why is the barrier not more commonly used? The functionality is simple enough that it can be accomplished with the low-level tools provided by Java. We can solve the coordination problem in two ways, without using a barrier. First, we can simply have the threads wait on a condition variable. The last thread releases the barrier by notifying all of the other threads. A second option is to simply await termination of the threads by using the join()method. Once all threads have been joined, we can start new threads for the next phase of the program.

However, in some cases it is preferable to use barriers. When using the join() method, threads are exiting and we're starting new ones. Therefore, the threads lose any state that they have stored in their previous thread object; they need to store that state prior to terminating. Furthermore, if we must always create new threads, logical operations cannot be placed together; since new threads have to be created for each subtask, the code for each subtask must be placed in separate run() methods. It may be easier to code all of the logic as one method, particularly if the subtasks are very small.

Let's examine the interface to the barrier class:

public class CyclicBarrier {

public CyclicBarrier(int parties);

public CyclicBarrier(int parties, Runnable barrierAction);

public int await( ) throws InterruptedException, BrokenBarrierException;

public int await(long timeout, TimeUnit unit) throws InterruptedException,

BrokenBarrierException, TimeoutException;

public void reset( );

public boolean isBroken( );

public int getParties( );

public int getNumberWaiting( );

}

The core of the barrier is the await() method. This method basically behaves like the conditional variable's await()method. There is an option to either wait until the barrier releases the thread or for a timeout condition. There is no need to have a signal() method because notification is accomplished by the barrier when the correct number of parties are waiting.

When the barrier is constructed, the developer must specify the number of parties (threads) using the barrier. This number is used to trigger the barrier: the threads are all released when the number of threads waiting on the barrier is equal to the number of parties specified. There is also an option to specify an action梐n object that implements therun() method. When the trigger occurs, the run() method on the barrierAction object is called prior to releasing the threads. This allows code that is not threadsafe to execute; generally, it calls the cleanup code for the previous phase and/or setup code for the next phase. The last thread that reaches the barrier梩he triggering thread梚s the thread that executes the action.

Each thread that calls the await() method gets back a unique return value. This value is related to the arrival order of the thread at the barrier. This value is needed for cases when the individual threads need to negotiate how to divide up work during the next phase of the process. The first thread to arrive is one less than the number of parties; the last thread to arrive will have a value of zero.

In normal usage, the barrier is very simple. All the threads wait until the number of required parties arrive. Upon arrival of the last thread, the action is executed, the threads are released, and the barrier can be reused. However, exception conditions can occur and cause the barrier to fail. When the barrier fails, the CyclicBarrier class breaks the barrier and releases all of the threads waiting on the await( ) method with a BrokenBarrierException. The barrier can be broken for a number of reasons. The waiting threads can be interrupted, a thread may break through the barrier due to a timeout condition, or an exception could be thrown by the barrier action.

In every exception condition, the barrier simply breaks, thus requiring that the individual threads resolve the matter. Furthermore, the barrier can no longer be reused until it is reinitialized. That is, part of the complex (and application-specific) algorithm to resolve the situation includes the need to reinitialize the barrier. To reinitialize the barrier, you use the reset() method. However, if there are threads already waiting on the barrier, the barrier will not initialize; in fact, it will break. Reinitialization of the barrier is complex enough that it may be safer to create a new barrier.

Finally, the CyclicBarrier class provides a few operational support methods. These methods provide informational data on the number of threads already waiting on the barrier, or whether the barrier is already broken.

#### 6.2.3 Countdown Latch

The countdown latch implements a synchronization tool that is very similar to a barrier. In fact, it can be used instead of a barrier. It also can be used to implement a functionality that some threading systems (but not Java) support with semaphores. Like the barrier class, methods are provided that allow threads to wait for a condition. The difference is that the release condition is not the number of threads that are waiting. Instead, the threads are released when the specified count reaches zero.

The CountDownLatch class provides a method to decrement the count. It can be called many times by the same thread. It can also be called by a thread that is not waiting. When the count reaches zero, all waiting threads are released. It may be that no threads are waiting. It may be that more threads than the specified count are waiting. And any thread that attempts to wait after the latch has triggered is immediately released. The latch does not reset. Furthermore, later attempts to lower the count will not work.

Here's the interface of the countdown latch:

public class CountDownLatch {

public CountDownLatch(int count);

public void await( ) throws InterruptedException;

public boolean await(long timeout, TimeUnit unit)

throws InterruptedException;

public void countDown( );

public long getCount( );

}

This interface is pretty simple. The initial count is specified in the constructor. A couple of overloaded methods are provided for threads to wait for the count to reach zero. And a couple of methods are provided to control the count梠ne to decrement and one to retrieve the count. The boolean return value for the timeout variant of the await() method indicates whether the latch was triggered梚t returns true if it is returning because the latch was released.

#### 6.2.4 Exchanger

The exchanger implements a synchronization tool that does not really have equivalents in any other threading system. The easiest description of this tool is that it is a combination of a barrier with data passing. It is a barrier in that it allows pairs of threads to rendezvous with each other; upon meeting in pairs, it then allow the pairs to exchange one set of data with each other before separating.

This class is closer to a collection class than a synchronization tool梚t is mainly used to pass data between threads. It is also very specific in that threads have to be paired up, and a specific data type must be exchanged. But this class does have its advantages. Here is its interface:

public class Exchanger<V> {

public Exchanger( );

public V exchange(V x) throws InterruptedException;

public V exchange(V x, long timeout, TimeUnit unit)

throws InterruptedException, TimeoutException;

}

The exchange() method is called with the data object to be exchanged with another thread. If another thread is already waiting, the exchange() method returns with the other thread's data. If no other thread is waiting, the exchange()method waits for one. A timeout option can control how long the calling thread waits.

Unlike the barrier class, this class is very safe to use: it will not break. It does not matter how many parties are using this class; they are paired up as the threads come in. Timeouts and interrupts also do not break the exchanger as they do in the barrier class; they simply generate an exception condition. The exchanger continues to pair threads around the exception condition.

#### 6.2.5 Reader/Writer Locks

Sometimes you need to read information from an object in an operation that may take a fairly long time. You need to lock the object so that the information you read is consistent, but you don't necessarily need to prevent another thread from also reading data from the object at the same time. As long as all the threads are only reading the data, there's no reason why they shouldn't read the data in parallel since this doesn't affect the data each thread is reading.

In fact, the only time we need data locking is when data is being changed, that is, when it is being written. Changing the data introduces the possibility that a thread reading the data sees the data in an inconsistent state. Until now, we've been content to have a lock that allows only a single thread to access the data whether the thread is reading or writing, based on the theory that the lock is held for a short time.

If the lock needs to be held for a long time, it makes sense to consider allowing multiple threads to read the data simultaneously so that these threads don't need to compete against each other to acquire the lock. Of course, we must still allow only a single thread to write the data, and we must make sure that none of the threads that were reading the data are still active while our single writer thread is changing the internal state of the data.

Here are the classes and interfaces in J2SE 5.0 that implement this type of locking:

public interface ReadWriteLock {

Lock readLock( );

Lock writeLock( );

}

public class ReentrantReadWriteLock implements ReadWriteLock {

public ReentrantReadWriteLock( );

public ReentrantReadWriteLock(boolean fair);

public Lock writeLock( );

public Lock readLock( );

}

You create a reader-writer lock by instantiating an object using the ReentrantReadWriteLock class. Like theReentrantLock class, an option allows the locks to be distributed in a fair fashion. By "fair," this class means that the lock is granted on very close to a first-come-first-serve basis. When the lock is released, the next set of readers/writer is granted the lock based on arrival time.

Usage of the lock is predictable. Readers should obtain the read lock while writers should obtain the write lock. Both of these locks are objects of the Lock class梩heir interface is discussed in [Chapter 3](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-3.html#jthreads3-CHP-3). There is one major difference, however: reader-writer locks have different support for condition variables. You can obtain a condition variable related to the write lock by calling the newCondition() method; calling that method on a read lock generates anUnsupportedOperationException.

These locks also nest, which means that owners of the lock can repeatedly acquire the locks as necessary. This allows for callbacks or other complex algorithms to execute safely. Furthermore, threads that own the write lock can also acquire the read lock. The reverse is not true. Threads that own the read lock cannot acquire the write lock; upgrading the lock is not allowed. However, downgrading the lock is allowed. This is accomplished by acquiring the read lock before releasing the write lock.

Later in this chapter, we examine the topic of lock starvation in depth. Reader-writer locks have special issues in this regard.

In this section, we've examined higher-level synchronization tools provided by J2SE 5.0. These tools all provide functionality that in the past could have been implemented by the base tools provided by Java梕ither through an implementation by the developer or by the use of third-party libraries. These classes don't provide new functionality that couldn't be accomplished in the past; these tools are written totally in Java. In a sense, they can be considered convenience classes; that is, they are designed to make development easier and to allow application development at a higher level.

There is also a lot of overlap between these classes. A Semaphore can be used to partially simulate a Lock simply by declaring a semaphore with one permit. The write lock of a reader-writer lock is practically the same as a mutually exclusive lock. A semaphore can be used to simulate a reader-writer lock, with a limited set of readers, simply by having the reader thread acquire one permit while the writer thread acquires all the permits. A countdown latch can be used as a barrier simply by having each thread decrement the count prior to waiting.

The major advantage in using these classes is that they offload threading and data synchronization issues. Developers should design their programs at as high a level as possible and not have to worry about low-level threading issues. The possibility of deadlock, lock and CPU starvation, and other very complex issues is mitigated somewhat. Using these libraries, however, does not remove the responsibility for these problems from the developer.

### 6.3 Preventing Deadlock

Deadlock between threads competing for the same set of locks is the hardest problem to solve in any threaded program. It's a hard enough problem, in fact, that it cannot be solved in the general case. Instead, we try to offer a good understanding of deadlock and some guidelines on how to prevent it. Preventing deadlock is completely the responsibility of the developer梩he Java virtual machine does not do deadlock prevention or deadlock detection on your behalf.

Let's revisit the simple deadlock example from [Chapter 3](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-3.html#jthreads3-CHP-3).

package javathreads.examples.ch03.example8;

...

public class ScoreLabel extends JLabel implements CharacterListener {

...

private Lock adminLock = new ReentrantLock( );

private Lock charLock = new ReentrantLock( );

private Lock scoreLock = new ReentrantLock( );

...

public void resetScore( ) {

try {

charLock.lock( );

scoreLock.lock( );

score = 0;

char2type = -1;

setScore( );

} finally {

charLock.unlock( );

scoreLock.unlock( );

}

}

public void newCharacter(CharacterEvent ce) {

try {

scoreLock.lock( );

charLock.lock( );

// Previous character not typed correctly: 1-point penalty

if (ce.source == generator) {

if (char2type != -1) {

score--;

setScore( );

}

char2type = ce.character;

}

// If character is extraneous: 1-point penalty

// If character does not match: 1-point penalty

else {

if (char2type != ce.character) {

score--;

} else {

score++;

char2type = -1;

}

setScore( );

}

} finally {

scoreLock.unlock( );

charLock.unlock( );

}

}

}

To review, deadlock occurs if two threads execute the newCharacter() and resetScore() methods in a fashion that each can grab only one lock. If the newCharacter() method grabs the score lock while the resetScore() method grabs the character lock, they both eventually wait for each other to release the locks. The locks, of course, are not released until they can finish execution of the methods. And neither thread can continue because each is waiting for the other thread's lock. This deadlock condition cannot be resolved automatically.

As we mentioned at the time, this example is simple, but more complicated conditions of deadlock follow the same principles outlined here: they're harder to detect, but nothing more is involved than two or more threads attempting to acquire each other's locks (or, more correctly, waiting for conflicting conditions).

Deadlock is difficult to detect because it can involve many classes that call each other's synchronized sections (that is, synchronized methods or synchronized blocks) in an order that isn't apparently obvious. Suppose we have 26 classes, A to Z, and that the synchronized methods of class A call those of class B, those of class B call those of class C, and so on, until those of class Z call those of class A. If two threads call any of these classes, this could lead us into the same sort of deadlock situation that we had between the newCharacter() and resetScore() methods, but it's unlikely that a programmer examining the source code would detect that deadlock.

Nonetheless, a close examination of the source code is the only option presently available to determine whether deadlock is a possibility. Java virtual machines do not detect deadlock at runtime, and while it is possible to develop tools that examine source code to detect potential deadlock situations, no such tools exist yet for Java.

|  |
| --- |
| Virtual Machine-Level Deadlock Detection In certain cases, the virtual machine can detect that two threads are deadlocked. It's possible to obtain a stack trace for all active threads in the virtual machine through a platform-specific operation. On Solaris, Linux, and other Unix systems, sending the virtual machine a -3 signal (via the*kill* command) produces that output. On Windows systems, entering Ctrl-Break produces the stack output.  If two or more threads are waiting for each other's locks, the virtual machine detects this and prints out that information in the thread dump. However, even though the virtual machine has detected the deadlock, it does not take any steps to resolve it.  The virtual machine cannot detect other kinds of deadlock, such as the first case we examined in [Chapter 3](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-3.html#jthreads3-CHP-3). In that example, the deadlock occurred because the run() method never allowed any other method to grab the synchronization lock. That kind of application-level deadlock is impossible for the virtual machine to detect. |

The simplest way to avoid deadlock is to follow this rule. When a lock is held, never call any methods that need other locks梚.e., never call a synchronized method of another class from a synchronized method. This is a good rule that is often advocated, but it's not the ideal rule for two reasons:

* It's impractical: many useful Java methods are synchronized, and you'll want to call them from your synchronized method. As an example, many of the collection classes discussed in [Chapter 8](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-8.html#jthreads3-CHP-8) have synchronized methods. To avoid the usage of collection classes from synchronized methods would prevent data from being moved or results from being saved.
* It's overkill: if the synchronized method you're going to call does not in turn call another synchronized method, there's no way that deadlock can occur. Furthermore, if the class or library is accessed only through its class interface梬ith no cross-calling梡lacing extra restrictions on using the library is silly.

Nonetheless, if you can manage to obey this rule, there will be no deadlocks in your program.

Another frequently used technique to avoid deadlock is to lock some higher-order object that is related to the many lower-order objects we need to use. In our example, that means removing the efficiency that causes this deadlock: to use only one lock to protect the score and the character assignments.

Of course, this is only a simple example: we don't need to lock everything. If we can isolate the location of the deadlock, we can use a slightly higher order lock only to protect the methods that are having problems. Or we can make a rule that adds the requirement that an additional lock be held prior to acquiring the problem locks. All these variations of locking multiple objects suffer from the same lock granularity problem that we're about to discuss.

The problem with this technique is that it often leads to situations where the lock granularity is not ideal. By synchronizing with only one lock, we are preventing access to variables we may not be changing or even using. The purpose of threaded programming is to accomplish tasks simultaneously梟ot to have these threads waiting on some global lock. Furthermore, if we've done our program design correctly, there was probably a reason why we attempted to acquire multiple locks rather than a single global lock. Solving deadlock issues by violating this design becomes somewhat counterproductive.

The most practical rule to avoid deadlock is to make sure that the locks are always acquired in the same order. In our example, it means that either the score or character lock must be acquired first梚t doesn't matter which as long as we are consistent. This implies the need for a lock hierarchy梞eaning that locks are not only protecting their individual items but are also keeping an order to the items. The score lock protects not only the values of the score, but the character lock as well. This is the technique that we used to fix the deadlock in [Chapter 3](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-3.html#jthreads3-CHP-3):

package javathreads.examples.ch03.example9;

...

public class ScoreLabel extends JLabel implements CharacterListener {

...

public void resetScore( ) {

try {

scoreLock.lock( );

charLock.lock( );

score = 0;

char2type = -1;

setScore( );

} finally {

charLock.unlock( );

scoreLock.unlock( );

}

}

...

}

Since the resetScore() method now also grabs the score lock first, it is not possible for any thread to be waiting for the score lock while holding the character lock. This means that the character lock may eventually be grabbed and released, followed by the eventual release of the score lock. A deadlock does not occur.

Again, this is a very simple example. For much more complex situations, we may have to do all of the following:

* Use only locking objects梩hings that implement the Lock interface梐nd avoid use of the synchronized keyword. This allows the separation of the locks from the objects in the application. We do this even with our simple example.
* Understand which locks are assigned to which subsystems and understand the relationships between the subsystems. We define a subsystem as a class, group of classes, or library that performs a relatively independent service. The subsystem must have a documented interface that we can test or debug in our search for deadlocks. This allows us to form groups of locks and map out potential deadlocks.
* Form a locking hierarchy within each subsystem. Unlike the other two steps, this can actually hurt the efficiency of the application. The subsystem needs to be studied. The relationship of the locks must be understood in order to be able to form a hierarchy that will have minimal impact on the efficiency of the application.

If you are developing a very complex Java program, it's a good idea to develop a lock hierarchy when the application is being designed. It may be very difficult to enforce a lock hierarchy after much of the program has been developed. Finally, since there is no mechanism to enforce a lock hierarchy, it is up to your good programming practices to make sure that the lock hierarchy is followed. Following a lock acquisition hierarchy is the best way to guarantee that deadlock does not occur in your Java program due to synchronization.

#### 6.3.1 Deadlock and Automatic Lock Releases

There are a few more concerns about deadlock when using the Lock interface (or any locking mechanism that is not the Java synchronized keyword). The first is illustrated by how we have used the Lock class in every example up to this point. Our resetScore() method can be easier written (and understood) as follows:

public void resetScore( ) {

scoreLock.lock( );

charLock.lock( );

score = 0;

char2type = -1;

setScore( );

charLock.unlock( );

scoreLock.unlock( );

}

However, what happens if the thread that calls the resetScore() method encounters a runtime exception and terminates? Under many threading systems, this leads to a type of deadlock because the thread that terminates does not automatically release the locks it held. Under those systems, another thread could wait forever when it tries to change the score. In Java, however, locks associated with the synchronized keyword are always released when the thread leaves the scope of the synchronized block, even if it leaves that scope due to an exception. So in Java when using the synchronizedkeyword, this type of deadlock never occurs.

But we are using the Lock interface instead of the synchronized keyword. It is not possible for Java to figure out the scope of the explicit lock梩he developer's intent may be to hold the lock even on an exception condition. Consequently, in this new version of the resetScore() method, if the setScore() method throws a runtime exception, the lock is never freed since the unlock() methods are never called.

There is a simple way around this: we can use Java's finally clause to make sure that the locks are freed upon completion, regardless of how the method exits. This is what we've done in all our examples.

By the way, this antideadlock behavior of the synchronized keyword is not necessarily a good thing. When a thread encounters a runtime exception while it is holding a lock, there's the possibility梚ndeed, the expectation梩hat it will leave the data it was manipulating in an inconsistent state. If another thread is then able to acquire the lock, it may encounter this inconsistent data and proceed erroneously.

When using explicit locks, you should not only use the finally clause to free the lock, but you should also test for, and clean up after, the runtime exception condition. Unfortunately, given Java's semantics, this problem is impossible to solve completely when using the synchronized keyword or by using the finally clause. In fact, it's exactly this problem that led to the deprecation of the stop() method: the stop() method works by throwing an exception, which has the potential to leave key resources in the Java virtual machine in an inconsistent state.

Since we cannot solve this problem completely, it may sometimes be better to use explicit locks and risk deadlock if a thread exits unexpectedly. It may be better to have a deadlocked system than to have a corrupted system.

#### 6.3.2 Preventing Deadlock with Timeouts

Since the Lock interface provides options for when a lock can't be grabbed; can we use those options to prevent deadlock? Absolutely. Another way to prevent deadlock is not to wait for the lock梠r at least, to place restrictions on the waiting period. By using the tryLock() method to provide alternatives in the algorithm, the chances of deadlock can be greatly mitigated. For example, if we need a resource but have an alternate (maybe slower) resource available, using the alternate resource allows us to complete the operation and ultimately free any other locks we may be holding. Alternatively, if we are unable to obtain the lock within a time limit, perhaps we can clean up our state梚ncluding releasing the locks we are currently holding梐nd allow other conflicting threads to finish up and free their locks.

Unfortunately, using explicit locks in this fashion is more complex than using a lock hierarchy. To develop a lock hierarchy, we simply have to figure out the order in which the locks must be obtained. To use timeouts, we need to design the application to allow alternative paths to completion, or the capability to "undo" operations for a later "redo." The advantage to timeouts is that there can be a greater degree of parallelism. We are actually designing multiple pathways to completion to avoid deadlock instead of placing restrictions on the algorithm in order to avoid deadlock.

You must decide whether these types of benefits outweigh the added complexity of the code when you design your Java program. If you start by creating a lock hierarchy, you'll have simpler code at the possible expense of the loss of some parallelism. We think it is easier to write the simpler code first and then address the parallelism problems if they become a performance bottleneck.

### 6.4 Deadlock Detection

The problem with deadlock is that it causes the program to hang indefinitely. Obviously, if a program hangs, deadlock may be the cause. But is deadlock always the cause? In programs that wait for users, wait for external systems, or have complex interactions, it can be very difficult to tell a deadlock situation from the normal operation of the program. Furthermore, what if the deadlock is localized? A small group of threads in the program may deadlock with each other while other threads continue running, masking the deadlock from the user (or the program itself). While it is very difficult to prevent deadlock, can we at least detect it? To understand how to detect deadlock, we must first understand its cause.

[Figure 6-1](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-6-SECT-4.html#jthreads3-CHP-6-FIG-1) shows two cases of threads and locks waiting for each other. The first case is of locks waiting for the owner thread to free them. The locks are owned by the thread so they can't be used by any other thread. Any thread that tries to obtain these locks is placed into a wait state. This also means that if the thread deadlocks, it can make many locks unavailable to other threads.

##### Figure 6-1. Lock trees
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The second case is of threads waiting to obtain a lock. If the lock is owned by another thread, the thread must wait for it to be free. Technically, the lock does not own the thread, but the effect is the same梩he thread can't accomplish any other task until the lock is freed. Furthermore, a lock can have many threads waiting for it to be free. This means that if a lock deadlocks, it can block many waiting threads.

We have introduced many new terms here梬e'll explain them before we move on. We define a deadlocked lock as a lock that is owned by a thread that has deadlocked. We define a deadlocked thread as a thread that is waiting for a deadlocked lock. These two definitions are admittedly circular, but that is how deadlocks are caused. A thread owns a lock that has waiting threads that own a lock that has waiting threads that own a lock, and so on. A deadlock occurs if the original thread needs to wait for any of these locks. In effect, a loop has been created. We have locks waiting for threads to free them, and threads waiting for locks to be freed. Neither can happen because indirectly they are waiting for each other.

We define a hard wait as a thread trying to acquire a lock by waiting indefinitely. We call it a soft wait if a timeout is assigned to the lock acquisition. The timeout is the exit strategy if a deadlock occurs. Therefore, for deadlock detection situations, we need only be concerned with hard waits. Interrupted waits are interesting in this regard. If the wait can be interrupted, is it a hard wait or a soft wait? The answer is not simple because there is no way to tell if the thread that is implemented to call the interrupt() method at a later time is also involved in the deadlock. For now, we will simply not allow the wait for the lock to be interrupted. We will revisit the issue of the delineation between soft and hard waits later in this chapter. However, in our opinion, interruptible waits should be considered hard waits since using interrupts is not common in most programs.

Assuming that we can keep track of all of the locks that are owned by a thread and keep track of all the threads that are performing a hard wait on a lock, is detecting a potential deadlock possible? Yes. [Figure 6-2](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-6-SECT-4.html#jthreads3-CHP-6-FIG-2) shows a potential tree that is formed by locks that are owned and formed by hard waiting threads. Given a thread, this figure shows all the locks that are owned by it, all the threads that are hard waiting on those locks in turn, and so on. In effect, each lock in the diagram is already waiting, whether directly or indirectly, for the root thread to eventually allow it to be free. If this thread needs to perform a hard wait on a lock, it can't be one that is in this tree. Doing so creates a loop, which is an indication of a deadlock situation. In summary, we can detect a deadlock by simply traversing this tree. If the lock is already in this tree, a loop is formed, and a deadlock condition occurs.

##### Figure 6-2. Completed thread wait tree
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Using this algorithm, here is an implementation of a deadlock-detecting lock:

package javathreads.examples.ch06;

public class DeadlockDetectedException extends RuntimeException {

public DeadlockDetectedException(String s) {

super(s);

}

}

package javathreads.examples.ch06;

import java.util.\*;

import java.util.concurrent.\*;

import java.util.concurrent.locks.\*;

public class DeadlockDetectingLock extends ReentrantLock {

private static List deadlockLocksRegistry = new ArrayList( );

private static synchronized void registerLock(DeadlockDetectingLock ddl) {

if (!deadlockLocksRegistry.contains(ddl))

deadlockLocksRegistry.add(ddl);

}

private static synchronized void unregisterLock(DeadlockDetectingLock ddl) {

if (deadlockLocksRegistry.contains(ddl))

deadlockLocksRegistry.remove(ddl);

}

private List hardwaitingThreads = new ArrayList( );

private static synchronized void markAsHardwait(List l, Thread t) {

if (!l.contains(t)) l.add(t);

}

private static synchronized void freeIfHardwait(List l, Thread t) {

if (l.contains(t)) l.remove(t);

}

private static Iterator getAllLocksOwned(Thread t) {

DeadlockDetectingLock current;

ArrayList results = new ArrayList( );

Iterator itr = deadlockLocksRegistry.iterator( );

while (itr.hasNext( )) {

current = (DeadlockDetectingLock) itr.next( );

if (current.getOwner( ) == t) results.add(current);

}

return results.iterator( );

}

private static Iterator getAllThreadsHardwaiting(DeadlockDetectingLock l) {

return l.hardwaitingThreads.iterator( );

}

private static synchronized

boolean canThreadWaitOnLock(Thread t, DeadlockDetectingLock l) {

Iterator locksOwned = getAllLocksOwned(t);

while (locksOwned.hasNext( )) {

DeadlockDetectingLock current =

(DeadlockDetectingLock) locksOwned.next( );

if (current == l) return false;

Iterator waitingThreads = getAllThreadsHardwaiting(current);

while (waitingThreads.hasNext( )) {

Thread otherthread = (Thread) waitingThreads.next( );

if (!canThreadWaitOnLock(otherthread, l)) {

return false;

}

}

}

return true;

}

public DeadlockDetectingLock( ) {

this(false, false);

}

public DeadlockDetectingLock(boolean fair) {

this(fair, false);

}

private boolean debugging;

public DeadlockDetectingLock(boolean fair, boolean debug) {

super(fair);

debugging = debug;

registerLock(this);

}

public void lock( ) {

if (isHeldByCurrentThread( )) {

if (debugging) System.out.println("Already Own Lock");

super.lock( );

freeIfHardwait(hardwaitingThreads, Thread.currentThread( ));

return;

}

markAsHardwait(hardwaitingThreads, Thread.currentThread( ));

if (canThreadWaitOnLock(Thread.currentThread( ), this)) {

if (debugging) System.out.println("Waiting For Lock");

super.lock( );

freeIfHardwait(hardwaitingThreads, Thread.currentThread( ));

if (debugging) System.out.println("Got New Lock");

} else {

throw new DeadlockDetectedException("DEADLOCK");

}

}

public void lockInterruptibly( ) throws InterruptedException {

lock( );

}

public class DeadlockDetectingCondition implements Condition {

Condition embedded;

protected DeadlockDetectingCondition(ReentrantLock lock, Condition e) {

embedded = e;

}

public void await( ) throws InterruptedException {

try {

markAsHardwait(hardwaitingThreads, Thread.currentThread( ));

embedded.await( );

} finally {

freeIfHardwait(hardwaitingThreads, Thread.currentThread( ));

}

}

public void awaitUninterruptibly( ) {

markAsHardwait(hardwaitingThreads, Thread.currentThread( ));

embedded.awaitUninterruptibly( );

freeIfHardwait(hardwaitingThreads, Thread.currentThread( ));

}

public long awaitNanos(long nanosTimeout) throws InterruptedException {

try {

markAsHardwait(hardwaitingThreads, Thread.currentThread( ));

return embedded.awaitNanos(nanosTimeout);

} finally {

freeIfHardwait(hardwaitingThreads, Thread.currentThread( ));

}

}

public boolean await(long time, TimeUnit unit)

throws InterruptedException {

try {

markAsHardwait(hardwaitingThreads, Thread.currentThread( ));

return embedded.await(time, unit);

} finally {

freeIfHardwait(hardwaitingThreads, Thread.currentThread( ));

}

}

public boolean awaitUntil(Date deadline) throws InterruptedException {

try {

markAsHardwait(hardwaitingThreads, Thread.currentThread( ));

return embedded.awaitUntil(deadline);

} finally {

freeIfHardwait(hardwaitingThreads, Thread.currentThread( ));

}

}

public void signal( ) {

embedded.signal( );

}

public void signalAll( ) {

embedded.signalAll( );

}

}

public Condition newCondition( ) {

return new DeadlockDetectingCondition(this);

}

}

Before we go into detail on this deadlock-detecting lock, it must be noted that this listing has been cut down for this book. For the latest, fully commented version, including testing tools, please see the online examples, which include (as example 1) a class that can be used to test this implementation.

In terms of implementation, this class inherits from the Lock interface, so it may be used anywhere that a Lock object is required. Furthermore, deadlock detection requires the registration of all locks involved in the deadlock. Therefore, to detect a deadlock, replace all the locks with this class, even the locks provided by the synchronized keyword. It may not be possible to detect a loop if any of the locks are unregistered.

To use this class, replace all instances of ReentrantLock with DeadlockDetectingLock. This slows down your program, but when a deadlock is detected, a DeadlockDetectedException is immediately thrown. Because of the performance implications of this class, we do not recommend using it in a production environment: use it only to diagnose occurrences of deadlock. The advantage of using this class is that it detects the deadlock immediately when it occurs instead of waiting for a symptom of the deadlock to occur and diagnosing the problem then.

The DeadlockDetectingLock class maintains two lists梐 deadlockLocksRegistry and a hardwaitingThreads list. Both of these lists are stored in thread-unsafe lists because external synchronization will be used to access them. In this case, the external synchronization is the class lock; all accesses to these lists come from synchronized static methods. A single deadlockLocksRegistry list holds all deadlock-detecting locks that have been created. OnehardwaitingThreads list exists for each deadlock-detecting lock. This list is not static; it holds all the thread objects that are performing a hard wait on the particular lock.

The deadlock locks are added and removed from the registry by using the registerLock() and unregisterLock() methods. Threads are added and removed from the hard waiting list using the markAsHardwait() and freeIfHardwait() methods respectively. Since these methods are static梬hile the list is not梩he list must be passed as one of the parameters to these methods. In terms of implementation, they are simple; the objects are added and removed from a list container.

The getAllLocksOwned() and getAllThreadsHardwaiting() methods are used to get the two types of waiting subtrees we mentioned earlier. Using these subtrees, we can build the complete wait tree that needs to be traversed. ThegetAllThreadsHardwaiting() method simply returns the list of hard waiting threads already maintained by the deadlock-detecting lock. The list of owned locks is slightly more difficult. The getAllLocksOwned() method has to traverse all registered deadlock-detecting locks, looking for locks that are owned by the target thread. In terms of synchronization, both of these methods are called from a method that owns the class lock; as a result, there is no need for these private methods to be synchronized.

The canThreadWaitOnLock() method is used to traverse the wait tree, looking to see if a particular lock is already in the tree. This is the primary method that is used to detect potential deadlocks. When a thread is about to perform a hard wait on a lock, it calls this method. A deadlock is detected if the lock is already in the wait tree. Note that the implementation is recursive. The method examines all of the locks owned to see if the lock is in the first level of the tree. It also traverses each owned lock to get the hard waiting threads; each hard waiting thread is further examined recursively. This method uses the class lock for synchronization.

With the ability to detect deadlocks, we can now override the lock() method of the ReentrantLock class. This new implementation is actually not that simple. The ReentrantLock class is incredibly optimized梞eaning it uses minimal synchronization. In that regard, our new lock() method is also minimally synchronized.

The first part of the lock() method is for nested locks. If the lock is already owned by this thread, there is no reason to check for deadlocks. Instead, we can just call the original lock() method. There is no race condition for this case: only the owner thread can succeed in the test for nested locks and call the original lock() method. And since there is no chance that the owner of the lock will change if the owner is the currently executing thread, there is no need to worry about the potential race condition between the isHeldByCurrentThread() and super.lock() method calls.

The second part of the lock() method is used to obtain new locks. It first checks for deadlocks by calling thecanThreadWaitOnLock() method. If a deadlock is detected, a runtime exception is thrown. Otherwise, the thread is placed on the hard wait list for the lock, and the original lock() method is called. Obviously, a race condition exists here since the lock() method is not synchronized. To solve this, the thread is placed on the hard wait list before the deadlock check is done. By simply reversing the tasks, it is no longer possible for a deadlock to go undetected. In fact, a deadlock may be actually detected before it happens due to the race condition.

There is no reason to override the lock methods that accept a timeout since these are soft locks. The interruptible lock request is disabled by routing it to the uninterruptible version of the lock() method.

Unfortunately, we are not done yet. Condition variables can also free and reacquire the lock and do so in a fashion that makes our deadlock-detecting class much more complex. The reacquisition of the lock is a hard wait since the await()method can't return until the lock is acquired. This means that the await() method needs to release the lock, wait for the notification from the signal() method to arrive, check for a potential deadlock, perform a hard wait for the lock, and eventually reacquire the lock.

If you've already examined the code, you'll notice that the implementation of the await() method is simpler than we just discussed. It doesn't even check for the deadlock. Instead, it simply performs a hard wait prior to waiting for the signal. By performing a hard wait before releasing the lock, we keep the thread and lock connected. This means that if a later lock attempt is made, a loop can still be detected, albeit by a different route. Furthermore, since it is not possible to cause a deadlock simply by using condition variables, there is no need to check for deadlock on the condition variable side. The condition variable just needs to allow the deadlock to be detected from the lock() method side. The condition variable also must place the thread on the hard wait list prior to releasing the lock due to a race condition with the lock() method梚t is possible to miss detection of the deadlock if the lock is released first.

At this point, we are sure many readers have huge diagrams on their desk梠r maybe on the floor梬ith thread and lock scenarios drawn in pencil. Deadlock detection is a very complex subject. We have tried to present it as simply as possible, but we are sure many readers will not be convinced that this class actually works without a few hours of playing out different scenarios. To help with this, the latest online copy of this class contains many simple test case scenarios (which can easily be extended).

To help further, here are answers to some possible questions. If you are not concerned with these questions, feel free to skip or skim the next section as desired. As a warning, some of these questions are very obscure, so obscure that some questions may not even be understood without a few hours of paper and pencil work. The goal is to work out the scenarios to understand the questions, which can hopefully be answered here.

We have stated that a deadlock condition is detected when a loop in the wait tree is detected. Is it really a loop? The answer is yes. This means that we have to be careful in our search or we can recursively search forever. Let's examine how the loop is formed from another point of view. Any waiting thread node can have only one parent lock node. That's because a thread can't perform a hard wait on more than one lock at a time. Any owned lock node can have only one parent thread node. That's because a lock can't be owned by more than one thread at a time. In this direction, only nodes connected to the top node can form the loop. As long as none of the owned lock nodes are connected to the top thread node, we don't have a loop. It is slightly more complicated than this, but we will address it with the next question.

Why are we using only the thread tree? What about the lock tree? These questions introduce a couple of definitions, so let's back up a few steps. To begin, we are trying to determine whether a thread can perform a hard wait on a particular lock. We then build a wait tree using this thread object as the top node; that's what we mean by the thread tree. However, the lock isn't independent. It is also possible to build a wait tree using the lock object as the top node, which we define as the lock tree. There may be other locks in the lock tree that could be in the thread tree, possibly forming a deadlock condition.

Fortunately, we don't have to traverse the lock tree because the thread tree is guaranteed to contain a root node as the top node. The top node of the thread tree is the currently running thread. It is not possible for this thread to be currently waiting on a lock since it wouldn't be executing the lock request. The top node of the lock tree is only the root node if the lock is not owned. For a loop to form, either the lock tree or the thread tree must be a subtree of the other. Since we know that the thread tree definitely contains the root node, only the lock node can be the subtree. To test for a subtree, we just need to test the top node.

Isn't marking the hard wait prior to checking for the deadlock condition a problem? Can it cause spurious deadlock exceptions? The answer is no. The deadlock condition will definitely occur since the thread will eventually perform the hard wait. It is just being detected slightly before it actually happens. On the other hand, our class may throw more than one deadlock exception once the deadlock has been detected. It must be noted that the purpose of this class is not to recover from the deadlock. In fact, once a deadlock exception is thrown, the class does not clean up after it. A retry attempt throws the same exception.

Can marking the hard wait first interfere with the deadlock check? By marking first, we are making a connection between the thread and the lock. In theory, this connection should be detected as a deadlock condition by the deadlock check. To determine if we're interfering with the deadlock check, we have to examine where the connection is made. We are connecting the lock node to the top thread node梩he connection is actually above the top thread node. Since the search starts from the top thread node, it isn't able to detect the deadlock unless the lock node can be reached first. This connection is seen from the lock tree but is not a problem because that tree is not traversed. Traversals by other threads will be detected early as a deadlock condition since the hard wait will eventually be performed.

Can marking the hard wait first cause an error condition in other threads? Will it cause a loop in the trees? We need to avoid a loop in the wait trees for two reasons. First, and obviously, is because it is an indication of a deadlock condition. The second reason is because we will be searching through the wait trees. Recursively searching through a tree that has a loop causes an infinite search (if the lock being sought is not within the loop).

The answer to this question is no, it can't cause an error condition. First, there is no way to enter the loop from a thread node that is not within the loop. All thread nodes within the loop are performing a hard wait on locks within the loop. And all lock nodes within the loop are owned by thread nodes within the loop. Second, it is not possible to start from a thread node that is within the loop. With the exception of the top thread node, all the thread nodes are performing a hard wait. To be able to perform the deadlock check, a thread cannot be in a wait state and therefore can't be in the wait tree. If a loop is formed, only the thread represented by the top thread node can detect the deadlock.

This answer assumes that a deadlock-detected exception has never been thrown; this class is not designed to work once such an exception is thrown. For that functionality, consider using the alternate deadlock-detecting class that is available online.

How can the simple solution of switching the "thread owns the lock" to the "thread hard waiting for lock" work for condition variables? Admittedly, we did a bit of hand waving in the explanation. A better way to envision it is to treat the operations as being separate entities梐s if the condition variable is releasing and reacquiring the lock. Since the reacquisition is mandatory (i.e., it will eventually occur), we mark the thread for reacquisition before we release the lock. We can argue that switching the ownership state to a hard wait state removes the connection from the thread tree, making detection impossible. This is just an artifact of examining the wait tree from the condition variable's perspective. When the lock() method is called at a later time, we will be using a different thread object as the top node, forming a different wait tree. From that perspective, we can use either the ownership state or hard wait state for the detection of the deadlock.

Why don't we have to check for potential deadlocks on the condition variable side? It is not necessary. Marking for the wait operation prior to unlocking works in a pseudo atomic manner, meaning that it is not possible for another thread to miss the detection of the deadlock when using the lock() method. Since it is not possible to create a new deadlock just by using condition variables, we don't need to check on this end. Another explanation is that there is no need to check because we already know the answer: the thread is capable of performing a hard wait because it has previously owned the lock and has not had a chance to request additional locks.

Isn't marking for the hard wait prior to performing the await() operation a problem? Can it cause spurious deadlock exceptions? Can it cause an error condition in other threads? Two of these questions are very similar to the questions for the lock() method side. The extra question here addresses the issue of interfering with the deadlock check. That question doesn't apply on the lock() method side because we do not perform a deadlock check on the condition variable side.

However, the answers to the other questions are not exactly the same as before. In this case, the thread is performing a hard wait on the lock before the thread releases ownership of the lock. We are creating a temporary loop梐 loop that is created even though the deadlock condition does not exist. This is not a case of detecting the deadlock early梚f the loop were detected, the deadlock detected would be incorrect.

These three questions can be answered together. As with the error question on the lock() method side, it is not possible to enter the loop from a thread node outside of the loop. Second, the one thread node that is within this small loop is not performing a deadlock check. And finally, any deadlock check does not traverse the lock tree. This means that an error condition can't occur in another thread and that detecting a false deadlock condition also can't occur in another thread. Of course, eventually it would be possible to get to the lock node externally, but by then, the loop would have been broken. It is not possible for another thread to own the lock unless the condition variable thread releases it first.

To review, we are traversing the thread tree to check whether the lock tree is a subtree. Instead of recursively traversing from the thread tree, isn't it easier to traverse upward from the lock tree? Our answer is maybe. We simply list the pluses and minuses and let the reader decide. Two good points can be made for traversing from the lock tree. First, the search is not recursive. Each node of the lock tree has only one parent, so going upward can be done iteratively. Second, moving upward from lock node to parent thread node does not need any iterations梩he owner thread object is already referenced by the lock object. On the other hand, moving downward from the thread node to the lock node requires iteration through the registered locks list.

Unfortunately, there are two bad points to traversing upward from the lock tree. First, moving upward from the thread node to the lock node on which it is performing the hard wait is incredibly time-consuming. We need to iterate through the registered locks list to find the hard wait lists, which we must, in turn, iterate through to find the lock node. In comparison, moving downward from the lock node to the thread node is done by iterating through one hard wait list. And it gets worse. We need to iterate through all of the hard wait lists. By comparison, we need to iterate only through the hard wait lists in the wait tree in our existing implementation. This one point alone may outweigh the good points.

The second bad point stems from the techniques that we use to solve the race conditions in the lock class. The class allows loops to occur梕ven temporarily creating them when a deadlock condition does not exist. Searching from a lock node that is within a loop梬hether recursively downward or iteratively upward梔oes not terminate if the top thread node is not within the loop. Fortunately, this problem can be easily solved. We just need to terminate the search if the top lock node is found. Also note that finding the top lock node is not an indication of a deadlock condition since some temporary loops are formed even without a deadlock condition.

To review, we are traversing the thread tree instead of the lock tree because the top thread node is definitely the root node. The top lock node may not be the root node. However, what if the top lock node is also the root node? Isn't this a shortcut in the search for a deadlock? Yes. It is not possible for the lock tree to be a subtree of the thread tree if the top lock node is a root node. This means we can remove some calls to the deadlock check by first checking to see if the lock is already owned. This is an important improvement since the deadlock check is very time-consuming.

However, a race condition exists when a lock has no owner. If the lock is unowned, there is no guarantee that the lock will remain unowned during the deadlock check. This race condition is not a problem since it is not possible for any lock in the wait tree to be unowned at any time during the deadlock check; the deadlock check may be skipped whether or not the lock remains unowned.

This shortcut is mostly for locks that are infrequently used. For frequently used locks, this shortcut is highly dependent on the thread finding the lock to be free, which is based on the timing of the application.

The modification with some deadlock checking removed is available online in our alternate deadlock-detecting lock.

The deadlock-detecting lock disallows interruptible locking requests. What if we do not agree with this compromise?There are only a few options. Disallowing the interrupt was the easiest compromise that works for the majority of the cases. For those readers who believe an interruptible lock should be considered a soft lock, the change is simple梛ust don't override the lockInterruptibly() method. And for those readers who believe that an interruptible lock should be considered a hard lock while still not compromising interrupt capability, here is a modified version of the method:

public void lockInterruptibly( ) throws InterruptedException {

if (isHeldByCurrentThread( )) {

if (debugging) System.out.println("Already Own Lock");

try {

super.lockInterruptibly( );

} finally {

freeIfHardwait(hardwaitingThreads,

Thread.currentThread( ));

}

return;

}

markAsHardwait(hardwaitingThreads, Thread.currentThread( ));

if (canThreadWaitOnLock(Thread.currentThread( ), this)) {

if (debugging) System.out.println("Waiting For Lock");

try {

super.lockInterruptibly( );

} finally {

freeIfHardwait(hardwaitingThreads,

Thread.currentThread( ));

}

if (debugging) System.out.println("Got New Lock");

} else {

throw new DeadlockDetectedException("DEADLOCK");

}

}

This change is also provided online in our alternate deadlock-detecting lock class. In terms of implementation, it is practically identical to that of the lock() method. The difference is that we now place all lock requests within a try-finally clause. This allows the method to clean up after the request, regardless of whether it exits normally or by exception.

The deadlock-detecting lock regards all lock requests with a timeout as soft locks. What if we do not agree with this premise? This topic is open to debate. While an application that uses timeouts should have an exit strategy when the timeout occurs, what if the exit strategy is to inform the user and then simply retry? In this case, deadlock could occur. Furthermore, at what point is retrying no longer tolerable? When the timeout period is more than an hour? A day? A month? Obviously, these issues are design-specific.

Here is an implementation of the tryLock() method that treats the request as a soft wait梑ut only if it is less than a minute:

public boolean tryLock(long time, TimeUnit unit)

throws InterruptedException {

// Perform operation as a soft wait

if (unit.toSeconds(time) < 60) {

return super.tryLock(time, unit);

}

if (isHeldByCurrentThread( )) {

if (debugging) System.out.println("Already Own Lock");

try {

return super.tryLock(time, unit);

} finally {

freeIfHardwait(hardwaitingThreads,

Thread.currentThread( ));

}

}

markAsHardwait(hardwaitingThreads, Thread.currentThread( ));

if (canThreadWaitOnLock(Thread.currentThread( ), this)) {

if (debugging) System.out.println("Waiting For Lock");

try {

return super.tryLock(time, unit);

} finally {

freeIfHardwait(hardwaitingThreads,

Thread.currentThread( ));

if (debugging) System.out.println("Got New Lock");

}

} else {

throw new DeadlockDetectedException("DEADLOCK");

}

}

This change is also provided in the online examples as an alternative to the deadlock-detecting lock class (including a testing program, which is example 2 in this chapter). Its implementation is practically identical to that of the lock()method. Again, the difference is that we now place all lock requests within a try-finally clause. This allows the method to clean up after the request, regardless if it exits normally or by exception. This example treats the operation as a soft wait for requests that are under a minute. The request is treated as a hard wait otherwise. We leave it up to you to modify the code to suit your needs. One alternate solution could be to use a different time period to separate soft and hard wait lock operations; this time period could also be calculated depending on conditions in the program. Another alternate solution could be for the trylock() method to return false instead of throwing the deadlock-detected exception.

While the deadlock-detecting lock is well-designed for detecting the deadlock condition, the design for reporting the condition is pretty weak. Are there better options? This is actually intentional. This class is not designed to be used in a production environment. Searching for deadlocks can be very inefficient梩his class should be used only during development. In fact, most readers will probably not use this class at all. The main purpose of this class is so that we can understand deadlocks梙ow to detect them and, eventually, how to prevent them.

For those who insist on using the deadlock-detecting lock in a production environment, there are a few options. The class can be designed to fail fast梞eaning that if a deadlock is detected, the class could throw the exception for every invocation, regardless of whether the request is involved in the deadlock or not. Another option is for the class to report the condition in a manner that allows the program to shut down properly. A third, and not recommended, option is to allow the class to continue functioning. The first and third options are provided as conditional code in the alternate online example.

This topic of deadlock detection seems to be incredibly complex. In fact, the discussion on the theory and implementation is more than twice as long as the code itself. Is this topic really that complex? The concept of deadlock detection is complex, but there is another reason why this class is even more complex. The implementation of this class is accomplished by minimal synchronization. This is mainly because the ReentrantLock class is implemented with minimal synchronization, making the class implementation more complex.

### 6.5 Lock Starvation

Whenever multiple threads compete for a scarce resource, there is the danger of starvation, a situation in which the thread never gets the resource. In [Chapter 9](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-9.html#jthreads3-CHP-9), we discuss the concept in the context of CPU starvation: with a bad choice of scheduling options, some threads never have the opportunity to become the currently running thread and suffer from CPU starvation.

Lock starvation is similar to CPU starvation in that the thread is unable to execute. It is different from CPU starvation in that the thread is given the opportunity to execute; it is just not able to because it is unable to obtain the lock. Lock starvation is similar to a deadlock in that the thread waits indefinitely for a lock. It is different in that it is not caused by a loop in the wait tree. Its occurrence is somewhat rare and is caused by a very complex set of circumstances.

Lock starvation occurs when a particular thread attempts to acquire a lock and never succeeds because another thread is already holding the lock. Clearly, this can occur on a simple basis if one thread acquires the lock and never releases it: all other threads that attempt to acquire the lock never succeed and starve. Lock starvation can also be more subtle; if six threads are competing for the same lock, it's possible that five threads will hold the lock for 20% of the time, thus starving the sixth thread.

Lock starvation is not something most threaded Java programs need to consider. If our Java program is producing a result in a finite period of time, eventually all threads in the program will acquire the lock, if only because all the other threads in the program have exited. Lock starvation also involves the question of fairness: at certain times we want to make sure that threads acquire the locks in a reasonable order so that one thread won't have to wait for all other threads to exit before it has its chance to acquire the lock.

Consider the case of two threads competing for a lock. Assume that thread A acquires the object lock on a fairly periodic basis, as shown in [Figure 6-3](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-6-SECT-5.html#jthreads3-CHP-6-FIG-3).

##### Figure 6-3. Call graph of synchronized methods
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Here's what happens at various points on the graph:

*T0*

At time T0, both thread A and thread B are able to run, and thread A is the currently running thread.

*T1*

Thread A is still the currently running thread, and it acquires the object lock when it enters the synchronized block.

*T2*

A timeslice occurs; this causes thread B to become the currently running thread.

*T3*

Very soon after becoming the currently running thread, thread B attempts to enter the synchronized block. This causes thread B to block. That allows thread A to continue to run; thread A continues executing in the synchronized block.

*T4*

Thread A exits the synchronized block. Thread B could obtain the lock now, but it is still not running on any CPU.

*T5*

Thread A once again enters the synchronized block and acquires the lock.

*T6*

Thread B once again is assigned to a CPU. It immediately tries to enter the synchronized block, but the lock for the synchronized block is once again held by thread A. So, thread B blocks again. Thread A then gets the CPU, and we're now in the same state as we were at time T3.

It's possible for this cycle to continue forever such that thread B can never acquire the lock and actually do useful work.

Clearly, this example is a pathological case: CPU scheduling must occur only during those time periods when thread A holds the lock for the synchronized block. With two threads, that's extremely unlikely and generally indicates that thread A is holding the lock almost continuously. With several threads, however, it's not out of the question that one thread may find that every time it is scheduled, another thread holds the lock it wants.

Synchronized blocks within loops often have this problem:

while (true) {

synchronized (this) {

// execute some code

}

}

At first glance, we might expect this not to be a problem; other threads can't starve because the lock is freed often, with each iteration of the loop. But as we've seen, this is not the case: unless another thread runs during the short interval between the end of the synchronized block (when the lock is released) and the beginning of the next iteration of the loop (when the lock is reacquired), no other thread will be able to acquire the lock.

There are two points to take away from this:

* Acquisition of locks does not queue

When a thread attempts to acquire a lock, it does not check to see if another thread is already attempting to acquire the lock (or, more precisely, if another thread has tried to acquire the lock and blocked because it was already held). In pseudocode, the process looks like this:

while (lock is held)

wait for a while

acquire lock

For threads of equal priority, there's nothing in this process that prevents a lock from being granted to one thread even if another thread is waiting.

* Releasing a lock does not affect thread scheduling

When a lock is released, any threads that were blocked waiting for that lock could run. However, no actual scheduling occurs, so none of the threads that have just moved into the runnable state are assigned to the CPU; the thread that has just released the lock keeps access to the CPU. This can be different if the threads have different priorities or are on a multiprocessor machine (where a different CPU might be idle).

Nonetheless, lock starvation remains, as might be guessed from our example, something that occurs only in rare circumstances. In fact, each of the following circumstances must be present for lock starvation to occur:

* + Multiple threads are competing for the same lock

This lock becomes the scarce resource for which some threads may starve.

* + The results that occur during this period of contention must be interesting to us

If, for example, we're calculating a big matrix, there's probably a point in time at the beginning of our calculation during which multiple threads are competing for the same lock and CPU. Since all we care about is the final result of this calculation, it doesn't matter to us that some threads are temporarily starved for the lock: we still get the final answer in the same amount of time.We're concerned about lock starvation only if there's a period of time during which it matters whether the lock is allocated fairly.

All of the properties of lock starvation stem from the fact that a thread attempting to acquire a lock checks only to see if another thread is holding the lock梩he thread knows nothing about other threads that are also waiting for the lock. This behavior in conjunction with properties of the program such as the number of threads, their priorities, and how they are scheduled manifests itself as a case of lock starvation.

Fortunately, this problem has already been solved by the ReentrantLock class. If we're in one of the rare situations where lock starvation can occur, we just need to construct a ReentrantLock object where the fairness flag is set to true. Since the ReentrantLock class with its fairness flag set grants the lock on very close to a first-come, first-served basis, it is not possible for any thread to be starved for a lock regardless of the number of threads or how they're written.

Unfortunately, the downside to using the ReentrantLock class in this manner is that we are affecting the scheduling. We discuss how threads are scheduled in [Chapter 9](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-9.html#jthreads3-CHP-9), but in general, threads have a priority, and the higher-priority threads are given the CPU more often than low-priority threads. However, the ReentrantLock class does not take that into account when issuing locks: locks are issued first-come, first-served regardless of the thread's priority.

Programs that set thread priorities do so for a reason. The reason could be because the developer wanted to have the scheduler behave in a certain manner. While using the fair flag in the ReentrantLock class may prevent lock starvation, it may also change the desired scheduling behavior.

Lock starvation is a rare problem; it happens only under very distinct circumstances. While it can be easily fixed with the ReentrantLock class, it may also change some of these desired circumstances. On the other hand, if priorities and scheduling are not a concern, the ReentrantLock class provides a very simple and quick fix.

#### 6.5.1 Lock Starvation and Reader/Writer Locks

Generally, reader/writer locks are used when there are many more readers than writers; readers also tend to hold onto the lock for a longer period of time than they would a simple lock. This is why the reader/writer lock is needed梩o share data access during the long periods of time when only reading is needed. Unfortunately, readers can't just grab the lock if the lock is held for reading by another thread. If many readers were holding the lock, it would be possible for many more readers to grab the lock before the first set of readers finished. Many more readers could then obtain the lock before the second set of readers finished. This would prevent the writer from ever obtaining the lock.

To solve this, the reader/writer lock does not grant the read lock to a new thread if there is a writer waiting for the lock. Instead it places the reader into a wait state until the first set of readers frees the lock. Once the first set of readers have completed, the first writer is given exclusive access to the lock. When that writer completes, theReentrantReadWriteLock class consults its fairness flag to see what to do next. If the fairness flag is true, the thread waiting longest梬hether a reader or a writer梚s granted the lock (and multiple readers can get the lock in this case). If the fairness flag is false, locks are granted arbitrarily.

### 6.6 Summary

The strong integration of locks into the Java language and API is very useful for programming with Java threads. Java also provides very strong tools to allow thread programming at a higher level. With these tools, Java provides a comprehensive library to use for your multithreaded programs.

Even with this library, threaded programming is not easy. The developer needs to understand the issues of deadlock and starvation, in order to design applications in a concurrent fashion. While it is not possible to have a program threaded automatically梬ith a combination of using the more advanced tools and development practices, it can be very easy to design and debug threaded programs.

#### 6.6.1 Example Classes

Here are the class names and Ant targets for the examples in this chapter:

| **Description** | **Main Java class** | **Ant target** |
| --- | --- | --- |
| Deadlock-detecting Lock | javathreads.examples.ch06.example1.DeadlockDetectingLock | ch6-ex1 |
| Alternate Deadlock-detecting Lock | javathreads.examples.ch06.example2.AlternateDeadlockDetectingLock | ch6-ex2 |

Three tests are available for each example. The first test uses two threads and two competing locks. The second test uses three threads and three competing locks. The third test uses condition variables to cause the deadlock. Test numbers are selected with this property:

<property name="DeadlockTestNumber" value="2"/>

## Chapter 7. Threads and Swing

The Swing classes in Java are not threadsafe; if you access a Swing object from multiple threads, you run the chance of data corruption, hung GUIs, and other undesirable effects. To deal with this situation, you must make sure that you access Swing objects only from one particular thread. We saw some examples of this in previous chapters; this chapter explains the details of how threads interact with Swing. The general principles of this chapter apply to other thread-unsafe objects: you can handle any thread-unsafe class by accessing it in a single thread in much the same way as Swing objects must be accessed from a special thread.

We'll start with a general discussion of the threads that Swing creates automatically for you, and then we'll see how your own threads can interact with those threads safely. In doing so, we'll (finally) explain the last pieces of our typing program.

If you're interested in the general case of how to deal with a set of classes that are not threadsafe, you can read through the first section of this chapter for the theory of how this is handled, then review our example in [Chapter 10](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-10.html#jthreads3-CHP-10)to see the theory put into practice.

### 7.1 Swing Threading Restrictions

A GUI program has several threads. One of these threads is called the event-dispatching thread. This thread executes all the event-related callbacks of your program (e.g., the actionPerformed() and keyPressed() methods in our typing test program). Access to all Swing objects must occur from this thread.

The reason for this is that Swing objects have complex inner state that Swing itself does not synchronize access to. AJSlider object, for example, has a single value that indicates the position of the slider. If the user is in the middle of changing the position of the slider, that value may be in an intermediate or indeterminate state; all of that processing occurs on the event-dispatching thread. A second thread that attempts to read the value of the slider cannot read that value directly since by doing so the thread may read the value while the value is in its intermediate state. Therefore, the second thread must arrange for the event-dispatching thread to read the value and pass the value back to the thread.

Note that it's not enough for our second thread simply to synchronize access to the JSlider object. The internal Swing mechanisms aren't synchronizing access, so the two threads still simultaneously access the internal state of the slider. Remember that locks are cooperative: if all threads do not attempt to acquire the lock, race conditions can still occur.

It may seem like this restriction is overkill: the value of a JSlider is a single variable and could simply be madevolatile. Actually, that's not the case. The value of things within Swing components can be very complex. Many Swing components follow a model-view-controller design pattern, and accessing those components from one thread while the model is being updated on the event-dispatching thread would be very dangerous. Even the simplest of Swing components contain complex state; it's never acceptable to call any of their methods from a thread other than the event-dispatching thread.

Consequently, all calls to Swing objects must be made on the event-dispatching thread. That's the thread that Swing uses internally to change the state of its objects; as long as you make calls to Swing objects from that thread, no race condition can occur. Four exceptions to this rule are:

* Swing objects that have not been displayed can be created and manipulated by any thread. That means you can create your GUI objects in any thread but once they've been displayed, they can be accessed only on the event-dispatching thread. A GUI object is displayed when the show() method of its parent frame is called.
* The repaint() method can be called from any thread.
* The invokeLater() method can be called from any thread.
* The invokeAndWait() method can be called from any thread other than the event-dispatching thread.

### 7.2 Processing on the Event-Dispatching Thread

As we mentioned, all the event callbacks of your program occur on the event-dispatching thread. This is good news since it means that most of the code that needs to access Swing components is automatically called on the event-dispatching thread.

In our sample typing program, we access Swing components from these methods:

* CharacterDisplayCanvas()
* CharacterDisplayCanvas.preferredSize()
* CharacterDisplayCanvas.newCharacter()
* CharacterDisplayCanvas.paintComponent()
* SwingTypeTester.initComponents()
* The actionPerformed() methods of the SwingTypeTester button objects
* The keyPressed() method of the SwingTypeTester canvas
* ScoreLabel.setScore()
* AnimatedCharacterDisplayCanvas()
* AnimatedCharacterDisplayCanvas.newCharacter()
* AnimatedCharacterDisplayCanvas.paintComponent()

To write a threadsafe Swing program, we must make sure that the methods listed above are accessed only from within the event-dispatching thread. Note that this list includes the constructor for the AnimatedCharacterDisplayCanvas class; remember that the constructor calls the constructor of its superclass.

The Swing classes have already made sure that all callbacks occur on the event-dispatching thread. The preferredSize(),paintComponent(), keyPressed(), and actionPerformed() methods are all callbacks, so we don't need to worry about those. The initComponents() method is called from the main thread of the program, which is not the event-dispatching thread. The constructor for the display canvases is called from the same thread. However, the initComponents() method and its constructors create the Swing objects; they have not yet been displayed. That falls into the first exception case that we listed earlier. The newCharacter() method calls only the repaint() method, so that falls into the second exception we listed above. Finally, the setScore() method accesses Swing components only within the invokeLater()method, so that falls into our third category. All access to Swing classes within our application is handled correctly.

The first two exceptions in our list are self-explanatory. In the next section, we explain the last two exceptions in our list.

### 7.3 Using invokeLater( ) and invokeAndWait( )

In the CharacterDisplayCanvas class, we were able to work around Swing's threading restrictions because all the calls that manipulated Swing objects could go into an event callback method (the paintComponent() method). That's not always convenient (or even possible). So Swing provides another mechanism that allows you to run code on the event-dispatching thread: the invokeLater() and invokeAndWait() methods.

|  |
| --- |
| Which invokeLater( )? Which invokeAndWait( )? Java defines the invokeLater() and invokeAndWait() methods in two different classes:javax.swing.SwingUtilities and java.awt.EventQueue. This is due to historical reasons, and you can use whichever class you like. The methods are identical. The invokeLater() method of theSwingUtilities class simply calls the invokeLater() method of the EventQueue class, so they are functionally identical; the same is true of the two invokeAndWait() methods. |

The invokeLater() and invokeAndWait() methods allow you to define a task and ask the event-processing thread to perform that task. If you have a non-GUI thread that needs to read the value of a slider, for instance, you put the code to read the slider into a Runnable object and pass that Runnable object to the invokeAndWait() method, which returns the value the thread needs to read.

Let's look again at our score label class. The setScore() method of that class can be called when the user types a character (in which case it is running on the event-dispatching thread). It can also be called when the random character generator sends a new character. Therefore, the setScore() method must use the invokeLater() method to make that call:

package javathreads.examples.ch07.example1;

...

public class ScoreLabel extends JLabel implements CharacterListener {

...

private void setScore( ) {

SwingUtilities.invokeLater(new Runnable( ) {

public void run( ) {

setText(Integer.toString(score));

}

});

}

}

The invokeLater() method takes a Runnable object as its parameter. It sends that object to the event-dispatching thread, which executes the run() method. This is why it's always safe for the run() method to execute Swing code.

Note that the run() method is in its own object. This is why we made the score variable volatile rather than protecting it by using synchronization. Synchronizing the run() method grabs the lock of the anonymous inner class object, not the lock of the ScoreLabel object. It's much easier to use a volatile variable.

For the most part, the invokeAndWait() method looks similar, but it has three important semantic differences. First, the invokeLater() method runs asynchronously at some time in the future. You don't know when it will actually run. On the other hand, the invokeAndWait() method is synchronous: it does not return until its target has completed execution. As a rule of thumb, then, you should use the invokeAndWait() method to read the value of Swing components or to ensure that something is displayed on the screen before you continue program execution. Otherwise, you can use theinvokeLater() method.

The second difference is that the invokeAndWait() method cannot itself be called from the event-dispatching thread. The thread running the invokeAndWait() method must wait for the event-dispatching thread to execute some code. No thread, including the event-dispatching thread, can wait for itself to do something else. Consequently, if you execute theinvokeAndWait() method from the event-dispatching thread, it throws a java.lang.Error. That causes the event-dispatching thread to exit (unless you've taken the unusual step of catching Error objects in your code); in turn, your entire program becomes disabled.

The third difference is that the invokeAndWait() method can throw an InterruptedException if the thread is interrupted before the event-dispatching thread runs the target, or an InvocationTargetException if the Runnableobject throws a runtime exception or error.

If you have code that you want to take effect immediately and that might be called from the event-dispatching thread, you can use the SwingUtilities.isEventDispatchThread() method to check the thread your code is executing on. You can then either call invokeAndWait() (if you're not on the event-dispatching thread) or call the Swing methods directly.

We could use that method in our ScoreLabel class like this:

package javathreads.examples.ch07.example2;

...

public class ScoreLabel extends JLabel implements CharacterListener {

...

private void setScore( ) {

if (SwingUtilities.isEventDispatchThread( ))

setText(Integer.toString(score));

else try {

SwingUtilities.invokeAndWait(new Runnable( ) {

public void run( ) {

setText(Integer.toString(score));

}

});

} catch (InterruptedException ie) {

} catch (InvocationTargetException ite) {}

}

}

### 7.4 Long-Running Event Callbacks

There's another case when Swing programs and threads interact: a long-running event callback. While an event callback is executing, the rest of the GUI is unresponsive. If this happens for a long period of time, it can be very frustrating to users, who often assume that the program has hung. It's far better to execute the long-running task in a separate thread, providing GUI feedback as appropriate.

This task can be accomplished in a few ways. By now, you should be familiar enough with thread programming to spawn your own thread and execute the task, and that's often the simplest route to take. A utility class called the SwingWorkerclass, available on Sun's [java.sun.com](http://book.javanb.com/java-threads-3rd/java.sun.com) web site, can handle many of the threading details for you (but, in the end, it is not really any easier than spawning your own thread).

If you're going to have a lot of tasks like this, though, the easiest thing to do is use a thread pool or a task scheduler. If you have a lot of tasks to execute in parallel, you can use a thread pool (see [Chapter 10](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-10.html#jthreads3-CHP-10)). If you have only a single task to execute every now and then, you can use a task scheduler (see [Chapter 11](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-11.html#jthreads3-CHP-11)).

Here's an example of how to take the first path and set up a thread in a long-running callback. Suppose that in our type tester, the start method must log into a server in order to get the data it is to display. You want to perform that operation in a separate thread because it may take a long time, during which you don't want the GUI to be unresponsive. In fact, you want to give the user an option to cancel that operation in case communicating with the server takes too long.

Here's a class that simulates connecting to the server. While it's at it, the frame displays some progress messages:

package javathreads.examples.ch07.example3;

import java.lang.reflect.\*;

import java.awt.\*;

import java.awt.event.\*;

import javax.swing.\*;

public class FeedbackFrame extends JFrame implements Runnable {

private SwingTypeTester stt;

private Thread t;

private JLabel label;

private int state;

static String[] stateMessages = {

"Connecting to server...",

"Logging into server...",

"Waiting for data...",

"Complete"

};

public FeedbackFrame(SwingTypeTester stt) {

this.stt = stt;

setupFrame( );

t = new Thread(this);

t.start( );

pack( );

show( );

}

private void setupFrame( ) {

label = new JLabel( );

label.setPreferredSize(new Dimension(200, 200));

Container c = getContentPane( );

JButton stopButton = new JButton("Stop");

stopButton.addActionListener(new ActionListener( ) {

public void actionPerformed(ActionEvent ae) {

error( );

}

});

c.add(label, BorderLayout.NORTH);

c.add(stopButton, BorderLayout.SOUTH);

}

private void setText(final String s) {

try {

SwingUtilities.invokeAndWait(new Runnable( ) {

public void run( ) {

label.setText(s);

}

});

} catch (InterruptedException ie) {

error( );

} catch (InvocationTargetException ite) {

error( );

}

}

private void error( ) {

t.interrupt( );

if (SwingUtilities.isEventDispatchThread( ))

closeDown( );

else SwingUtilities.invokeLater(new Runnable( ) {

public void run( ) {

closeDown( );

}

});

}

private void closeDown( ) {

stt.setupCancelled( );

hide( );

dispose( );

}

public void run( ) {

// Simulate connecting to server

for (int i = 0; i < stateMessages.length; i++) {

setText(stateMessages[i]);

try {

Thread.sleep(5 \* 1000);

} catch (InterruptedException ie) {}

if (Thread.currentThread( ).isInterrupted( ))

return;

}

SwingUtilities.invokeLater(new Runnable( ) {

public void run( ) {

stt.setupDone( );

hide( );

dispose( );

}

});

}

}

We've used all our Swing utilities and techniques in this example. The component itself is a frame, and it starts a new thread. Every few seconds, that thread displays a new status message in the frame by calling the setText() method. That method isn't executing on the event-dispatching thread, so it must use the invokeAndWait() method to pass the text to the label. When the thread has finished displaying status messages (meaning that in the real world, it has connected to the server), it informs the SwingTypeTester class that setup is complete梐nd since that class expects everything to run on the event-dispatching thread, the setupDone() method must be called from an invokeLater() method.

When the server gets an error or the user presses the Stop button, we need to tell the SwingTypeTester component that setup was cancelled. The code is the same, but the context is different: the actionPerformed() method runs on the event-dispatching thread while the exception in the run() method runs on a separate thread. So we must use theisEventDispatchThread( ) method to determine how to call the Swing components.

### 7.5 Summary

The Swing classes comprise one of the largest set of classes in the Java API. While threads are an integral part of Java, the Swing classes themselves are not threadsafe. This places a responsibility on the developer, who must make sure that she follows the appropriate access patterns for Swing classes. Methods on Swing objects (with a few exceptions) can be invoked only on the event-dispatching thread.

Swing's use of the invokeLater() method gives us a hint about how we might handle thread-unsafe libraries in general: as long as access to those libraries occurs only on a single thread, we will not run into any threading problems. Passing a Runnable object to a thread pool that contains a single thread is precisely analogous to the technique used by the Swing classes.

#### 7.5.1 Example Classes

Here are the class names and Ant targets for the examples in this chapter:

| **Description** | **Main Java class** | **Ant target** |
| --- | --- | --- |
| Swing Type Tester (all components threadsafe) | javathreads.examples.ch07.example1.SwingTypeTester | ch7-ex1 |
| Swing Type Tester (uses invokeAndWait) | javathreads.examples.ch07.example2.SwingTypeTester | ch7-ex2 |
| Swing Type Tester with simulated server connection | javathreads.examples.ch07.example3.SwingTypeTester | ch7-ex3 |

## Chapter 8. Threads and Collection Classes

In this chapter, we'll look at how threads interact with the collection classes provided by Java. We'll examine some synchronization issues and how they affect our choice and usage of collection classes.

The collection classes comprise many of the classes in the java.util package (and, in J2SE 5.0, some of the classes in the java.util.concurrent package). Collection classes are used to store objects in some data structure: a hashtable, an array, a queue, and so on. Collection classes interact with Java threads in a few areas:

* Collection classes may or may not be threadsafe, so threads that use those classes must understand their synchronization requirements.
* Not all collections have the same performance with regard to thread synchronization, so threads that use them must understand the conditions in which they can be used optimally.
* Newer collection classes automatically provide some threading semantics (such as using thread notification when their data changes).
* Threads commonly use collection classes to share data.

We begin this chapter with an overview of the collection classes; the overview addresses the thread-safety of the various classes. Next, we show how some of the newer collection classes interact with threads. And finally, we show a common design pattern in which multiple threads use the collections: the producer-consumer model.

### 8.1 Overview of Collection Classes

In the beginning, Java provided only a few collection classes. In fact, in the first version of Java, these classes weren't even referred to as collection classes; they were simply utility classes that Java provided. For the most part, these classes were all threadsafe; the early collection classes were designed to prevent developers from inadvertently corrupting the data structures by using them in different threads without appropriate data synchronization.

JDK 1.2 introduced the formal idea of collection classes. The few existing data collection classes from JDK 1.0 and 1.1 were integrated into this framework, which was expanded to include new classes and new interfaces. Defining the collection classes in terms of interfaces made it possible to write programs that could use different collection implementations at runtime.

The controversial change introduced in JDK 1.2 is that most of the collection classes are now, by default, not threadsafe. Threadsafe versions of the classes exist, but the decision was made to allow the developer to manage the thread-safety of the classes. Two factors inform this decision: the performance of synchronization and the requirements of algorithms that use the collection. We'll have more to say on those issues in the next section. JDK 1.3 and 1.4 added some minor extensions to these collection classes.

J2SE 5.0 introduces a number of new collection classes. Some of these classes are simple extensions to the existing collections framework, but many of them have two distinguishing features. First, their internal implementation makes heavy use of the new J2SE 5.0 synchronization tools (in particular, atomic variables). Second, most of these classes are designed to be used by multiple threads and support the idea of thread notification when data in the collection becomes available.

#### 8.1.1 Collection Interfaces

As we mentioned, the collection classes are based around a set of interfaces introduced in JDK 1.2:

java.util.List

A list is an ordered set of data (e.g., an array). Unlike actual arrays, lists are not fixed in size; they can grow as more data is added. Lists provide methods to get and set data elements by index and also to insert or remove data at arbitrary points (expanding or shrinking the list as necessary). Therefore, they can also be thought of as linked lists.

java.util.Map

A map associates values with keys. Duplicate keys are not allowed; each key maps to at most one value. Thejava.util.SortedMap interface extends this to provide maps that are sorted based on a collection-specific definition. The java.util.Dictionary interface provides essentially the same interface as a map but is "obsolete" (unofficially deprecated).

java.util.Set

A set is a collection of elements that are stored in no particular order. Duplicate elements are not allowed. Thejava.util.SortedSet interface extends this to provide a sorted set of objects.

java.util.Queue

A queue is an ordered set of data that is operated on in either last-in-first-out (LIFO) or first-in-first-out (FIFO) order (although no implementations presently support a LIFO ordering). Previously, queues could be simulated by lists, but the new queue implementations are more efficient. This interface was introduced in J2SE 5.0.

#### 8.1.2 Threadsafe Collection Classes

Only a few collection classes are threadsafe. As we'll see later, being threadsafe does not necessarily mean that you can safely use them in every multithreaded program; programs must still be designed in a fashion that allows the collection to be used by multiple threads. Here are some of the more common threadsafe collection classes:

java.util.Vector (a List)

A simple array, allowing index-based operations and random insertion and deletion.

java.util.Stack (a List)

The Stack class extends the Vector class to provide the ability to treat the vector as a stack. Objects can be pushed onto the stack or popped from the stack, providing a LIFO ordering (however, this class does not implement the Queue interface).

java.util.Hashtable (a Map)

A simple, unordered map of keys to values.

java.util.concurrent.ConcurrentHashMap (a Map)

A class that implements an unordered map. It uses less synchronization than the Hashtable class.

java.util.concurrent.CopyOnWriteArrayList (a List)

A simple array list that provides safe semantics for unsynchronized iterator access.

java.util.concurrent.CopyOnWriteArraySet (a Set)

A simple set that provides safe semantics for unsynchronized iterator access.

java.util.concurrent.ConcurrentLinkedQueue (a Queue)

An unbounded FIFO queue. It is optimized for multiple threads inserting and removing items from the collection.

#### 8.1.3 Thread-Unsafe Collection Classes

The majority of collection classes are not threadsafe. When used in multithreaded programs, access to them must always be controlled by some synchronization. This synchronization can be accomplished either by using a "wrapper" class that synchronizes every access operation (using the Collections class, which we'll show later) or by using explicit synchronization:

java.util.BitSet

A bit set stores an array of boolean (1-bit) values. The size of the array can grow at will. A BitSet saves space compared to an array of booleans since the bit set can store multiple values in one long variable. Despite its name, it does not implement the Set interface.

java.util.HashSet (a Set)

A class that implements an unordered set collection.

java.util.TreeSet (a SortedSet)

A class that implements a sorted (and ordered) set collection.

java.util.HashMap (a Map)

A class that implements an unordered map collection.

java.util.WeakHashMap (a Map)

This class is similar to the HashMap class. The difference is that the key is a weak reference梚t is not counted as a reference by the garbage collector. The class therefore deletes key-value pair entries from the map when the key has been garbage collected.

java.util.TreeMap (a SortedMap)

A class that implements a sorted (and ordered) map collection. This map is based on binary trees (so operations require log(n) time to perform).

java.util.ArrayList (a List)

A class that implements a list collection. Internally, it is implemented using arrays.

java.util.LinkedList (a List and a Queue)

A class that implements a list and a queue collection, providing a doubly linked list.

java.util.LinkedHashSet (a Set)

A set collection that sorts its items based on the order in which they are added to the set.

java.util.LinkedHashMap (a Map)

A map collection that sorts its items based on the order in which they are added to the map.

java.util.IdentityHashMap (a Map)

A map collection. Unlike all other maps, this class uses == for key comparison instead of the equals() method.

java.util.EnumSet (a Set)

A specialized set collection that holds only Enum values.

java.util.EnumMap (a Map)

A specialized map collection that uses only Enum values as keys.

java.util.PriorityQueue (a Queue)

An unbounded queue in which retrieval is not based on order (LIFO or FIFO); instead, objects are removed according to which is the smallest (as determined by the Comparable or Comparator interface).

#### 8.1.4 Thread-Notification Collection Classes

A number of classes in the java.util.concurrent package are designed to provide thread notification when their contents change. They are inherently threadsafe since they are expected to be used by multiple threads simultaneously. They simplify usage of collections by providing semantics to handle out-of-space and out-of-data conditions within the collection. We'll see examples of this later in the chapter.

java.util.concurrent.ArrayBlockingQueue (a Queue)

A bounded FIFO queue. This collection supports the blocking interface, an interface that allows threads to wait either for space to be available (while storing data) or data to be available (while retrieving data).

java.util.concurrent.LinkedBlockingQueue (a Queue)

A FIFO queue that can be either bounded or unbounded. This collection supports the blocking interface.

java.util.concurrent.SynchronousQueue (a Queue)

A bounded FIFO queue. The bound on this queue is one (no elements are actually held in the collection), and multiple threads operate on it synchronously.

java.util.concurrent.PriorityBlockingQueue (a Queue)

A threadsafe implementation of the PriorityQueue class. This class also supports the blocking interface.

java.util.concurrent.DelayQueue (a Queue)

A class that implements an unbounded queue with a time-based order. Retrieval from the queue is based on the object whose getDelay() method has expired earliest: elements whose time expiration has not occurred can't be retrieved from the queue.

### 8.2 Synchronization and Collection Classes

When writing a multithreaded program, the most important question when using a collection class is how to manage its synchronization. Synchronization can be managed by the collection class itself or managed explicitly in your program code. In the examples in this section, we'll explore both of these options.

#### 8.2.1 Simple Synchronization

Let's take the simple case first. In the simple case, you're going to use the collection class to store shared data. Other threads retrieve data from the collection, but there won't be much (if any) manipulation of the data.

In this case, the easiest object to use is a threadsafe collection (e.g., a Vector or Hashtable). That's what we've done all along in our CharacterEventHandler class:

package javathreads.examples.ch08.example1;

import java.util.\*;

public class CharacterEventHandler {

private Vector listeners = new Vector( );

public void addCharacterListener(CharacterListener cl) {

listeners.add(cl);

}

public void removeCharacterListener(CharacterListener cl) {

listeners.remove(cl);

}

public void fireNewCharacter(CharacterSource source, int c) {

CharacterEvent ce = new CharacterEvent(source, c);

CharacterListener[] cl = (CharacterListener[] )

listeners.toArray(new CharacterListener[0]);

for (int i = 0; i < cl.length; i++)

cl[i].newCharacter(ce);

}

}

In this case, using a vector is sufficient for our purposes. If multiple threads call methods of this class at the same time, there is no conflict. Because the listeners collection is threadsafe, we can call its add(), remove(), andtoArray() methods at the same time without corrupting the internal state of the Vector object. Strictly speaking, there is a race condition here in our use of the toArray() method; we'll talk about that a little more in the next section. But the point is that none of the methods on the vector see data in an inconsistent state because the Vector class itself is threadsafe.

A second option would be to use a thread-unsafe class (e.g., the ArrayList class) and manage the synchronization explicitly:

package javathreads.examples.ch08.example2;

...

public class CharacterEventHandler {

private ArrayList listeners = new ArrayList( );

public synchronized void addCharacterListener(CharacterListener cl) {

...

}

public synchronized void removeCharacterListener(CharacterListener cl) {

...

}

public synchronized void fireNewCharacter(CharacterSource source, int c) {

...

}

}

Or we could have synchronized the class like this:

package javathreads.examples.ch08.example3;

...

public class CharacterEventHandler {

private ArrayList listeners = new ArrayList( );

public void addCharacterListener(CharacterListener cl) {

synchronized(listeners) {

listeners.add(cl);

}

}

public void removeCharacterListener(CharacterListener cl) {

synchronized(listeners) {

listeners.add(cl);

}

}

public void fireNewCharacter(CharacterSource source, int c) {

CharacterEvent ce = new CharacterEvent(source, c);

CharacterListener[] cl;

synchronized(listeners) {

cl = (CharacterListener[])

listeners.toArray(new CharacterListener[0]);

}

for (int i = 0; i < cl.length; i++)

cl[i].newCharacter(ce);

}

}

In this example, it doesn't matter whether we synchronize on the collection object or the event handler object (this); either one ensures that two threads are not simultaneously calling methods of the ArrayList class.

Our third option is to use a synchronized version of the thread-unsafe collection class. Most thread-unsafe collection classes have a synchronized counterpart that is threadsafe. The threadsafe collections are constructed by calling one of these static methods of the Collections class:

Set s = Collections.synchronizedSet(new HashSet(...));

Set s = Collections.synchronizedSet(new LinkedHashSet(...));

SortedSet s = Collections.synchronizedSortedSet(new TreeSet(...));

Set s = Collections.synchronizedSet(EnumSet.noneOf(obj.class));

Map m = Collections.synchronizedMap(new HashMap(...));

Map m = Collections.synchronizedMap(new LinkedHashMap(...));

SortedMap m = Collections.synchronizedSortedMap(new TreeMap(...));

Map m = Collections.synchronizedMap(new WeakHashMap(...));

Map m = Collections.synchronizedMap(new IdentityHashMap(...));

Map m = Collections.synchronizedMap(new EnumMap(...));

List list = Collections.synchronizedList(new ArrayList(...));

List list = Collections.synchronizedList(new LinkedList(...));

Any of these options protect access to the data held in the collection. This is accomplished by wrapping the collection in an object that synchronizes every method of the collection interface: it is not designed as an optimally synchronized class. Also note that the queue collection is not supported: the Collections class supplies only wrapper classes that support the Set, Map, and List interfaces. This is not a problem in most cases since the majority of the queue implementations are synchronized (and synchronized optimally).

#### 8.2.2 Complex Synchronization

A more complex case arises when you need to perform multiple operations atomically on the data held in the collection. In the previous section, we were able to use simple synchronization because the methods that needed to access the data in the collection performed only a single operation. The addCharacterListener() method has only a single statement that uses the listeners vector, so it doesn't matter if the data changes after the addCharacterListener( ) method calls the listeners.add() method. As a result, we could rely on the container to provide the synchronization.

We alluded to a race condition in the fireNewCharacter() method. After we call the listeners.toArray( ) method, we cycle through the listeners to call each of them. It's entirely possible that another thread will call theremoveCharacterListener() method while we're looping through the array. That won't corrupt the array or the listenersvector, but in some algorithms, it could be a problem: we'd be operating on data that has been removed from the vector. In our program, that's okay: we have a benign race condition. In other programs, that may not necessarily be the case.

Suppose we want to keep track of all the characters that players typed correctly (or incorrectly). We could do that with the following:

package javathreads.examples.ch08.example4;

import java.util.\*;

import javax.swing.\*;

import javax.swing.table.\*;

public class CharCounter {

public HashMap correctChars = new HashMap( );

public HashMap incorrectChars = new HashMap( );

private AbstractTableModel atm;

public void correctChar(int c) {

synchronized(correctChars) {

Integer key = new Integer(c);

Integer num = (Integer) correctChars.get(key);

if (num == null)

correctChars.put(key, new Integer(1));

else correctChars.put(key, new Integer(num.intValue( ) +1));

if (atm != null)

atm.fireTableDataChanged( );

}

}

public int getCorrectNum(int c) {

synchronized(correctChars) {

Integer key = new Integer(c);

Integer num = (Integer) correctChars.get(key);

if (num == null)

return 0;

return num.intValue( );

}

}

public void incorrectChar(int c) {

synchronized(incorrectChars) {

Integer key = new Integer(c);

Integer num = (Integer) incorrectChars.get(key);

if (num == null)

incorrectChars.put(key, new Integer(-1));

else incorrectChars.put(key, new Integer(num.intValue( ) -1));

if (atm != null)

atm.fireTableDataChanged( );

}

}

public int getIncorrectNum(int c) {

synchronized(incorrectChars) {

Integer key = new Integer(c);

Integer num = (Integer) incorrectChars.get(key);

if (num == null)

return 0;

return num.intValue( );

}

}

public void addModel(AbstractTableModel atm) {

this.atm = atm;

}

}

Here we use thread-unsafe collections to hold the data and explicitly synchronize access around the code that uses the collections. It would be insufficient to use Hashtable collections in this code without also synchronizing as we did earlier. Although retrieving a value from a hashtable is threadsafe, and replacing an element in a hashtable is also threadsafe, the overall operation is not threadsafe: both collection operations must be atomic for the algorithm to succeed. Otherwise, two threads could simultaneously retrieve the stored value, increment it, and store it; the net result would be a score that is one less than it should be.

The moral of the story is that using a threadsafe collection does not guarantee the correctness of your program. Because of the explicit synchronization required in this example, we were able to use a thread-unsafe collection (although, as we'll see in [Chapter 14](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-14.html#jthreads3-CHP-14), if you use a threadsafe collection, it's unlikely you'll see much difference.)

#### 8.2.3 Iterators and Enumerations

Many situations call for using each element of a collection. Such is the case in our example. We called the toArray()method, which returns an array containing every element in the vector. The Vector and Hashtable classes also have methods that return a java.util.Enumeration object that contains every element in the collection. More generally, all collection classes implement one or more methods that return a java.util.Iterator object. The iterator also contains every element in the collection.

Each of these techniques presents special synchronization concerns. We've already seen that looping through the array returned by the toArray() method can lead to a situation where we're accessing an element in the array that no longer appears in the collection. That may or may not be a problem for your program; if it is a problem, the solution is to synchronize access around the loop that uses the array.

Enumeration objects are difficult to use without explicit synchronization. The enumeration keeps state information about the collection; if the collection is modified while the enumeration is active, the enumeration may become confused. The enumeration fails in some random way, possibly through an unexpected runtime exception (e.g., a NullPointerException).

To use an enumeration of a collection that may also be used by multiple threads, you should synchronize on the collection object itself:

package javathreads.examples.ch08.example5;

...

public void fireNewCharacter(CharacterSource source, int c) {

CharacterEvent ce = new CharacterEvent(source, c);

Enumeration e;

synchronized(listeners) {

e = listeners.elements( );

while (e.hasMoreElements( )) {

((CharacterListener) e.nextElement( )).newCharacter(ce);

}

}

}

}

You could synchronize the method instead, as long as your collection is not used in any unsynchronized method. The point is that the enumeration and all uses of the collection must be locked by the same synchronization object.

Iterators behave somewhat differently. If the underlying collection of an iterator is modified while the iterator is active, the next access to the iterator throws a ConcurrentModificationException, which is also a runtime exception. Unlike enumerations, if the iterator fails, the underlying collection can still be used. The way in which iterators fail immediately after a modify operation is called "fail-fast."

The safest way to use an iterator is to make sure its use is synchronized by its underlying collection (just as we did with the enumeration)梠r to make sure that it and the collection are protected by the same synchronization lock.

You can't rely upon the fail-fast nature of iterators. Iterators make a best effort at determining when the underlying collection has changed, but in the absence of synchronization, it's impossible to predict when the failure occurs. Once a failure has occurred, the iterator is not useful for further processing. Therefore, you're left with a situation where some elements of the collection have been processed and others have not.

Two classes�CopyOnWriteArrayList and CopyOnWriteArraySet梡rovide special iteration semantics. These classes are designed to copy the underlying collection when necessary so that iterators operate on a snapshot of the data from the time the iterator was created. Modifying the collection while the iterator is active creates a copy of the collection for the iterator.

This is an expensive operation, both in terms of time and memory usage. However, it ensures that iterators can be used from unsynchronized code because the iterators end up operating on old copies of the data. So, the iterators never throw a concurrent modification exception.

These classes are designed for cases where modifications to the collection are rare and the iterator of the collection is used frequently by multiple threads. This allows the iterators to be unsynchronized and still be threadsafe; as long as the updates are rare enough, this yields better overall performance. Note, however, that race conditions are still possible with this technique; it's essentially the same type of operation as we saw earlier with the toArray() method. The difference is when the copying occurs: when you call the toArray() method, a copy of the collection is made at that time. With the copy-on-write classes, the copy is made whenever the collection is modified.

#### 8.2.4 Thread-Aware Classes

Many collection classes are what we would term "thread-aware." They have many internal and subtle features that were designed specifically for threads:

* Some collections have an implementation that minimizes the need for synchronization by segmenting the collection. It is possible for threads to modify the collection simultaneously, without any synchronization, when they are operating on different segments.
* Some provide special services梥uch as iterator handling梩hat are specifically designed for multithreaded environments. The main reason for copy-on-write iterators is to balance the performance issues of many simultaneous threads iterating through the collection against a few updates to the collection.
* Interfaces have been enhanced to handle issues related to threads better. For example, the concurrent hashmap has the ability to add a key only if the key is not in the map; this simple enhancement removes the need for explicit synchronization for parallel writes of new elements.

### 8.3 The Producer/Consumer Pattern

One of the more common patterns in threaded programming is the producer/consumer pattern. The idea is to process data asynchronously by partitioning requests among different groups of threads. The producer is a thread (or group of threads) that generates requests (or data) to be processed. The consumer is a thread (or group of threads) that takes those requests (or data) and acts upon them. This pattern provides a clean separation that allows for better thread design and makes development and debugging easier. This pattern is shown in [Figure 8-1](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-8-SECT-3.html#jthreads3-CHP-8-FIG-1).

##### Figure 8-1. The producer/consumer pattern

![figs/jth3_0801.gif](data:image/gif;base64,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)

The producer/consumer pattern is common for threaded programs because it is easy to make threadsafe. We just need to provide a safe way to pass data from the producer to the consumer. Data needs to be synchronized only during the small period of time when it is being passed between producer and consumer. We can use simple synchronization since the acts of inserting and removing from the collection are single operations. Therefore, any threadsafe vector, list, or queue can be used.

The queue-based collection classes added to J2SE 5.0 were specifically designed for this model. The queue data type is perfect to use for this pattern since it has the simple semantics of adding and removing a single element (with an optional ordering of the requests). Furthermore, blocking queues provide thread-control functionality: this allows you to focus on the functionality of your program while the queue takes care of thread and space management issues. Of course, if you need control over such issues, you can use a nonblocking queue and use your own explicit synchronization and notification.

Here's a simple producer that uses a blocking queue:

package javathreads.examples.ch08.example6;

import java.util.\*;

import java.util.concurrent.\*;

public class FibonacciProducer implements Runnable {

private Thread thr;

private BlockingQueue<Integer> queue;

public FibonacciProducer(BlockingQueue<Integer> q) {

queue = q;

thr = new Thread(this);

thr.start( );

}

public void run( ) {

try {

for(int x=0;;x++) {

Thread.sleep(1000);

queue.put(new Integer(x));

System.out.println("Produced request " + x);

}

} catch (InterruptedException ex) {

}

}

}

The producer is implemented to run in a separate thread; it uses the queue to store requests to be processed. We're using a blocking queue because we want the queue to handle the case where the producer gets too far ahead of the consumer. When that happens, we want the producer to block (so that it does not produce any more requests until the consumer catches up).

Here's the consumer:

package javathreads.examples.ch08.example6;

import java.util.concurrent.\*;

public class FibonacciConsumer implements Runnable {

private Fibonacci fib = new Fibonacci( );

private Thread thr;

private BlockingQueue<Integer> queue;

public FibonacciConsumer(BlockingQueue<Integer> q) {

queue = q;

thr = new Thread(this);

thr.start( );

}

public void run( ) {

int request, result;

try {

while (true) {

request = queue.take( ).intValue( );

result = fib.calculateWithCache(request);

System.out.println(

"Calculated result of " + result + " from " + request);

}

} catch (InterruptedException ex) {

}

}

}

The consumer also runs in its own thread. It blocks until a request is in the queue, at which point it calculates a Fibonacci number based on the request. The actual calculation is performed by the Fibonacci class available in the online examples (along with a testing program).

Notice that the producer and consumer threads are decoupled: the producer never directly calls the consumer (and vice versa). This allows us to interchange different producers without affecting the consumer. It also allows us to have multiple producers serviced by a single consumer, or multiple consumers servicing a single producer. More generally, we can vary the number of either based on performance needs or user requirements.

The queue has also hidden all of the interesting thread code. When the queue is full, the producer blocks: it waits on a condition variable. Later, when the consumer takes an element from the queue, it notifies the waiting producer. A similar situation arises when the consumer calls the take() method on an empty queue. You could write all the condition variable code to handle this, but it's far easier to allow the queue to do it for you.

We chose to calculate a Fibonacci number in our test program because we used a recursive algorithm that takes an increasingly long time to compute. It's interesting to watch how the producer and consumer interact in this case. In the beginning, the consumer is blocked a lot of the time because it can calculate the Fibonacci number in less than one second (the time period between requests from the producer). Later, the producer spends most of its time blocked because it has overwhelmed the consumer and filled the queue.

If you have a multiprocessor machine, you can run the example with multiple consumer threads, but eventually the result is the same: the calculations take too long for the consumers to keep up.

### 8.4 Using the Collection Classes

So, which are the best collections to use? Obviously, no single answer fits all cases. However, here are some general suggestions. By adhering to these suggestions, we can narrow the choice of which collection to use.

* When working with collection classes, work through interfaces
* As with all Java programming, interfaces isolate implementation details. By using interfaces, the programmer can easily refactor a program to use a different collection implementation by changing only the initialization code.
* There is little performance benefit in using a nonsynchronized collection
* This may be surprising to many developers梖or an understanding of the performance issues around lock acquisition, see [Chapter 14](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-14.html#jthreads3-CHP-14). In brief, performance issues with lock acquisitions occur only when there is contention for the lock. However, a nonsynchronized collection should have no contention for the lock. If there is contention, having race conditions is a more problematic issue than performance.
* For algorithms with a lot of contention, consider using the concurrent collections
* The set, hashmap, and list collections that were added in J2SE 5.0 are highly optimized. If a program's algorithm fits into one of these interfaces, consider choosing a J2SE 5.0 collection over a synchronized version of a JDK 1.2 collection. The concurrent collections are much better optimized for multithreaded access.
* For producer/consumer-based programs, consider using a queue as the collection
* Queues are best for the producer/consumer model for many reasons. First, queues provide an ordering of requests, preventing data starvation. Second, queues are highly optimized, having minimal synchronization, atomic accesses, and even safe parallel access in many cases. With these collections, a huge number of threads can work in parallel with little bottlenecking at the queue's access points.
* When possible, try to minimize the use of explicit synchronization
* Iterators and other support methods that require tranversal of an entire collection may need more synchronization than the collection provides alone. This can be a problem when many threads are involved.
* Limit your use of iterators from the copy-on-write collections
* First, use these classes only when the number of elements in the collection is small. This is because of the time and size requirements of the copy-on-write operation. Second, your program must not require that the collection have the most up-to-date information. The iterator contains only the information of the collection at the time that it is created.
* Consider using multiple collections
* While some of these collections have minimal synchronization, these synchronization periods can still be an issue when many threads are involved. Consider having an algorithm that uses segmented collections instead of a genericimplementation in which all threads use the same collection.
* There is little difference between a set and a map
* Theoretically, a set and a map are different in a number of ways, but in terms of implementation, there is little difference. Many of the set collections are just implemented by using the map collection. This means that the choice is not actually a choice: an item stored in a set is merely stored as a key in a map.

### 8.5 Summary

In this chapter, we have examined how threads interact with Java's collection classes. We've seen the synchronization requirements imposed by different classes and how to handle those requirements effectively. We've also examined how these classes can be used for the common design pattern known as the producer/consumer pattern.

#### 8.5.1 Example Classes

Here are the class names and Ant targets for the examples in this chapter. The online examples also include test code for the producer/consumer pattern.

| **Description** | **Main Java class** | **Ant target** |
| --- | --- | --- |
| Swing Type Tester | javathreads.examples.ch08.example1.SwingTypeTester | ch8-ex1 |
| Swing Type Tester (uses array lists) | javathreads.examples.ch08.example2.SwingTypeTester | ch8-ex2 |
| Swing Type Tester (uses synchronized blocks) | javathreads.examples.ch08.example3.SwingTypeTester | ch8-ex3 |
| SwingTypeTester (counts character success/failures) | javathreads.examples.ch08.example4.SwingTypeTester | ch8-ex4 |
| SwingTypeTester (uses enumeration) | javathreads.examples.ch08.example5.SwingTypeTester | ch8-ex5 |
| Producer/Consumer Model | javathreads.examples.ch08.example6.FibonacciTest nConsumers | ch8-ex6 |

In the Ant script, the number of consumer threads is defined by this property:

<property name="nConsumers" value="1"/>

## Chapter 9. Thread Scheduling

The term "thread scheduling" covers a variety of topics. This chapter examines one of those topics, which is how a computer selects particular threads to run. The information in this chapter provides a basic understanding of when threads run and how computers handle multiple threads. There's little programming in this chapter, but the information we present is an important foundation for other topics of thread scheduling. In particular, the next few chapters discuss task scheduling and thread pools, which are the programmatic techniques you use to manage large numbers of threads and jobs.

The key to understanding Java thread scheduling is to realize that a CPU is a scarce resource. When two or more threads want to run on a single-processor machine, they end up competing for the CPU, and it's up to someone梕ither the programmer, the Java virtual machine, or the operating system梩o make sure that the CPU is shared among these threads. The same is true whenever a program has more threads than the machine hosting the program has CPUs. The essence of this chapter is to understand how CPUs are shared among threads that want to access them.

In earlier examples, we didn't concern ourselves with this topic because, in those cases, the details of thread scheduling weren't important to us. This was because the threads we were concerned with didn't normally compete for a CPU: they had specific tasks to do, but the threads themselves were usually short-lived or only periodically needed a CPU in order to accomplish their task. Consider the event-processing thread in our typing program. Most of the time, this thread isn't using a CPU because it's waiting for the user to do something. When the user types a character or moves the mouse, the thread quickly processes the event and waits for the next event; since the thread doesn't need a CPU very often, we didn't need to concern ourselves with the thread's scheduling.

The topic of thread scheduling is a difficult one to address because the Java specification does not require implementations to schedule threads in a particular manner. It provides guidelines that threads should be scheduled based on a thread's priority, but they are not absolute, and different implementations of the Java virtual machine follow the guidelines differently. You cannot guarantee the order of execution of threads across all Java virtual machines.

### 9.1 An Overview of Thread Scheduling

We'll start by looking at the basic principles of how threads are scheduled. Any particular virtual machine (and underlying operating system) may not follow these principles exactly, but the principles form the basis for our understanding of thread scheduling.

Let's start by looking at an example with some CPU-intensive threads. In this and subsequent chapters, we'll consume CPU resources with a recursive Fibonacci number generator, which has the advantage (for our purposes) of being an elegant and very slow program:

package javathreads.examples.ch09;

import java.util.\*;

import java.text.\*;

public class Task implements Runnable {

long n;

String id;

private long fib(long n) {

if (n == 0)

return 0L;

if (n == 1)

return 1L;

return fib(n - 1) + fib(n - 2);

}

public Task(long n, String id) {

this.n = n;

this.id = id;

}

public void run( ) {

Date d = new Date( );

DateFormat df = new SimpleDateFormat("HH:mm:ss:SSS");

long startTime = System.currentTimeMillis( );

d.setTime(startTime);

System.out.println("Starting task " + id + " at " + df.format(d));

fib(n);

long endTime = System.currentTimeMillis( );

d.setTime(endTime);

System.out.println("Ending task " + id + " at " + df.format(d) +

" after " + (endTime - startTime) + " milliseconds");

}

}

We've made this class a Runnable object so that we can run multiple instances of it in multiple threads:

package javathreads.examples.ch09.example1;

import javathreads.examples.ch09.\*;

public class ThreadTest {

public static void main(String[] args) {

int nThreads = Integer.parseInt(args[0]);

long n = Long.parseLong(args[1]);

Thread t[] = new Thread[nThreads];

for (int i = 0; i < t.length; i++) {

t[i] = new Thread(new Task(n, "Task " + i));

t[i].start( );

}

for (int i = 0; i < t.length; i++) {

try {

t[i].join( );

} catch (InterruptedException ie) {}

}

}

}

Running this code with three threads produces this kind of output:

Starting task Task 2 at 00:04:30:324

Starting task Task 0 at 00:04:30:334

Starting task Task 1 at 00:04:30:345

Ending task Task 1 at 00:04:38:052 after 7707 milliseconds

Ending task Task 2 at 00:04:38:380 after 8056 milliseconds

Ending task Task 0 at 00:04:38:502 after 8168 milliseconds

Let's look at this output. Notice that the last thread we created and started (Task 2) was the first one that printed its first output. However, all threads started within 20 milliseconds of each other. The actual calculation took about eight seconds for each thread, and the threads ended in a different order than they started in. In particular, even though Task 2 started first, it took 349 milliseconds longer to perform the same calculation as Task 1 and finished after Task 1.

Generally, we'd expect to see similar output on almost any Java virtual machine running on almost any platform: the threads would start at almost the same time in some random order, and they would end in a (different) random order after having run for about the same amount of time.

Certain virtual machines and operating systems, however, would produce this output:

Starting task Task 0 at 00:04:30:324

Ending task Task 0 at 00:04:33:052 after 2728 milliseconds

Starting task Task 1 at 00:04:33:062

Ending task Task 1 at 00:04:35:919 after 2857 milliseconds

Starting task Task 2 at 00:04:35:929

Ending task Task 2 at 00:04:37:720 after 2791 milliseconds

The total here takes about the same amount of time, but now they have run sequentially: the second task did not begin to execute until the first task was finished. Another interesting fact about this output is that each individual task took less time than it did previously. That's a topic we'll cover in [Chapter 10](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-10.html#jthreads3-CHP-10).

#### 9.1.1 Priority-Based Scheduling

In each of these examples, multiple threads compete for time on the CPU. When multiple threads want to execute, it is up to the underlying operating system to determine which of those threads are placed on a CPU. Java programs can influence that decision in some ways, but the decision is ultimately up to the operating system.

A Java virtual machine is required to implement a preemptive, priority-based scheduler among its various threads. This means that each thread in a Java program is assigned a certain priority, a positive integer that falls within a well-defined range. This priority can be changed by the developer. The Java virtual machine never changes the priority of a thread, even if the thread has been running for a certain period of time.

The priority value is important because the contract between the Java virtual machine and the underlying operating system is that the operating system must generally choose to run the Java thread with the highest priority. That's what we mean when we say that Java implements a priority-based scheduler. This scheduler is implemented in a preemptive fashion, meaning that when a higher-priority thread comes along, that thread interrupts (preempts) whatever lower-priority thread is running at the time. The contract with the operating system, however, is not absolute, which means that the operating system can sometimes choose to run a lower-priority thread.

Java's requirement for a priority-based, preemptive scheduling mechanism maps well to many operating systems. Solaris, the various Windows operating systems, Linux, and most other operating systems on desktop computers and servers all provide the support for that kind of thread scheduling. Certain operating systems, particularly those on specialized devices and on smaller, handheld devices, do not provide that level of scheduling support; Java virtual machine implementations for those operating systems must perform the necessary thread scheduling on their own.

Our first example, where the threads all complete at about the same time, is executed on a standard operating system (Solaris) where the thread scheduling is handled by the operating system. Our second example, where the threads run sequentially, is from a system where the Java virtual machine itself handles the thread scheduling. Both implementations are valid Java virtual machines.

#### 9.1.2 The Scheduling Process

Let's examine how the scheduling process works in a little more detail. At a conceptual level, every thread in the Java virtual machine can be in one of four states:

*Initial*

A thread object is in the initial state from the period when it is created (that is, when its constructor is called) until the start() method of the thread object is called.

*Runnable*

A thread is in the runnable state once its start() method has been called. A thread leaves the runnable state in various ways, but the runnable state can be thought of as a default state: if a thread isn't in any other state, it's in the runnable state.

A thread that is in the runnable state may not actually be running; it may be waiting for a CPU. A thread that is running on a CPU is called a currently running thread.

*Blocked*

A thread that is blocked is one that cannot be run because it is waiting for some specific event to occur. Threads block for many reasons: they attempt to read data (e.g., from a socket) when no data is available; they execute a thread-blocking method (e.g., the sleep(), wait(), or join( ) methods); or they attempt to acquire a synchronization lock that another thread already holds. We've seen APIs that also block, but internally those methods are all executing the wait() method.

*Exiting*

A thread is in the exiting state once its run() method returns (or its deprecated stop( ) method has been called).

The basic process of thread scheduling is essentially the same whether it's performed by the Java virtual machine or the underlying operating system. Our intent here is to provide an illustration of how thread scheduling works, not to provide a blueprint of how any particular thread scheduler is actually implemented.

We can conceive that a thread scheduler keeps track of all the threads on which it operates by using linked lists; every thread is on a list that represents the state of the thread. A Java thread can have one of 11 priorities, so we conceive of 14 linked lists: one for all threads in the initial state, one for all threads in the blocked state, one for all threads in the exiting state, and one for each priority level. The list of threads at a given priority level represents only those threads that are currently in the runnable state: a thread in the runnable state at priority 7 is placed on the priority 7 list, but when the thread blocks, it moves to the blocked linked list. We're speaking here of having 11 priorities, but that number is a Java abstraction: an operating system may have more or fewer priorities than that (but conceptually, each would still have its own linked list).

For simplicity, we conceive of these threads as being on an ordered list; in reality, they may be held in simple pools. Keeping the threads in a linked list implies that threads will be selected to run in a particular order. While that is a useful way of thinking about the process, it is not necessarily the way an implementation may work.

Let's see how this scheduling will occur with the example we show at the beginning of the chapter. That example has a total of four threads: the initial thread (which executes the main() method) and the three task threads we started. In fact, as we've mentioned, there are more threads because the virtual machine starts various background threads (like thegarbage collection thread). But for our discussion, we'll consider only the four threads that are executing our code.

The threads that calculate a Fibonacci number never block: they move from the initial state to the runnable state to the executing state. The main thread is in the runnable state and then enters the blocking state when it executes the join()method to wait for the other threads.

The second time that we run the program, the state of the threads follows the transition path shown in [Figure 9-1](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-9-SECT-1.html#jthreads3-CHP-9-FIG-1). The main thread is the currently running thread until it blocks at time T1. At that point, one of the task threads becomes the currently running thread; it remains the currently running thread until time T2 when it finishes and transitions to the exiting state. Another task thread becomes the currently running thread, and the cycle continues until all threads have completed.

##### Figure 9-1. A simple thread-state diagram
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That explains the output that we see when we run the program for a second time: everything (including the output) proceeds sequentially. So why is the output different the first time we run the example?

The first time we run the example, we do so on a typical operating system. The thread scheduler on that OS, in addition to being priority-based and preemptive, is also time-slicing. That means when threads are waiting for the CPU, the operating system allows one of them to run for a very short time. It then interrupts that thread and allows a second thread to run for a very short time, and so on. A portion of the thread transitions on such an operating system is shown in [Figure 9-2](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-9-SECT-1.html#jthreads3-CHP-9-FIG-2).

##### Figure 9-2. Thread states with OS scheduling
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Java does not mandate that its threads be time-sliced, but most operating systems do so. There is often some confusion in terminology here: preemption is often confused with time-slicing. In fact, preemption means only that a higher-priority thread runs instead of a lower-priority one, but when threads have the same priority, they do not preempt each other. They are typically subject to time-slicing, but that is not a requirement of Java.

There's one other important point about these two figures. In our first figure, the time points (T1, T2, and so on) are relatively far apart. The time transitions in that case are determined when a particular thread changes state: when the main thread changes to the blocked state, a task thread changes to become the currently running thread. When that thread changes to the exiting state, a second task thread changes to become the currently running thread and so on.

In the second case, the time transitions occur at a much shorter interval, on the order of a few hundred milliseconds or so. In this case, the transitions of the threads between currently running and waiting for CPU are imposed by the operating system and not as a result of anything the thread itself has done. Of course, if a thread voluntarily changes to the exiting or waiting state, a transition occurs at that point as well.

#### 9.1.3 Priority Exceptions

When an operating system schedules Java threads, it may choose to run a lower-priority thread instead of a higher-priority thread in two instances, described next.

##### 9.1.3.1 Priority inversion

In a typical priority-based threading system, something unusual occurs when a thread attempts to acquire a lock that is held by a lower-priority thread: because the higher-priority thread becomes blocked, it temporarily runs with an effective priority of the lower-priority thread. Suppose that we have a thread with a priority of 8 that wants to acquire a lock that is held by a thread with a priority of 2. Because the priority 8 thread is waiting for the priority 2 thread to release the lock, it ends up running with an effective priority of 2. This is known as priority inversion.

Priority inversion is often solved by priority inheritance. With priority inheritance, a thread that holds a lock that is wanted by a thread with a higher priority has its priority temporarily and silently raised: its new priority becomes the same as the priority of the thread that it is causing to block. When the thread releases the lock, its priority is lowered to its original value.

The goal of priority inheritance is to allow the high-priority thread to run as soon as possible. It is a common feature of operating systems, and Java virtual machines running on those operating systems are subject to it. However, it is not a requirement of the Java specification.

##### 9.1.3.2 Complex priorities

The second case involves the priority assigned to threads by the operating system. We mentioned that Java has 11 priority levels (10 of which are available to developers), but this is an abstraction of the Java language. Operating systems usually have many more priorities. More important, though, is that the priority that the operating system assigns to a thread is a complex formula that takes many pieces of information into account.

A simple version of this formula might be this:

RealPriority = JavaPriority + SecondsWaitingForCPU

This type of formula accounts for the length of time that the thread has been waiting for a CPU. After a sufficient amount of time has passed, a thread with a Java priority of 3 has a real priority that is higher than a currently running Java thread with a priority of 5. This gives the priority 3 thread an opportunity to run, even though it has a lower priority than other unblocked threads.

Complex priorities are advantageous because they help to prevent thread starvation. Without such a model, a low-priority thread would have to wait for all other high-priority threads to block before it is given a chance to execute; it's likely that it might have to wait forever. With complex priorities, it can still run much less often than its higher-priority peers, but at least it will run sometimes.

On the other hand, complex priorities mean that you cannot guarantee thread scheduling. In particular, you cannot use thread priorities to try and prevent race conditions in data access: a lower-priority thread can interrupt a higher-priority thread while it is in the process of updating shared data. You also cannot use thread priorities to ensure a certain order of execution between tasks.

### 9.2 Scheduling with Thread Priorities

The Thread class contains a number of methods and variables related to thread priorities:

package java.lang;

public class Thread implements Runnable {

public static final int Thread.MAX\_PRIORITY;

public static final int Thread.MIN\_PRIORITY;

public static final int Thread.NORM\_PRIORITY;

public void setPriority(int priority);

public int getPriority( );

}

The setPriority() method changes the priority of a particular thread. This method can be called at any time (subject to security restrictions, which we discuss in [Chapter 13](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-13.html#jthreads3-CHP-13)). As we'll see later in this chapter, using priorities to give preference to certain threads may or may not give you the effect you expect. In general, attempting to influence scheduling behavior using priorities offers limited benefit.

In the Java Thread class, three static final variables define the allowable range of thread priorities:

Thread.MIN\_PRIORITY

The minimum priority a thread can have (although the virtual machine is allowed to have lower-priority threads than this one)

Thread.MAX\_PRIORITY

The maximum priority a thread can have

Thread.NORM\_PRIORITY

The default priority for a thread

The symbolic definition of priority constants is not necessarily useful. Typically, we like to think of constant values like these in terms of symbolic names, which allows us to believe that the actual values are irrelevant. Using symbolic names also allows us to change the variables and have that change reflected throughout our code.

Unfortunately, that logic doesn't apply in the case of thread priorities: if we have to manipulate the individual priorities of threads, we sometimes have to know what the range of those values actually is. Because of the way in which these values map to thread priorities of operating systems, threads with different Java priorities may end up with the same operating system priority. When you write an applet, the thread that the applet runs in is given a priority of NORM\_PRIORITY + 1. It's interesting to wonder how far you can take this: NORM\_PRIORITY + 2, + 3, and so on until you get to MAX\_PRIORITY. If you really want to work with Java's full range of priorities, the symbolic values don't help you: you have to know that the minimum priority available to developers is 1, the maximum is 10, and the default is 5. This yields 10 distinct priorities that you can assign to a a thread; the 11th priority (priority 0) is reserved for the virtual machine.

On the other hand, not all operating systems support 10 distinct levels of thread priorities, so NORM\_PRIORITY - 2 and NORM\_PRIORITY - 3 may be the same thing on your particular machine. Working with numeric values doesn't really provide a full range either. The best we can do for portable applications is to use the three symbolic priorities and realize that they're really just a hint to the virtual machine anyway.

Let's see what happens when we use these calls. We'll modify our Fibonacci calculator so that each of the task threads is started with a different priority:

for (int i = 0; i < t.length; i++) {

t[i] = new Thread(new Task(n, "Task " + i));

t[i].setPriority((i % 10) + 1);

t[i].start( );

}

What happens when we run this program is very dependent on the operating system hosting the program. We'll discuss that effect for several popular platforms in the next section.

#### 9.2.1 Other Thread-Scheduling Methods

Other methods in the Thread class also affect scheduling. For the most part, we do not recommend that you use these methods. The suspend() and resume() methods directly affect scheduling; a thread that is suspended is in the blocked state. However, as we discussed in [Chapter 2](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-2.html#jthreads3-CHP-2), these methods are deprecated.

The Thread class also includes a yield() method, which asks the host operating system to select another thread to run. Its effect is very dependent on the operating system hosting the virtual machine; much of the time, the yield() method turns out to be a no-op. On the green thread model (see the next section), the yield( ) method can be very useful, but as the Java platform has evolved to support native threads of an operating system, the yield() method has lost its value.

### 9.3 Popular Threading Implementations

We'll now look at how all of this plays out in the implementation of the Java virtual machine on several popular platforms. In many ways, this is a section that we'd rather not have to write: Java is a platform-independent language and to have to provide platform-specific details of its implementations certainly violates that precept. But we stress that these details actually matter in very few cases. This section is strictly for informational purposes.

#### 9.3.1 Green Threads

The first model that we'll look at is the simplest. In this model, the operating system doesn't know anything about Java threads at all; it is up to the virtual machine to handle all the details of the threading API. From the perspective of the operating system, there is a single process and a single thread.

Each thread in this model is an abstraction within the virtual machine: the virtual machine must hold within the thread object all information related to that thread. This includes the thread's stack, a program counter that indicates which Java instruction the thread is executing, and other bookkeeping information about the thread. The virtual machine is then responsible for switching thread contexts: that is, saving this information for one particular thread, loading it from another thread, and then executing the new thread. As far as the operating system is concerned, the virtual machine is just executing arbitrary code; the fact that the code is emulating many different threads is unknown outside of the virtual machine.

This model is known in Java as the green thread model. In other circles, these threads are often called user-level threads because they exist only within the user level of the application: no calls into the operating system are required to handle any thread details.

|  |
| --- |
| User- and System-Level Threads In most operating systems, the operating system is logically divided into two pieces: user and system level. The operating system itself梩hat is, the operating system kernel條ies at the system level. The kernel is responsible for handling system calls on behalf of programs run at the user level.  When a program running at user level wants to read a file; for example, it must call (or trap) into the operating system kernel, which reads the file and returns the data to the program. This separation has many advantages, not the least of which is that it allows for a more robust system: if a program performs an illegal operation, it can be terminated without affecting other programs or the kernel itself. Only when the kernel executes an illegal operation does the entire machine crash.  Because of this separation, it is possible to have support for threads at the user level, the system level, or at both levels independently. |

In the early days of Java, the green thread model was fairly common, particularly on most Unix platforms. Some specialized operating systems today use this model, but most computers use a native, system-level model.

The green thread model is completely deterministic with respect to scheduling. Running our priority calculation above, we see this output:

Starting task Task 5 at 07:23:12:074

Ending task Task 5 at 07:23:12:995 after 921 milliseconds

Starting task Task 4 at 07:23:13:111

Starting task Task 6 at 07:23:13:281

Ending task Task 6 at 07:23:14:256 after 975 milliseconds

Starting task Task 7 at 07:23:14:386

Ending task Task 7 at 07:23:15:398 after 1012 milliseconds

Starting task Task 8 at 07:23:15:504

Ending task Task 8 at 07:23:16:567 after 963 milliseconds

Starting task Task 9 at 07:23:16:624

Ending task Task 9 at 07:23:17:699 after 1075 milliseconds

Ending task Task 4 at 07:23:18:912 after 5801 milliseconds

Starting task Task 3 at 07:23:19:114

Ending task Task 3 at 07:23:20:177 after 1063 milliseconds

Starting task Task 2 at 07:23:20:301

Ending task Task 2 at 07:23:21:305 after 1004 milliseconds

Starting task Task 1 at 07:23:21:486

Ending task Task 1 at 07:23:22:449 after 963 milliseconds

As soon as the thread with priority 6 (task 5) becomes runnable, the green thread scheduler runs it, and all threads must wait. That includes the main thread, which cannot go on to create a higher-priority thread. This is why the priority 9 thread runs after the priority 6-8 threads have finished: the main thread cannot create the priority 9 thread because it runs at a priority of 5 and is blocked by the threads at priority 6-8. Task 4 gets to run occasionally when the main thread is blocked, and it eventually completes after very high-priority task 9.

#### 9.3.2 Windows Native Threads

In the native-threading model used on 32-bit Windows operating systems, the OS is fully cognizant of the multiple threads that the virtual machine uses, and there is a one-to-one mapping between Java threads and operating system threads. Therefore, the scheduling of Java threads is subject to the underlying scheduling of threads by the operating system.

This model is usually simple to understand because every thread can be thought of as a process. The OS scheduler makes no real distinction in this case between a process and a thread: it treats each thread like a process. Of course, there are still other differences in the OS between a thread and a process, but not as far as the scheduler is concerned.

Windows operating systems use a complex priority calculation to determine which thread should be the currently running thread. That calculation takes into account the Windows thread priority. This is very similar to the Java-level thread priority between 0 and 10, except that Windows provides only 7 priorities. Therefore, some overlap occurs as Java's 11 logical priorities are mapped to Windows 7 actual priorities. Different implementations of the virtual machine do this differently, but one common implementation performs the mapping listed in [Table 9-1](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-9-SECT-3.html#jthreads3-CHP-9-TABLE-1).

| Table 9-1. Mapping of Java thread priorities on Win32 platforms | |
| --- | --- |
| **Java priority** | **Win32 priority** |
| 0 | THREAD\_PRIORITY\_IDLE |
| 1 (Thread.MIN\_PRIORITY) | THREAD\_PRIORITY\_LOWEST |
| 2 | THREAD\_PRIORITY\_LOWEST |
| 3 | THREAD\_PRIORITY\_BELOW\_NORMAL |
| 4 | THREAD\_PRIORITY\_BELOW\_NORMAL |
| 5 (Thread.NORM\_PRIORITY) | THREAD\_PRIORITY\_NORMAL |
| 6 | THREAD\_PRIORITY\_ABOVE\_NORMAL |
| 7 | THREAD\_PRIORITY\_ABOVE\_NORMAL |
| 8 | THREAD\_PRIORITY\_HIGHEST |
| 9 | THREAD\_PRIORITY\_HIGHEST |
| 10 (Thread.MAX\_PRIORITY) | THREAD\_PRIORITY\_TIME\_CRITICAL |

On this implementation, a thread with a Java priority of 3 and one with a Java priority of 4 have the same effective priority.

In addition to 7 priority levels, Windows operating systems also have 5 scheduling classes, and a thread is actually scheduled as a combination of its priority and its scheduling class. However, scheduling classes are not easy to change, so they do not factor into a discussion of Java threads.

Windows operating systems also use a complex priority calculation that includes the following:

* Threads are subject to priority inheritance.
* The actual priority of a thread is based on its programmed (or inverted) priority minus a value that indicates how recently the thread has actually run. This value is subject to continual adjustment: the more time passes, the closer to zero that value becomes. This primarily distinguishes between threads of the same priority, and it leads to round-robin scheduling of threads of the same priority.
* On another level, a thread that has not run for a very long time is given a temporary priority boost. The value of this boost decays over time as the thread has a chance to run. This prevents threads from absolute starvation while still giving preference to higher-priority threads over lower-priority threads. The effect of this priority boost depends on the original priority of the thread.
* Threads running in a program that has keyboard and mouse focus are given a priority boost over threads in other programs.

The upshot of all this is that it's very difficult to guarantee explicitly ordered thread execution on Windows platforms, but the complex priority calculation ensures that threads do not starve.

On Windows operating systems, the output of our priority-based thread calculation looks something like this:

Starting task Task 9 at 21:19:23:590

Starting task Task 8 at 21:19:23:590

Starting task Task 7 at 21:19:23:590

Ending task Task 9 at 21:19:28:750 after 5160 milliseconds

Starting task Task 4 at 21:19:29:470

Ending task Task 8 at 21:19:30:180 after 6590 milliseconds

Starting task Task 2 at 21:19:30:180

Starting task Task 0 at 21:19:30:460

Ending task Task 7 at 21:19:32:050 after 8460 milliseconds

Starting task Task 6 at 21:19:23:590

Starting task Task 5 at 21:19:23:590

Starting task Task 3 at 21:19:30:180

Ending task Task 5 at 21:19:35:950 after 12360 milliseconds

Ending task Task 6 at 21:19:35:950 after 12360 milliseconds

Starting task Task 1 at 21:19:30:180

Ending task Task 4 at 21:19:37:820 after 8350 milliseconds

Ending task Task 2 at 21:19:41:610 after 11430 milliseconds

Ending task Task 3 at 21:19:41:720 after 11540 milliseconds

Ending task Task 0 at 21:19:45:120 after 14660 milliseconds

Ending task Task 1 at 21:19:45:120 after 14940 milliseconds

On this platform, the complex priority calculation places a great deal of emphasis on the Java priority level. In fact, the highest priority tasks finish before some of the lower-priority tasks even have a chance to start. Note also that several Java priority levels map to the same Windows priority level: priorities 6 and 7 (tasks 5 and 6) are given the same priority by the operating system, as are priorities 1 and 2 (tasks 0 and 1).

#### 9.3.3 Solaris Native Threads

Recent versions of the Solaris Operating Environment have had two different threading models. Solaris 7 featured a complex, two-level threading system, with user-level threads and system-level lightweight processes (LWPs). Java threads were equivalent to Solaris user-level threads, and there is an M-to-N mapping between the user-level threads and LWPs. Much of the flexibility of this model is lost on the Java developer, who can directly influence only the priority (and number) of the user-level threads but not the underlying LWPs.

In Solaris 9, a new one-to-one threading model is used. That makes it conceptually similar to the models on Windows operating systems, though its implementation details are quite different.

In Solaris 8, both models are available, and the user picks a model when the Java program (or any other program) is executed.

For Java programs, the one-to-one model is highly preferable, particularly when the machine has multiple CPUs and the Java threads are CPU-intensive. In other cases, the one-to-one threading model is still preferred, though the difference in threading models is not as significant. For this reason, many Java programs run better on Solaris 9 than on Solaris 7. On Solaris 8, you specify the new threading model by setting the environment variable LD\_LIBRARY\_PATH=/usr/lib/lwpin the shell (or script) in which the Java executable is started.

On Solaris 7, you can mimic some of the benefits of Solaris' new threading model by including these two flags in your Java command line: -Xboundthreads -XX:+UseLWPSynchronization.

The complex priority of a Solaris thread is determined by the following:

* Solaris native threads are subject to priority inheritance.
* The actual priority of a thread is a value from 0 to 59. That value is primarily determined by how long it's been since the thread has run. Though the calculation includes the Java-level priority, other factors dominate the calculation.
* Solaris also includes a variety of scheduling classes. All threads in a single program belong to the same scheduling class, so there is no variability in scheduling among them.

Running our priority-based calculator on Solaris produces this sort of output:

Starting task Task 7 at 21:26:33:040

Starting task Task 0 at 21:26:33:040

Starting task Task 6 at 21:26:33:039

Starting task Task 9 at 21:26:33:039

Starting task Task 4 at 21:26:33:039

Starting task Task 2 at 21:26:33:040

Starting task Task 5 at 21:26:33:039

Starting task Task 3 at 21:26:33:039

Starting task Task 8 at 21:26:33:039

Starting task Task 1 at 21:26:33:039

Ending task Task 6 at 21:27:02:580 after 29541 milliseconds

Ending task Task 1 at 21:27:02:802 after 29763 milliseconds

Ending task Task 4 at 21:27:03:618 after 30579 milliseconds

Ending task Task 7 at 21:27:04:173 after 31133 milliseconds

Ending task Task 0 at 21:27:04:259 after 31219 milliseconds

Ending task Task 9 at 21:27:04:375 after 31336 milliseconds

Ending task Task 3 at 21:27:04:457 after 31418 milliseconds

Ending task Task 5 at 21:27:05:050 after 32011 milliseconds

Ending task Task 8 at 21:27:05:159 after 32120 milliseconds

Ending task Task 2 at 21:27:05:287 after 32247 milliseconds

The lower-priority threads tend to start later than the higher-priority threads, but priority is no assurance of more CPU time: the thread at priority 8 finishes later than almost any other thread. The complex priority calculation being performed by the operating system ensures that all threads get adequate amounts of CPU time.

At an application level, threads on Solaris can have any of 128 priorities (though, as we mentioned, that priority is factored into a complex equation that yields 60 different runnable priorities). These priorities run from 0 to 127, and in C and C++ programs, the default priority for a thread is 127. In Java versions up to and including JDK 1.4, Java thread priorities were mapped to the full range of 128 priorities (0, 12, 24, and so on). This meant that the default priority for a Java thread was in the middle of this range and hence less than the default priority for a C or C++ thread. When a Solaris machine ran a CPU-intensive C program along with a CPU-intensive Java program, the Java program was at a disadvantage and received less than 50% of the available CPU time.

In J2SE 5.0, the mapping was changed and all Java threads with a priority of NORM\_PRIORITY and higher are now mapped to a Solaris thread priority of 127. This allows Java and C programs to run at parity.

#### 9.3.4 Linux Native Threads

Until JDK 1.3, Linux-based virtual machines tended to use a green thread model. Some used Linux's native threads, but the kernel support for those threads did not support a large number of concurrent threads. JDK 1.3 added support for Linux native threads. However, the Linux kernel at the time was not optimal for threaded applications; in particular, the ps command listed all threads as if they were different processes.

New Linux kernels use the Native Posix Thread Library (NPTL), which provides the same one-to-one mapping of Java threads to kernel threads that we've seen in other operating systems. The complex priority calculation for those threads is similar to what we saw on Solaris, where the Java priority is only a small factor in the calculation. JDK 1.4.2 is the first version of Java to support this new kernel.

### 9.4 Summary

Thread scheduling is a gray area of Java programming because actual scheduling models are not defined by the Java specification. As a result, scheduling behavior can (and does) vary on different machines.

In a general sense, threads have a priority, and threads with a higher-priority tend to run more often that threads with a lower priority. The degree to which this is true depends on the underlying operating system; Windows operating systems give more precedence to the thread priority while Unix-style operating systems give more precedence to letting all threads have a significant amount of CPU time.

For the most part, this thread scheduling doesn't matter: the information we've looked at in this chapter is important for understanding what's going on in your program, but there's not much you can do to change the way it works. In the next two chapters, we'll look at other kinds of thread scheduling and, using the information we've just learned, see how to make optimal use of multiple threads on multiple CPUs.

#### 9.4.1 Example Classes

Here is the class name and Ant target for the example in this chapter:

| **Description** | **Main Java class** | **Ant target** |
| --- | --- | --- |
| Recursive Fibonacci Calculator | javathreads.examples.ch09.example1.ThreadTest nThreads FibCalcValue | ch9-ex1 |

The Fibonacci test requires command-line arguments that specify the number of threads to run simultaneously and the value to calculate. In the Ant script, those arguments are defined by these properties:

<property name="nThreads" value="10"/>

<property name="FibCalcValue" value="20"/>

## Chapter 10. Thread Pools

For various reasons, thread pools are a very common tool in a multithreaded developer's toolkit. Most programs that use a lot of threads benefit in some way from using a thread pool.

J2SE 5.0 comes with its own thread pool implementation. Prior to this release, developers were left to write their own thread pool or use any number of commonly available implementations (including one we developed in earlier editions of this book and which is discussed in [Appendix A](http://book.javanb.com/java-threads-3rd/jthreads3-APP-A.html#jthreads3-APP-A)). In this chapter, we discuss the thread pool implementation that comes with J2SE 5.0. If you can't use that implementation yet, the information in this chapter is still useful: you'll find out how and when using a thread pool can be advantageous. With that understanding, it's simple to use any thread pool implementation in your own program.

### 10.1 Why Thread Pools?

The idea behind a thread pool is to set up a number of threads that sit idle, waiting for work that they can perform. As your program has tasks to execute, it encapsulates those tasks into some object (typically a Runnable object) and informs the thread pool that there is a new task. One of the idle threads in the pool takes the task and executes it; when it finishes the task, it goes back and waits for another task.

Thread pools have a maximum number of threads available to run these tasks. Consequently, when you add a task to a thread pool, it might have to wait for an available thread to run it. That may not sound encouraging, but it's at the core of why you would use a thread pool.

Reasons for using thread pools fall into three categories.

The first reason thread pools are often recommended is because it's felt that the overhead of creating a thread is very high; by using a pool, we can gain some performance when the threads are reused. The degree to which this is true depends a lot on your program and its requirements. It is true that creating a thread can take as much as a few hundred microseconds, which is a significant amount of time for some programs (but not others; see [Chapter 14](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-14.html#jthreads3-CHP-14)).

The second reason for using a thread pool is very important: it allows for better program design. If your program has a lot of tasks to execute, you can perform all the thread management for those tasks yourself, but, as we've started to see in our examples, this can quickly become tedious; the code to start a thread and manage its lifecycle isn't very interesting. A thread pool allows you to delegate all the thread management to the pool itself, letting you focus on the logic of your program. With a thread pool, you simply create a task and send the task to the pool to be executed; this leads to much more elegant programs (see [Chapter 11](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-11.html#jthreads3-CHP-11)).

The primary reason to use a thread pool is that they carry important performance benefits for applications that want to run many threads simultaneously. In fact, anytime you have more active threads than CPUs, a thread pool can play a crucial role in making your program seem to run faster and more efficiently.

If you read that last sentence carefully, in the back of your mind you're probably thinking that we're being awfully weasely: what does it mean that your program "seems" to run faster? What we mean is that the throughput of your CPU-bound program running multiple calculations will be faster, and that leads to the perception that your program is running faster. It's all a matter of throughput.

#### 10.1.1 Thread Pools and Throughput

In [Chapter 9](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-9.html#jthreads3-CHP-9), we showed an example of what happens when a system has more threads than CPU resources. The way in which the threads perform the calculation has a big effect on the output. In particular, our first example produces this output:

Starting task Task 2 at 00:04:30:324

Starting task Task 0 at 00:04:30:334

Starting task Task 1 at 00:04:30:345

Ending task Task 1 at 00:04:38:052 after 7707 milliseconds

Ending task Task 2 at 00:04:38:380 after 8056 milliseconds

Ending task Task 0 at 00:04:38:502 after 8168 milliseconds

In this case, we have three threads and one CPU. The three threads run at the same time, are time-sliced by the operating system, and all completed execution in around eight seconds. Imagine that we have written this program as a server where each time a client connects, it is given a separate thread. When the three clients each request the service (that is, the calculation of the Fibonacci number), each will wait eight seconds for its answer.

In our second example, we run the threads sequentially and see this output:

Starting task Task 0 at 00:04:30:324

Ending task Task 0 at 00:04:33:052 after 2728 milliseconds

Starting task Task 1 at 00:04:33:062

Ending task Task 1 at 00:04:35:919 after 2857 milliseconds

Starting task Task 2 at 00:04:35:929

Ending task Task 2 at 00:04:38:720 after 2791 milliseconds

In this case, the total time to complete the calculation is still about 8 seconds, but each thread completes its execution in about 2.7 seconds. A server that runs the calculations sequentially will provide its first answer in 2.7 seconds, and the average waiting time for the clients will be 5.4 seconds.

This is what we mean by the throughput of the program. In both cases, we've done the same amount of work, but in the second case, users of the program are generally happier with the performance.

Now consider what happens if additional requests come in while the server is executing. If we create a new thread for every client, the server could quickly become overloaded: the more threads it starts, the slower it provides an answer for each request. With three simultaneous threads, our calculation takes eight seconds. If a new request arrives every 2.7 seconds or so, we never finish. The server starts more and more threads, each thread gets less and less CPU time, and none ever finish.

On the other hand, if we run the requests sequentially using only one thread, the server reaches a steady state. With three requests in the queue, each subsequent request arrives as another one finishes. We can supply an endless number of answers to the clients; each client waits about eight seconds for a response.

This reasoning applies to programs other than servers. For instance, an image processing application may nicely partition its image and be able to work on each partition in a separate thread. If a user is watching the image on screen, you might want to display the results of one partition while another one is being manipulated.

The similarity to programs like this and servers is that the results of each thread are interesting. The result of a single calculation is interesting to the client that requested it, the result of a partition of the image is interesting to the user viewing the screen, and so on. In these cases, throttling the number of threads provides a better experience for the users of the application.

Clearly, parts of this discussion are contrived; we've selected the numbers in the best way possible to make our point, and we've used a calculation that needs only CPU resources to complete. In the real world, requests arrive at the server in random bursts, and processing the request involves making database calls or something else that is likely to block. Those things complicate using a thread pool, but they do not eliminate its benefits.

The fact that threads may block means that we need to have more threads than CPUs in our pool. So far, we've considered cases where there is one CPU and have seen that one CPU-intensive thread gives us the best throughput. If the thread spends 50% of its time blocked, you want two threads per CPU; if the thread blocks 66% of the time, you want three threads per CPU, and so on.

Of course, you're unlikely to be able to model your program in such detail. And any model becomes far harder to calculate once you start to account for random bursts in traffic. In the end, you'll need to run some tests to determine an appropriate size for your thread pool. But if CPU resources are sometimes scarce, throttling the number of threads (while still keeping the CPUs utilized) increases the throughput of your application.

#### 10.1.2 Why Not Thread Pools?

If your program is doing batch processing, or simply providing a single answer or report, it doesn't really matter if you use as many threads as possible or a thread pool: if no one is interested in the results given by each thread, it doesn't matter if some of them finish before others. That doesn't mean that you can expect to create thousands of threads with impunity: threads take memory, and the more memory you use, the more impact you'll have on your system performance. Additionally, there is some slight overhead when the operating system manages thousands of threads instead of just a few. Still, if your program design nicely separates into multiple threads and you're interested only in the end result of all those threads, a thread pool isn't necessary.

Thread pools are also not necessary when available CPU resources are adequate to handle all the work the program needs to do. In fact, in this case a thread pool may do more harm than good. Obviously, if your system has eight CPUs and you have only four threads in your thread pool, tasks wait for a thread even though four CPUs are idle. With a thread pool, you want to throttle the total number of threads so that they don't overwhelm your system, but you never want to have fewer runnable threads than CPUs.

### 10.2 Executors

Java's implementation of thread pools is based on an executor. An executor is a generic concept modelled by this interface:

package java.util.concurrent;

public interface Executor {

public void execute(Runnable task);

}

Executors are a useful design pattern for multithreaded programs because they allow you to model your program as a series of tasks. You don't need to worry about the thread details associated with the task: you simply create the task and pass it to the execute() method of an appropriate executor.

J2SE 5.0 comes with two kinds of executors. It comes with a thread pool executor, which we'll show next. It also provides a task scheduling executor, which we examine in [Chapter 11](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-11.html#jthreads3-CHP-11). Both of these executors are defined by this interface:

package java.util.concurrent;

public interface ExecutorService extends Executor {

void shutdown( );

List shutdownNow( );

boolean isShutdown( );

boolean isTerminated( );

boolean awaitTermination(long timeout, TimeUnit unit)

throws InterruptedException;

<T> Future<T> submit(Callable<T> task);

<T> Future<T> submit(Runnable task, T result);

Future<?> submit(Runnable task);

<T> List<Future<T>> invokeAll(Collection<Callable<T>> tasks)

throws InterruptedException;

<T> List<Future<T>> invokeAll(Collection<Callable<T>> tasks,

long timeout, TimeUnit unit)

throws InterruptedException;

<T> T invokeAny(Collection<Callable<T>> tasks)

throws InterruptedException, ExecutionException;

<T> T invokeAny(Collection<Callable<T>> tasks, long timeout, TimeUnit unit)

throws InterruptedException, ExecutionException, TimeoutException;

}

This interface provides a means for you to manage the executor and its tasks. The shutdown() method gracefully terminates the executor: any tasks that have already been sent to the executor are allowed to run, but no new tasks are accepted. When all tasks are completed, the executor stops its thread(s). The shutdownNow() method attempts to stop execution sooner: all tasks that have not yet started are not run and are instead returned in a list. Still, existing tasks continue to run: they are interrupted, but it's up to the runnable object to check its interrupt status and exit when convenient.

So there's a period of time between calling the shutdown() or shutdownNow() method and when tasks executing in the executor service are all complete. When all tasks are complete (including any waiting tasks), the executor service enters a terminated state. You can check to see if the executor service is in the terminated state by calling theisTerminated() method (or you can wait for it to finish the pending tasks by calling the awaitTerminated() method).

An executor service also allows you to handle many tasks in ways that the simple Executor interface does not accommodate. Tasks can be sent to an executor service via a submit() method, which returns a Future object that can be used to track the progress of the task. The invokeAll( ) methods execute all the tasks in the given collection. TheinvokeAny() methods execute the tasks in the given collection, but when one task has completed, the remaining tasks are subject to cancellation. We'll discuss Future objects and cancellation later in this chapter.

### 10.3 Using a Thread Pool

To use a thread pool, you must do two things: you must create the tasks that the pool is to run, and you must create the pool itself. The tasks are simply Runnable objects, so that meshes well with a standard approach to threading (in fact, the task that we'll use for this example is the same Runnable task we use in [Chapter 9](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-9.html#jthreads3-CHP-9) to calculate a Fibonacci number). You can also use Callable objects to represent your tasks (which we'll do later in this chapter), but for most simple uses, a Runnable object is easier to work with.

The pool is an instance of the ThreadPoolExecutor class. That class implements the ExecutorService interface, which tells us how to feed it tasks and how to shut it down. We'll look at the other aspects of that class in this section, beginning with how to construct it.

package java.util.concurrent;

public class ThreadPoolExecutor implements ExecutorService {

public ThreadPoolExecutor(int corePoolSize,

int maximumPoolSize,

long keepAliveTime,

TimeUnit unit,

BlockingQueue<Runnable> workQueue);

public ThreadPoolExecutor(int corePoolSize,

int maximumPoolSize,

long keepAliveTime,

TimeUnit unit,

BlockingQueue<Runnable> workQueue,

ThreadFactory threadFactory);

public ThreadPoolExecutor(int corePoolSize,

int maximumPoolSize,

long keepAliveTime,

TimeUnit unit,

BlockingQueue<Runnable> workQueue,

RejectedExecutionHandler handler);

public ThreadPoolExecutor(int corePoolSize,

int maximumPoolSize,

long keepAliveTime,

TimeUnit unit,

BlockingQueue<Runnable> workQueue,

ThreadFactory threadFactory,

RejectedExecutionHandler handler);

}

The core pool size, maximum pool size, keep alive times, and so on control how the threads within the pool are managed. We describe each of these concepts in our next section.

For now, we can use a constructor to create the tasks and put them in the thread pool:

package javathreads.examples.ch10.example1;

import java.util.concurrent.\*;

import javathreads.examples.ch10.\*;

public class ThreadPoolTest {

public static void main(String[] args) {

int nTasks = Integer.parseInt(args[0]);

long n = Long.parseLong(args[1]);

int tpSize = Integer.parseInt(args[2]);

ThreadPoolExecutor tpe = new ThreadPoolExecutor(

tpSize, tpSize, 50000L, TimeUnit.MILLISECONDS,

new LinkedBlockingQueue<Runnable>( ));

Task[] tasks = new Task[nTasks];

for (int i = 0; i < nTasks; i++) {

tasks[i] = new Task(n, "Task " + i);

tpe.execute(tasks[i]);

}

tpe.shutdown( );

}

}

In this example, we're using the tasks to calculate Fibonacci numbers as we do in [Chapter 9](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-9.html#jthreads3-CHP-9). Once the pool is constructed, we simply add the tasks to it (using the execute() method). When we're done, we gracefully shut down the pool; the existing tasks run to completion, and then all the existing threads exit. As you can see, using the thread pool is quite simple, but the behavior of the pool can be complex depending on the arguments used to construct it. We'll look into that in the next section.

### 10.4 Queues and Sizes

The two fundamental things that affect a thread pool are its size and the queue used for the tasks. These are set in the constructor of the thread pool; the size can change dynamically while the queue must remain fixed. In addition to the constructor, these methods interact with the pool's size and queue:

package java.util.concurrent;

public class ThreadPoolExecutor implements ExecutionService {

public boolean prestartCoreThread( );

public int prestartAllCoreThreads( );

public void setMaximumPoolSize(int maximumPoolSize);

public int getMaximumPoolSize( );

public void setCorePoolSize(int corePoolSize);

public int getCorePoolSize( );

public int getPoolSize( );

public int getLargestPoolSize( );

public int getActiveCount( );

public BlockingQueue<Runnable> getQueue( );

public long getTaskCount( );

public long getCompletedTaskCount( );

}

The first set of methods deal with the thread pool's size, and the remaining methods deal with its queue.

*Size*

The size of the thread pool varies between a given minimum (or core) and maximum number of threads. In our example, we use the same parameter for both values, making the thread pool a constant size.

If you specify different numbers for the minimum and maximum number of threads, the thread pool dynamically alters the number of threads it uses to run its tasks. The current size (returned from the getPoolSize() method) falls between the core size and the maximum size.

*Queue*

The queue is the data structure used to hold tasks that are awaiting execution. The choice of queue affects how certain tasks are scheduled. In this case, we've used a linked blocking queue, which places the least constraints on how tasks are added to the queue. Once you've passed this queue to the thread pool, you should not call any methods on it directly. In particular, do not add items directly to the queue; add them through the execute()method of the thread pool. The getQueue() method returns the queue, but you should use that for debugging purposes only; don't execute methods directly on the queue or the internal workings of the thread pool become confused.

These parameters allow considerable flexibility in the way the thread pool operates. The basic principle is that the thread pool tries to keep its minimum number of threads active. If it gets too busy (where busy is a property of the particular queue that the thread pool uses), it adds threads until the maximum number of threads is reached, at which point it does not allow any more tasks to be queued.

There are some nuances in this, particularly in how the queue interacts with the number of threads. Let's take it step by step:

1. The thread pool is constructed with M core threads and N maximum threads. At this point, no threads are actually created (though you can specify that the pool create the M core threads by calling the thread pool'sprestartAllCoreThreads() method or that it preallocate one core thread by calling the prestartCoreThread()method).
2. A task enters the pool (via the thread pool's execute() method). Now one of five things happens:
   * If the pool has created fewer than M threads, it starts a new thread and runs the new task immediately. Even if some of the existing threads are idle, a new thread is created in the pool's attempt to reach Mthreads.
   * If the pool has between M and N threads and one of those threads is idle, the task is run by an idle thread.
   * If the pool has between M and N threads and all the threads are busy, the thread pool examines the existing work queue. If the task can be placed on the work queue without blocking, it's put on the queue and no new thread is started.
   * If the pool has between M and N threads, all threads are busy, and the task cannot be added to the queue without blocking, the pool starts a new thread and runs the task on that thread.
   * If the pool has N threads and all threads are busy, the pool attempts to place the new task on the queue. If the queue has reached its maximum size, this attempt fails and the task is rejected. Otherwise, the task is accepted and run when a thread becomes idle (and all previously queued tasks have run).
3. A task completes execution. The thread running the task then runs the next task on the queue. If no tasks are on the queue, one of two things happens:
   * If the pool has more than M threads, the thread waits for a new task to be queued. If a new task is queued within the timeout period, the thread runs it. If not, the thread exits, reducing the total number of threads in the pool. The timeout period is a parameter used to construct the thread pool; in our example, we specified 50 seconds (50000L time units of TimeUnit.MILLISECONDS). Note that if the specified timeout is 0, the thread always exits, regardless of the requested minimum thread pool size.
   * If the pool has M or fewer threads, the thread blocks indefinitely waiting for a new task to be queued (unless the timeout was 0, in which case it exits). It runs the new task when available.

What are the implications of all this? It means that the choice of pool size and queue are important to getting the behavior you want. For a queue, you have three choices:

* + A SynchronousQueue, which effectively has a size of 0. In this case, whenever the pool tries to queue a task, it fails. The implication of this is tasks are either run immediately (because the pool has an idle thread or is below its threshold and, therefore, creates a new thread) or are rejected immediately. Note that you can prevent rejection of a task if you specify an unlimited maximum number of threads, but this prevents the throttling benefit of using a thread pool in the first place.
  + An unbounded queue, such as a LinkedBlockingQueue with an unlimited capacity. In this case, adding a task to the queue always succeeds, which means that the thread pool never creates more than M threads and never rejects a task.
  + A bounded queue, such as a LinkedBlockingQueue with a fixed capacity or an ArrayBlockingQueue. Let's suppose that the queue has a bounds of P. As tasks are added to the pool, it creates threads until it reaches M threads. At that point, it starts queueing tasks until the number of waiting tasks reaches P. As more tasks are added, the pool starts adding threads until it reaches N threads. If we reach a state whereN threads are active and P tasks are queued, additional tasks are rejected.

In our example, we used a LinkedBlockingQueue with an unbounded capacity and a fixed pool size. This is perhaps the most common configuration of thread pools: it allows tasks to wait for an available thread, and a fixed number of threads is easier to monitor than a variable number of threads. A good alternative to this is to use a bounded queue with a fixed number of threads. In this model, if tasks start to arrive faster than they can be processed, they queue. Unlike the unbounded case, however, at some point the queue threshold is reached and your program must take appropriate action: if it's a server, it can reject future requests from clients, telling them that it's too busy right now and they should try again later.

If you use a thread pool, there is no magic formula that you can use to determine its optimal size and queuing strategy. When the operations are strictly CPU-bound, use only as many threads as there are CPUs. For more complex operations, choosing a thread pool size is a matter of testing different values to see which gives you the best program performance.

#### 10.4.1 Rejected Tasks

Depending on the type of queue you use in the thread pool, a task may be rejected by the execute() method. Tasks are rejected if the queue is full or if the shutdown( ) method has been called on the thread pool.

When a task is rejected, the thread pool calls the rejected execution handler associated with the thread pool. TheseAPIs deal with the rejected execution handler:

package java.util.concurrent;

public interface RejectedExecutionHandler {

public void rejectedExecution(Runnable r, ThreadPoolExecutor executor);

}

package java.util.concurrent;

public class ThreadPoolExecutor implements ExecutorService {

public void setRejectedExecutionHandler(RejectedExecutionHandler handler);

public RejectedExecutionHandler getRejectedExecutionHandler( );

public static class AbortPolicy implements RejectedExecutionHandler;

public static class CallerRunsPolicy implements RejectedExecutionHandler;

public static class DiscardPolicy implements RejectedExecutionHandler;

public static class DiscardOldestPolicy implements RejectedExecutionHandler;

}

There is one rejected execution handler for the entire pool; it applies to all potential tasks. You can write your own rejected execution handler, or you can use one of four predefined handlers. By choosing a predefined rejected execution handler梠r by creating your own handler梱our program can take appropriate action when a task is rejected.

Here are the predefined handlers:

AbortPolicy

This handler does not allow the new task to be scheduled when the queue is full (or the pool has been shut down); in that case, the execute() method throws a RejectedExecutionException. That exception is a runtime exception, so when using this policy, it's up to the program to catch the exception. Otherwise, the exception is propagated up the stack.

This is the default policy for rejected tasks.

CallerRunsPolicy

This handler executes the new task independently of the thread pool if the queue is full. That is, rather than queuing the task and executing it in another thread, the task is immediately executed by calling its run()method, and the execute() method does not return until the task has completed. If the task is rejected because the pool has been shut down, the task is silently discarded.

DiscardPolicy

This handler silently discards the task. No exception is thrown.

DiscardOldestPolicy

This handler silently discards the oldest task in the queue and then queues the new task. When used with aLinkedBlockingQueue or ArrayBlockingQueue, the oldest task is the one that is first in line to execute when a thread becomes idle. When used with a SynchronousQueue, there are never waiting tasks and so the execute()method silently discards the submitted task.

If the pool has been shut down, the task is silently discarded.

To create your own rejected task handler, create a class that implements the RejectedExecutionHandler interface. Your handler (just like a predefined handler) can then be set using the setRejectedExecutionHandler() method of the thread pool executor.

**10.5 Thread Creation**

The thread pool dynamically creates threads according to the size policies in effect when a task is queued and terminates threads when they've been idle too long. Those policies are set when the pool is constructed, and they can be altered with these methods:

package java.util.concurrent;

public interface ThreadFactory {

public Thread newThread(Runnable r);

}

package java.util.concurrent;

public class ThreadPoolExecutor implements ExecutorService {

public void setThreadFactory(ThreadFactory threadFactory);

public ThreadFactory getThreadFactory( );

public void setKeepAliveTime(long time, TimeUnit unit);

public long getKeepAliveTime(TimeUnit unit);

}

When the pool creates a thread, it uses the currently installed thread pool factory to do so. Creating and installing your own thread factory allows you to set up a custom scheme to create threads so that they are created with special names, priorities, daemon status, thread group, and so on.

The default thread factory creates a thread with the following characteristics:

* New threads belong to the same thread group as the thread that created the executor. However, the security manager policy can override this and place the new thread in its own thread group (see [Chapter 13](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-13.html#jthreads3-CHP-13)).
* The name of the thread reflects its pool number and its thread number within the pool. Within a pool, threads are numbered consecutively beginning with 1; thread pools are globally assigned a pool number consecutively beginning with 1.
* The daemon status of the thread is the same as the status of the thread that created the executor.
* The priority of the thread is Thread.NORM\_PRIORITY.

### 10.6 Callable Tasks and Future Results

Executors in general operate on tasks, which are objects that implement the Runnable interface. In order to provide more control over tasks, Java also defines a special runnable object known as a callable task:

package java.util.concurrent;

public interface Callable<V> {

public <V> call( ) throws Execption;

}

Unlike a runnable object, a callable object can return a result or throw a checked exception. Callable objects are used only by executor services (not simple executors); the services operate on callable objects by invoking their call()method and keeping track of the results of those calls.

When you ask an executor service to run a callable object, the service returns a Future object that allows you to retrieve those results, monitor the status of the task, and cancel the task. The Future interface looks like this:

public interface Future<V> {

V get( ) throws InterruptedException, ExecutionException;

V get(long timeout, TimeUnit unit)

throws InterruptedException, ExecutionException, TimeoutException;

boolean isDone( );

boolean cancel(boolean mayInterruptIfRunning);

boolean isCancelled( );

}

Callable and future objects have a one-to-one correspondence: every callable object that is sent to an executor service returns a matching future object. The get() method of the future object returns the results of its corresponding call( ) method. The get() method blocks until the call() method has returned (or until the optional timeout has expired). If the call() method throws an exception, the get() method throws an ExecutionException with an embedded cause, which is the exception thrown by the call( ) method.

The future object keeps track of the state of an embedded Callable object. The state is set to cancelled when thecancel() method is called. When the call() method of a callable task is called, the call() method checks the state: if the state is cancelled, the call() method immediately returns.

When the cancel() method is called, the corresponding callable object may be in one of three states. It may be waiting for execution, in which case its state is set to cancelled and the call() method is never executed. It may have completed execution, in which case the cancel( ) method has no effect. The object may be in the process of running. In that case, if the mayInterruptIfRunning flag is false, the cancel() method again has no effect.

If the mayInterruptIfRunning flag is true, however, the thread running the callable object is interrupted. The callable object must still pay attention to this, periodically calling the Thread.interrupted() method to see if it should exit.

When an object in a thread pool is cancelled, there is no immediate effect: the object still remains queued for execution. When the thread pool is about to execute the object, it checks the object's internal state, sees that it has been cancelled, and skips execution of the object. So, cancelling an object on a thread pool queue does not immediately make space in the thread pool's queue. Future calls to the execute() method may still be rejected, even though cancelled objects are on the thread pool's queue: the execute() method does not check the queue for cancelled objects.

One way to deal with this situation is to call the purge() method on the thread pool. The purge() method looks over the entire queue and removes any cancelled objects. One caveat applies: if a second thread attempts to add something to the pool (using the execute() method) at the same time the first thread is attempting to purge the queue, the attempt to purge the queue fails and the canceled objects remain in the queue.

A better way to cancel objects with thread pools is to use the remove() method of the thread pool, which immediately removes the task from the thread pool queue. The remove() method can be used with standard runnable objects.

#### 10.6.1 The FutureTask Class

You can associate a Runnable object with a future result using the FutureTask class:

public class FutureTask<V> implements Future<V>, Runnable {}

This class is used internally by the executor service: the object returned from the submit() method of an executor service is an instance of this class. However, you can use this class directly in programs as well. This makes sense when you need to monitor the status of a runnable object within an executor: you can construct a future task with an embedded runnable object and send the future task to the execute() method of an executor (or an executor service). You can then use the methods of the Future interface to monitor the status of the run() method of the embedded runnable object.

A FutureTask object can hold either an embedded runnable or callable object, depending on which constructor is used to instantiate the object:

public FutureTask(Callable<V> task);

public FutureTask(Runnable task, V result);

The get() method of a future task that embeds a callable task returns whatever is returned by the call( ) method of that embedded object. The get() method of a future task that embeds a runnable object returns whatever object was used to construct the future task object itself.

We use this class in our next example and also in our examples in [Chapter 15](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-15.html#jthreads3-CHP-15).

### 10.7 Single-Threaded Access

In [Chapter 7](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-7.html#jthreads3-CHP-7), we saw the threading restrictions placed on developers using the Swing library. Swing classes are not threadsafe, so they must always be called from a single thread. In the case of Swing, that means that they must be called from the event-dispatching thread, using the invokeLater() and invokeAndWait() methods of the SwingUtilitiesclass.

What if you have a different library that isn't threadsafe and want to use the library in your multithreaded programs? As long as you access that library from a single thread, your program won't run into any problems with data synchronization.

Here's a class you can use to accomplish that:

package javathreads.examples.ch10;

import java.util.concurrent.\*;

import java.io.\*;

public class SingleThreadAccess {

private ThreadPoolExecutor tpe;

public SingleThreadAccess( ) {

tpe = new ThreadPoolExecutor(

1, 1, 50000L, TimeUnit.SECONDS,

new LinkedBlockingQueue<Runnable>( ));

}

public void invokeLater(Runnable r) {

tpe.execute(r);

}

public void invokeAndWait(Runnable r)

throws InterruptedException, ExecutionException {

FutureTask task = new FutureTask(r, null);

tpe.execute(task);

task.get( );

}

public void shutdown( ) {

tpe.shutdown( );

}

}

The methods of this class function exactly like their counterparts in the SwingUtilities class: the invokeLater()method runs its task asynchronously and the invokeAndWait() method runs it synchronously. Because the thread pool has only a single thread, all tasks passed to the SingleThreadAccess object are executed by a single thread, regardless of how many threads use the access object: the tasks run by the SingleThreadAccess object can call thread-unsafe classes.

In [Chapter 9](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-9.html#jthreads3-CHP-9), we show the effect of running our Fibonacci calculations when the threads are serialized; our online examples for this chapter show (as example 2) how to use the SingleThreadAccess class to achieve that same behavior.

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 10.8 Summary In this chapter, we began exploration of executors: utilities that process Runnable objects while hiding threading details from the developer. Executors are very useful because they allow programs to be written as a series of tasks; programmers can focus on the logic of their program without getting bogged down in details about how threads are created or used.  The thread pool executor is one of two key executors in Java. In addition to the programming benefits common to all executors, thread pools can also benefit programs that have lots of simultaneous tasks to execute. Using a thread pool throttles the number of threads. This reduces competition for the CPU and allows CPU-intensive programs to complete individual tasks more quickly.  The combination of individual tasks and a lack of CPU resources is key to when to use a thread pool. Thread pools are often considered important because reusing threads is more efficient than creating threads, but that turns out to be a red herring. From a performance perspective, you'll see a benefit from thread pools because when there is less competition for the CPU (because of fewer threads), the average time to complete an individual task is less than otherwise.  The key to effectively using Java's thread pool implementation is to select an appropriate size and queueing model for the pool. Selecting a queuing model is a factor of how you want to handle many requests: an unbounded queue allows the requests to accumulate while other models possibly result in rejected tasks that must be handled by the program. A little bit of work is required to get the most out of a thread pool. But the rewards梑oth in terms of the simplification of program logic and in terms of potential throughput梞ake thread pools very useful. 10.8.1 Example Classes Here are the class names and Ant targets for the examples in this chapter:   | **Description** | **Main Java class** | **Ant target** | | --- | --- | --- | | Fibonacci Calculator with Thread Pool | javathreads.examples.ch10.example1.ThreadPoolTest nRequests NumberToCalculate ThreadPoolSize | ch10-ex1 | | Fibonacci Calculator usingSingleThreadAccess | javathreads.examples.ch10.example2.SingleThreadTest nRequests NumberToCalculate | ch10-ex2 |   The properties for the Ant tasks are:  <property name="nThreads" value="10"/>  <property name="FibCalcValue" value="20"/>  <property name="ThreadPoolSize" value="5"/> |

## Chapter 11. Task Scheduling

In the previous chapter, we examined an interesting aspect of threads. Before we used a thread pool, we were concerned with creating, controlling, and communicating between threads. With a thread pool, we were concerned with the task that we wanted to execute. Using an executor allowed us to focus on our program's logic instead of writing a lot of thread-related code.

In this chapter, we examine this idea in another context. Task schedulers give us the opportunity to execute particular tasks at a fixed point in time in the future (or, more correctly, after a fixed point in time in the future). They also allow us to set up repeated execution of tasks. Once again, they free us from many of the low-level details of thread programming: we create a task, hand it off to a task scheduler, and don't worry about the rest.

Java provides different kinds of task schedulers. Timer classes execute tasks (perhaps repeatedly) at a point in the future. These classes provide a basic task scheduling feature. J2SE 5.0 has a new, more flexible task scheduler that can be used to handle many tasks more effectively than the timer classes. In this chapter, we'll look into all of these classes.

### 11.1 Overview of Task Scheduling

Interestingly, this is not the first time that we have been concerned with when a task is to be executed. Previously, we've just considered the timing as part of the task. We've seen tools that allow threads to wait for specific periods of time. Here is a quick review:

The sleep() method

In our discussion of the Thread class, we examined the concept of a thread waiting for a specific period of time. The purpose was either to allow other threads to accomplish related tasks, to allow external events to happen during the sleeping period, or to repeat a task periodically. The tasks that are listed after the sleep() method are executed at a later time period. In effect, the sleep() method controls when those tasks are executed.

The join() method

Our discussion of this method of the Thread class represents the first time that we examined alternate tasks to be executed at a later time. The goal of this method is to wait for a specific event梐 thread termination. However, the expected thread termination event may not arrive, at least not within the desired time period, so thejoin() method provides a timeout. This allows the method to return梕ither by the termination of the thread or by the expiration of the timeout梩hus allowing the program to execute an alternate task at a specific time and in a particular situation.

The wait() method

The wait() method of the Object class allows a thread to wait for any event. This method also provides the option to return if a specific time period passes. This allows the program to execute a task at a later time if the event occurs or to specify the exact time to execute an alternate task if the event does not occur. This functionality is also emulated with condition variables using the await() method.

The TimeUnit class

This class is used to define a time period, allowing methods to specify a time period in units other than milliseconds or nanoseconds. This class is used by many of the classes added in J2SE 5.0 to specify a time period for a timeout. This class also provides convenience methods to support certain periodic requests梥pecifically, it provides alternate implementations of the sleep(), join(), and wait() methods that use a TimeUnit object as their timeout argument.

The DelayQueue class

Our discussion of the DelayQueue class in [Chapter 8](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-8.html#jthreads3-CHP-8) is the first time we encounter a class that allows data to be processed at a specific time. When a producer places data in a delay queue, it is not readable by consumers until after a specific period passes. In effect, the task to process the data is to be executed at a later time梐 time period that is specified by the data itself.

As these examples show, in some cases, a program needs to execute code only after a specific event or after a period of time. Much of the time, the functionality is indirect in that the timeout is not expected to occur. Java also supports timeout functions directly by providing tools that allow the program to execute specific tasks at a specific time.

We've used these methods in our examples when a program needs to execute code only after a specific event or after a period of time. The timing in these cases has always been provided as a timeout value: after a certain period of time, the thread would regain control and be able to execute the appropriate task. However, in this case control always resides with the thread: execution of the appropriate task is synchronous with respect to the code being executed. Java also supports asynchronous task execution in alternate threads; it's that type of execution that we'll examine in the remainder of this chapter.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 11.2 The java.util.Timer Class The java.util.Timer class was added to JDK 1.3 specifically to provide a convenient way for tasks to be executed asynchronously. This class allows an object (of a specific class we'll look at) to be executed at a later time. The time can be specified either relative to the current time or as an absolute time. This class also supports the repeated execution of the task.  The Timer class executes tasks with a specific interface:  public abstract class TimerTask implements Runnable {  protected TimerTask( );  public abstract void run( );  public boolean cancel( );  public long scheduledExecutionTime( );  }  Tasks to be executed by the Timer class must inherit from the TimerTask class. As in the Thread class, the task to be executed is the run() method. In fact, the TimerTask class actually implements the Runnable interface. The Timer class requires a TimerTask object so that two methods can be attached to the task; these methods can be used to maintain the task. These methods do not have to be implemented; the TimerTask class provides a default implementation for them. A class that inherits from the TimerTask class need only implement the run() method.  The downside of this technique is that the task can't inherit from other classes. Since the TimerTask class is not an interface, it means that tasks have to either be created from classes that don't already inherit from other classes, or wrapper classes have to be created to forward the request.  The cancel() method is used to stop the class from being executed. A task that is already executing is unaffected when this method is called. However, if the task is repeating, calling the cancel() method prevents further execution of the class. For tasks that are executed only once, the cancel( ) method returns whether the task has been cancelled: if the task is currently running, has already run, or has been previously cancelled, it returns a boolean value of false. For repeating tasks, this method always returns a boolean value of true.  The scheduledExecutionTime() method is used to return the time at which the previous invocation of a repeating task occurred. If the task is currently running, it is the time at which the task began. If the task is not running, it is the time at which the previous execution of the task began. Its purpose is a bit obscure but it will make more sense after we discuss the Timer class.  Here is the interface of the Timer class:  public class Timer {  public Timer( );  public Timer(boolean isDaemon);  public Timer(String name);  public Timer(String name, boolean isDaemon);  public void schedule(TimerTask task, long delay);  public void schedule(TimerTask task, Date time);  public void schedule(TimerTask task, long delay, long period);  public void schedule(TimerTask task, Date firstTime, long period);  public void scheduleAtFixedRate(TimerTask task, long delay, long period);  public void scheduleAtFixedRate(TimerTask task, Date firstTime, long period);  public void cancel( );  public int purge( );  }  The Timer class provides the means to execute tasks at a later time. The tasks that are scheduled are placed in an ordered queue and are executed sequentially by a single thread.  Four constructors are provided to create different versions of the Timer class. The most important parameter of these constructors allows the definition of whether the created thread is a daemon thread (see [Chapter 13](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-13.html#jthreads3-CHP-13)). This is useful for tasks which are needed only if the user is still interacting with the program. If the timer thread is a daemon thread, the program can exit when all the user threads terminate. The other parameter is used to name the thread; this is important if the threads are to be monitored by a debugger.  The first two overloaded versions of the schedule() method are used to schedule one-time tasks. The first allows for the specification of a delay: a time period in milliseconds relative to the current time. The second allows for the specification of an absolute time.  The last two overloaded versions of the schedule() method are used to schedule repeating tasks. The third parameter is used to specify the period in milliseconds between invocations of the repeated tasks.  There are a few important issues in the timer implementation, particularly for repeated tasks. First, only a single thread executes the tasks. While it is recommended that the tasks executed by the Timer class be short-lived, no check ensures that this is so. This means that if the Timer object is overwhelmed, a task may be executed at a time much later than the specified time. For repeated tasks, the schedule() method does not take this into account. The schedule time is allowed to drift, meaning that the next iteration of the task is based on the previous iteration. This is not very useful if the task is used to maintain a clock or other time-critical task.  Two mechanisms can be used to resolve this. The first mechanism is the two overloaded scheduleAtFixedRate() methods. The schedule() method schedules the next execution of the task based on when the previous execution actually occurred. The next iteration of the task scheduled by the scheduleAtFixedRate() method is calculated from when the previous iteration was supposed to execute梟ot when the previous iteration actually executes.  The second mechanism is the scheduledExecutionTime() method of the TimerTask class. This method can be used by the task itself to determine when the task is supposed to run. Based on the comparison to the current time, the task can adjust its behavior. This is even more important when the scheduleAtFixedRate() method is used to schedule the task. Since the tasks are not allowed to drift, more than one iteration of the repeated task may be waiting to execute. As a result, a timer task may want to skip a particular execution if it knows that another execution is pending in the queue. For example, a task that runs every five seconds can tell if it has missed an execution by using this code:  public class MyTimerTask extends TimerTask {  public void run( ) {  if (System.currentTimeMillis( ) - scheduledExecutionTime( ) > 5000) {  // We're more than five seconds off; skip this because another task  // will already have been scheduled.  return;  }  ...  }  }  [Table 11-1](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-11-SECT-2.html#jthreads3-CHP-11-TABLE-1) shows when tasks would be executed under different scheduling models of the Timer class. In this example, we're assuming that the task is to be run every second, executes for .1 seconds, and the system becomes bogged down for .5 seconds between the second and third iteration. The schedule() method drifts by .5 seconds on subsequent executions. The scheduleAtFixedRate() method runs the delayed iteration .5 seconds late but still executes the remaining iterations according to the original schedule. Neither takes into account the time required to execute the task.   | Table 11-1. Execution time of java.util.Timer tasks | | | --- | --- | |  | **Execution start time** | | **Method** | **Iteration 1** | **Iteration 2** | **Iteration 3** | **Iteration 4** | **Iteration 5** | | schedule() | 1 seconds | 2 seconds | 3.5 seconds | 4.5 seconds | 5.5 seconds | | scheduleAtFixedRate() | 1 seconds | 2 seconds | 3.5 seconds | 4 seconds | 5 seconds |   The cancel() method is provided by the Timer class to destroy the timer. All the tasks in the timer are simply cancelled, and no new tasks are allowed to be scheduled. The Timer object can no longer be used to schedule any more tasks. If a task is currently executing, it is allowed to finish; currently executing tasks are not interrupted.  The purge() method is used for maintenance. The task's cancel() method does not actually delete the task from the task queue; the task is simply marked as cancelled. The task is deleted from the queue by the timer when it is time for the task to execute: because the task is marked as cancelled, the task is skipped and deleted from the queue at that time. The purge() method is important only when a large number of tasks are being cancelled (or the tasks themselves consume a lot of memory). By purging the timer, the task objects are removed from the queue, allowing them to be garbage collected. 11.2.1 Using the Timer Here's an example that uses the Timer class. The example program allows you to monitor the reachability of one or more web sites: it periodically attempts to retrieve a URL from each web site. Web sites that are reachable are displayed in green; web sites that are down are displayed in red.  We start with the timer task that contacts the web site:  package javathreads.examples.ch11.example1;  import java.util.\*;  import java.net.\*;  public class URLPingTask extends TimerTask {  public interface URLUpdate {  public void isAlive(boolean b);  }  URL url;  URLUpdate updater;  public URLPingTask(URL url) {  this(url, null);  }  public URLPingTask(URL url, URLUpdate uu) {  this.url = url;  updater = uu;  }  public void run( ) {  if (System.currentTimeMillis( ) - scheduledExecutionTime( ) > 5000) {  // Let the next task do it  return;  }  try {  HttpURLConnection huc = (HttpURLConnection) url.openConnection( );  huc.setConnectTimeout(1000);  huc.setReadTimeout(1000);  int code = huc.getResponseCode( );  if (updater != null)  updater.isAlive(true);  } catch (Exception e) {  if (updater != null)  updater.isAlive(false);  }  }  }  The run() method periodically contacts the given URL and then updates the status watcher depending on whether or not reading the URL was successful. Note that if more than five seconds have elapsed since the last time the task runs, the task skips itself.  The program that sets up the task looks like this:  package javathreads.examples.ch11.example1;  import java.awt.\*;  import java.awt.event.\*;  import java.net.\*;  import javax.swing.\*;  import java.util.Timer;  public class URLMonitorPanel extends JPanel implements URLPingTask.URLUpdate {  Timer timer;  URL url;  URLPingTask task;  JPanel status;  JButton startButton, stopButton;  public URLMonitorPanel(String url, Timer t) throws MalformedURLException {  setLayout(new BorderLayout( ));  timer = t;  this.url = new URL(url);  add(new JLabel(url), BorderLayout.CENTER);  JPanel temp = new JPanel( );  status = new JPanel( );  status.setSize(20, 20);  temp.add(status);  startButton = new JButton("Start");  startButton.setEnabled(false);  startButton.addActionListener(new ActionListener( ) {  public void actionPerformed(ActionEvent ae) {  makeTask( );  startButton.setEnabled(false);  stopButton.setEnabled(true);  }  });  stopButton = new JButton("Stop");  stopButton.setEnabled(true);  stopButton.addActionListener(new ActionListener( ) {  public void actionPerformed(ActionEvent ae) {  task.cancel( );  startButton.setEnabled(true);  stopButton.setEnabled(false);  }  });  temp.add(startButton);  temp.add(stopButton);  add(temp, BorderLayout.EAST);  makeTask( );  }  private void makeTask( ) {  task = new URLPingTask(url, this);  timer.schedule(task, 0L, 5000L);  }  public void isAlive(final boolean b) {  SwingUtilities.invokeLater(new Runnable( ) {  public void run( ) {  status.setBackground(b ? Color.GREEN : Color.RED);  status.repaint( );  }  });  }  public static void main(String[] args) throws Exception {  JFrame frame = new JFrame("URL Monitor");  Container c = frame.getContentPane( );  c.setLayout(new BoxLayout(c, BoxLayout.Y\_AXIS));  Timer t = new Timer( );  for (int i = 0; i < args.length; i++) {  c.add(new URLMonitorPanel(args[i], t));  }  frame.addWindowListener(new WindowAdapter( ) {  public void windowClosing(WindowEvent evt) {  System.exit(0);  }  });  frame.pack( );  frame.show( );  }  }  Each individual panel monitors a single URL. Note that the isAlive() method runs from the timer thread, so its invocation of Swing methods is placed within a call to the invokeLater() method. Also note that since a task cannot be reused, the actionPerformed() method associated with the Start button must set up a new task.  This application points out the basic shortcomings of the Timer class. We've set it up so that all the panels share a single instance of the timer, which means a single thread. Although our task uses timeouts to talk to the web server, it's conceivable that a single execution of the run() method of the task could take almost two seconds (though it's more likely to take only one second if the site is down). If you monitor 10 sites and your ISP goes down, the single timer thread ends up with a backlog of tasks. That's the reason we put logic into the run() method of the task to check to see whether it missed its scheduled execution time.  The alternative is to create a new timer for each panel. In that case, we don't have to worry about a backlog of tasks. The downside is that we now have one thread for every site we're monitoring. That's not a big deal unless we're monitoring thousands of sites, but it's not optimal either. We'll revisit this later in this chapter. |

### 11.3 The javax.swing.Timer Class

As we've discussed, Swing objects cannot be accessed from arbitrary threads梬hich includes the threads from the Timerclass (and the threads in the thread pool of the ScheduledThreadPoolExecutor class that we discuss later in this chapter). We know that we can use the invokeLater() and invokeAndWait() methods of the SwingUtilities class to overcome this, but Java also provides a Timer class just for Swing objects. The javax.swing.Timer class provides the ability to execute actions at a particular time, and those actions are invoked on the event-dispatching thread.

Here is the interface to the javax.swing.Timer class:

public class Timer {

public Timer(int delay, ActionListener listener);

public void addActionListener(ActionListener listener);

public void removeActionListener(ActionListener listener);

public ActionListener[] getActionListeners( );

public EventListener[] getListeners(Class listenerType);

public static void setLogTimers(boolean flag);

public static boolean getLogTimers( );

public void setDelay(int delay);

public int getDelay( )

public void setInitialDelay(int initialDelay);

public int getInitialDelay( );

public void setRepeats(boolean flag);

public boolean isRepeats( );

public void setCoalesce(boolean flag);

public boolean isCoalesce( );

public void start( );

public boolean isRunning( );

public void stop( );

public void restart( );

}

This class is not really a generic scheduler. In fact, even though multiple callbacks (event listeners) can be attached to the timer, it has only one schedule: all the listeners use the schedule defined by the Timer class itself (rather than the schedule defined by particular tasks). Tasks that require a different schedule need a different instance of the Swing timer. Most of the methods provided by this class are used to configure the schedule and control the timer.

Unlike the java.util.Timer class, this Timer class uses the ActionListener interface. This provides an interface that Swing developers are accustomed to: all Swing objects use event listeners to execute callbacks. When a scheduled time is reached, it is treated as any other event (such as a button press): the registered action listeners are called.

The constructor to the class takes two parameters. The first is the delay in milliseconds. This value is used by the timer as both the initial time to wait to fire the first action listener and the time to wait between repeated firings of the action listeners. The second parameter is an action listener to fire. Both of these parameters can be modified at a later time.

The addActionListener() and removeActionListener() methods are used to add listeners to and remove listeners from the timer. The getActionListeners() method is used to retrieve the listeners that have been registered to the timer. The getListeners() method provides the added qualification of the event listener type. This allows the developer to get specific types of listeners that are registered to the timer. In most cases, this is probably not very useful, as the limitation of the timer as a generic scheduler also limits the number of action listeners registered to each timer.

The getDelay() and setDelay() methods are used to retrieve and modify the time between repeated events (which by default is set in the constructor). This allows it to be different from the initial delay time. That delay time is handled by the getInitialDelay() and setInitialDelay() methods.

The isRepeats() and setRepeats() methods are used to control whether events are repeated. By default, the timer repeats events, as this Timer class was originally designed for tasks such as a blinking cursor. The isCoalesce( ) andsetCoalesce() methods are used to handle repeated methods that are backlogged. For example, if a method is to be called once every second, and three seconds have elapsed, then the listener may have to be called three times. If the coalesceflag is set, the listener is called only once. This is important for tasks such as blinking the cursor. If the timer has already missed two blinks, blinking three times very fast does not fix the problem; it is better to just skip the missed blinks.

The getLogTimers() and setLogTimers() methods are used to control debugging of the timer. If debugging is activated, messages are sent to standard output to report the actions of the timer.

Finally, the timer must be activated upon completion of the registration of the listeners (and, possibly, adjusting the initial delay and repeat times). This is accomplished by the start() method. The timer can later be terminated by calling the stop() method. The restart() method resets the timer: the timer then waits until its initial delay time period has elapsed, at which point it starts calling its listeners. The isRunning() method is used to determine whether the timer has been started.

#### 11.3.1 Using the javax.swing.Timer Class

We can use the javax.swing.Timer class in our typing program. Previously, our animated canvas set up a thread to handle the animation; this thread periodically told the animation canvas to repaint itself. Now, we'll use a timer.

package javathreads.examples.ch11.example2;

import javax.swing.\*;

import java.awt.\*;

import java.awt.event.\*;

import java.util.concurrent.\*;

import java.util.concurrent.locks.\*;

import javathreads.examples.ch11.\*;

public class AnimatedCharacterDisplayCanvas extends CharacterDisplayCanvas

implements ActionListener, CharacterListener {

private int curX;

private Timer timer;

public AnimatedCharacterDisplayCanvas(CharacterSource cs) {

super(cs);

timer = new Timer(100, this);

}

public synchronized void newCharacter(CharacterEvent ce) {

curX = 0;

tmpChar[0] = (char) ce.character;

repaint( );

}

public synchronized void paintComponent(Graphics gc) {

if (tmpChar[0] == 0)

return;

Dimension d = getSize( );

int charWidth = fm.charWidth(tmpChar[0]);

gc.clearRect(0, 0, d.width, d.height);

gc.drawChars(tmpChar, 0, 1, curX++, fontHeight);

if (curX > d.width - charWidth)

curX = 0;

}

public void actionPerformed(ActionEvent ae) {

repaint( );

}

public void setDone(boolean b) {

if (!b)

timer.start( );

else timer.stop( );

}

}

Note that this implementation is much simpler than our previous implementations. Previously, we set up a thread in thesetDone() method; now, we simply call the timer start() method.

Using the timer has also allowed us to simplify the locking around the calls to the repaint() method. Knowing when the animation should run used to require a wait-and-notify mechanism (or condition variable). Now we just defer that to the timer. The Timer class itself has the waiting logic within it: operationally, we haven't saved anything. But in terms of development, using a timer has saved us some effort. This is a clear example of why using higher-level thread constructs makes things simpler for the developer.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 11.4 The ScheduledThreadPoolExecutor Class J2SE 5.0 introduced the ScheduledThreadPoolExecutor class, which solves many problems of the Timer class. In many regards, the Timer class can be considered obsolete because of the ScheduledThreadPoolExecutor class. Why is this class needed? Let's examine some of the problems with the Timer class.  First, the Timer class starts only one thread. While it is more efficient than creating a thread per task, it is not an optimal solution. The optimal solution may be to use a number of threads between one thread for all tasks and one thread per task. In effect, the best solution is to place the tasks in a pool of threads. The number of threads in the pool should be assignable during construction to allow the program to determine the optimal number of threads in the pool.  Second, the TimerTask class is not necessary. It is used to attach methods to the task itself, providing the ability to cancel the task and to determine the last scheduled time. This is not necessary: it is possible for the timer itself to maintain this information. It also restricts what can be considered a task. Classes used with the Timer class must extend the TimerTask class; this is not possible if the class already inherits from another class. It is much more flexible to allow any Runnable object to be used as the task to be executed.  Finally, relying upon the run() method is too restrictive for tasks. While it is possible to pass parameters to the task梑y using parameters in the constructor of the task梩here is no way to get any results or exceptions. The run() method has no return variable, nor can it throw any type of exceptions other than runtime exceptions (and even if it could, the timer thread wouldn't know how to deal with it).  The ScheduledThreadPoolExecutor class solves all three of these problems. It uses a thread pool (actually, it inherits from the thread pool class) and allows the developer to specify the size of the pool. It stores tasks as Runnableobjects, allowing any task that can be used by the thread object to be used by the executor. Because it can work with objects that implement the Callable interface, it eliminates the restrictive behavior of relying solely on the Runnableinterface.  Here's the interface of the ScheduledThreadPoolExecutor class itself:  public class ScheduledThreadPoolExecutor extends ThreadPoolExecutor {  public ScheduledThreadPoolExecutor(int corePoolSize);  public ScheduledThreadPoolExecutor(int corePoolSize,  ThreadFactory threadFactory);  public ScheduledThreadPoolExecutor(int corePoolSize,  RejectedExecutionHandler handler);  public ScheduledThreadPoolExecutor(int corePoolSize,  ThreadFactory threadFactory,  RejectedExecutionHandler handler);  public <V> ScheduledFuture<V> schedule(Callable<V> callable,  long delay, TimeUnit unit);  public ScheduledFuture<V> scheduleAtFixedRate(Runnable command,  long initialDelay, long period, TimeUnit unit);  public ScheduledFuture<V> scheduleWithFixedDelay(  Runnable command, long initialDelay,  long delay, TimeUnit unit);  public void execute(Runnable command);  public void shutdown( );  public List shutdownNow( );    public void setContinueExistingPeriodicTasksAfterShutdownPolicy(  boolean value);  public boolean getContinueExistingPeriodicTasksAfterShutdownPolicy( );  public void setExecuteExistingDelayedTasksAfterShutdownPolicy(  boolean value);  public boolean getExecuteExistingDelayedTasksAfterShutdownPolicy( );  }  The ScheduledThreadPoolExecutor class provides four constructors to create an object. These parameters are basically the same parameters as the thread pool constructors since this executor inherits from the thread pool executor. Therefore, this class is also a thread pool, meaning that some of the parameters assigned by these constructors can also be retrieved and modified by the methods of the ThreadPoolExecutor class.  Note, however, that the constructors have no parameter to specify the maximum number of threads or the type of queue the thread pool should use. The scheduled executor always uses an unbounded queue for its tasks, and the size of its thread pool is always fixed to the number of core threads. The number of core threads, however, can still be modified by calling the setCorePoolSize() method.  The schedule() method is used to schedule a one-time task. You can use the ScheduledFuture object returned by this method to perform the usual tasks on the callable object: you can retrieve its result (using the get() method), cancel it (using the cancel( ) method), or see if it has completed execution (using the isDone() method).  The scheduleAtFixedRate() method is used to schedule a repeated task that is not allowed to drift. This is basically the same scheduling model as the scheduleAtFixedRate() method of the Timer class.  The scheduleWithFixedDelay() method is used to schedule a repeated task where the period between the tasks remains constant; this is useful when the delay between iterations is to be fixed. For instance, this model is better for animation since there is no reason to have animation cycles accumulate if the start times drift. If one cycle of the animation runs late, there is no advantage to running the next cycle earlier.  [Table 11-2](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-11-SECT-4.html#jthreads3-CHP-11-TABLE-2) shows when tasks would be executed under different scheduling models of the ScheduledThreadPoolExecutorclass. In this example, we're again assuming that the task is to be run every second, executes for .1 seconds, and the system becomes bogged down for .5 seconds between the second and third iteration. The scheduleAtFixedRate() method runs the delayed iteration .5 seconds late but still executes the remaining iterations according to the original schedule (exactly the same as the java.util.Timer class). The scheduleWithFixedDelay() method takes into account the execution time of the task; this is why each iteration drifts by .1 seconds. It does not compensate for the .5-second delay, so it drifts over time.   | Table 11-2. Execution time of java.util.Timer tasks | | | --- | --- | |  | **Execution start time** | | **Method** | **Iteration 1** | **Iteration 2** | **Iteration 3** | **Iteration 4** | **Iteration 5** | | scheduleAtFixedRate() | 1 seconds | 2 seconds | 3.5 seconds | 4 seconds | 5 seconds | | scheduleWithFixedDelay() | 1 seconds | 2.1 seconds | 3.7 seconds | 4.8 seconds | 5.9 seconds |   The execute() and submit() methods are used to schedule a task to run immediately. These methods are present mainly because the Executor interface requires them. Still, it may be useful for one task to add other tasks to be run in the pool rather than execute them directly, because then the primary task doesn't own the thread in the pool for a huge period of time. It also allows the thread pool to assign the subtasks to other threads in the pool if the pool is not busy.  The shutdown() and shutdownNow() methods are also part of the thread pool class. The shutdown() method is used to shut down the executor but allows all pending tasks to complete. The shutdownNow() method is used to try to cancel the tasks in the pool in addition to shutting down the thread pool. However, this works differently from a thread pool because of repeating tasks. Since certain tasks repeat, tasks could technically run forever during a graceful shutdown.  To solve this, the task executor provides two policies. The ExecuteExistingDelayedTasksAfterShutdownPolicy is used to determine whether the tasks in the queue should be cancelled upon graceful shutdown. TheContinueExistingPeriodicTasksAfterShutdownPolicy is used to determine whether the repeating tasks in the queue should be cancelled upon graceful shutdown. Therefore, setting both to false empties the queue but allows currently running tasks to complete. This is similar to how the Timer class is shut down. The shutdownNow() method cancels all the tasks and also interrupts any task that is already executing.  With the support of thread pools, callable tasks, and fixed delay support, you might conclude that the Timer class is obsolete. However, the Timer class has some advantages. First, it provides the option to specify an absolute time. Second, the Timer class is simpler to use: it may be preferable if only a few tasks or repeated tasks are needed. 11.4.1 Using the ScheduledThreadPoolExecutor Class Here's a modification of our URL monitor that uses a scheduled executor. Modification of the task itself means a simple change to the interface it implements:  package javathreads.examples.ch11.example3;  ...  public class URLPingTask implements Runnable {  ...  }  Our Swing component has just a few changes:  package javathreads.examples.ch11.example3;  ...  import java.util.concurrent.\*;  public class URLMonitorPanel extends JPanel implements URLPingTask.URLUpdate {  ScheduledThreadPoolExecutor executor;  ScheduledFuture future;  ...  public URLMonitorPanel(String url, ScheduledThreadPoolExecutor se)  throws MalformedURLException {  executor = se;  ...  stopButton.addActionListener(new ActionListener( ) {  public void actionPerformed(ActionEvent ae) {  future.cancel(true);  startButton.setEnabled(true);  stopButton.setEnabled(false);  }  });  ...  }  private void makeTask( ) {  task = new URLPingTask(url, this);  future = executor.scheduleAtFixedRate(  task, 0L, 5L, TimeUnit.SECONDS);  }  public static void main(String[] args) throws Exception {  ...  ScheduledThreadPoolExecutor se = new ScheduledThreadPoolExecutor(  (args.length + 1) / 2);  for (int i = 0; i < args.length; i++) {  c.add(new URLMonitorPanel(args[0], se));  }  ...  }  }  The main enhancement that this change has bought us is the ability to specify a number of threads for the executor. We've chosen half as many threads as the machines we're monitoring: in between the number of suboptimal choices we had previously. In this case, it would have been even more ideal for the task executor to be more flexible in its thread use. 11.4.2 Using the Future Interface The other case when using a scheduled executor makes sense is when you want to use the callable interface so that you can later check the status of the task. This is logical equivalent to using the join() method to tell if a thread is done.  We'll extend our example slightly to see how this works. Let's suppose we want our URL monitor to have a license; without a license, it runs in a demo mode for two minutes. In the absence of a valid license, we can set up a callable task that runs after a delay of two minutes. After that task has run, we know that the license period has expired.  We'll have to poll the license task periodically to see whether it has finished. Normally, we don't like polling because of its inefficiencies, but in this case, we have a perfect time to do it: because the status thread runs every five seconds, it can poll the license task without wasting much CPU time at all. Since in this case we don't have to unnecessarily wake up a polling thread, we can afford the simple method call to handle the poll.  First, we need a simple task.  package javathreads.examples.ch11.example4;  class TimeoutTask implements Callable {  public Integer call( ) throws IOException {  return new Integer(0);  }  }  As required, we've implemented the Callable interface. In this simple example, we don't actually care about the return value: if the task has run, the license has expired. In a more complicated case, the license task might check with a license server and return a more interesting result. Checking with the license server might create an IOException, which is why we've declared that this task throws that exception.  Now we must add this to our monitor:  package javathreads.examples.ch11.example4;  public class URLMonitorPanel extends JPanel implements URLPingTask.URLUpdate {  static Future<Integer> futureTaskResult;  static volatile boolean done = false;  ...  private void checkLicense( ) {  if (done) return;  try {  Integer I = futureTaskResult.get(0L, TimeUnit.MILLISECONDS);  // If we got a result, we know that the license has expired  JOptionPane.showMessageDialog(null,  "Evaluation time period has expired", "Expired",  JOptionPane.INFORMATION\_MESSAGE);  done = true;  } catch (TimeoutException te) {  // Task hasn't run; just coninue  } catch (InterruptedException ie) {  // Task was externally interrupted  } catch (ExecutionException ee) {  // Task threw IOException, which can be obtained like  IOException ioe = (IOException) ee.getCause( );  // Clean up after the exception  }  }  public void isAlive(final boolean b) {  try {  SwingUtilities.invokeAndWait(new Runnable( ) {  public void run( ) {  checkLicense( );  if (done) {  future.cancel(true);  startButton.setEnabled(false);  stopButton.setEnabled(false);  return;  }  status.setBackground(b ? Color.GREEN : Color.RED);  status.repaint( );  }  });  } catch (Exception e) {}  }  public static void main(String[] args) throws Exception {  ...  TimeoutTask tt = new TimeoutTask( );  futureTaskResult = se.schedule(tt, 120, TimeUnit.SECONDS);  ...  }  }  The checkLicense() method is called every time status is reported; it polls the timeout task. When the poll succeeds, the checkLicense() method sets a done flag so that other panels know that the license has expired (the done flag is static and shared among all panels). Alternately, we could let each panel poll the futureTaskResult object itself.  If you look carefully, you'll notice that there's no synchronization for the checkLicense() method and that it appears that the option pane might get displayed twice if two panels invoke that method at the same time. However, that's not possible because the checkLicense() method is called via the invokeAndWait() method. That blocks the event-dispatching thread so we are already assured that only one thread at a time is executing the checkLicense() method. |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 11.5 Summary In this chapter, we've looked at various ways in which tasks may be scheduled in the future. The simplest way to do this is to use the java.util.Timer class, which can run instances of a special class (the TimerTask class) at a point in the future, repeating the task if necessary. Each instance of a timer is a single thread; that thread can handle multiple tasks but long-running tasks may need their own thread (and consequently their own timer).  The javax.swing.Timer class is functionally similar, except that it ensures that tasks are run on the event-dispatching thread so that they may safely access Swing components. However, the javax.swing.Timer class has a fixed time schedule for all the tasks it runs; tasks that have different scheduling needs require different instances of the timer.  Finally, the ScheduledThreadPoolExecutor class provides a more flexible (but more complex) interface to task scheduling. Because it uses a thread pool, it can be more efficient when running a lot of tasks simultaneously. It also allows you to poll for task status or to use generic Runnable objects as your task.  The key benefit of task executors and timers is that they free you from having to worry about thread-related programming for your tasks: you simply feed the task to the timer or executor and let it worry about the necessary thread controls. This makes the code that you write that much simpler. 11.5.1 Example Classes Here are the class names and Ant targets for the examples in this chapter:   | **Description** | **Main Java class** | **Ant target** | | --- | --- | --- | | URL Monitor with java.util.Timerclass | javathreads.examples.ch11.example1.URLMonitor URL1 URL2 ... | ch11-ex1 | | Type Tester with Timer animation | javathreads.examples.ch11.example2.SwingTypeTester | ch11-ex2 | | URL Monitor with scheduled executor | javathreads.examples.ch11.example3.URLMonitor URL1 URL2 ... | ch11-ex3 | | URL Monitor with timeout | javathreads.examples.ch11.example4.URLMonitor URL1 URL2 ... | ch11-ex4 |   The ant property to specify the URL is:  <property name="hostlist" value="http://www.ora.com/"/>  Unfortunately, Ant offers no way to specify multiple hostnames. If you want to try a URL monitor with more than one URL, you must execute the class directly. |

## Chapter 12. Threads and I/O

If you're not interested in parallel processing, the area where you're most likely to encounter threads in Java is in dealing with I/O梐nd particularly in dealing with network I/O. That's the topic we explore in this chapter.

In early versions of Java, all I/O was blocking. If your program attempted to read data from a socket and no data was present, the read() method would block until at least some data was available. That situation is also true of reading a file. For the most part, delays in reading files aren't noticeable; you may have to wait a few cycles for the disk to rotate to the correct location and the operating system to transfer data from the disk. In most programs, blocking for that amount of time makes little difference, but in those programs where it does make a difference, the concepts that apply to network I/O are just as relevant to file I/O.

For network I/O, the delay can be quite significant. Networks are subject to delays at various points (particularly if the network involves long distances or slow links). Even if there's no physical delay on the network lines, network I/O is done in the context of a conversation between two peers, and a peer may not be ready to furnish its output when its partner wants it. A database server reads commands from a user, but the user may take a few minutes to type in the SQL to be executed. Once the SQL has been sent to the database, the user is ready to read back the response, but it may take the database a few minutes to obtain the results of the query.

Because early versions of Java did not have a way to handle nonblocking I/O, Java servers would typically start a new thread for every client that connected to them. Java clients would typically start a new thread to send requests to the server so that the rest of the program would remain active while the client was waiting for a response.

In JDK 1.4, this situation changed: Java introduced the NIO package, which allowed developers to utilize nonblocking I/O in their programs. This changed the rule for the way in which Java servers (and other I/O-intensive programs) are threaded, though it does not eliminate all threading considerations from those programs.

In this chapter, we look at servers that employ each type of I/O and show common techniques for handling the server's threads.

### 12.1 A Traditional I/O Server

Let's start with the simplest case, which is based on Java's original (blocking) I/O model. In this model, a network server must start a new thread for every client that attaches to the server. We already know that by reading data from a socket in a separate thread, we solve the problem of blocking while we're waiting for data. Threading on the server side has an additional benefit: by having a thread associated with each client, we no longer need to worry about other clients within any single thread. This simplifies our server-side programming: we can code our classes as if we were handling a single client at a time.

Before we show the code for the server, let's review some networking basics. [Figure 12-1](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-12-SECT-1.html#jthreads3-CHP-12-FIG-1) shows the data connections between several clients and a server. The server-side socket setup is implemented in two steps. First, an instance of the ServerSocket class is used to listen on a port known to the client. The client connects to this port as a means to negotiate a private connection with the server.

##### Figure 12-1. Network connections between clients and a server
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Once a data connection has been negotiated, the server and client communicate through the private connection. In general, this process is generic: most developers are concerned with the data sockets (the private connection). Furthermore, the data sockets on the server side are usually self-contained to a particular client. While it's possible to have different mechanisms that deal with many data sockets at the same time, generally the same code is used to deal with each of the data sockets independently.

Since the setup is generic, we can develop a generic TCPServer class that handles the setup and defers the data processing to its subclasses. This TCPServer class creates the server socket and accepts connections. For each connection, it spawns a new thread (a clone of itself, so that the new thread has a copy of all the interesting data that the server holds). Here's the implementation of this class, which serves as the superclass for many of the examples in this chapter:

package javathreads.examples.ch12;

import java.net.\*;

import java.io.\*;

public class TCPServer implements Cloneable, Runnable {

Thread runner = null;

ServerSocket server = null;

Socket data = null;

private boolean done = false;

public synchronized void startServer(int port) throws IOException {

if (runner == null) {

server = new ServerSocket(port);

runner = new Thread(this);

runner.start( );

}

}

public synchronized void stopServer( ) {

done = true;

runner.interrupt( );

}

protected synchronized boolean getDone( ) {

return done;

}

public void run( ) {

if (server != null) {

while (!getDone( )) {

try {

Socket datasocket = server.accept( );

TCPServer newSocket = (TCPServer) clone( );

newSocket.server = null;

newSocket.data = datasocket;

newSocket.runner =

new Thread(newSocket);

newSocket.runner.start( );

} catch (Exception e) {}

}

} else {

run(data);

}

}

public void run(Socket data) {

}

}

The TCPServer class implements the Runnable interface; it creates multiple threads and copies of itself to run in each of those threads. Creating the copies requires that the server implement the Cloneable interface as well. Since the first TCPServer object operates on the server socket (while the clones operate on the data sockets), the TCPServerclass must be written to service both kinds of sockets.

The logic to handle the clients is contained within the run() method. The conditional at the beginning of the run()method is what distinguishes between the type of socket to be handled. When we first enter the run( ) method, the server variable is set to the server socket, so we continue into the inner loop that accepts new connections. When a new connection has been accepted, we clone the TCPServer object and set the server variable in the cloned object to null. The cloned object is then executed in a new thread. When the cloned object executes the run() method, its server variable is null and so it calls the run(Socket data) method. In the base class, that method does nothing; to have a useful TCPServer, you must extend it (which we'll do next).

To start the server, you must call the startServer() method. That method creates a thread that runs the server. By handling the server socket in this thread, the startServer() method can return immediately, and the same program can instantiate multiple servers. The stopServer() method is used to stop the server: it follows our traditional pattern of setting a done flag and interrupting the target thread (the runner thread). Note that the stopServer( ) method stops the server thread, which prevents the server from accepting new client connections but all existing client connections and threads remain running. This allows for a graceful shutdown. It's a simple extension to the class to keep track of all client threads and interrupt them if you want them to shut down as well.

One more point about this implementation: you'll notice that the startServer() and stopServer() methods are synchronized because they operate on shared data, but that data appears to be accessed from the unsynchronized run()method. Appearances here are deceiving. In every client thread, the client has a separate clone of the object, so each thread is operating on its own private data. As a result, that data need not be synchronized. If the client threads need to share data, they are responsible for making sure that the data is properly synchronized.

#### 12.1.1 An Example Multithreaded Server

For our first example, we'll subclass the TCPServer class to perform I/O within the run(Socket data) method. For a complete example, we must provide the TCPServer implementation and a client that can connect to that server. In this section, we'll develop the server; the client will be developed in the next section. We'll develop a server that can serve as the beginning of a multiplayer typing game: multiple clients connect to the server, which sends the same string to each client and keeps track of all their scores. We'll develop only the first part of that server, the part that sends a string to each client. The remaining logic contains no new information about threading, so we'll leave it as an exercise for the reader.

Developing a server like this depends on establishing a protocol between the client and server. For our example, we use a simple protocol where messages are a single byte (the message type), optionally followed by data specific to the message type. We define three types of messages:

package javathreads.examples.ch12;

public class TypeServerConstants {

public final static byte WELCOME = 0;

public final static byte GET\_STRING\_REQUEST = 1;

public final static byte GET\_STRING\_RESPONSE = 2;

}

The WELCOME message must be sent by the server when it accepts a new client into the game; it has no optional data. TheGET\_STRING\_REQUEST message is sent by the client when it wants a new string; it too has no optional data. Finally, theGET\_STRING\_RESPONSE message is sent by the server when it has processed a GET\_STRING\_REQUEST; it must be followed by a UTF-8-encoded string that the client is expected to type.

Here's the implementation of our server:

package javathreads.examples.ch12.example1;

import java.io.\*;

import java.net.\*;

import javathreads.examples.ch12.\*;

public class TypeServer extends TCPServer {

public void run(Socket data) {

try {

DataOutputStream dos =

new DataOutputStream(data.getOutputStream( ));

dos.writeByte(TypeServerConstants.WELCOME);

DataInputStream dis =

new DataInputStream(data.getInputStream( ));

while (true) {

byte b = dis.readByte( );

if (b != TypeServerConstants.GET\_STRING\_REQUEST) {

System.out.println("Client sent unknown request " + b);

continue;

}

dos.writeByte(TypeServerConstants.GET\_STRING\_RESPONSE);

dos.writeUTF("Thisisateststring");

dos.flush( );

}

} catch (Exception e) {

System.out.println("Client terminating: " + e);

return;

}

}

public static void main(String[] args) throws IOException {

TypeServer ts = new TypeServer( );

ts.startServer(Integer.parseInt(args[0]));

System.out.println("Server ready and waiting...");

}

}

Remember that the run() method in this class is called after a new connection has been made (and within a new thread). It writes out the welcome message and then simply loops. Each time it executes the readByte() method, it blocks until the client sends the actual request for a string. That's the reason why we're running the client in a separate thread; other clients execute the readByte() method on completely separate sockets in separate threads. When a message is received, the string to type is sent back in the proper UTF-8 encoded format. The string here is always the same, but you could generate random strings in your server.

This class is also responsible for starting the server, which is a simple case of instantiating the server object and calling its startServer() method. Note that the main thread then exits, depending on the thread started by thestartServer() method to continue all the work. We've not provided any way to stop the server other than killing the entire process, although we'll explore some ways to do that in later examples.

##### 12.1.1.1 Using the multithreaded server

Now we must develop the client side of our first example. We use our standard typing program as the client and change its random-character generator to connect to our server and send characters retrieved from that server. Here's therandom-character generator that accomplishes that:

package javathreads.examples.ch12.example1;

import java.net.\*;

import java.io.\*;

import java.util.\*;

import java.util.concurrent.\*;

import java.util.concurrent.locks.\*;

import javathreads.examples.ch12.\*;

public class RandomCharacterGenerator extends Thread implements CharacterSource {

private char[] chars;

private int curChar;

private Random random = new Random( );

private CharacterEventHandler handler;

private boolean done = true;

private Lock lock = new ReentrantLock( );

private Condition cv = lock.newCondition( );

private Socket sock;

private DataInputStream reader;

private DataOutputStream writer;

public RandomCharacterGenerator(String host, int port) throws IOException {

handler = new CharacterEventHandler( );

sock = new Socket(host, port);

reader = new DataInputStream(sock.getInputStream( ));

reader.read( ); // Welcome

writer = new DataOutputStream(sock.getOutputStream( ));

getString( );

}

private synchronized void getString( ) throws IOException {

byte b = TypeServerConstants.GET\_STRING\_REQUEST;

writer.write(b);

writer.flush( );

b = (byte) reader.readByte( );

if (b != TypeServerConstants.GET\_STRING\_RESPONSE)

throw new IllegalStateException("Bad recv state " + b);

String s = reader.readUTF( );

chars = s.toCharArray( );

curChar = 0;

}

public int getPauseTime(int minTime, int maxTime) {

return (int) (minTime + ((maxTime-minTime)\*random.nextDouble( )));

}

public int getPauseTime( ) {

return getPauseTime(2000, 5500);

}

public void addCharacterListener(CharacterListener cl) {

handler.addCharacterListener(cl);

}

public void removeCharacterListener(CharacterListener cl) {

handler.removeCharacterListener(cl);

}

public void nextCharacter( ) {

handler.fireNewCharacter(this,

(int) chars[curChar++]);

if (curChar == chars.length) {

try {

getString( );

} catch (IOException ioe) {

// Put up a dialog box to alert user of error

}

}

}

public void run( ) {

try {

lock.lock( );

while (true) {

try {

if (done) {

cv.await( );

} else {

nextCharacter( );

cv.await(getPauseTime( ), TimeUnit.MILLISECONDS);

}

} catch (InterruptedException ie) {

return;

}

}

} finally {

lock.unlock( );

}

}

public void setDone(boolean b) {

try {

lock.lock( );

done = b;

if (!done) cv.signal( );

} finally {

lock.unlock( );

}

}

}

The only thread here is the one we've always had, which sends out the next character from the string retrieved from the server. A simple extension for your own practice would be to use the approach from [Chapter 7](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-7.html#jthreads3-CHP-7) and show connection progress in the main Swing application.

#### 12.1.2 Scaling Using Traditional I/O

The primary issue when using the server we've just implemented is that it can handle only a finite number of clients. Two factors limit the number of clients the server can handle. First, the server can start only a certain number of threads. That number depends on the operating system hosting the server, the amount of memory available to the server, and so on, but the number of threads that a typical server can handle is far less than the number of sockets it could otherwise handle. The second limit has to do with the throughput of the server; as we saw in [Chapter 10](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-10.html#jthreads3-CHP-10), with too many active threads, the total throughput of the program suffers. Even if you have enough memory to handle thousands of threads, you don't want them all to use the CPU at the same time, or all requests take a very long time.

To address these concerns, let's look at how to limit the number of threads that handle I/O in the server. Using traditional I/O, we can set up a pool of threads to handle requests; this places an upper limit on the number of simulataneous client requests that we can handle. Our second example shows the server and client code to use when you want to throttle the number of threads.

This approach works only for applications in which the client connections are short-lived. It depends on the fact that the threads in the server do not block because they do not read data from the client (other than the initial request, which is typically available as soon as the client has made a connection). This approach can also work if you don't care whether new clients are not always able to connect. If you set an upper limit of, say, 200 clients and don't mind that client number 201 has to wait an indeterminate amount of time for a previous client to exit, you can use the example in this section. Otherwise, if the scaling issues of traditional I/O are a problem for your application, look at the new I/O techniques described in the next section of this chapter.

The design pattern of this example is known as the leader-follower pattern. It relies on the fact that only one thread can execute the accept() method; that is, the internal implementation of the accept( ) method is synchronized. The thread that obtains that lock can establish the connection with a client and obtain that client's data socket. It can then release the lock, and the next thread in line then obtains the lock and processes the next client.

To use this pattern, we must extend our TCPServer class:

package javathreads.examples.ch12;

import java.net.\*;

import java.io.\*;

public abstract class TCPThrottledServer implements Runnable {

ServerSocket server = null;

Thread[] serverThreads;

volatile boolean done = false;

public synchronized void startServer(int port, int nThreads)

throws IOException {

server = new ServerSocket(port);

serverThreads = new Thread[nThreads];

for (int i = 0; i < nThreads; i++) {

serverThreads[i] = new Thread(this);

serverThreads[i].start( );

}

}

public synchronized void setDone( ) {

done = true;

}

public void run( ) {

while (!done) {

try {

Socket data;

data = server.accept( );

run(data);

} catch (IOException ioe) {

System.out.println("Accept error " + ioe);

}

}

}

public void run(Socket data) {

}

}

Notice that our implementation is now much simpler because we no longer need to create threads on the fly. We establish a fixed number of threads in the startServer() method. Each thread executes the run() method, where each in turn gets a client data socket. Because the thread itself operates on the socket, the server object no longer needs to clone itself; it can simply call the run(Socket data) method. The only other significant change is that the startServer() method must now keep track of all the threads so that the stopServer() method can interrupt the threads.

Our actual TypeServer implementation is very similar to its previous incarnation, except that it now can read only a single client request:

package javathreads.examples.ch12.example2;

import java.io.\*;

import java.net.\*;

import javathreads.examples.ch12.\*;

public class TypeServer extends TCPThrottledServer {

public void run(Socket data) {

try {

DataOutputStream dos =

new DataOutputStream(data.getOutputStream( ));

dos.writeByte(TypeServerConstants.WELCOME);

DataInputStream dis =

new DataInputStream(data.getInputStream( ));

byte b = dis.readByte( );

if (b != TypeServerConstants.GET\_STRING\_REQUEST) {

System.out.println("Client sent unknown request " + b);

return;

}

dos.writeByte(TypeServerConstants.GET\_STRING\_RESPONSE);

dos.writeUTF("Thisisateststring");

dos.flush( );

} catch (Exception e) {

System.out.println("Client terminating: " + e);

return;

} finally {

try {

data.close( );

} catch (IOException ioe) {

}

}

}

public static void main(String[] args) throws IOException {

TypeServer ts = new TypeServer( );

ts.startServer(Integer.parseInt(args[0]), Integer.parseInt(args[1]));

System.out.println("Server ready and waiting...");

}

}

Handling only a single request has simplified this implementation as well. There is no free lunch however: theRandomCharacterGenerator class is now more complicated because it can no longer keep its connection to the server open. Instead, each time it wants a new string, it must make a new connection to the server:

package javathreads.examples.ch12.example2;

...

public class RandomCharacterGenerator extends Thread implements CharacterSource {

...

public RandomCharacterGenerator(String host, int port) {

handler = new CharacterEventHandler( );

this.host = host;

this.port = port;

}

private synchronized void getString( ) throws IOException {

Socket sock = new Socket(host, port);

DataInputStream reader = new DataInputStream(sock.getInputStream( ));

reader.read( ); // Welcome

DataOutputStream writer = new DataOutputStream(sock.getOutputStream( ));

byte b = TypeServerConstants.GET\_STRING\_REQUEST;

writer.write(b);

writer.flush( );

b = (byte) reader.readByte( );

if (b != TypeServerConstants.GET\_STRING\_RESPONSE)

throw new IllegalStateException("Bad recv state " + b);

String s = reader.readUTF( );

chars = s.toCharArray( );

curChar = 0;

sock.close( );

}

...

}

Continually making new connections to the server can be a nuisance, as well as having performance implications: it takes a significant amount of time to set up a socket connection. If the protocol of your application is such that messages flow frequently between client and server, this implementation is inefficient. For applications that handle a large number of clients making single requests, however, this is a good way to scale your server using traditional I/O.

### 12.2 A New I/O Server

When you need to handle a large number of clients making an arbitrary number of requests, the examples we've seen so far are impractical. The traditional I/O server cannot scale up to thousands of clients, and the traditional throttled I/O server is suitable only for short-lived requests.

Because of this situation, Java introduced a new I/O package (java.nio) in JDK 1.4. The I/O classes in this package allow you to use nonblocking I/O. This obviates the need for a single thread for every I/O socket (or file); instead, you can have a single thread that processes all client sockets. That thread can check to see which sockets have data available, process that data, and then check again for data on all sockets. Depending on the operations the server has to perform, it may need (or want) to spawn some additional threads to assist with this processing, but the new I/O classes allow you to handle thousands of clients in a single thread.

Given this efficiency, why would you ever use the traditional I/O patterns we looked at earlier? As you'll see, the answer lies in the complexity of the code. Dealing with nonblocking I/O is much harder than dealing with blocking I/O. In those situations where you have a known small number of clients, the ease of development with the traditional I/O classes makes the job of developing and maintaining your code much simpler. In other cases, however, the runtime efficiencies of the new I/O classes make up for its initial programming complexity.

#### 12.2.1 Nonblocking I/O

To understand the complexities we're facing, let's compare blocking and nonblocking I/O. Our program reads a UTF-encoded string. That string is represented as a series of bytes. The first four bytes make up an integer that indicates how much data the string contains. The remaining data is character data, the representation of which depends on the locale in which the data is produced. The data representation for the string "Thisisateststring" appears in [Figure 12-2](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-12-SECT-2.html#jthreads3-CHP-12-FIG-2). The first four bytes tell us that the string has 17 characters, and the next 17 bytes are the ASCII representation of that string.

##### Figure 12-2. Byte representation of a UTF-encoded string

![figs/jth3_1202.gif](data:image/gif;base64,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)

An application that wants to read this string first requests 2 bytes, calculates the length, and then requests 17 bytes.

As this data travels over the network, it may become fragmented. Data on a network is sent in packets, and each packet has a maximum size that it can accomodate. It's possible, then, for the first part of the data to arrive much sooner than the second part of the data. In the case of a network failure (or an extremely ill-timed computer failure on the sending machine), the second part of the data may never arrive. Therefore, when the application requests the 17 bytes, it may get back only the few bytes that have already arrived (the same is true when it requests the 2 bytes). The application must then request more data to complete reading the string.

The difference between blocking and nonblocking I/O is in how this situation is handled. With blocking I/O, thereadUTF() method can just request the additional data. Requesting that data blocks until the data finally makes its way to the machine, at which point the readUTF() method can complete its construction of the string and return that string to the user.

With nonblocking I/O, that solution doesn't work. When a method attempts to read data and none is available, the method immediately returns with an indication that no data was present. You can't immediately retry reading the data because it still may not be available, and you'd end up continually wasting CPU cycles as you attempt to read the nonexistent data. Worse, you'd lose any benefit of nonblocking I/O: if you're going to read data until everything is ready, you may as well use traditional, blocking I/O.

When you use nonblocking I/O, then, it's your responsibility to be prepared for this situation and cope with the fact that all the data you need to process may not be immediately available. It's this programming that makes nonblocking I/O more difficult to use.

This situation isn't limited to reading data from sockets. When you write data to sockets, the data you're writing is buffered in the operating system until the OS can put the data on the network. If the network is very busy, the OS buffer may fill up, and you won't be able to write any data to it. Worse, you may attempt to write 100 bytes, but the OS buffers may have only 64 bytes available: you'll end up writing the first 64 bytes, but then you must go back later and write the remaining 36 bytes.

File I/O can have a similar problem. When you're reading data from the disk, the operating system may have to retrieve the actual data from many different locations on the disk. As a result, some of the data may be available immediately while the remaining data may not be available until the disk completes its rotation to the correct spot for the operating system to read it. In writing data, you may face the same problem: you may write faster than the operating system can flush its buffers to disk, in which case, you'll have a partial write of your data.

The situations we've described here are very similar to a race condition; they depend on a certain sequence of events occurring in a particular order. It turns out that they are just as rare. It's possible to write a server or other program using nonblocking I/O and always assume when you read data that you'll read everything you need and when you write data that it will all get written correctly. Such a program will work almost all the time. Almost.

#### 12.2.2 A Single-Threaded NIO Server

Now we'll develop our third example: a single-threaded network server that uses the NIO classes. As before, we'll develop a generic NIO server and the example server that completes the implementation of the server. We do not need to develop a new client to use this server, however. The TCP protocol is the same whether we use traditional I/O or NIO. As a result, we can use the client from example 1 to connect to this server.

We'll start with the generic NIO server:

package javathreads.examples.ch12;

import java.net.\*;

import java.io.\*;

import java.nio.channels.\*;

import java.util.\*;

public abstract class TCPNIOServer implements Runnable {

protected ServerSocketChannel channel = null;

private boolean done = false;

protected Selector selector;

protected int port = 8000;

public void startServer( ) throws IOException {

channel = ServerSocketChannel.open( );

channel.configureBlocking(false);

ServerSocket server = channel.socket( );

server.bind(new InetSocketAddress(port));

selector = Selector.open( );

channel.register(selector, SelectionKey.OP\_ACCEPT);

}

public synchronized void stopServer( ) throws IOException {

done = true;

channel.close( );

}

protected synchronized boolean getDone( ) {

return done;

}

public void run( ) {

try {

startServer( );

} catch (IOException ioe) {

System.out.println("Can't start server: " + ioe);

return;

}

while (!getDone( )) {

try {

selector.select( );

} catch (IOException ioe) {

System.err.println("Server error: " + ioe);

return;

}

Iterator it = selector.selectedKeys( ).iterator( );

while (it.hasNext( )) {

SelectionKey key = (SelectionKey) it.next( );

if (key.isReadable( ) || key.isWritable( )) {

// Key represents a socket client

try {

handleClient(key);

} catch (IOException ioe) {

// Client disconnected

key.cancel( );

}

} else if (key.isAcceptable( )) {

try {

handleServer(key);

} catch (IOException ioe) {

// Accept error; treat as fatal

throw new IllegalStateException(ioe);

}

} else System.out.println("unknown key state");

it.remove( );

}

}

}

protected void handleServer(SelectionKey key) throws IOException {

SocketChannel sc = channel.accept( );

sc.configureBlocking(false);

sc.register(selector, SelectionKey.OP\_READ);

registeredClient(sc);

}

protected abstract void handleClient(SelectionKey key) throws IOException;

protected abstract void registeredClient(SocketChannel sc) throws IOException;

}

Our intent here is not to explain in great detail the NIO classes themselves; for a good reference, see Java NIO(O'Reilly). From a threading perspective, this is the classic approach to a single-threaded server than handles multiple clients. The selector keeps track of two things: the rendezvous socket and all open client sockets. When any of those sockets have data available, the selector is notified, and the set of sockets with pending data is returned via theselectedKeys() method. Our server iterates over each socket in that set. If the socket is the rendezvous socket, thehandleServer() method is called, a new client connection is made, and the client socket is registered with the selector. Otherwise, the socket is a client data socket, and the handleClient() method is called.

The reason we can do this all in a single thread is that the I/O that occurs in the handleClient() and handleServer()methods never blocks. Consequently, our single thread never blocks; even with thousands of client sockets with pending I/O, each is handled in turn.

As before, we need to provide a subclass of this framework that handles the actual client data. Here's how we'd write asubclass based on our typing server protocol:

package javathreads.examples.chio.example3;

import java.io.\*;

import java.nio.\*;

import java.nio.channels.\*;

import java.nio.charset.\*;

import java.net.\*;

import java.util.\*;

import javathreads.examples.chio.\*;

public class TypeServer extends TCPNIOServer {

static String testString = "Thisisateststring";

static class ClientInfo {

ByteBuffer inBuf = ByteBuffer.allocateDirect(512);

ByteBuffer outBuf = ByteBuffer.allocateDirect(512);

boolean outputPending = false;

SocketChannel channel;

}

Map allClients = new HashMap( );

Charset encoder = Charset.forName("UTF-8");

protected void handleClient(SelectionKey key) throws IOException {

SocketChannel sc = (SocketChannel) key.channel( );

ClientInfo ci = (ClientInfo) allClients.get(sc);

if (ci == null)

throw new IllegalStateException("Unknown client");

if (key.isWritable( ))

send(sc, ci);

if (key.isReadable( ))

recv(sc, ci);

}

private void recv(SocketChannel sc, ClientInfo ci) throws IOException {

ci.channel.read(ci.inBuf);

ByteBuffer tmpBuf = ci.inBuf.duplicate( );

tmpBuf.flip( );

int bytesProcessed = 0;

boolean doneLoop = false;

while (!doneLoop) {

byte b;

try {

b = tmpBuf.get( );

} catch (BufferUnderflowException bue) {

// Processed all data in buffer

ci.inBuf.clear( );

doneLoop = true;

break;

}

switch(b) {

case TypeServerConstants.WELCOME:

bytesProcessed++;

break;

case TypeServerConstants.GET\_STRING\_REQUEST:

bytesProcessed++;

if (ci.outputPending) {

// Client is backed up. We can't append to

// the byte buffer because it's in the wrong

// state. We could allocate another buffer

// here and change our send method to know

// about multiple buffers, but we'll just

// assume that the client is dead

break;

}

ci.outBuf.put(TypeServerConstants.GET\_STRING\_RESPONSE);

ByteBuffer strBuf = encoder.encode(testString);

ci.outBuf.putShort((short) strBuf.remaining( ));

ci.outBuf.put(strBuf);

ci.outBuf.flip( );

send(sc, ci);

break;

case TypeServerConstants.GET\_STRING\_RESPONSE:

int startPos = tmpBuf.position( );

try {

int nBytes = tmpBuf.getInt( );

byte[] buf = new byte[nBytes];

tmpBuf.get(buf);

bytesProcessed += buf.length + 5;

String s = new String(buf);

// Send the string to the GUI

break;

} catch (BufferUnderflowException bue) {

// Processed all available data

ci.inBuf.position(ci.inBuf.position( ) + bytesProcessed);

doneLoop = true;

}

break;

}

}

}

private void send(SocketChannel sc, ClientInfo ci) throws IOException {

int len = ci.outBuf.remaining( );

int nBytes = sc.write(ci.outBuf);

if (nBytes != len) {

// Client not ready to receive data

ci.outputPending = true;

ci.channel.register(selector,

SelectionKey.OP\_READ|SelectionKey.OP\_WRITE);

}

else {

ci.outBuf.clear( );

if (ci.outputPending) {

ci.outputPending = false;

ci.channel.register(selector, SelectionKey.OP\_READ);

}

}

}

protected void registeredClient(SocketChannel sc) throws IOException {

ClientInfo ci = new ClientInfo( );

ci.channel = sc;

ci.outBuf.clear( );

ci.outBuf.put(TypeServer.WELCOME);

ci.outBuf.flip( );

allClients.put(sc, ci);

send(sc, ci);

}

public static void main(String[] args) throws Exception {

TypeServer ts = new TypeServer( );

ts.port = Integer.parseInt(args[0]);

Thread t = new Thread(ts);

t.start( );

System.out.println("Type server ready...Type CTRL-D to exit");

while (System.in.read( ) > 0)

;

ts.stopServer( );

t.join( );

}

}

Note the greatly increased complexity in this example from our multithreaded blocking I/O example: that's the price we have to pay to handle all the additional clients. In the recv() method, we're reading all the data available from a client. That is usually just a single request, but, in fact, nothing prevents the client from sending multiple requests at the same time. Therefore, we must be ready to process all the available data, which is why we set up the outer loop that attempts to read a series of requests.

Our requests are a single byte long, so when I/O is available, we know that there's at least one request. However, some messages have additional data. The GET\_STRING\_RESPONSE message consists of the single byte indicating the message type and the UTF-encoded string. Notice how we read this from a temporary buffer in case all the data isn't present: if in processing the data we find that it isn't all there, we can just discard the temporary buffer. The next time the recv()method is called (which happens when we've received at least some of the remaining data), that data is appended to the buffer and we try to process it again.

In the send() method, we also check to make sure that we've written all the data. If not, we have to change our selection criteria. We're not interesting in knowing whether the socket can accept data unless we actually have pending data to send to it, so that's the only time we ask to be signaled for OP\_WRITE.

#### 12.2.3 A Multithreaded New I/O Server

Our new I/O server is very efficient at handling a large number of clients, but it may not be making the best use of machine resources. If our server has multiple CPUs, we use only one of them. In other cases, we might have ahandleClient() method that makes a database call, in which case the handleClient( ) method itself may need to wait for a response (we could of course use nonblocking I/O to handle the database call, but that would make our programming even more difficult). So occasionally you want to use nonblocking I/O to handle a large number of clients but still multithread your program for ease of development and optimal use of machine resources.

This situation is handled with a thread pool: as requests come into the server, the handleClient() method places the requests on the thread pool queue. Threads in the pool take the requests in order and execute them in parallel.

For our fourth example, we adapt our code from [Chapter 10](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-10.html#jthreads3-CHP-10) and turn it into a server that can satisfy a large number of client requests.

package javathreads.examples.ch12.example4;

import java.util.concurrent.\*;

import java.io.\*;

import java.nio.\*;

import java.nio.channels.\*;

import javathreads.examples.ch12.\*;

public class CalcServer extends TCPNIOServer {

static ThreadPoolExecutor pool;

class FibClass implements Runnable {

long n;

SocketChannel clientChannel;

ByteBuffer buffer = ByteBuffer.allocateDirect(8);

FibClass(long n, SocketChannel sc) {

this.n = n;

clientChannel = sc;

}

private long fib(long n) {

if (n == 0)

return 0L;

if (n == 1)

return 1L;

return fib(n - 1) + fib(n - 2);

}

public void run( ) {

try {

long answer = fib(n);

buffer.putLong(answer);

buffer.flip( );

clientChannel.write(buffer);

if (buffer.remaining( ) > 0) {

Selector s = Selector.open( );

clientChannel.register(s, SelectionKey.OP\_WRITE);

while (buffer.remaining( ) > 0) {

s.select( );

clientChannel.write(buffer);

}

s.close( );

}

} catch (IOException ioe) {

System.out.println("Client error " + ioe);

}

}

}

protected void handleClient(SelectionKey key) throws IOException {

SocketChannel sc = (SocketChannel) key.channel( );

ByteBuffer buffer = ByteBuffer.allocateDirect(8);

sc.read(buffer);

buffer.flip( );

long n = buffer.getLong( );

FibClass fc = new FibClass(n, sc);

pool.execute(fc);

}

protected void registeredClient(SocketChannel sc) {

}

public static void main(String[] args) throws Exception {

CalcServer cs = new CalcServer( );

cs.port = Integer.parseInt(args[0]);

int tpSize = Integer.parseInt(args[1]);

pool = new ThreadPoolExecutor(

tpSize, tpSize, 50000L, TimeUnit.MILLISECONDS,

new LinkedBlockingQueue<Runnable>( ));

cs.run( );

System.out.println("Calc server waiting for requests...");

}

}

From a threading perspective, the interesting thing to note here is that the handling of nonblocking I/O is somewhat easier. Because there are now multiple threads, we can afford to wait if one particular client is delayed in reading or writing data. One of our threads might periodically block now (but only for 60 seconds), but that won't greatly affect the overall throughput of our server.

One point about using multiple threads and the new I/O classes: the buffers and channels of these classes are typically not threadsafe. That's not usually a problem because the point of the exercise is to handle each channel in a separate thread (or everything in a single thread).

### 12.3 Interrupted I/O

In [Chapter 2](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-2.html#jthreads3-CHP-2), we introduced the interrupt() method, which interrupts a thread that is blocked in a sleep( ), wait(),join(), or similar method. The interrupt( ) method also sets a flag in the thread that is frequently used as a signal to the thread that it should terminate.

Traditional I/O methods in Java can also block: we've seen how reading from a socket is a blocking method. The accept()method of the ServerSocket class is inherently blocking; socket constructors may block while the connection is established, and, under some circumstances, writing to a socket may block. File I/O can also block, though much more rarely (although if the file is from a network file server, blocking becomes more likely).

What is the effect of calling interrupt() on a thread that is blocked in I/O? The answer to that is platform-dependent. On Unix operating systems such as Solaris and Linux, the interrupt() method causes the blocked I/O method to throw anInterruptedIOException. Unfortunately, Windows operating systems do not support interruptible I/O, so on those platforms a thread blocked on an I/O method remains blocked after it has been interrupted.

So what's a programmer to do? The safest answer is not to rely on the interrupt() method to unblock a thread that is waiting for I/O to complete: if you need to unblock such a thread, you should close the input or output stream on which the thread is blocked. If interruptible I/O as a generic feature is added to Java in the future, it will likely have a different interface than the method throwing an InterruptedIOException.

If you do rely on interruptible I/O, be aware that the I/O in question is not restartable: it's impossible to determine the state of the I/O and know at which point it should start again. The difficulty of dealing with the issue of restarting I/O that has been interrupted is a prime reason why its implementation is inconsistent between operating systems.

Under certain circumstances, you can still use the interrupt() method to close down an I/O thread on all platforms. This can work if, when you call the interrupt() method, you intend to close the input stream in question since closing the input stream unblocks the thread on all platforms.

This abstract class demonstrates this principle:

package javathreads.examples.ch12;

import java.net.\*;

import java.io.\*;

public abstract class InterruptibleReader extends Thread {

private Object lock = new Object( );

private InputStream is;

private boolean done;

private int buflen;

protected void processData(byte[] b, int n) { }

class ReaderClass extends Thread {

public void run( ) {

byte[] b = new byte[buflen];

while (!done) {

try {

int n = is.read(b, 0, buflen);

processData(b, n);

} catch (IOException ioe) {

done = true;

}

}

synchronized(lock) {

lock.notify( );

}

}

}

public InterruptibleReader(InputStream is) {

this(is, 512);

}

public InterruptibleReader(InputStream is, int len) {

this.is = is;

buflen = len;

}

public void run( ) {

ReaderClass rc = new ReaderClass( );

synchronized(lock) {

rc.start( );

while (!done) {

try {

lock.wait( );

} catch (InterruptedException ie) {

done = true;

rc.interrupt( );

try {

is.close( );

} catch (IOException ioe) {}

}

}

}

}

}

What we've done in this class is to start two threads: one that is reading the data and one that is waiting for an interrupt to occur. When the waiting thread is interrupted, it closes the input stream that the reading thread is blocked on, and both threads then exit. This allows us to shut down the thread (and close the input stream associated with the thread) by interrupting the waiting thread:

InterruptibleReader ir = ...some concrete subclass of interruptible reader...;

... Do other things until we need to shut down the reader ...

ir.interrupt( );

A concrete implementation of the interruptible reader might look like this:

package javathreads.examples.ch12.example5;

import java.net.\*;

import java.io.\*;

import javathreads.examples.ch12.\*;

public class InterruptibleClient extends InterruptibleReader {

public void processData(byte[] b, int n) {

System.out.println("Got data " + new String(b, 0, n));

}

public InterruptibleClient(InputStream is) {

super(is);

}

public static void main(String[] args) throws Exception {

Socket s = new Socket(args[0], Integer.parseInt(args[1]));

InputStream is = s.getInputStream( );

InterruptibleClient c = new InterruptibleClient(is);

c.start( );

System.out.println("Main thread sleeping");

Thread.sleep(10000);

System.out.println("Main thread woke up");

c.interrupt( );

System.out.println("Main thread called interrupt");

}

}

Rather than going to all this effort, we might simply have closed the input stream directly. Similarly, we might have written a shutdown() method in the InterruptibleReader class that closed the input stream (which would have saved us a thread). The reason you might select this approach is that it keeps things consistent among all threads: you can use the interrupt() method to stop all of them. [Chapter 13](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-13.html#jthreads3-CHP-13) describes how you can arrange to interrupt a group of threads at once, which is another advantage to this approach.

### 12.4 Summary

Using multiple threads well is very important in any Java program that performs a lot of I/O. In the simplest case, I/O (and particularly socket I/O) may block at any point in time; if you want to make sure that your program remains responsive while performing I/O, you must perform the I/O in another thread. For simple cases, this means having a single thread for every I/O source you're interested in.

That model does not scale completely as the number of I/O sources grows. At this point, you must begin to look at other threading solutions. One solution is to continue to use blocking I/O but to limit the number of threads active at any time. Although that solution has limited applicability, it's a simple extension to a basic idea.

In most other cases, you'll need to use the nonblocking features of Java's NIO classes. Although these classes increase the complexity of your applications, they allow you to handle many I/O sources with a single thread. The complexity of using nonblocking I/O can be mitigated somewhat by using multiple threads with nonblocking I/O; that solution is also appropriate when you have multiple CPUs available to process requests or when the requests themselves need to block for other reasons.

Used judiciously, Java's threading and I/O models allow you great flexibility in developing complex programs.

#### 12.4.1 Example Classes

Here are the class names and Ant targets for the examples in this chapter:

| **Description** | **Main Java class** | **Ant target** |
| --- | --- | --- |
| Single-Threaded Server | javathreads.examples.ch12.example1.TypeServer portNumber | ch12-ex1-server |
| Single-Threaded Client | javathreads.examples.ch12.example1.SwingTypeTester hostname portNumber | ch12-ex1-client |
| Throttled Server | javathreads.examples.ch12.example2.TypeServer portNumber | ch12-ex2-server |
| Throttled Client | javathreads.examples.ch12.example2.SwingTypeTester hostname portnumber | ch12-ex2-client |
| NIO Single-Threaded Server | javathreads.examples.ch12.example3.TypeServer portNumber | ch12-ex3-server |
| Multithreaded Calc Server | javathreads.examples.ch12.example4.CalcServer portNumber nServerThreads | ch12-ex4-server |
| Calc Client | javathreads.examples.ch12.example4.CalcServer nClientRequests FibNumber hostname portNumber | ch12-ex4-client |
| Interruptible Client | javathreads.examples.ch12.example5.InterruptibleClient hostname port | ch12-ex5-client |

The single-threaded client (example 1) can be used with either single-threaded server (examples 1 and 3). The interruptible client can be used with any type of server. To change ports and hostnames for the Ant targets, use these properties:

<property name="TypeServerHost" value="localhost"/>

<property name="TypeServerPort" value="8003"/>

<property name="TypeServerNThreads" value="10"/>

<property name="CalcServerNThreads" value="5"/>

<property name="CalcClientNThreads" value="10"/>

<property name="CalcServerFibNumber" value="20"/>

<property name="CalcServerHost" value="localhost"/>

<property name="CalcServerPort" value="8003"/>

## Chapter 13. Miscellaneous Thread Topics

Threads are a basic feature of the Java platform. As a result, threads interact with several of Java's other programming and runtime features. In this chapter, we'll briefly touch on some of these features (and issues), including thread groups, Java security, daemon threads, class loading, exception handling, and memory usage. Some of these topics are interrelated: in particular, the thread group class is used by the security manager as the basis for its decisions. In general, the topics here will complete your understanding of how threads permeate the Java platform.

### 13.1 Thread Groups

All threads belong to a thread group, which, as its name implies, is a group of threads. Thread groups are defined by the java.lang.ThreadGroup class. Although we haven't yet mentioned them, thread groups have been around all along. Every thread you create automatically belongs to a default thread group that the Java virtual machine sets up on your behalf. Every thread we've looked at so far belongs to this existing thread group, which is known as the "main" thread group.

The virtual machine also has a "system" thread group. This thread group contains the threads that handle finalization and weak references. This group does not contain all threads of the virtual machine: some system-level threads (such as the garbage collection thread(s)) have no corresponding Java thread object and do not exist in any Java thread group.

Thread groups are more than just arbitrary groupings of threads; they are related to each other. Every thread group has a parent thread group, so thread groups exist in a tree hierarchy. The obvious exception to this, of course, is the root of the tree, which is known as the root thread group or the system thread group. Every Java program has by default two thread groups: the system thread group contains the threads of some system-level tasks.[[1]](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-13-SECT-1.html#jthreads3-CHP-13-FNOTE-1) The system thread group has one child, the main thread group, which contains the thread that starts your program, the AWT event-dispatching thread, any default thread you create, and any threads started by the Java API. [Figure 13-1](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-13-SECT-1.html#jthreads3-CHP-13-FIG-1) shows a sample thread hierarchy from a system running the Java Plug-in. In this figure, each applet is given its own thread which is started in its own thread group. Some of the applets have created additional thread groups to complete the hierarchy shown.

[1] Not all virtual machine-level threads have a corresponding Java thread object, so the system group does not contain all possible threads.

##### Figure 13-1. An (incomplete) thread group hierarchy
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You can create your own thread groups as well and make this hierarchy arbitrarily complex. Thread groups are created just like any Java object; when you instantiate a thread group object, you specify its parent thread group in the hierarchy (by default, the parent thread group is the current thread group). When you instantiate a Thread object, you may optionally specify the thread group to which it should belong. If you don't specify a thread group, one of two things happens:

* If a security manager has been installed, the getThreadGroup() method of the security manager is called and the thread joins the group returned by that method.
* Otherwise, the thread joins the current thread group (the thread group of the instantiating thread).

Thread groups have two advantages. First, convenience methods of the thread group class allow you to operate on all threads in the group. If, for example, you wanted to interrupt all threads in a particular group, you could call theinterrupt() method on the thread group object, and it would call the interrupt() method of each of its threads. Theinterrupt() method is really the only method of the ThreadGroup class that can affect all the threads in the group;stop(), suspend(), and resume() methods operate in the same way, but they are, of course, deprecated.

The second advantage of thread groups relates to thread security. If you write custom security code for your application, decisions about whether one thread can access and/or modify the state of another thread take into account the thread group to which the threads belong. The Java Plug-in and appletviewer provide such customization so that threads in one applet are prevented from modifying the threads in another applet. To make security decisions in this way, however, requires that you write a custom security manager.

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 13.2 Threads and Java Security One of Java's hallmarks is that it is designed from the ground up with security in mind. It's no surprise, then, that threads have a number of interesting security-related properties.  In its default configuration, security in a Java program is enforced by the security manager, an instance of thejava.lang.SecurityManager class. When certain operations are attempted on threads or thread groups, the Thread andThreadGroup classes consult the security manager to determine if those operations are permitted.  There is one method in the SecurityManager class that handles security policies for the Thread class and one that handles security policies for the ThreadGroup class. These methods have the same name but different signatures:  void checkAccess(Thread t)  Checks if the current thread is allowed to modify the state of the thread t  void checkAccess(ThreadGroup tg)  Checks if the current thread is allowed to modify the state of the thread group tg  Like all methods in the SecurityManager class, these methods throw a SecurityException if they determine that performing the operation would violate the security policy. As an example, here's a conflation of the code that theinterrupt() method of the Thread class implements:  public void interrupt( ) {  SecurityManager sm = System.getSecurityManager( );  if (sm != null)  sm.checkAccess(this);  interrupt0( );  }  This is canonical behavior for thread security: the checkAccess() method is called, which generates a runtime exception if thread policy is violated by the operation. Assuming that no exception is thrown, an internal method is called that actually performs the logic of the method.   |  | | --- | | Security and the checkAccess( ) Method Both the Thread and ThreadGroup classes have an internal method called checkAccess( ); this method, by default, calls the security manager's checkAccess() method, passing the appropriate thread or thread group object.  The checkAccess() method within the Thread and ThreadGroup classes is public, so you can call it directly from any thread or thread group object if you want to check what security policy is in place.  The checkAccess() method within the ThreadGroup class is final; it may not be overridden. ThecheckAccess() method of the Thread class, however, is not final, meaning that you could override it and effectively change the security model for your particular Thread subclass. Remember, however, that this would affect only your class and not other threads within the system. |   Because only one method in the SecurityManager class is used to check for security information, thread security policy is an all-or-nothing proposition. If the security manager determines that a particular thread is prevented from interrupting other threads, that thread is also prevented from setting the priority of other threads.  The checkAccess() method itself looks to see which thread group the target thread belongs to. If the thread is not a member of the root thread group, the checkAccess() method immediately returns; all threads are allowed to modify the state of all other threads that are not members of the root thread group. Otherwise, the security manager consults the policy for the program.  Java security is normally determined via a series of policy files, including the files*$JAVAHOME/lib/security/java.policy* and *$HOME/.java.policy*. The policy files used by a program contain a mapping between the URLs where the application code was loaded from and the permission granted to code loaded from those particular locations. When the checkAccess() method (or any other method of the security manager) is called, the security manager looks at the stack of the current thread: every class on the stack must have permission to execute the given method.  For thread access, code must be granted one of these two permissions:  permission java.security.AllPermission;  permission java.security.RuntimePermission "thread";  When the checkAccess() method is called and each method presently on the stack has one of these permissions, no security exception is thrown. The security manager is consulted whenever a program calls any of the methods listed in[Table 13-1](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-13-SECT-2.html#jthreads3-CHP-13-TABLE-1).   | Table 13-1. Thread and ThreadGroup methods affected by the security manager | | | --- | --- | | **Thread methods** | **ThreadGroup methods** | | Thread() (calls checkAccess() on its thread group) | ThreadGroup() | | stop() | stop() | | suspend() | suspend() | | resume() | resume() | | interrupt() | interrupt() | | setPriority() | setMaxPriority() | | setDaemon() | setDaemon() | | setName() | destroy() |   The stop() method is handled somewhat differently. In addition to calling the checkAccess( ) method of the security manager, the stop() method also checks to see if the classes on the stack have this permission:  permission java.lang.RuntimePermission "stopThread";  By default, this permission is granted to all code, and the other thread permissions are not granted to any code. Users and system administrators may change their policy files at will to allow or disallow any of the thread access.  By default, then, threads can modify the state of any other thread (including itself) unless the target thread belongs to the root thread group. Threads that are in the root thread group cannot be modified unless the user has set up specific permissions to allow that.  However, the security policy of the Java virtual machine is quite flexible and can be overriden by applications at several levels. As we've mentioned, the Java Plug-in and appletviewer provide their own implementation of the security manager. When the checkAccess() method of that security manager is called, the security manager consults the thread group of the calling thread: it is allowed to access or modify its own threads and threads in any descendent thread groups, but nothing else.  For more details on how Java security works, including how you can override the security manager, see *Java Security*(O'Reilly). |

### 13.3 Daemon Threads

Java has two types of threads: daemon and user. The threads that we've looked at so far have all been user threads. The implication of these names is that daemon threads are threads created internally by the virtual machine and that user threads are those that you create yourself, but this is not the case. Any thread can be a daemon thread or a user thread.

A daemon thread is identical to a user thread in almost every way. The one exception occurs in determining when the virtual machine exits. The virtual machine automatically exits when all of its nondaemon threads have exited. Daemon threads only live to serve user threads; if there are no more user threads, there is nothing to serve and no reason to continue.

The canonical daemon thread in Java is the garbage collection thread (and, in recent virtual machines, multiple garbage collection threads). The garbage collector runs from time to time and frees those Java objects that no longer have valid references. If we don't have any other threads running, however, there's nothing for the garbage collector to do: after all, garbage is not spontaneously created (at least not inside a Java program). So if the garbage collector is the only thread left running in the Java virtual machine, clearly there's no more work for it to do, and the Java virtual machine can exit.

The daemon mode of a thread is set by calling the setDaemon() method with either true (set to daemon mode) or false (set to user mode). The setDaemon() method can be called only before the thread has been started. While the thread is running, you cannot cause a user thread to become a daemon thread (or vice versa); attempting to do so generates an exception. To be completely correct, an exception is generated any time the thread is alive and the setDaemon() method is called.

By default, a thread is a user thread if it is created by a user thread; it is a daemon thread if it is created by a daemon thread.

### 13.4 Threads and Class Loading

Classes in Java are loaded by a classloader object, which consults the directories and jar files in your classpath to find the class definitions. Applications can construct their own classloaders to find class files in locations other than the classpath. For example, the Java Plug-in constructs a classloader for each applet based on the codebase specified in the applet's tag; J2EE application servers construct a classloader for each J2EE application they run.

Classloaders form a hierarchy. The root of the hierarchy is the bootstrap classloader, which loads classes from *rt.jar*and other system jar files. Its immediate child is the application classloader which loads classes from the classpath. From that point, the class loading tree can become arbitrarily complicated. [Figure 13-2](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-13-SECT-4.html#jthreads3-CHP-13-FIG-2) shows the class loading hierarchy of a program that has started two different classloaders. Note that two classes in this hierarchy have the same name: it's an interesting property of the virtual machine that classes loaded by different classloaders are considered completely different classes.

##### Figure 13-2. A classloader hierarchy
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Despite the similarity of this hierarchy to the thread group hierarchy, the two are unrelated. Threads can freely share classes that are loaded in other threads, no matter what classloader is used to load them.

Threads interact with the classloader in one particular case. Each thread is assigned a specific classloader known as the context classloader. This classloader is retrieved with the getContextClassLoader() method and set with thesetContextClassLoader() method.

The context classloader is used to load classes (and resources) only in certain specific cases. Developers often assume that the context classloader can be used to affect where a thread loads things from in a general case, but that is not true. In the general case, when a thread runs the code of class A and comes across a reference for class B, it attempts to load the code for class B from the same classloader that loaded class A (or one of that classloader's ancestors in the classloading hierarchy). This approach is taken irrespective of which threads or classloaders were originally involved in loading class A. A classloader knows only about its ancestors, not its descendants.

The context classloader only comes into play with certain internal classes in the virtual machine. For example, when you pass serialized objects over IIOP, the ORB classes consult the thread's context classloader when it tries to retrieve the class definition for the classes it attempts to deserialize. Application servers typically take the same approach when attempting to load resources specific to a J2EE application.

The reason a context classloader is needed in these circumstances is that the ORB classes were loaded by the system classloader; they don't know about any other classloaders that exist in the class-loading hierarchy. When an ORB class dereferences an object and needs to load a new class, it can consult only the system classloader. Clearly, the application classes it needs to deserialize the object won't be defined in the system classloader; it must have a hook to get to the special classloader that the application wants to use to define its classes.

This hook is unrelated to threading issues: the context classloader can be set and reset as often as you want in your application. The Thread class simply provides a convenient location to put this hook.

The default context classloader for a thread is the classloader that loaded the class defining the thread. For application threads, this is typically the application classloader (unless you've defined your own classloader within the application). So in the vast majority of cases, you don't need to worry about setting the context classloader. If you've defined and used multiple classloaders in your application, however, you need to set the context classloader of athread before it calls into the ORB (or certain other system resources).

### 13.5 Threads and Exception Handling

In [Chapter 2](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-2.html#jthreads3-CHP-2), we examine how to create a thread and we mention that the start() method performs some internal housekeeping and then calls the run( ) method. Let's examine that in a little more detail. The start() method does start another thread of control, but the run() method is not really the "main" method of the new thread. The run()method is executed inside a context that allows the virtual machine to handle runtime exceptions thrown from the run()method. This process is shown in [Figure 13-3](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-13-SECT-5.html#jthreads3-CHP-13-FIG-3).

##### Figure 13-3. Flowchart of the main thread
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All uncaught exceptions are handled by code outside of the run() method before the thread terminates. The default exception handler is a Java method; it can be overridden. This means that it is possible for a program to write a new default exception handler.

The default exception handler is the uncaughtException() method of the ThreadGroup class. It is called only when an exception is thrown from the run() method. The thread is technically completed when the run() method returns, even though the exception handler is still running the thread.

The default implementation of the uncaughtException() method is to print out the stack trace of the Throwable object thrown by the run() method (unless that object is an instance of the ThreadDeath class, discussed next). In most cases, this is sufficient: the only exceptions that the run() method can throw are runtime exceptions or errors. By the time the run() method has returned, it's too late to recover from these errors.

One case in which it's useful to override the uncaughtException() method is to send a priority notification to an administrator that an unusual, fatal error has occurred. Here's an example that does that when its thread eventually encounters an out-of-memory error:

package javathreads.examples.ch13;

import java.util.\*;

public class TestOverride implements Runnable {

static class OverrideThreadGroup extends ThreadGroup {

public OverrideThreadGroup( ) {

super("Administrator Alert Group");

}

public void uncaughtException(Thread t, Throwable e) {

alertAdministrator(e);

}

}

public static void alertAdministrator(Throwable e) {

// Use Java Mail to send the administrator's pager an email

System.out.println("Adminstrator alert!");

e.printStackTrace( );

}

public static void main(String[] args) {

ThreadGroup tg = new OverrideThreadGroup( );

Thread t = new Thread(tg, new TestOverride( ));

t.start( );

}

public void run( ) {

ArrayList al = new ArrayList( );

while (true) {

al.add(new byte[1024]);

}

}

}

When the out of memory error occurs, the application prints a message alerting the system administrator of this fact. In J2SE 5.0, this idea has been expanded, and it is now possible to set an uncaught exception handler for each thread.

package java.lang;

public class Thread implements Runnable {

public interface UncaughtExceptionHandler {

void uncaughtException(Thread t, Throwable e);

}

public static setDefaultExceptionHandler(Thread.UncaughtExceptionHandler ueh);

public static Thread.UncaughtExceptionHandler getDefaultExceptionHandler( );

public setExceptionHandler(Thread.UncaughtExceptionHandler ueh);

public Thread.UncaughtExceptionHandler getExceptionHandler( );

}

The static methods of the Thread class set or retrieve a default thread handler used by all new threads. When a thread is constructed, its exception handler is set to the default, so calling the setDefaultExceptionHandler() method does not affect any threads that have already been constructed. The exception handler for a particular thread can be set at any time.

By default, the exception handler for a thread is its thread group: the ThreadGroup class implements theThread.UncaughtExceptionHandler interface and calls the uncaughtException() method, as we've already explained. Therefore, the changes to J2SE 5.0 are fully backward-compatible with existing exception handling.

#### 13.5.1 The ThreadDeath Class

The ThreadDeath class is a special Throwable class that was formerly used to stop a thread. When the stop() method is called on a thread, that thread immediately throws a ThreadDeath error. The ThreadDeath class extends the Error class and so is not usually caught by application programming. It is possible, of course, to catch any Throwable object, but it is not advisable to use this technique to prevent the death of the thread. After all, if we didn't want the thread to die, why was the stop() method called? And if we prevent the thread from exiting, another thread executing the join( )method never completes.

The ThreadDeath class is what caused the stop() method to become deprecated. Because it's thrown immediately upon receipt of the stop() method, it has the potential to leave shared data in an inconsistent state. And because it releases any locks on synchronized blocks or data that it holds, it has the potential to allow other threads to access the inconsistent data, even if that data is correctly synchronized.

The uncaughtException() method handles the ThreadDeath class differently: while it prints out a stack trace for all other errors and exceptions, the thread death errors are silently swallowed.

This leads us to one limited circumstance in which the ThreadDeath class is useful as a replacement for the stop()method. Suppose that a thread encounters an error and wants to terminate itself, but the error is not egregious enough that it wants the user to see the error. The normal way to do this is to return from the run() method, but it may be difficult for the thread to unwind all of its methods in order to do that. A second way is for the thread to call thestop() method on itself. The third and final way is for the thread to throw a ThreadDeath error.

Even so, a thread that wants to terminate itself cannot simply throw a ThreadDeath error willy-nilly: the thread must throw this object only when it is sure that it has not left any data in a possibly inconsistent state. If you've programmed your thread very carefully and are sure that the thread has left all data in a consistent state, it's safe to throw the ThreadDeath object to make your thread exit immediately. The only difference between this and the thread calling the stop() method on itself is that the compiler warns you about the deprecated method in the latter case (even if a thread knows it's safe to call stop() on itself). The compiler does not complain if you throw a ThreadDeathobject. Still, you have to be very careful only to do this when it's absolutely safe to do so.

### 13.6 Threads, Stacks, and Memory Usage

In [Chapter 2](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-2.html#jthreads3-CHP-2), we mention that when you construct a thread, you can specify its stack size. Using this particular constructor can lead to unportable Java programs because the stack details of threads vary from platform to platform. We'll explain the details in this section.

The stack is where a thread keeps track of information about the methods it's currently executing. Let's look again at our class that calculates Fibonacci numbers:

package javathreads.examples.ch10;

import java.util.\*;

import java.text.\*;

public class Task implements Runnable {

long n;

String id;

private long fib(long n) {

if (n == 0)

return 0L;

if (n == 1)

return 1L;

return fib(n - 1) + fib(n - 2);

}

public Task(long n, String id) {

this.n = n;

this.id = id;

}

public void run( ) {

Date d = new Date( );

DateFormat df = new SimpleDateFormat("HH:mm:ss:SSS");

long startTime = System.currentTimeMillis( );

d.setTime(startTime);

System.out.println("Starting task " + id + " at " + df.format(d));

fib(n);

long endTime = System.currentTimeMillis( );

d.setTime(endTime);

System.out.println("Ending task " + id + " at " +

df.format(d) + " after " + (endTime - startTime) +

" milliseconds");

}

}

When a thread executes the run() method of this class, it creates a stack frame. The stack frame has information specific to this execution of the run() method. That means it has a place to store the local variables (d, df,startTime, and endTime) that the method execution uses. When the run() method calls the fib() method, a new stack frame representing the fib() method is placed on the stack. That stack frame has storage for the local variable (n) of the fib() method. Successive calls to the fib() method place a new frame on the stack, each with its own local copy of the variable n. At some point, then, the stack resembles [Figure 13-4](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-13-SECT-6.html#jthreads3-CHP-13-FIG-4): the run() method has called the fib() method with a value of 2, and the fib() method has recursively called itself. At this point, as the fib() method returns, frames are popped off the stack, freeing memory for later use.

##### Figure 13-4. A Java thread's stack
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Stack frames contain more information than the local variables of a method: they contain program counters that indicate which statement in the method the thread is executing and other bookkeeping information for the thread. The size of the local variables plus the size of this bookkeeping information determines the size of the stack frame.

That size is platform dependent. Although the local variables must have the same size (since Java defines the size of all variables), the space needed to store the local variables may differ across platform. For example, certain CPUs work better if variables are aligned on an even-word boundary or an 8-byte boundary. Therefore, a stack frame that defines four separate variables of type byte may be able to store those variables in 4 bytes on some CPUs but require 16 or more bytes on other CPUs. In addition, the bookkeeping information for a stack is dependent on the Java implementation; it may vary between different Java releases on the same platform (as well as differing between platforms).

The size of the stack (and the frames it holds) impacts Java's memory usage in two ways: stack overflows occur when a stack is not big enough, and out-of-memory conditions can occur when stacks are too big.

#### 13.6.1 Stack Overflow Errors

Java stacks have a fixed size, say 1024 KB. Suppose that the size of a stack frame for the fib() method is 16 bytes: 4 bytes for the variable n, and 12 bytes for other information. If we attempt to calculate fib(65536), we'll get a stack overflow error: all the stack frames needed for the recursive calls to the fib() method won't fit in the available memory.

This is one case where you might want to use the stack-size argument to the constructor of the thread object to allocate more space for the thread. If you specify a stack size larger than 1024 KB, you'll be able to calculate a larger Fibonacci number without getting a stack overflow error. Note that the constructor that allows you to specify the thread's stack size is available only beginning with J2SE 5.0 and that the number specified is only a hint to the virtual machine. The operating system picks a size for the stack that meets any OS-level requirements (e.g., stack sizes often must be a multiple of 128 KB).

The problem here is what value to pick for the stack size. The optimal value is dependent on two things: the maximum number of frames you'll need to store and the size of each frame. You may be able to figure out the first value in advance, but the second value is different on different platforms and with different Java implementations. Allowing the user to specify the stack size for the thread through a command-line argument (or some other mechanism) is a good compromise since the user could change that number based on her particular circumstances.

#### 13.6.2 Out of Memory Errors

In a number of cases, Java programs may throw an OutOfMemoryError. The common case, of course, is when you attempt to create a new object and the Java heap has no room to store that object.

It is also possible to get an out of memory error when you construct a thread. In that case, the error might still be caused because your heap is too small to store the thread object. But it's far more likely that the system cannot allocate space for the thread's stack.

Java stacks are not stored in the Java heap; they are stored in the general memory of the virtual machine. This effectively limits the number of threads that an application can create.

Suppose again that a default Java stack is 1024 KB. On a Linux or Windows platform, the maximum memory size of a program is 2 GB, but that size includes the Java heap and all the shared libraries (DLLs) that the virtual machine uses. If we specify a max heap size of 768 KB and assume that the shared libraries and executable code take up 256 KB, that leaves us 1 GB in which to store thread stacks. In this scenario, we'll be able to create about 1024 threads with a 1024 KB stack size before we get an out-of-memory error.

On SPARC systems running Solaris, the maximum size of a process is 4 GB, leaving us that much more memory available for stacks (and/or a bigger heap). Most SPARC systems, and some AMD and Intel systems, can run a 64-bit virtual machine, effectively making this issue irrelevant.

So depending on the number of threads you need to create and the platform you're running on, you might need to specify a smaller stack size for at least some of the threads in order to fit in the available memory.

#### 13.6.3 Specifying Stack Sizes

We've already mentioned that the stack size for a thread can be specified when the thread is constructed. That argument, available only in J2SE 5.0, allows you to have a different stack size for different threads.

On many Java implementations, you can also specify the stack size for all threads using a command-line argument梩ypically, the -Xss argument. For example, the following command would make all Java threads use a stack of 128 KB:

% **java -Xss128k MyClass**

This is a good technique to use when your application throws an out of memory error when creating a new thread, since it doesn't require changing your program code. However, this argument is nonstandard, so it is not available in all Java implementations.

#### 13.6.4 Stack APIs

The Thread class has four miscellaneous methods that provide information about a Java stack:

package java.lang;

public class Thread implements Runnable {

public int countStackFrames( ); // deprecated

public static void dumpStack( );

public StackTraceElement[] getStackTrace( );

public static Map getAllStackTraces( );

}

The countStackFrames() method can only be called on a thread that is suspended; its use is deprecated since thesuspend() method is deprecated. In J2SE 5.0, you can use the getStackTrace() method instead, which returns all the methods on the stack of the target thread. The getAllStackTraces() method calls the getStackTrace() method for every thread in the virtual machine and returns a map containing the stack traces for all the threads. The dumpStack() methodis a utility method to dump the current thread's stack to System.err.

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| 13.7 Summary In this chapter, we've filled in a lot of the details about how threads work. Threads belong to a thread group, and thread groups exist in a hierarchical format. Thread groups serve a few purposes: they allow you to interrupt a group of threads with one method call, and they allow a custom security manager to make sure that unrelated threads cannot interfere with each other.  We've also looked at how threads handle uncaught exceptions: though they normally just print out the uncaught exception to System.err and exit, you can arrange for the exiting thread to perform one final act. Finally, we've seen how threads interact with the Java heap and memory systems and how you may need to adjust memory parameters in a program that handles a lot of threads. 13.7.1 Example Classes Here are the class names and Ant targets for the examples in this chapter:   | **Description** | **Main Java class** | **Ant target** | | --- | --- | --- | | Uncaught Exception handler test | javathreads.examples.ch13.TestOverride | ch13-ex1 | |

## Chapter 14. Thread Performance

In a few places in this book, we've referred to performance characteristics of thread-related programming. We've glossed over a lot of that information; in this chapter, we'll look at these performance issues in more depth. In particular, we'll look at thread creation performance, the performance advantages of using a thread pool, and the real costs of synchronization. However, we'll start with an overview of factors that affect Java performance.

|  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 14.1 Overview of Performance Most developers are concerned about the performance of their program. Even though there are many programs for which performance doesn't really matter, no one wants to write a badly performing program. And there are many more programs for which performance is crucial.  Performance, however, is not the most important aspect in developing good programs. We've frequently met developers who allow their concerns about performance to complicate their program development: for example, believing that synchronization is inherently expensive, they may spend days attempting to write a class that doesn't need synchronization. The resulting code is complex, difficult to maintain, and more prone to bugs than a simpler (in this case, synchronized) version.  Without any prior knowledge of a program's behavior, this is counterproductive. Developer time is wasted, and support costs are increased. This observation leads us to our first rule of performance: premature optimization is the root of much evil.[[1]](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-14-SECT-1.html#jthreads3-CHP-14-FNOTE-1)  [1] Tony Hoare is credited with originating the quote "Premature optimization is the root of all evil," and Donald Knuth has widely popularized that saying. We're not prepared to go quite that far.  Performance bottlenecks can be assessed only through actual observation. The risk in doing otherwise is that you may spend a lot of time trying to make code run faster with no measurable effect on your program while in the meantime ignoring the program's actual performance bottlenecks. Consequently, our second rule of performance:  Make performance testing a regular part of the development cycle.  In an ideal situation, coding would go through a cycle shown in [Figure 14-1](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-14-SECT-1.html#jthreads3-CHP-14-FIG-1). Regular profiling of the application isolates those areas of the code that need optimization, increasing the productivity of developers. Figure 14-1. The performance-aware development cycle figs/jth3_1401.gif   14.1.1 Measuring Java Performance Measuring performance of a Java program presents certain difficulties, particularly when attempting to measure isolated tasks (as we do in this chapter). If you're interested in how quickly a program can perform a fixed set of tasks, measurement is easy since the elapsed time to run the program is an adequate answer.  If you're interested in measuring the performance of a long-running Java program (and in particular, a Java server application), there are certain things you must account for. Java virtual machines perform just-in-time compilation of the Java bytecodes that make up an application. This means that the longer an application runs, the more efficient the code becomes: more of it becomes compiled, more methods become inlined, more loops become unrolled, and so on.  Measuring performance in this situation requires a ramp-up time that allows the compiler a chance to perform a significant part of its optimizations. In truth, the optimizations performed by the compiler are never completely over; performance of a Java program continually improves. However, the bulk of the optimizations are performed during the first few minutes of the program, so waiting just a short time before timing performance is usually sufficient.  If you're writing a benchmark to test performance of a particular operation, you must take this into account. Your synthetic benchmark should run through the major loops of your application a few thousand times to make sure that the code is well-optimized before timing it.  A second complication is introduced by Java's garbage collector. Once again, if you're timing an actual task, the effect of the garbage collector doesn't matter: the garbage collector takes whatever time it takes as the task runs. But if you're trying to write a microbenchmark and time discrete operations, any time the garbage collector runs, it will throw off your timing.  In our tests (available in the online source), we execute certain methods a large number of times. We warm up the compiler by executing the method 10,000 times and then time executing the method for a large number of iterations. This reduces the effect of compilation on the test. We also call the System.gc() and System.runFinalization() methods in between measurements, which limits the effect of garbage collection to that which is directly attributable to the method being executed.  Many platform-specific factors affect the performance of Java programs. Different operating systems show different performance for thread creation and synchronization. Optimizations within the Java virtual machine itself mean that different virtual machine implementations show different behavior. Faster chips affect timings as well. All of this is to say that the conclusions we draw here are based on the data that we produced on the given platforms, but your mileage may vary. This is yet another reason why performing your own measurements is so important.  The tests reported in this chapter were run with the beta version of J2SE 5.0 on machines with the following CPUs and memory:   | **CPUs** | **Java virtual machine arguments** | **Operating system** | | --- | --- | --- | | Sun Microsystems UltraSPARC IIIFour CPUs, 750 MHz | -server -Xms3500m-Xmx3500m | Solaris 9 Operating Environment | | Intel XeonTwo CPUs, 1400 MHz | -server -Xmn1800m-Xms1800m | Red Hat Linux Advanced Server 3.0 | | Intel XeonTwo CPUs, 3060 MHz | -server -Xmn1600m-Xms1600m | Microsoft Windows Server 2003 |   Differences in heap size reflect the underlying support of the operating system for the largest heap possible (which helps with the garbage collection issue). While we quote numbers for specific tests, it's best to consider them in terms of order-of-magnitude approximations (rather than, for example, concluding that it takes exactly 184.5 nanoseconds to perform a synchronization operation on an UltraSPARC III CPU). |

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 14.2 Synchronized Collections Let's look into some synchronization issues, starting with a question. When should you use an unsynchronized collection class? We're going to argue that the times when you need to do that are very rare indeed.  To reach this conclusion, we looked at the performance of adding objects to four kinds of lists: vectors, array lists, synchronized array lists, and a modified vector class from which we removed synchronization. Specifically, we're testing this method:  public void doTest(List l) {  Integer n = new Integer(0);  for (int i = 0; i < nLoops; i++)  l.add(n);  }  For a sufficiently large value of nLoops, taking the time to execute this method when the list is synchronized, subtracting the time required to execute the method when the list is unsynchronized, and dividing by nLoops gives us a fair approximation of the time required to synchronized the add() method (and in general, to obtain an uncontended synchronization lock).  Although the Vector and ArrayList classes are conceptually similar, their implementation differs enough that they are not comparable for this test. Therefore, we compare the Vector class to a modified version of that class, and we compare the ArrayList class to the class returned from the Collections.synchronizedCollection( ) method when given an array class. In both cases, the average time difference is about the same and is shown in [Table 14-1](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-14-SECT-2.html#jthreads3-CHP-14-TABLE-1).   | Table 14-1. Time difference of synchronized versus unsynchronized method invocations | | | --- | --- | | **Test platform** | **Synchronized versus unsynchronized methods: time difference per method invocation** | | SPARC/Solaris | 185 nanoseconds | | Intel/Linux | 65 nanoseconds | | Intel/Windows | 92 nanoseconds |   This is a single-threaded test, of course, since access to an array list (or our modified vector class) is not threadsafe. So access to the synchronized methods of the Vector class is always uncontended. Modern virtual machines (starting with Sun's HotSpot implementation for JDK 1.2, and improving after that) are written so that uncontended lock acquisition is very fast indeed: depending on the speed of the underlying CPU, as little as 65 nanoseconds.  The performance of contended locks is much different (as we'll see in the next section). But if you're planning to use an unsynchronized collection class, access to the synchronization lock is necessarily uncontended.  If you really know that a particular data structure won't be accessed by more than one thread, you can save a few nanoseconds and use an unsynchronized one. But in general, there's no real penalty for using a synchronized collection class, and doing so can often prevent inadvertent race conditions from plaguing your program. For that reason, we prefer to use synchronized collections almost all the time, which allows our classes to be (re-)used in any program. |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 14.3 Atomic Variables and Contended Synchronization Next, let's look at the difference between using classes in the java.util.concurrent.atomic package versus regular synchronization. We mentioned in [Chapter 5](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-5.html#jthreads3-CHP-5) that using an atomic variable is one way in which synchronization can be avoided. We'll see the benefits of doing that in this section. Unlike our last test, we'll look at contended locks (since we already know that uncontended locks suffer little performance penalty).  Atomic variables offer advantages other than performance: they neatly encapsulate operations, and they prevent inadvertent access to data from unsynchronized code. So quite apart from any performance benefit that they may or may not offer, their use offers important contributions from a developer's point of view.  For this test, we gauge the performance of incrementing an integer variable. In one case, we write a synchronized method that increments the integer; in the second case, we call the AtomicInteger.getAndIncrement() method. We test access to these methods from a single thread and from multiple threads simultaneously, obtaining the results in [Table 14-2](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-14-SECT-3.html#jthreads3-CHP-14-TABLE-2).   | Table 14-2. Time difference between using atomic variables versus synchronized methods | | | --- | --- | |  | **Time difference between atomic variables and synchronized methods** | | **Test platform** | **One thread** | **Two threads** | **Eight threads** | | SPARC/Solaris | 92 nanoseconds | 1400 nanoseconds | 650 nanoseconds | | Intel/Linux | 20 nanoseconds | 700 nanoseconds | 400 nanoseconds | | Intel/Windows | 60 nanoseconds | 3200 nanoseconds | 5800 nanoseconds |   When there is only one thread running, the locks are uncontended, and we get similar results as our last example: there is a very, very slight benefit to using an atomic variable. When there are two threads, contention for the lock is introduced. Now the difference becomes much greater: as much as three microseconds. That's a significant difference for many programs.  Much more interesting is what happens when many threads are contending for the lock (or the atomic variable). Now the difference has been cut in half on Unix systems. This is because the atomic variable methods loop until they achieve the desired result (as we saw in our examples in [Chapter 5](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-5.html#jthreads3-CHP-5)).  It's also interesting to note that this behavior is not observed on Windows Server 2003. That's more a reflection of the greatly increased cost of the contention for the synchronized lock on this platform. With eight threads contending for the single lock, the increase in the operating system time to service the lock contention is much greater than the increase in time spent within the loops within the class using atomic variables. In both tests, the Windows Server 2003 platform spends a great deal more time dealing with eight threads than two threads, but the proportion of time favors using atomic variables.  If profiles of your program show a great deal of time spent waiting for particular locks, refactoring the code to use atomic variables is, if possible, a good solution for removing that bottleneck. But as we saw in [Chapter 5](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-5.html#jthreads3-CHP-5), writing a class to use multiple atomic variables can be complex; it may not be worth the effort unless you know that you're facing a performance bottleneck. 14.3.1 The ConcurrentHashMap Class An interesting case arises with the ConcurrentHashMap class, which allows threads to access a hashtable concurrently yet still provides thread-safety. Comparing operations that insert and retrieve values from a hashtable and a concurrent hashmap, we see the differences in [Table 14-3](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-14-SECT-3.html#jthreads3-CHP-14-TABLE-3).   | Table 14-3. Time difference between ConcurrentHashMap and Hashtable | | | --- | --- | |  | **Time difference between ConcurrentHashMap and Hashtable** | | **Test platform** | **One thread** | **Two threads** | **Eight threads** | | SPARC/Solaris | 100 nanoseconds | 3500 nanoseconds | 2000 nanoseconds | | Intel/Linux | -200 nanoseconds | 1500 nanoseconds | 1100 nanoseconds | | Intel/Windows | -25 nanoseconds | 6000 nanoseconds | 13,000 nanoseconds |   In the uncontended case (where you could use a HashMap rather than a Hashtable, though we test only the latter case), there is little to no difference between implementations. In fact, as CPUs get faster, the simpler implementation of theHashtable class allows it to perform slightly better.  As we add contention, the Hashtable class pays the predictable penalty, and now the concurrent hashmap is at least 1.5 microseconds faster (and more on other platforms). Because of the "optimistic" nature of the concurrent hashmap, the advantage is mitigated somewhat as we add more contention (except on Windows Server 2003 again, where the added lock contention in the operating system overwhelms the added code executed by the concurrent hashmap). |

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 14.4 Thread Creation and Thread Pools The final performance aspect we'll discuss is thread creation and the use of thread pools. A common assumption is that creating a thread is an expensive operation and that this should be avoided by using a thread pool whenever possible. Is that actually a good idea?  To reiterate one of the points we make in [Chapter 10](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-10.html#jthreads3-CHP-10): one of the determining factors in using a thread pool is the design of your program. If the design of your program more easily lends itself to starting new threads, you should do that; if it more easily lends itself to creating tasks and feeding them to an executor, you should do that. And the perceived performance of a program can often be improved by using a thread pool to throttle the number of active threads on a machine.  That said, is it really more efficient to use a thread pool than to spawn a new thread? The answer is yes, but not always to an extent that it affects your program. To reach this conclusion, we have written a method that increments the value of an atomic integer. We run this method three different ways: in a simple loop, in a Runnable object feeding to a thread pool, and in a Runnable object being used to create a new thread. Subtracting the time required to execute the method in a loop from the time required to execute the method in a thread pool (or a new thread) allows us to obtain the values shown in [Table 14-4](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-14-SECT-4.html#jthreads3-CHP-14-TABLE-4).   | Table 14-4. Time difference between thread creation and thread pool | | | --- | --- | | **Test platform** | **Time difference between thread creation and thread pool** | | SPARC/Solaris | 400 microseconds | | Intel/Linux | 175 microseconds | | Intel/Windows | 190 microseconds |   A few hundred microseconds is nothing to sneeze at in computer time. In an application server, you might reasonably expect a quick answer from the server: maybe something in a few microseconds. Starting a thread for those requests would indeed cause a profound difference in the application response time.  In many programs this additional overhead does not make a big difference. On our Solaris platform, this test took 38.5 seconds to run and created 100,000 threads compared to .1 seconds to run with a thread pool: almost 400 times longer.  On the other hand, our program doesn't do anything interesting at all. If the logic of our target method took 20 milliseconds, creating threads for the tasks would take only 2% longer. At some point, the added time to create the threads becomes lost in the actual calculation time.  The moral of the story is if you need to spawn a few threads, don't sweat it. If you create a lot of threads, look at your program profiles and response times to see if a thread pool makes sense. But overall, use what makes sense for your program design. |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 14.5 Summary Performance is an overriding concern for many developers, and performance of thread-related constructs occupies a prominent position in the mind of the performance-oriented Java developer. In this chapter, we examined the basic performance of simple thread constructs: thread creation and synchronization. We found that thread creation is cheap enough so that it doesn't matter in many cases, that there's no reason to use an unsynchronized collection instead of a synchronized one, and that contended locks can become very expensive. The latter case can sometimes be avoided by using atomic variables for data access.  It's important to measure your particular program to see if these issues affect it. A development cycle that includes frequent performance measurements can help you narrow down the performance bottlenecks of your program and focus your efforts on the more important spots of the program. 14.5.1 Example Classes The online examples have our test code and can be run with the following classes or Ant targets:   | **Description** | **Main Java class** | **Ant target** | | --- | --- | --- | | Synchronized Collection Test | javathreads.examples.ch14.CollectionTest nLoops | ch14-ex1 | | Atomic Test | javathreads.examples.ch14.AtomicTest nLoops nThreads | ch14-ex2 | | Hashtable Test | javathreads.examples.ch14.HashTest nLoops nThreads | ch14-ex3 | | Thread Creation Test | javathreads.examples.ch14.CreateTest nLoops | ch14-ex4 |   The Ant targets accept the following properties:  <property name="nLoops" value="100000"/>  <property name="nThreads" value="10"/> |

## Chapter 15. Parallelizing Loops for Multiprocessor Machines

In previous chapters, we examined threading as a technique that allows us to simplify programming: we used threading to achieve asynchronous behavior and perform independent tasks. Although we discussed how threads are scheduled on machines with multiple processors, by and large the techniques that we've shown so far are not affected by a machine with multiple processors nor do they exploit the number of processors on a machine to make the program run faster.

Multithreaded programs have a special bond with multiprocessor systems. The separation of threads provides a clear and simple separation for the multiprocessor machine. Since the operating system can place different threads on different processors, the program runs faster.

In this chapter, we'll look at how to parallelize Java programs so that they run faster on a machine with multiple CPUs. The processes that we examine are beneficial not only to newly developed Java programs but also to existing Java programs that have a CPU-intensive loop, allowing us to improve the performance of those programs on a multiprocessor system.

How does the Java threading system behave in a multiprocessor system? There are no conceptual differences between a program running on a machine with one processor and a machine with two or more processors; threads behave exactly the same in either case. The real difference is that the threads actually do execute simultaneously. In [Chapter 2](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-2.html#jthreads3-CHP-2), we discussed how the operating system switches between the list of instructions for certain threads and how that switching gave the illusion of simultaneity. On a multiprocessor system, the simultaneity is real.

For Java developers, threaded code running on multiple processors means that race conditions that happen very infrequently on a single-processor system are much more likely to occur. Hopefully, you have by now learned to write threadsafe programs. Testing those programs on a multiprocessor machine is one good way to be more confident in the results.

|  |  |  |  |
| --- | --- | --- | --- |
| 15.1 Parallelizing a Single-Threaded Program Without redesigning a program, the best area to parallelize梩hat is, the area in which to introduce multiple threads to increase the program's performance梚s where the program is CPU-bound. After all, it doesn't make sense to bring in more processors if the first processor cannot stay busy. In many of the cases where the process is CPU-bound梩hat is, the process is using all of the computer processors' cycles while not using the disks or the network at full capacity梩he program's speed increases with the addition of more processors. The process could be involved in a long mathematical calculation or, more likely, in large iterations of shorter mathematical calculations. Furthermore, these calculations probably involve a large control loop or even a large number of loops inside loops. These are the types of common algorithms that we examine here. Consider the following calculation:  package javathreads.examples.ch15.example1;  public class SinTable {  private float lookupValues[] = null;  public synchronized float[] getValues( ) {  if (lookupValues == null) {  lookupValues = new float [360 \* 100];  for (int i = 0; i < (360 \* 100); i++) {  float sinValue = (float)Math.sin(  (i % 360)\*Math.PI/180.0);  lookupValues[i] = sinValue \* (float)i / 180.0f;  }  }  return lookupValues;  }  }  This code is the basis of our examples in the rest of this chapter. A single thread, and therefore a single processor, executes the loop as specified in the code and stores the results in the lookupValues array. Assuming that the calculation of the sinValue variable is time-consuming, the whole loop may take a long time to execute. In some cases, this is acceptable. However, on a 12-processor computer without any other programs running, only one CPU is working while the other 11 are sitting idle. Considering the cost of a 12-processor machine, this is not acceptable.  Before we get started, let's define some terminology. The variable sinValue has a few special properties. Obviously, it exists only for the duration of the loop. It is a temporary variable used to aid the calculation of the lookup table. It does not carry a value in one iteration of the loop that is used in another iteration of the loop, and the value of the variable is reassigned in the next iteration. We define sinValue as a *loop-private variable*, that is, a variable that is initialized, calculated, and used entirely in a single iteration of the loop.   |  | | --- | | Auto-Parallelizing Compilers The terminology used in this chapter is based on the terminology used by the auto-parallelizing MP C compiler for the Solaris Operating Environment. Automatic parallelization is the same technique that we are describing in this chapter, but it is accomplished by the compiler instead of by the programmer.Auto-parallelization is easier to accomplish in a language such as FORTRAN than C. This is due to the aliasing problems with the C language: with pointers and other aliasing issues, it is very difficult to classify the variables or the loop itself. Even with the current implementation, #pragmas are needed to help the compiler classify variables used in the loop.  In this regard, Java is closer to FORTRAN than to C. All variable references are tracked (for garbage collection), pointer arithmetic is not allowed, and variable types are enforced. Java has fewer aliasing problems than C. This means that it should be much easier to develop an auto-parallelizing compiler for Java than it is for C. Until one exists, however, you need to apply these techniques by hand, as we've done in this chapter. |   Furthermore, we can state that the index variable i is also a loop-private variable: it is also used completely in an iteration of the loop. It can be considered a special type of loop-private variable. Since it is never changed during an iteration and is directly tied to the iteration index, we can actually treat it as a constant during the iteration of a loop. However, for now, simply considering it as a loop-private variable is good enough.  We may try to break the parts of this loop among many threads as follows:  package javathreads.examples.ch15.example2;  public class SinTable implements Runnable {  private class SinTableRange {  public int start, end;  }  private float lookupValues[];  private Thread lookupThreads[];  private int startLoop, endLoop, curLoop, numThreads;    public SinTable( ) {  lookupValues = new float [360 \* 100];  lookupThreads = new Thread[12];  startLoop = curLoop = 0;  endLoop = (360 \* 100);  numThreads = 12;  }    private synchronized SinTableRange loopGetRange( ) {  if (curLoop >= endLoop)  return null;  SinTableRange ret = new SinTableRange( );  ret.start = curLoop;  curLoop += (endLoop-startLoop)/numThreads+1;  ret.end = (curLoop<endLoop)?curLoop:endLoop;  return ret;  }    private void loopDoRange(int start, int end) {  for (int i = start; i < end; i += 1) {  float sinValue = (float)Math.sin((i % 360)\*Math.PI/180.0);  lookupValues[i] = sinValue \* (float)i / 180.0f;  }  }    public void run( ) {  SinTableRange str;  while ((str = loopGetRange( )) != null) {  loopDoRange(str.start, str.end);  }  }    public float[] getValues( ) {  for (int i = 0; i < numThreads; i++) {  lookupThreads[i] = new Thread(this);  lookupThreads[i].start( );  }  for (int i = 0; i < numThreads; i++) {  try {  lookupThreads[i].join( );  } catch (InterruptedException iex) {}  }  return lookupValues;  }  }  The code in this new version is functionally the same as the previous version, albeit with many modifications to its logic. First, instead of a loop that does the calculation, we now have a loop that starts off 12 (numThreads) different worker threads and provides each worker thread with different parts of the mathematical loop to calculate. The original mathematical calculation is moved to a new method, loopDoRange() . In this method, the loop has been modified to work on only part of the lookup table instead of the whole table. Each different thread is responsible for calculating only its portion of the table. Each thread must call the loopGetRange() method to determine which portion it must calculate. The thread that started the 12 worker threads then simply waits for all 12 worker threads to finish. Since the long calculation is now accomplished by 12 threads instead of by a single thread, it is now possible for a multiprocessor-based operating system to place the different threads on different processors.  The calculation works for a number of reasons. First, the loop index variable i and the sinValue variable, which were originally classified as loop private, are now stack variables in each worker thread. The loopDoRange() method uses different copies of these two variables in each thread executing the loop. This means that each of the 12 worker threads has its own copy of these variables while completing its portion of the calculation.  Second, although the lookupTable array is not loop private, the individual members of the array can be considered loop private. Each individual member of the array is accessed only in a particular iteration. There is no race condition because each iteration affects one and only one member of the array, and although the different worker threads handle many iterations of the loop, no single iteration is handled by more than one thread.  The only synchronization we need is in the assignment of the different ranges. To prevent the worker threads from stepping on each other during this assignment, the loopGetRange() method is synchronized. In this example, since the loop is partitioned into only 12 ranges, there is little contention for this lock.  The code for this new version is more complicated than our first version. This new code now has to start and track 12 separate threads. The worker threads had to be modified to handle parts of the loop whose ranges they have to determine. Although very little synchronization is needed in this case, we could easily have had a complicated requirement for synchronization depending on the algorithm used in the mathematical calculation.  Given the complexity we introduced to handle this simple loop, it may become too hard to handle more complex loops. To help with this complexity, we'll move all the logic related to loop management into a separate class. We can then implement the loop by simply using the services provided by this class:  package javathreads.examples.ch15;  public class LoopHandler implements Runnable {  protected class LoopRange {  public int start, end;  }  protected Thread lookupThreads[];  protected int startLoop, endLoop, curLoop, numThreads;  public LoopHandler(int start, int end, int threads) {  startLoop = curLoop = start;  endLoop = end;  numThreads = threads;  lookupThreads = new Thread[numThreads];  }  protected synchronized LoopRange loopGetRange( ) {  if (curLoop >= endLoop)  return null;  LoopRange ret = new LoopRange( );  ret.start = curLoop;  curLoop += (endLoop-startLoop)/numThreads+1;  ret.end = (curLoop<endLoop) ? curLoop : endLoop;  return ret;  }  public void loopDoRange(int start, int end) {  }  public void loopProcess( ) {  for (int i = 0; i < numThreads; i++) {  lookupThreads[i] = new Thread(this);  lookupThreads[i].start( );  }  for (int i = 0; i < numThreads; i++) {  try {  lookupThreads[i].join( );  lookupThreads[i] = null;  } catch (InterruptedException iex) {}  }  }    public void run( ) {  LoopRange str;  while ((str = loopGetRange( )) != null) {  loopDoRange(str.start, str.end);  }  }  }  In our new LoopHandler class, we have implemented the logic that we applied in our SinTable class. The logic of creating, tracking, and joining back with the original thread has been moved to the newly created loopProcess() method. The logic of determining the ranges and processing the loop梠riginally coded in the run() and loopGetRange() methods of the SinTable class梤emains nearly unchanged. The loop handler has also been modified to handle more generic loops and has a constructor that assigns the start of the loop, the end of the loop, and the number of threads. Just as in our earlier example, the algorithm calls the loopDoRange() method to handle the processing. However, in this case, theLoopHandler class has an empty implementation for this method.  Now our implementation of the SinTable class is much simpler:  package javathreads.examples.ch15.example3;  import javathreads.examples.ch15.\*;  public class SinTable extends LoopHandler {  private float lookupValues[];  public SinTable( ) {  super(0, 360\*100, 12);  lookupValues = new float [360 \* 100];  }  public void loopDoRange(int start, int end) {  for (int i = start; i < end; i++) {  float sinValue = (float)Math.sin((i % 360)\*Math.PI/180.0);  lookupValues[i] = sinValue \* (float)i / 180.0f;  }  }  public float[] getValues( ) {  loopProcess( );  return lookupValues;  }  }  In this case, we simply configure the ranges needed by the loop handler, provide the logic of the loop in theloopDoRange() method, and call the loopProcess() method to process the loop in a multithreaded fashion. While this is still more complicated than the first SinTable class implementation, it is now much more manageable and less complex than the previous implementation. 15.1.1 Loop Scheduling and Load Balancing We define the process of distributing the iterations of the loop to the individual threads as loop scheduling. In ourLoopHandler class, this is handled by the loopGetRange() method. To maximize processor usage, we should distribute the work to the threads as evenly as possible, with the least amount of overhead in determining this distribution. This is defined as load balancing.  The basic loop-scheduling types at our disposal include static or chunk scheduling, self-scheduling, guided self-scheduling, and user-defined scheduling. 15.1.1.1 Static or chunk scheduling Under static scheduling, each thread is assigned an equal number of iterations that depends on the number of threads available. If 1000 loop iterations are to be distributed and 10 threads are assigned to the task, each thread is assigned 100 iterations of the loop. This is the algorithm that is used by the LoopHandler class. The algorithm also adds 1 to the size to make sure that the distribution is rounded up. Otherwise, there might be an iteration left over and a worker thread would have to perform that single iteration after already performing the original chunk.  The problem with this algorithm is that it assumes that each iteration of the loop takes the same amount of time. If this is not true, one of the threads takes more time than the other threads to complete. Since all the work is divided up at the beginning of the loop, the other threads are idle while the final iterations are completed by the last remaining thread. 15.1.1.2 Self-scheduling In self-scheduling, each worker thread grabs a small chunk of the iterations to execute. After completion of its assigned range, it grabs another small chunk. If 1000 loop iterations are to be distributed and 10 threads are assigned to the task, each worker thread works on a small chunk梕.g., 20梪ntil all 1000 iterations are completed.  As with static scheduling, the different worker threads may not complete at the same time. However, since the chunks are small in the self-scheduling model, the idle time of the threads at the end of the process is also small. To make this idle time even smaller, we can make the individual chunks smaller. However, there is an overhead in obtaining the ranges to execute; this overhead increases as the chunks get smaller.  Here's an implementation of this model:  package javathreads.examples.ch15;  public class SelfLoopHandler extends PoolLoopHandler {  protected int groupSize;  public SelfLoopHandler(int start, int end, int size, int threads) {  super(start, end, threads);  groupSize = size;  }  protected synchronized LoopRange loopGetRange( ) {  if (curLoop >= endLoop)  return null;  LoopRange ret = new LoopRange( );  ret.start = curLoop;  curLoop += groupSize;  ret.end = (curLoop<endLoop)?curLoop:endLoop;  return ret;  }  }  Implementation of a self-scheduling loop handler is straightforward. Our current LoopHandler class already has the logic of working until the loop completes. We simply need to modify the constructor to handle the chunk size requested and modify the loopGetRange() method to return this fixed chunk size. In our implementation of the self-scheduler, we simply subclass from the original loop handler and implement only the changes.[[1]](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-15-SECT-1.html#jthreads3-CHP-15-FNOTE-1)  [1] Note that we've started extending the PoolLoopHandler class, which is functionally equivalent to theLoopHandler class. We'll discuss this change later in the chapter. 15.1.1.3 Guided self-scheduling Guided self-scheduling is a compromise between the static scheduler and the self-scheduler. In the beginning, the guided scheduler grabs a large number of iterations of the loop, which becomes progressively smaller near the end of the loop. The guided self-scheduler also uses a minimum chunk size. Thus, it basically behaves like a static scheduler that slowly becomes a self-scheduler.  If 1000 iterations in the loop are to be distributed and 10 threads are assigned to the task, the first worker thread gets one-tenth of the work�100 iterations. The second thread gets one-tenth of the remaining work�90 iterations. This slowly gets smaller and smaller until the minimum梕.g., 10梚s assigned; the minimum is assigned until all 1000 iterations are completed.  This algorithm seems to have the fewest problems. Unlike the self-scheduler, the extra overhead appears only at the end of the loop. And unless the individual iterations have drastically different execution periods from the longer-term iterations at the beginning, it doesn't have the problems that the static scheduler has.  Here's how to implement guided self-scheduling:  package javathreads.examples.ch15;  public class GuidedLoopHandler extends PoolLoopHandler {  protected int minSize;  public GuidedLoopHandler(int start, int end, int min, int threads){  super(start, end, threads);  minSize = min;  }  protected synchronized LoopRange loopGetRange( ) {  if (curLoop >= endLoop)  return null;  LoopRange ret = new LoopRange( );  ret.start = curLoop;  int sizeLoop = (endLoop-curLoop)/numThreads;  curLoop += (sizeLoop>minSize)?sizeLoop:minSize;  ret.end = (curLoop<endLoop)?curLoop:endLoop;  return ret;  }  }  Implementation of a guided self-scheduling loop handler is also straightforward. We simply need to modify the constructor to handle the minimum size required, and modify the loopGetRange() method to return a portion of the remaining loop. In our implementation of the guided self-scheduler, we also subclass the original loop handler and implement only the changes. 15.1.1.4 User-defined scheduling The implementation of the self-scheduler and the guided self-scheduler is simple for a reason: it was designed to be so. The original loop handler was designed to be subclassed so that the scheduler algorithm could be modified. As good as the implementation of the guided self-scheduler may be, it is still designed for a generic loop. In some cases, one scheduler works better than another. However, if enough information concerning the loop is known and the effort is large enough, it may justify the implementation of yet another scheduler. This entails figuring out the appropriate logic and coding a new loopGetRange() method.  To use any of these other algorithms in our SinTable class, we simply subclass from the appropriate handler class and modify our constructor to pass the minimum chunk size. 15.1.2 Variable Classifications In the implementation of the SinTable class, we classify the variables used in the original unthreaded loop as loop-private variables, but other variable classifications exist. The reason for classifying variables at all is that different types of variables require different types of handling within and between threads. Many loops have a data dependency that occurs between iterations. By classifying the variables, we are able to correctly update and modify them without any race conditions. Different types of variable classifications can be determined by their usage, and these classifications determine how they are to be implemented or treated in the multithreaded loop handler. 15.1.2.1 Loop-private variables A loop-private variable is a variable that does not pass its value from one iteration of the loop to another. It can actually be a variable that is declared in the loop itself, and it can also be an instance or publicly accessed variable that is accessed by only one iteration of the loop. This is the case with the lookupValues array variable, where each member of the array is accessed only by one iteration of the loop. Although the whole array is not loop private to any iteration, specific members are loop private to specific iterations.  As shown with the SinTable class, loop-private variables are often handled with a local copy of the variable in each thread. Since each thread has a copy, no interference between the threads is possible. In the case of the lookupValuesarray, the threads will respect the privacy of the other threads by accessing only the loop-private portions of the array. 15.1.2.2 Read-only variables Read-only variables are variables where values do not change during the execution of the loop. They can be true constants or simply variables that are initialized and do not change until after the loop is processed.  Read-only variables require no special treatment. The worker threads do not need to have their own copies of the variables, and access to them does not require synchronization of any type. 15.1.2.3 Storeback variables Storeback variables are basically loop-private variables that are needed after the loop has been completed. For example, suppose that the lookupValues array requires some extra processing after the loop is finished:  public float[] getValues( ) {  if (lookupValues == null) {  float sinValue = 0;  lookupValues = new float [360 \* 100];  for (int i = 0; i < (360\*100); i++) {  sinValue = (float)Math.sin((i % 360)\*Math.PI/180.0);  lookupValues[i] = sinValue \* (float)i / 180.0f;  }  lookupValues[0] += sinValue;  }  return lookupValues;  }  In this slightly modified version of the SinTable loop, both the sinValue variable and the individual members of thelookupValues array are still loop-private variables. These two variables have no data dependency in different iterations of the loop. However, in this case the sinValue variable is also a storeback variable. Since the variable is important after the loop has completed, it must be set to the value it would have had if the loop had run in the correct order. The members of the lookupValues array were always considered as storeback variables, but since no individual copies were kept, there was little need to make this extra distinction.  Here's how we can handle the storeback variable:  package javathreads.examples.ch15.example4;  import javathreads.examples.ch15.\*;  public class SinTable extends GuidedLoopHandler {  private float lookupValues[];  private float sinValue;    public SinTable( ) {  super(0, 360\*100, 100, 12);  lookupValues = new float [360 \* 100];  }    public void loopDoRange(int start, int end) {  float sinValue = 0;  for (int i = start; i < end; i++) {  sinValue = (float)Math.sin((i % 360)\*Math.PI/180.0);  lookupValues[i] = sinValue \* (float)i / 180.0f;  }  if (end == endLoop)  this.sinValue = sinValue;  }    public float[] getValues( ) {  loopProcess( );  lookupValues[0] += sinValue;  return lookupValues;  }  }  The sinValue variable is still treated as a loop-private variable. However, since this variable is really a storeback variable, we need to store the "last" value of this variable. Since the algorithm is now executed in a multithreaded manner, the last iteration is not necessarily the last value assigned to the variable by a thread.  A thread must check that it has executed the last chunk of the loop before copying the value of its loop-private copy to the global copy. Also note that no synchronization is necessary. Since only the last iteration is copied, only one thread is executing the code, and no race condition is possible. 15.1.2.4 Reduction variables Obviously, it is not possible to make every variable a loop-private variable since there are cases where real data dependencies exist between different iterations of the loop. Because of these data dependencies, different threads executing different iterations might interfere with each other during execution. We call these types of variables *shared variables* since they are shared between iterations of the loop.  Shared variables have many problems. The first is the race conditions that exist when different threads access the variable simultaneously. The second is that the value of a variable may depend on the order in which it is processed. In the first case, we can simply use synchronization techniques to prevent the race conditions from existing. The second case poses a much greater problem.  However, what if the order does not matter? We will be able to process the loop in any order and will simply have tosynchronize access to the shared variable. For example, assume that we also need to calculate the sum of our SinTable:  public float[] getValues( ) {  for (int i = 0; i < (360\*100); i++) {  sinValue = (float)Math.sin((i % 360)\*Math.PI/180.0);  lookupValues[i] = sinValue \* (float)i / 180.0f;  sumValue += lookupValues[i];  }  return lookupValues;  }  In this case, the sumValue variable is clearly not a loop-private variable. The value of sumValue is passed from one iteration to another, and the correct result requires this dependency to exist. However, the sumValue variable is useful only after the loop completes. The iterations simply add to the running total梥ubtotals or other order-based requirements are not necessary. Furthermore, addition itself is order-independent: it is possible to add a bunch of numbers in any order, and the final result is the same.   |  | | --- | | Sometimes Order Does Matter In the examples of this section, we assume that we can perform the addition in any order that we like. Since addition is associative, this is supposed to work.  On a computer, however, addition is not necessarily associative. Because of the internal mechanism that the computer uses to store numbers of infinite precision in a fixed number of bits, some rounding error occurs in every mathematical calculation. Normally, these errors are small enough that we don't need to worry about them, and they often cancel each other out. But in many cases the propagation of this error leads to vastly different results when the order of the operations is changed.  If you're performing sensitive numerical analysis, be aware that the tricks of this section may lead to unacceptable error propagation and incorrect answers. |   The sumValue variable is a reduction variable. It must still be shared among the threads, but since order does not matter, this sharing only requires synchronization to prevent race conditions:  package javathreads.examples.ch15.example5;  import javathreads.examples.ch15.\*;  public class SinTable extends GuidedLoopHandler {  private float lookupValues[];  public float sumValue;  public SinTable( ) {  super(0, 360\*100, 100, 12);  lookupValues = new float [360 \* 100];  }  public void loopDoRange(int start, int end) {  float sinValue = 0;  for (int i = start; i < end; i++) {  sinValue = (float)Math.sin((i % 360)\*Math.PI/180.0);  lookupValues[i] = sinValue \* (float)i / 180.0f;  synchronized (this) {  sumValue += lookupValues[i];  }  }  }  public float[] getValues( ) {  loopProcess( );  return lookupValues;  }  }  Race conditions in this example are prevented by using the synchronization lock of the SinTable instance. If we have many reduction variables that are not dependent on each other and we cannot store them all at the same time, it might be a better idea to have separate synchronization locks梠r explicit instances of Lock interfaces梖or each reduction variable.  Furthermore, we are synchronizing with each iteration of the loop. This is not very efficient. It is better to assign the value to loop-private variables and only synchronize the final summed value of the range to the reduction variable. By doing this, we are removing most of the need for synchronization, which can drastically add to the parallelization of the threads:  package javathreads.examples.ch15.example6;  import javathreads.examples.ch15.\*;  public class SinTable extends GuidedLoopHandler {  private float lookupValues[];  public float sumValue;  public SinTable( ) {  super(0, 360\*100, 100, 12);  lookupValues = new float [360 \* 100];  }  public void loopDoRange(int start, int end) {  float sinValue = 0.0f;  float sumValue = 0.0f;  for (int i = start; i < end; i++) {  sinValue = (float)Math.sin((i % 360)\*Math.PI/180.0);  lookupValues[i] = sinValue \* (float)i / 180.0f;  sumValue += lookupValues[i];  }  synchronized (this) {  this.sumValue += sumValue;  }  }  public float[] getValues( ) {  loopProcess( );  System.out.println(sumValue);  return lookupValues;  }  }  In this new example, we are doing a two-stage reduction of the values. We are reducing the value of each iteration to the local copy of the sumValue variable, and then we are reducing this local copy to the actual reduction variable. Since the local copy of the sumValue variable is loop private, synchronization is not necessary. Synchronization is still necessary when adding to the reduction variable. However, this is now done once per range instead of once per iteration.  A reduction variable is a good candidate for an atomic variable. You could use the AtomicDouble class from [Chapter 5](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-5.html#jthreads3-CHP-5) to store the sumValue variable in this example. We'll test this later in the chapter, and you can consult the online source code to see exactly how that works.  All reduction variables are storeback variables. There is no need to have special storeback handling logic for reduction variables. 15.1.2.5 Shared variables Originally, all variables in the loop are shared variables since all variables can be accessed by all the threads that are executing the loop. As we parallelize the loop, we can quickly classify the shared variables that are also read-only variables. We can also reclassify those variables that are loop-private variables. Of the remaining shared variables, it may be possible either to convert them to loop-private variables or to classify them as reduction variables.  Unfortunately, in some cases a shared variable cannot be classified as anything but a shared variable, and this is where our technique fails to work. As much as we would like to convert any loop to run in a multithreaded environment, not all algorithms can be redesigned to run in a parallel environment.  The other problem with shared variables is the side effect. For example, if we need to save each of the subtotals of thesumValue variable, it cannot be treated as a reduction variable since the changes in the variable are also important. If we have to print the subtotals during the loop, not only will the intermediate results be out of order, but the intermediate results will be different.  When variable classification is not enough for parallelization, we have other techniques that can help. They may not solve every case, but with experience, more and more loops can be converted to run in a multithreaded environment. 15.1.3 Loop Analysis and Transformations To assist our parallelizing techniques, we can analyze the algorithms of the loop itself instead of just analyzing the variables in the loop. In the majority of the cases, there is little we can do without redesigning the algorithm, but in a few situations we can quickly modify the code without a complete redesign. By implementing simple transformations on the original code, we may be able to use the techniques discussed so far to thread the loop. 15.1.3.1 Loop distribution In many cases, only a small portion of a large complex loop contains code that must be executed sequentially. It may be possible to separate the large complex loop into two separate loops. Once the complex loop is separated into two loops梠ne loop containing the code that can be parallelized, the other containing the sequential code梬e can then parallelize a portion of the original loop. We may even be able to run the sequential loop in parallel with the loop that can be threaded.  Returning to our SinTable example, let's assume that we need to generate a running subtotal in addition to a total:  public float[] getValues( ) {  for (int i = 0; i < (360\*100); i++) {  sinValue = (float)Math.sin((i % 360)\*Math.PI/180.0);  lookupValues[i] = sinValue \* (float)i / 180.0f;  if (i == 0) {  sumValues[0] = lookupValues[0];  } else {  sumValues[i] = lookupValues[i] + lookupValues[i-1];  }  }  return lookupValues;  }  The sumValues array variable is definitely a shared variable. The members of the sumValues variable are also shared in that some of them are accessed by two different threads. Furthermore, the order matters. It is not possible for one thread to start a chunk before the thread that is working on the previous chunk is finished.  We can solve that problem like this:  package javathreads.examples.ch15.example7;  import javathreads.examples.ch15.\*;  public class SinTable extends GuidedLoopHandler {  private float lookupValues[];  public float sumValues[];  public SinTable( ) {  super(0, 360\*100, 100, 12);  lookupValues = new float [360 \* 100];  sumValues = new float [360 \* 100];  }  public void loopDoRange(int start, int end) {  float sinValue = 0.0f;  for (int i = start; i < end; i++) {  sinValue = (float)Math.sin((i % 360)\*Math.PI/180.0);  lookupValues[i] = sinValue \* (float)i / 180.0f;  }  }  public float[] getValues( ) {  loopProcess( );  sumValues[0] = lookupValues[0];  for (int i = 1; i < (360\*100); i++) {  sumValues[i] = lookupValues[i] + lookupValues[i-1];  }  return lookupValues;  }  }  While it is not possible to parallelize the running subtotal without drastically changing the algorithm, we can quickly convert the loop into two separate loops. The first loop contains the threadable code, and the second processes the subtotal. Once this is accomplished, we can then thread the first loop without changing the second. In the new SinTableclass, we have moved the running subtotal code to a separate loop. This separate loop runs on a single thread, only after the first loop is processed.  Consider the potential benefit before applying this technique. Since a large portion of the loop may be running in a single thread, the performance gain may not justify the effort involved. In most cases, calculations of the subtotal are small considering the effort of the main calculation, and the performance penalty may be small in comparison. 15.1.3.2 Loop isolation Many programs do not contain a single large loop. Even if a particular loop is determined to be unparallelizable, there may be other loops in the program. Even if these other loops cannot be parallelized, we may be able to run each separate loop in a different thread.  Although the many loops may be very complex, with large data dependencies between iterations, there may be few data dependencies between the different loops. It may be possible to isolate the individual loops themselves and run them each in a separate thread. With this technique, load balancing is no longer possible. After all, if the program contains four major loops and you were able to isolate them all, it is still impossible to distribute these four loops among twelve processors. 15.1.3.3 Loop interchange Multilayered loops are a prime cause of CPU-bound applications that run for a long period of time. This could be loops that are directly inside of other loops or, more likely, loops that call methods that contain loops. This scenario is so common that we examine inner-loop threading later in this chapter. For now, here is a simple case to look for:  public float[][] getValues( ) {  for (int i = 0; i < 360; i++) {  lookupValues[0][i] = 0;  }  for (int j = 1; j < 1000; j++) {  for (int i = 0; i < 360; i++) {  float sinValue = (float)Math.sin((i % 360)\*Math.PI/180.0);  lookupValues[j][i] = sinValue \* (float)i / 180.0f;  lookupValues[j][i] += lookupValues[j-1][i]\*(float)j/180.0f;  }  }  return lookupValues;  }  For multilayered loops, it is generally more profitable to thread the outer loop instead of the inner one. It is not necessary to thread both the inner and outer loop because threading either one should use all the processors. If the outer loop is threaded, threading the inner loop does not provide any further speedup since there are no more processors to run the extra threads (and vice versa). The reason we prefer to thread the outer loop is that there is an overhead in creating, destroying, and synchronizing among the many threads. By threading the outer loop, we create and destroy the threads once and synchronize only at a coarse level梒onsequently, less synchronization should be necessary.  In this new version of the table calculation, we are now working on a two-dimensional table. Three loops are used during this calculation. However, the first loop is merely setting the first row of values to zero. The next two loops are actually a pair of multilayered loops. The algorithm is looping the processing from row to row, executing the inner loop that is processing the values to be stored in the different columns.  The problem in this case is a data dependency between the rows themselves. Because the calculation at any row is dependent on the calculation of the previous row, the members of any column in the lookupValues array cannot be considered梠r made條oop private. The inner loop can be parallelized with no problem since there are no data dependencies between the iterations. The only requirement is that the inner loop must assume that the outer loop ran in the correct order; this requirement is fine since we are not threading the outer loop.  However, we could also rewrite our original code as follows:  public float[][] getValues( ) {  for (int i = 0; i < 360; i++) {  lookupValues[0][i] = 0;  }  for (int i = 0; i < 360; i++) {  for (int j = 1; j < 1000; j++) {  float sinValue = (float)Math.sin((i % 360)\*Math.PI/180.0);  lookupValues[j][i] = sinValue \* (float)i / 180.0f;  lookupValues[j][i] += lookupValues[j-1][i]\*(float)j/180.0f;  }  }  return lookupValues;  }  In this example, the loops are interchanged. Instead of working from row to row, we can work from column to column. The inner loop can then process the data from row to row. By interchanging the loops, the inner loop is no longer threadable because of the data dependency between the members of the columns in the lookupValues array. However, the outer loop is now threadable. Once the outer loop has been threaded, there is no longer a reason to thread the inner loop. Since it is more profitable to thread an outer loop than an inner loop, this simple change prior to multithreading gives us a better return on our development time investment.  Unfortunately, although loops within loops are common, this example may not be. There is generally setup code for an inner loop, and there may be multiple loops that are run sequentially within the outer loop, or the inner loop may be inside another method that is called from the outer loop. The data dependencies may be such that a loop interchange does not solve the problem.  Having an inner loop that is threadable in an outer loop that is not threadable is common. We examine inner-loop threading in more detail later in this chapter. 15.1.3.4 Loop reimplementation As you may have noticed, the loop handler that we have developed is fairly restrictive. It applies only to for loops, the range of the loop must be known prior to execution, it works only with integers as its index, and it has an interval of only one between iterations. While some of these restrictions are because we have not implemented support for certain features in the loop handler, the main cause is that it is difficult, if not impossible, to implement an algorithm that can handle all generic loops.  If all else fails during loop transformation, programming experience is still very useful. A while or a do loop may be converted to a for loop. The start and end iterations may be calculated prior to loop execution. Code may be moved from, into, or between loops, to allow other loop transformations to occur. Code changes can also cause variable classifications to change. A shared variable may be reclassified as loop private or as a reduction variable because of how it is used in a loop.  Unfortunately, success is never guaranteed. The goal is to balance the effort of development with the acceleration that may be gained. It may take days to implement a change that achieves only one or two percent acceleration. After all, if unlimited effort were allowed, we would redesign the whole program from scratch. 15.1.4 Inner-Loop Threading The issues that we have discussed so far do not change when the loops are nested: if you apply the techniques only to the inner loop, they work. However, some other, very subtle issues may apply to inner loops. Let's return to our two-dimensional SinTable. As mentioned, a loop interchange should allow the outer loop to be threaded. However, instead of the loop transformation, let's try to thread the inner loop:  public float[][] getValues( ) {  for (int i = 0; i < 360; i++) {  lookupValues[0][i] = 0;  }  for (int j = 1; j < 1000; j++) {  for (int i = 0; i < 360; i++) {  float sinValue = (float)Math.sin((i % 360)\*Math.PI/180.0);  lookupValues[j][i] = sinValue \* (float)i / 180.0f;  lookupValues[j][i] += lookupValues[j-1][i]\*(float)j/180.0f;  }  }  return lookupValues;  }  The first variable to classify is the outer-loop-index variable, j. We must classify this variable since it is used inside the inner loop. In this case, j is classified as a read-only variable. At first glance, this does not make sense: how could an index variable be read-only? We must only look at the scope that we are attempting to thread. During the execution of the inner loop, the variable has a single value that does not change throughout the entire execution of the loop.  While the lookupValues array variable is a shared variable, the elements can be classified as loop private. Since each iteration of the loop accesses a different member of the array based on the loop index and the read-only variable j, its members may be considered loop private. The members of the lookupValues array are also considered storeback variables. Since we are not creating a local copy of these variables, there is no need to store the variables back.  The last two variables�sinValue and i梐re simply classified as loop-private variables, and separate copies are created for each thread. Neither of these variables is used after the loop has completed, so storeback handling is not necessary.  The loop scheduler is chosen by examining the algorithm inside the inner loop itself. In this case, there is nothing that should cause any iteration to execute longer than any other iteration. Choosing the default梥tatic or chunk梥cheduler is probably best. However, there should be no harm in choosing either the self- or guided self-scheduler.  Once these tasks are completed, the loop is threaded by using the loop handler as usual. However, a slight complication arises: compared with the outer loop, the inner loop is executed many more times. This means many more times the thread creation and destruction overhead. Furthermore, the loop handler is designed as a "one use" object. A new loop handler must be created for each iteration of the outer loop. Although using the loop handler works without any problems, the overhead may be more significant than for threading a higher-level loop.  We can partially overcome this complication as follows:  package javathreads.examples.ch15;  import java.util.concurrent.\*;  public class PoolLoopHandler implements Runnable {  protected static class LoopRange {  public int start, end;  }  protected static class PoolHandlerFactory implements ThreadFactory {  public Thread newThread(Runnable r) {  Thread t = new Thread(r);  t.setDaemon(true);  return t;  }  }  static protected ThreadPoolExecutor threadpool;  static protected int maxThreads = 1;  protected int startLoop, endLoop, curLoop, numThreads;  synchronized static void getThreadPool(int threads) {  if (threadpool == null)  threadpool = new ThreadPoolExecutor(  1, 1,  50000L, TimeUnit.MILLISECONDS,  new LinkedBlockingQueue<Runnable>( ),  new PoolHandlerFactory( ));  if (threads > maxThreads) {  maxThreads = threads;  threadpool.setMaximumPoolSize(maxThreads);  threadpool.setCorePoolSize(maxThreads);  }  }  public PoolLoopHandler(int start, int end, int threads) {  numThreads = threads;  getThreadPool(numThreads);  setRange(start, end);  }  public synchronized void setRange(int start, int end) {  startLoop = start;  endLoop = end;  reset( );  }  public synchronized void reset( ) {  curLoop = startLoop;  }  protected synchronized LoopRange loopGetRange( ) {  if (curLoop >= endLoop)  return null;  LoopRange ret = new LoopRange( );  ret.start = curLoop;  curLoop += (endLoop-startLoop)/numThreads+1;  ret.end = (curLoop<endLoop)?curLoop:endLoop;  return ret;  }    public void loopDoRange(int start, int end) {  }    public void loopProcess( ) {  reset( );  FutureTask t[] = new FutureTask[numThreads];  for (int i = 0; i < numThreads; i++) {  t[i] = new FutureTask(this, null);  threadpool.execute(t[i]);  }  for (int i = 0; i < numThreads; i++) {  try {  t[i].get( );  } catch (ExecutionException ee) {  throw new RuntimeException(ee.toString( ));  } catch (InterruptedException ie) {  throw new InterruptedException(ie.toString( ));  }  }  }    public void run( ) {  LoopRange str;  while ((str = loopGetRange( )) != null) {  loopDoRange(str.start, str.end);  }  }  }  The fact that our original LoopHandler class can be used only once is merely a design flaw. The loop index can never be set back to the start of the loop nor can the range of the loop be changed. To fix this, we simply add two new methods,reset() and setRange(), that reset the index back to the start of the loop and specify new ranges for the loop. To avoid creating a lot of threads, we use the thread pool executor we looked at in [Chapter 10](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-10.html#jthreads3-CHP-10). Instead of creating threads in the loopProcess() method, this method now assigns the tasks to the threads in a thread pool. We can then simply wait for all the threads in the pool to complete their assigned tasks. This all helps somewhat, but the synchronization that we have introduced into the calculation will have an effect on the ultimate acceleration of our program.   |  | | --- | | A Warning About Inner Loops Prior to threading any loop, we should always examine that loop. We should not thread the loop if it executes in a very short period of time. For these cases, the overhead in the setup and teardown of the threaded loop may be greater than any speed gained from threading the loop.  When moving from the outer loop to the inner loop, we must examine the inner loop. Just because the outer loop is a candidate for threading does not mean the inner loop is a candidate for threading. If the number of iterations in the outer loop is many times higher than the inner loop, the inner loop may execute only for a short period of time. There could also be method calls in the outer loop, and not in the inner loop, that are taking a long period of time to execute. |   We can implement other scheduling models in the pool handler quite easily:  package javathreads.examples.ch15;  public class PoolSelfLoopHandler extends PoolLoopHandler {  private int groupSize;  public PoolSelfLoopHandler(int start, int end,  int size, int threads) {  super(start, end, threads);  setSize(size);  }  public synchronized void setSize(int size) {  groupSize = size;  reset( );  }  protected synchronized LoopRange loopGetRange( ) {  if (curLoop >= endLoop)  return null;  LoopRange ret = new LoopRange( );  ret.start = curLoop;  curLoop += groupSize;  ret.end = (curLoop<endLoop)?curLoop:endLoop;  return ret;  }  }  What's interesting here is the similarity to our original SelfLoopHandler class. However, to be more configurable, we have modified the handler to allow the extra parameters, such as the chunk size, to be changed.  Here's how we use our new handler:  package javathreads.examples.ch15.example8;  import javathreads.examples.ch15.\*;  public class SinTable extends PoolLoopHandler {  private float lookupValues[][];  private int j;  public SinTable( ) {  super(0, 360, 12);  lookupValues = new float[1000][];  for (int j = 0; j < 1000; j++) {  lookupValues[j] = new float[360];  }  }  public void loopDoRange(int start, int end) {  float sinValue = 0.0f;  for (int i = start; i < end; i++) {  sinValue = (float)Math.sin((i % 360)\*Math.PI/180.0);  lookupValues[j][i] = sinValue \* (float)i / 180.0f;  lookupValues[j][i] += lookupValues[j-1][i]\*(float)j/180.0f;  }  }  public float[][] getValues( ) {  for (int i = 0; i < 360; i++) {  lookupValues[0][i] = 0;  }  for (j = 1; j < 1000; j++) {  loopProcess( );  }  return lookupValues;  }  }  To implement the SinTable class, we place the code from the inner loop in the loopDoRange() method and then call theloopProcess() method to process the inner loop. Since the j index variable is a read-only shared variable, it is now an instance variable of the SinTable class.  Having a loop handler that can be used more than once is also very important. If we use the earlier version of the loop handler, we will have to create a new instance of the loop handler for each inner loop that we execute. This means that the code for the outer loop and the inner loop cannot be in the same class. Furthermore, we will need to pass a reference to the j variable and lookupValues array to each instance since these are shared between the different inner loop handlers. 15.1.5 Loop Printing The task of sending a string to a file or the display is an I/O-bound task. Using multithreaded techniques on a loop of output does not make sense. Since the operation is I/O-bound, the threads spend most of their time waiting, and there is little difference in having 1 or 12 processors available to run waiting threads. Furthermore, the order of the output is important. Data that is written to a file or the display is eventually read by a person or another program. The output must look the same whether the calculation is done as a single- or multithreaded program.  However, what if the printing portion of the loop is small when compared with the mathematical calculation? If enough of the loop is CPU-intensive, it might be silly to abandon an attempt at parallelizing the loop just because it contains aprintln() method call. The only problem that needs to be solved is the ordering of the output. This can be done by a two-step printing process. Instead of printing directly to the display or file, the program can print to a virtual, memory-based display along with an index used to order the output. When the processing of the loop has completed, the output can then be sent to the display or file, using the index information to ensure that the data is sent in the correct order.  Let's reexamine our SinTable loop:  public synchronized float[] getValues( ) {  if (lookupValues == null) {  for (int i = 0; i < (360\*100); i++) {  float sinValue = (float)Math.sin((i % 360)\*Math.PI/180.0);  lookupValues[i] = sinValue \* (float)i / 180.0f;  System.out.println(" " + i + " " + lookupValues[i]);  }  }  return lookupValues;  }  In this new version of the getValues() method, we are also printing the table to standard output. Obviously, this simple example can be transformed with a loop distribution to two separate loops, but let's assume that the printing process is highly integrated into the algorithm and the loop transformation is not possible.  To solve this problem, we'll use this class:  package javathreads.examples.ch15;  import java.util.\*;  import java.io.\*;  public class LoopPrinter {  private Vector pStorage[];  private int growSize;  public LoopPrinter(int initSize, int growSize) {  pStorage = new Vector[initSize];  this.growSize = growSize;  }  public LoopPrinter( ) {  this(100, 0);  }  private synchronized void enlargeStorage(int minSize) {  int oldSize = pStorage.length;  if (oldSize < minSize) {  int newSize = (growSize > 0) ?  oldSize + growSize : 2 \* oldSize;  if (newSize < minSize) {  newSize = minSize;  }  Vector newVec[] = new Vector[newSize];  System.arraycopy(pStorage, 0, newVec, 0, oldSize);  pStorage = newVec;  }  }    public synchronized void print(int index, Object obj) {  if (index >= pStorage.length) {  enlargeStorage(index+1);  }  if (pStorage[index] == null) {  pStorage[index] = new Vector( );  }  pStorage[index].addElement(obj.toString( ));  }    public synchronized void println(int index, Object obj) {  print(index, obj);  print(index, "\n");  }    public synchronized void send2stream(PrintStream ps) {  for (int i = 0; i < pStorage.length; i++) {  if (pStorage[i] != null) {  Enumeration e = pStorage[i].elements( );  while (e.hasMoreElements( )) {  ps.print(e.nextElement( ));  }  }  }  }  }  The loop printer is implemented using a two-dimensional vector. The first dimension is used to separate the output. This output index could be related to the index of the actual loop, or to a chunk of the loop, or it could even be a combination of multiple loop indices. In any case, an output index should not be assigned to more than one thread since the ordering inside an indexed vector is based on it. The second dimension holds the strings that are sent to the output. Since the indices have already ordered the strings to be printed, this dimension is just used to store the many strings that are sent to this index.[[2]](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-15-SECT-1.html#jthreads3-CHP-15-FNOTE-2)  [2] Technically, we could have done the same thing with a single-dimensional array of string buffers.  Printing an object to the virtual display is done with the print() and println() methods. Along with the object to be printed, the program must supply an index as a reference of the printing order. These methods simply store a reference to the strings so that they may be printed at a later time. The second phase of the printing process is done by thesend2stream() method. Once the loop has completed, a call to this method prints the result to the output specified.  Here's how to use the LoopPrinter class:  package javathreads.examples.ch15.example9;  import javathreads.examples.ch15.\*;  public class SinTable extends GuidedLoopHandler {  private float lookupValues[];  private LoopPrinter lp;  public SinTable( ) {  super(0, 360\*100, 100, 12);  lookupValues = new float [360 \* 100];  lp = new LoopPrinter(360\*100, 0);  }  public void loopDoRange(int start, int end) {  for (int i = start; i < end; i++) {  float sinValue = (float)Math.sin((i % 360)\*Math.PI/180.0);  lookupValues[i] = sinValue \* (float)i / 180.0f;  lp.println(i, " " + i + " " + lookupValues[i]);  }  }  public float[] getValues( ) {  loopProcess( );  lp.send2stream(System.out);  return lookupValues;  }  }  The loop printer is created prior to the loop, all printing that was previously sent to a file or the display is sent to the loop printer, and the send2stream() method is called upon completion of the loop. Since the loop printer sends all the information to one target, multiple loop printers must be created if the loop prints to different streams.  Also note that we constructed the loop printer with the index size as its initial size. The loop printer is written to expand to any size, so this extra definition is not necessary. We want to avoid expanding the size because this operation not only requires the method to be synchronized, but also, depending on the size, takes some time to execute. The print() and println() methods must also be synchronized. This serves two purposes: First, it allows the array size to be increased without a race condition. Second, it allows the methods to work梐lthough the print order is no longer guaranteed梚f an index is assigned to two threads. If the loop printer is modified so as not to allow the array to be enlarged, and if it is assumed that developers will not assign two threads to the same index, synchronization at thislevel will no longer be necessary. |
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| 15.2 Multiprocessor Scaling Scaling is a term that is sometimes overused. It can apply to how many programs a computer can execute simultaneously, how many disks can be written to simultaneously, or how many cream cheese bagel orders can be processed by the local bagel shop's crew. When the output cannot be increased no matter how many resources are added, this limit is generally the value used to specify what something scales to. If the oven cannot produce more bagels per hour, it does not matter how many people are added to the assembly line: the rate of bagels cannot exceed the rate produced by the oven. The scaling limit can also be controlled by many other factors, such as the rate that the cream cheese can be produced, the size of the refrigerators, or even by the suppliers for the bagel shop.  In this chapter, when we refer to the scalability of a multithreaded program, we are referring to the limit on the number of processors we can add and still obtain an acceleration. Adding more than this limit does not make the program run faster. Obviously, how a program scales depends on many factors: the operating system, the Java virtual machine implementation, the browser or application server, and the Java program itself. The best a program can scale is based on the scalability limits of all of these factors.  For perfect CPU-bound programs in a perfect world, we could expect perfect scaling: adding a second CPU would halve the amount of time that it takes the program to run, adding another CPU would reduce the time by another third, and so on. Even for the loop-based programs we've examined in this chapter, however, the amount of scaling is also limited by these important constraints:    *Setup time*  A certain amount of time is required to execute the code outside of the loop that is being parallelized. This amount of time is independent of the number of threads and processors that are available because only a single thread executes that code.  *New synchronization requirements*  In parallelizing the loops of this chapter, we've introduced some additional bookkeeping code, some of which is synchronized. Because some of these are contended locks, this increases the time required to execute the code.  *Serialization of methods*  Some methods in our parallelized code must run sequentially because they are synchronized. Contention for the lock associated with these methods also affects the scalability of our parallelized programs.   |  | | --- | | The Effect of the Virtual Machine One of the factors that can affect the scalability of a particular program is the implementation of the virtual machine itself. Obtaining a synchronization lock, for instance, takes a certain amount of time, and the code in the virtual machine that actually implements the synchronization is often synchronized itself. Two threads attempting to obtain different synchronization locks may still compete for a resource within the virtual machine. And there are other examples where the virtual machine or operating system affects the scalability of a program.  The results that we present in this chapter are based on the J2SE 5.0 Beta 1 release by Sun Microsystems. They are drastically different (and better) than results we've presented in previous editions of this book. Most notably, in the first and second edition of this book, results were based on the 1.1.6 production release of the Java virtual machine from Sun Microsystems. In those results, the amount of scaling observed was far less due to two factors: the overall slower execution of the code and the much longer time required to obtain a synchronization lock (even in the uncontended case). |   If we view the setup time, synchronization time, and time required to execute the serialized methods as a percentage of the total running time, the remaining time is the amount of code that is parallelized. The maximum amount of scaling that we'll see is given by Amdahl's Law:  Here, S is the scaling we'll see, assuming that F% of code is parallelized over N processors. If 95% of the code is parallelized and we have eight processors available, the code runs in 16.8% of the original time required (.05 +.95/8). However, when we introduce code to calculate loop ranges (or any other code), we've actually increased the amount of serialized code, so F could potentially be a negative number. In that case, our parallelized code takes longer to run than our original code.  What sort of scaling can we expect from the techniques of this chapter? To answer this question, we test several implementations of our sample double loop:  public float[][] getValues( ) {  for (int i = 0; i < 360; i++) {  lookupValues[0][i] = 0;  }  for (int j = 1; j < 1000; j++) {  for (int i = 0; i < 360; i++) {  float sinValue = (float)Math.sin((i % 360)\*Math.PI/180.0);  lookupValues[j][i] = sinValue \* (float)i / 180.0f;  lookupValues[j][i] += lookupValues[j-1][i]\*(float)j/180.0f;  }  }  return lookupValues;  }  To make testing easier, we use the following class and interface to build a system by which we may test various loop handlers.  package javathreads.examples.ch15;  import java.util.\*;  import java.text.\*;  import java.io.\*;  public class ScaleTest {  private int nIter = 200;  private int nRows = 2000;  private int nCols = 200;  private int nThreads = 8;  Class target;  ScaleTest(int nIter, int nRows, int nCols, int nThreads,  String className) {  this.nIter = nIter;  this.nRows = nRows;  this.nCols = nCols;  this.nThreads = nThreads;  try {  target = Class.forName(className);  } catch (ClassNotFoundException cnfe) {  System.out.println(cnfe);  System.exit(-1);  }  }  void chart( ) {  long sumTime = 0;  long startLoop = System.currentTimeMillis( );  try {  ScaleTester st = (ScaleTester) target.newInstance( );  for (int i = 0; i < nIter; i++) {  st.init(nRows, nCols, nThreads);  System.gc( );  long then = System.currentTimeMillis( );  float ans[][] = st.doCalc( );  long now = System.currentTimeMillis( );  sumTime += (now - then);  }  } catch (Exception e) {  e.printStackTrace( );  System.exit(-1);  }  long endLoop = System.currentTimeMillis( );  long calcTime = endLoop - startLoop;  System.err.println("Loop time " + sumTime +  " (" + ((sumTime \* 100) / calcTime) + "%)");  System.err.println("Calculation time " + calcTime);  }  public static void main(String args[]) {  if (args.length != 5) {  System.out.println(  "Usage: java ScaleTester nIter nRows nCols nThreads className");  System.exit(-1);  }  ScaleTest sc = new ScaleTest(Integer.parseInt(args[0]),  Integer.parseInt(args[1]),  Integer.parseInt(args[2]),  Integer.parseInt(args[3]),  args[4]);  sc.chart( );  }  }  When we use the ScaleTest class, we get two numbers: the number of milliseconds required to run the entire program (including initialization, which is single-threaded) and the number of milliseconds required to run just the loop calculation. We then compare these numbers to determine the scalability of various implementations of our loop-handling classes.  In the remainder of this section, we'll develop examples that use this class to see the effect of parallelization of our loop given the constraints we've discussed in this chapter. 15.2.1 A Simple Loop Test In this example, we'll explore how various loop handlers affect parallelization. As a baseline, we take the measurement of this class:  package javathreads.examples.ch15.example10;  import javathreads.examples.ch15.\*;  public class Basic implements ScaleTester {  private float lookupValues[][];  int nCols, nRows;  public void init(int nRows, int nCols, int nThreads) {  this.nCols = nCols;  this.nRows = nRows;  lookupValues = new float[nRows][];  for (int j = 0; j < nRows; j++) {  lookupValues[j] = new float[nCols];  }  }  public float[][] doCalc( ) {  for (int i = 0; i < nCols; i++) {  lookupValues[0][i] = 0;  }  for (int j = 1; j < nRows; j++) {  for (int i = 0; i < nCols; i++) {  float sinValue =  (float)Math.sin((i % 360)\*Math.PI/180.0);  lookupValues[j][i] = sinValue \* (float)i / 180.0f;  lookupValues[j][i] +=  lookupValues[j-1][i]\*(float)j/180.0f;  }  }  return lookupValues;  }  }  This class contains no threading; it is the way that we would normally implement the basic calculation we're interested in testing. We compare this class with the following loop handler class:  package javathreads.examples.ch15.example10;  import javathreads.examples.ch15.\*;  public class GuidedLoopInterchanged implements ScaleTester {  private float lookupValues[][];  private int nRows, nCols, nThreads;  private class GuidedLoopInterchangedHandler  extends GuidedLoopHandler {  GuidedLoopInterchangedHandler(int nc, int nt) {  super(0, nc, 10, nt);  }  public void loopDoRange(int start, int end) {  for (int i = start; i < end; i++) {  lookupValues[0][i] = 0;  }  for (int i = start; i < end; i++) {  for (int j = 1; j < nRows; j++) {  float sinValue =  (float)Math.sin((i % 360)\*Math.PI/180.0);  lookupValues[j][i] = sinValue \* (float)i / 180.0f;  lookupValues[j][i] +=  lookupValues[j-1][i]\*(float)j/180.0f;  }  }  }  }  public void init(int nRows, int nCols, int nThreads) {  this.nRows = nRows;  this.nCols = nCols;  this.nThreads = nThreads;  lookupValues = new float[nRows][];  for (int j = 0; j < nRows; j++) {  lookupValues[j] = new float[nCols];  }  }  public float[][] doCalc( ) {  GuidedLoopInterchangedHandler loop =  new GuidedLoopInterchangedHandler(nCols, nThreads);  loop.loopProcess( );  return lookupValues;  }  }  This class uses our simple loop handler to process the loop; notice, however, that we've interchanged the loops in order to make the outer loop threadable. The online examples have similar handlers that perform a simple loop interchange and a self-guided loop interchange.  [Table 15-1](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-15-SECT-2.html#jthreads3-CHP-15-TABLE-1) lists the results of the ScaleTest program when run with different implementations of the interchanged loop: we've used chunk, self-scheduled, and guided self-scheduling loop handlers in conjunction with the code we showed earlier. These tests were run on a machine with eight CPUs, using an iteration count of 200, a row count of 1500, and a column count of 3000. We've normalized the running time for the baseline run to be 100 so that other numbers can be viewed as a percentage: the best that we do is run in 20% of the time required for the original run.   | Table 15-1. Scalability of simple loop handlers | | | | | --- | --- | --- | --- | |  | **Number of threads** | **Total time** | **Loop time** | | Basic  javathreads.examples.ch15.example10.Basic | 1 | 100%(baseline) | 94.0% | | Chunk scheduling  javathreads.examples.ch15.example10.LoopInterchanged | 1 | 108.0% | 101.8% | | 2 | 57.5% | 51.4% |  | | 4 | 32.7% | 26.7% |  | | 8 | 20.7% | 14.6% |  | | 12 | 23.3% | 17.0% |  | | 16 | 21.2% | 14.9% |  | | Self-scheduling  javathreads.examples.ch15.example10.SelfLoopInterchanged | 1 | 111.2% | 105.0% | | 2 | 74.3% | 68.2% |  | | 4 | 42.1% | 35.9% |  | | 8 | 25.3% | 19.1% |  | | 12 | 25.2% | 19.0% |  | | 16 | 25.1% | 18.9% |  | | Guided self-scheduling  javathreads.examples.ch15.example10.GuidedLoopInterchanged | 1 | 108.0% | 101.9% | | 2 | 58.7% | 52.6% |  | | 4 | 32.7% | 26.6% |  | | 8 | 20.0% | 13.8% |  | | 12 | 21.9% | 15.8% |  | | 16 | 21.3% | 15.0% |  |   We can draw a few conclusions from this table:   * The overhead of setting up the thread and loop handling class itself is significant: it requires 8% to 11% more time to execute that code when only a single thread is available. We would not want to use this technique on a machine with only one CPU. * The scaling of the loop calculation itself is good. Since the original loop accounted for 94% of the code, with eight CPUs the best that we can hope for (using Amdahl's law) is 17.8%. We've achieved 20%, which implies that 88.5% of the code is now parallelized: the 5% difference is accounted for by the serialized calls to theloopGetRange() method and the fact that each thread is probably not doing the same amount of work. * Going past eight threads梩hat is, the number of CPUs available梱ields a penalty. This is partially because we now have threads competing for a CPU, but it is also because of the synchronization around the additional calls to theloopGetRange() method: there's now a greater chance that the synchronization is contended. However, note that while there is a penalty for 12 threads, the penalty for 16 threads is less. With 12 threads, at some points in time only 4 threads have work left to do, which leaves 4 CPUs idle. * The guided self-scheduler is the best choice in this example. This is not surprising: calculations based on sin values do not always require the same amount of time, so the chunk scheduler can be penalized by having one particular thread that requires too much time. That contributes to a loss of scaling since the threads do not end up performing equal amounts of work.   All in all, though, we've achieved very good scalability. 15.2.2 A Reduction Variable Test What effect does a reduction variable have in our testing? In our next series of tests (example 11 in the online archive), we rewrite our tests so that every time we calculate a lookup value, we add that value to a sumValue instance variable. Using the reduction technique we showed earlier, the modified test generates the numbers given in [Table 15-2](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-15-SECT-2.html#jthreads3-CHP-15-TABLE-2).   | Table 15-2. Scalability of loop handlers with reduction variables | | | | | --- | --- | --- | --- | |  | **Number of threads** | **Total time** | **Loop time** | | Basic  javathreads.examples.ch15.example11.Basic | 1 | 100%(baseline) | 93.8% | | Chunk scheduling  javathreads.examples.ch15.example11.LoopInterchanged | 1 | 111.8% | 105.5% | | 2 | 59.2% | 52.9% |  | | 4 | 33.6% | 27.3% |  | | 8 | 20.9% | 14.6% |  | | 12 | 23.7% | 17.3% |  | | 16 | 21.5% | 15.0% |  | | Guided self-scheduling  javathreads.examples.ch15.example11.GuidedLoopInterchanged | 1 | 110.0% | 103.6% | | 2 | 58.0% | 51.7% |  | | 4 | 32.7% | 26.4% |  | | 8 | 20.1% | 13.8% |  | | 12 | 22.1% | 15.8% |  | | 16 | 21.5% | 15.1% |  | | Guided atomic self-scheduling  javathreads.examples.ch15.example11.GuidedAtomicLoopnterchanged | 1 | 114.2% | 107.8% | | 2 | 60.4% | 54.0% |  | | 4 | 33.8% | 27.4% |  | | 8 | 21.2% | 14.9% |  | | 12 | 24.0% | 17.5% |  | | 16 | 21.8% | 15.3% |  |   Because there's only one reduction variable, the effect on scaling is minor. In fact, in some cases we did slightly better because the baseline now takes longer to execute. However, the effect of many reduction variables could potentially aggregate into something more noticeable.  We did no better梚n fact, slightly worse梑y replacing the synchronized call to the sumValue with a call to ourAtomicDouble class from [Chapter 5](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-5.html#jthreads3-CHP-5). In this test, the overhead comes almost entirely from the loop handling rather than the synchronization after every loop completion. 15.2.3 A Small Inner-Loop Test What if we had threaded only the inner loop? This question is interesting since it demonstrates the effect of synchronization overhead versus the amount of savings we obtain if the inner loop is small. As shown in example 12 in the online archive, we rewrite our first test (with no reduction variable) so that no loop interchange is performed and the inner loop is threaded instead, which produces the results in [Table 15-3](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-15-SECT-2.html#jthreads3-CHP-15-TABLE-3).   | Table 15-3. Scalability of inner loop handlers | | | | | --- | --- | --- | --- | |  | **Number of threads** | **Total time** | **Loop time** | | Basic  javathreads.examples.ch15.example12.Basic | 1 | 100%(baseline) | 94.7% | | Guided self-scheduling  javathreads.examples.ch15.example12.GuidedLoopInterchanged | 1 | 100% | 94.6% | | 2 | 57.7% | 52.0% |  | | 4 | 38.4% | 32.4% |  | | 8 | 41.5% | 35.5% |  | | 12 | 53.2% | 47.1% |  | | 16 | 58.2% | 52.0% |  |   In this test, we start out with some scaling, through about four CPUs. Even at four CPUs, however, we're not seeing the same scaling as in our previous tests. By the time we get to eight CPUs, the inner loop has only 375 calculations, and the additional overhead of repeatedly calling the loopGetRange() method has overcome any advantage we received by running the small loops in parallel. Things get worse as we add more threads.  This effect becomes even more pronounced if we run with a smaller inner loop size. With only 1000 columns, running with 4 threads requires 72.3% of the original time, and running with 16 threads now requires 123.8% of the original time. The loop itself runs so fast that the calls to loopGetRange() (and the contention for its lock) make our program actually run slower.  As we mentioned, threading of small loops梐nd particularly of small inner loops梚s not necessarily worthwhile. 15.2.4 A Printing Test What if we add code to the loop that prints out the result of some calculations? We can still thread such a case using the LoopPrinter class that we developed earlier. However, remember that we ended our section on the LoopPrinter class with a discussion that would enable us to remove its synchronization. Because in this particular test we always know the size of the output array and we can ensure that the same index is not used by two different threads, we can rewrite theLoopPrinter class like this:  package javathreads.examples.ch15;  import java.util.\*;  import java.io.\*;  // Non-thread-safe version of a loop printer  public class LoopPrinterUnsafe {  private Vector pStorage[];  public LoopPrinterUnsafe(int size) {  pStorage = new Vector[size];  }  public void print(int index, Object obj) {  if (pStorage[index] == null) {  pStorage[index] = new Vector( );  }  pStorage[index].addElement(obj.toString( ));  }  public void println(int index, Object obj) {  print(index, obj);  print(index, "\n");  }  public void send2stream(PrintStream ps) {  for (int i = 0; i < pStorage.length; i++) {  if (pStorage[i] != null) {  Enumeration e = pStorage[i].elements( );  while (e.hasMoreElements( )) {  ps.print(e.nextElement( ));  }  }  }  }  }  This version of the loop printer eliminates the synchronization of our first implementation. There is still some synchronization when adding the string to the vector, but if we set up the thread indices correctly, this is all uncontended synchronization and has little effect on our time. It still takes longer to add strings to these vectors and then dump them out than to simply call the ps.println() method. However, the difference between our threadsafe and thread-unsafe versions of this class is important. [Table 15-4](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-15-SECT-2.html#jthreads3-CHP-15-TABLE-4) lists the results that we obtained for both cases cases (using the classes from example 13 in the online archive).   | Table 15-4. Scalability of loop printer handlers | | | | | --- | --- | --- | --- | |  | **Number of threads** | **Total time** | **Loop time** | | Basic  javathreads.examples.ch15.example13.Basic | 1 | 100%(baseline) | 96.3% | | Threadsafe loop printer  javathreads.examples.ch15.example13.GuidedLoopInterchanged | 1 | 106.7% | 99.2% | | 2 | 90.2% | 82.7% |  | | 4 | 83.9% | 76.4% |  | | 8 | 86.0% | 78.5% |  | | 12 | 89.3% | 81.8% |  | | 16 | 86.5% | 78% |  | | Thread-unsafe loop printer  javathreads.examples.ch15.example13.UnsafePrinterInterchanged | 1 | 109.2% | 101.7% | | 2 | 85.1% | 77.6% |  | | 4 | 75.4% | 67.9% |  | | 8 | 65.2% | 57.7% |  | | 12 | 67.7% | 60.2% |  | | 16 | 66.4% | 58.9% |  |   The numbers in this table are obtained from printing out the result of every 20th calculation. Even when the loop printer class is not synchronized, the extra overhead of all the object manipulation within the printer class adds a lot of time to the overall execution; printing the strings in the stored vectors (which is still a single-threaded operation) takes over 40% of the execution time. In the synchronized case, contention for the locks prevents us from getting much scaling benefit at all. This is one case where a careful design that allows you to avoid synchronization can have a benefit.  It's interesting to compare these results to a case in which we print out only every 1000th calculation. Now the printing time no longer dominates the calculation (see [Table 15-5](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-15-SECT-2.html#jthreads3-CHP-15-TABLE-5)).   | Table 15-5. Scalability of loop printer handlers | | | | | --- | --- | --- | --- | |  | **Number of threads** | **Total time** | **Loop time** | | Basic  javathreads.examples.ch15.example13.Basic1000 | 1 | 100%(baseline) | 96.3% | | Threadsafe loop printer  javathreads.examples.ch15.example13.GuidedLoopInterchanged1000 | 1 | 131.5% | 112.8% | | 4 | 54.7% | 35.9% |  | | 8 | 42.3% | 23.5% |  | | Thread-unsafe loop printer  javathreads.examples.ch15.example13.UnsafePrinterInterchanged1000 | 1 | 134.4% | 115.7% | | 4 | 54.2% | 35.4% |  | | 8 | 41.8% | 23.0% |  |   We get better scalability here, though still clearly worse than when we had no printing at all. The lesson here is clear: when you want to get the most benefit out of running code in parallel, reducing the amount of serial code makes a big difference in the benefits you'll see. |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| 15.3 Summary In this chapter, we examined techniques that allow us to utilize multiprocessor machines so that our Java programs run faster on those machines. We examined loops梩he most common source of CPU-intensive code梐nd developed classes that allow these loops to run in a multithreaded fashion. Along the way, we have classified variables, used various scheduling algorithms, and applied simple loop transformations to achieve this parallelization.  The goals here are to write fast programs from the start, to increase the performance of old algorithms without redesigning them from scratch, and to provide a rich set of options that can be used for cases where high performance is required. 15.3.1 Example Classes The first nine SinTable classes we showed should mainly be used as a reference. They contain testing code, but the printed output isn't as interesting as the code itself.  Examples 10-13 are somewhat different from the examples from earlier chapters. These examples are used for the tests that produced the tables in this chapter. These tests are all run via the same class: the ScaleTest class. One of the arguments required to run the scale test is the name of the target class to test. The classes that are executed in those tests are listed in the tables shown earlier in this chapter.   | **Description** | **Main Java class** | **Ant target** | | --- | --- | --- | | Table Generator (Single-threaded) | javathreads.examples.ch15.example1.SinTable | ch15-ex1 | | Table Generator (Multithreaded) | javathreads.examples.ch15.example2.SinTable | ch15-ex2 | | Table Generator (Using loop handler) | javathreads.examples.ch15.example3.SinTable | ch15-ex3 | | Table Generator (Handling reduction variables) | javathreads.examples.ch15.example4.SinTable | ch15-ex4 | | Table Generator (Handling reduction variables) | javathreads.examples.ch15.example5.SinTable | ch15-ex5 | | Table Generator (Two-stage reduction) | javathreads.examples.ch15.example6.SinTable | ch15-ex6 | | Table Generator (Handling shared variables) | javathreads.examples.ch15.example7.SinTable | ch15-ex7 | | Table Generator (Threading inner loops) | javathreads.examples.ch15.example8.SinTable | ch15-ex8 | | Table Generator (Printing) | javathreads.examples.ch15.example9.SinTable | ch15-ex9 | | Scale Tester | javathreads.examples.ch15.ScaleTest  scaleLoops nRows nColumns nThreads classname | ch15-scale |   For the ScaleTest class, the class name argument appears in table listings earlier in this chapter (e.g., the first test in [Table 15-1](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-15-SECT-2.html#jthreads3-CHP-15-TABLE-1) is the class javathreads.examples.ch15.example10.Basic). In the ant target, the properties to use for the different parameters are as follows:  <property name="nThreads" value="10"/>  <property name="scaleLoops" value="200"/>  <property name="nRows" value="1500"/>  <property name="nCols" value="2000"/>  <property name="classname" value="javathreads.examples.ch15.example10.Basic"/> |

## Appendix A. Superseded Threading Utilities

Readers of previous editions of this book will have noticed that many of the classes we developed for those editions have been replaced. The reason has to do with the many new classes provided by J2SE 5.0. Prior to J2SE 5.0, developers were left to create or purchase a library that provided the high-level threading support needed by more complex programs. While these libraries can still be used, it is recommended that programs migrate to the core J2SE 5.0 classes since that leaves one less library to maintain, test, and download during execution.

While the examples in the previous edition of this book are now obsolete, there are a few advantages to including them in this appendix (and in the online source). The examples were designed to teach the subject of threading. They were designed to be simplistic, not loaded with features, and specifically target a particular subject. Most of those subjects are now discussed in relation to the new classes in J2SE 5.0, and the rest of them are no longer necessary since we are no longer maintaining our own library. Still, for research purposes, there is advantage in examining them.

As this book goes to press, J2SE 5.0 is only a beta release, so many developers cannot yet use the new classes in J2SE 5.0. Those developers will also find these classes useful.

So for those who may be interested, here is a quick review of our obsolete classes. Obviously, learning the examples in this appendix is optional. Using these tools should be considered only if you must use a virtual machine earlier than J2SE 5.0.

### A.1 The BusyFlag Class

We'll start with a BusyFlag class:

package javathreads.examples.appa;

public class BusyFlag {

protected Thread busyflag = null;

protected int busycount = 0;

public synchronized void getBusyFlag( ) {

while (tryGetBusyFlag( ) == false) {

try {

wait( );

} catch (Exception e) {}

}

}

public synchronized boolean tryGetBusyFlag( ) {

if (busyflag == null) {

busyflag = Thread.currentThread( );

busycount = 1;

return true;

}

if (busyflag == Thread.currentThread( )) {

busycount++;

return true;

}

return false;

}

public synchronized void freeBusyFlag( ) {

if (getBusyFlagOwner( ) == Thread.currentThread( )) {

busycount--;

if (busycount == 0) {

busyflag = null;

notify( );

}

}

}

public synchronized Thread getBusyFlagOwner( ) {

return busyflag;

}

}

The BusyFlag class implements a basic, no-frills, mutually exclusive lock. It also allows the locks to be nested梩he owner thread can lock the busy flag multiple times. It is much simpler than the ReentrantLock class. There is no internal support for condition variables. There is no support for timeouts. There is no concept of fairness in granting the busy flag. And our implementation does not attempt to minimize synchronization.

Simplistically, the purpose of this class is to use Java's basic synchronization mechanism to achieve, well, synchronization. This allows the program to lock at any scope or for any purpose.

The BusyFlag class contains four methods. The tryGetBusyFlag() class is used to obtain a lock (a.k.a. the busyflag). It grabs the busy flag if it is available while returning false if the flag is already owned by another thread. It also allows nested locks by incrementing a counter if the current thread already owns the flag. The synchronized keyword is used to protect against race conditions while grabbing this flag.

The getBusyFlag() method uses the tryGetBusyFlag() method to repeatedly try grabbing the flag until it is successful. If the flag is not available, it uses the wait-and-notify mechanism to wait for the flag to be returned. ThefreeBusyFlag() method decrements the counter. And if the counter is zero, this method declares that the flag has no owner and notifies any threads that are waiting to grab the flag.

The getBusyFlagOwner() method is merely an administration method that allows a thread to determine who is the owner of the busy flag. Also note that due to a race condition, the result that is returned is only guaranteed not to change if the current thread is returned as the owner of the busy flag.

### A.2 The CondVar Class

Here is an implementation of the CondVar class:

package javathreads.examples.appa;

public class CondVar {

private BusyFlag SyncVar;

public CondVar( ) {

this(new BusyFlag( ));

}

public CondVar(BusyFlag sv) {

SyncVar = sv;

}

public void cvWait( ) throws InterruptedException {

cvTimedWait(SyncVar, 0);

}

public void cvWait(BusyFlag sv) throws InterruptedException {

cvTimedWait(sv, 0);

}

public void cvTimedWait(int millis) throws InterruptedException {

cvTimedWait(SyncVar, millis);

}

public void cvTimedWait(BusyFlag sv, int millis)

throws InterruptedException {

int i = 0;

InterruptedException errex = null;

synchronized (this) {

// You must own the lock in order to use this method

if (sv.getBusyFlagOwner( ) != Thread.currentThread( )) {

throw new IllegalMonitorStateException(

"current thread not owner");

}

// Release the lock (Completely)

while (sv.getBusyFlagOwner( ) == Thread.currentThread( )) {

i++;

sv.freeBusyFlag( );

}

// Use wait( ) method

try {

if (millis == 0) {

wait( );

} else {

wait(millis);

}

} catch (InterruptedException iex) {

errex = iex;

}

}

// Obtain the lock (Return to original state)

for (; i>0; i--) {

sv.getBusyFlag( );

}

if (errex != null) throw errex;

return;

}

public void cvSignal( ) {

cvSignal(SyncVar);

}

public synchronized void cvSignal(BusyFlag sv) {

// You must own the lock in order to use this method

if (sv.getBusyFlagOwner( ) != Thread.currentThread( )) {

throw new IllegalMonitorStateException(

"current thread not owner");

}

notify( );

}

public void cvBroadcast( ) {

cvBroadcast(SyncVar);

}

public synchronized void cvBroadcast(BusyFlag sv) {

// You must own the lock in order to use this method

if (sv.getBusyFlagOwner( ) != Thread.currentThread( )) {

throw new IllegalMonitorStateException(

"current thread not owner");

}

notifyAll( );

}

}

The CondVar class implements a basic condition variable for use with the BusyFlag class. There is no concept of fairness in notification. It is constructed separately from the BusyFlag class梐s compared to Condition objects, which are generated from the Lock class via the newCondition() method. And like the BusyFlag class, the implementation doesn't attempt to minimize synchronization.

The purpose of this class is to allow Java's wait-and-notify mechanism to work with explicit locking (locks at any scope). This allows the program to have condition variable support for the BusyFlag class. It also allows a single lock to have more than one condition variable, where the wait-and-notify mechanism needs a separate object for every type of notification.

The CondVar class provides four methods for waiting for notification; three of these methods can be considered convenience methods. The primary method is the cvTimedWait() method. This method frees the ownership of the busy flag completely and then uses the standard wait() method to perform the wait. If the time to wait is zero, this method waits indefinitely for the notification. Otherwise, it uses the timeout specified. Upon returning, it grabs the lock (note that it must do that as many times as the lock was released to support the nesting semantics of our BusyFlag class). Also note that it may still wait upon receiving notification as it can still block while reacquiring the flag. In fact, that's the case with all notification-based techniques (the Condition class, the wait-and-notify mechanism); it's just in this code that you see the effect explicitly.

Two of the convenience methods allow the program to specify a timeout or wait indefinitely. The last one allows you to specify an alternate busy flag class梐 flag that is different from the one specified during construction. Specifying an alternate busy flag is not a feature supported by the Condition class梐 Condition instance is tightly bound to theLock instance from which it was obtained. This feature allows notification between two groups of threads that are operating on different locks. In terms of functionality, this is a minor enhancement for a very rare need. Using theCondition class, a common Lock object could be created just for notification between the two groups of threads to achieve the same thing.

The cvSignal() method is used to send a single notification梪sing the notify() method. As with the wait methods, it is overloaded to allow the program to specify an alternate busy flag. The cvBroadcast() method is used to send notifications to all the waiting threads梪sing the notifyAll() method. It, too, is overloaded to allow the program to specify an alternate busy flag.

### A.3 The Barrier Class

Here is an implementation of the Barrier class:

package javathreads.examples.appa;

public class Barrier {

private int threads2Wait4;

private InterruptedException iex;

public Barrier (int nThreads) {

threads2Wait4 = nThreads;

}

public synchronized int waitForRest( )

throws InterruptedException {

int threadNum = --threads2Wait4;

if (iex != null) throw iex;

if (threads2Wait4 <= 0) {

notifyAll( );

return threadNum;

}

while (threads2Wait4 > 0) {

if (iex != null) throw iex;

try {

wait( );

} catch (InterruptedException ex) {

iex = ex;

notifyAll( );

}

}

return threadNum;

}

public synchronized void freeAll( ) {

iex = new InterruptedException("Barrier Released by freeAll");

notifyAll( );

}

}

The Barrier class is a basic, no-frills implementation of a barrier. Implementation of the Barrier class with the basic synchronization techniques is straightforward. We simply have each thread that arrives at the barrier (i.e., that calls the waitForRest() method) call the wait() method while the last thread to arrive at the barrier has the task of notifying all of the waiting threads. If any of the threads receives an interruption, all of the threads receive the same interruption. Another method, freeAll(), is also provided to generate an interrupt on all of the threads. As an added benefit, a thread number is assigned to the threads to help distinguish the waiting threads. The last thread to reach the barrier is assigned the value of zero, and any thread that reaches the barrier after the barrier has been released is assigned a negative value. This indicates an error condition for the thread.

This implementation of the barrier is a single-use implementation. Once the barrier reaches the thread limit as specified by the constructor, or an error is generated, the barrier no longer blocks any threads.

### A.4 The RWLock Class

Here is an implementation of the RWLock (reader/writer lock) class:

package javathreads.examples.appa;

import java.util.\*;

class RWNode {

static final int READER = 0;

static final int WRITER = 1;

Thread t;

int state;

int nAcquires;

RWNode(Thread t, int state) {

this.t = t;

this.state = state;

nAcquires = 0;

}

}

public class RWLock {

private Vector waiters;

private int firstWriter( ) {

Enumeration e;

int index;

for (index = 0, e = waiters.elements( );

e.hasMoreElements( ); index++) {

RWNode node = (RWNode) e.nextElement( );

if (node.state == RWNode.WRITER)

return index;

}

return Integer.MAX\_VALUE;

}

private int getIndex(Thread t) {

Enumeration e;

int index;

for (index = 0, e = waiters.elements( );

e.hasMoreElements( ); index++) {

RWNode node = (RWNode) e.nextElement( );

if (node.t == t)

return index;

}

return -1;

}

public RWLock( ) {

waiters = new Vector( );

}

public synchronized void lockRead( ) {

RWNode node;

Thread me = Thread.currentThread( );

int index = getIndex(me);

if (index == -1) {

node = new RWNode(me, RWNode.READER);

waiters.addElement(node);

}

else node = (RWNode) waiters.elementAt(index);

while (getIndex(me) > firstWriter( )) {

try {

wait( );

} catch (Exception e) {}

}

node.nAcquires++;

}

public synchronized void lockWrite( ) {

RWNode node;

Thread me = Thread.currentThread( );

int index = getIndex(me);

if (index == -1) {

node = new RWNode(me, RWNode.WRITER);

waiters.addElement(node);

}

else {

node = (RWNode) waiters.elementAt(index);

if (node.state == RWNode.READER)

throw new IllegalArgumentException("Upgrade lock");

node.state = RWNode.WRITER;

}

while (getIndex(me) != 0) {

try {

wait( );

} catch (Exception e) {}

}

node.nAcquires++;

}

public synchronized void unlock( ) {

RWNode node;

Thread me = Thread.currentThread( );

int index;

index = getIndex(me);

if (index > firstWriter( ))

throw new IllegalArgumentException("Lock not held");

node = (RWNode) waiters.elementAt(index);

node.nAcquires--;

if (node.nAcquires == 0) {

waiters.removeElementAt(index);

notifyAll( );

}

}

}

The RWLock class implements a basic reader-writer lock. As with Java's ReentrantReadWriteLock class, this class is implemented in a way to prevent lock starvation.

The interface to the reader-writer lock is very simple: there's a lockRead() method to acquire the read lock, alockWrite() method to acquire the write lock, and an unlock() method to release the lock. (only a single unlock()method is required, for reasons we'll explore in a moment). Threads that are attempting to acquire the lock are held in a waiters vector. This is to allow the RWLock class to order the requests for the purpose of preventing lock starvation. Furthermore, the Vector class is used, instead of the more recent container classes, in order to allow the reader-writer lock to be used with older versions of Java.

Because we need to keep track of how each thread wants to acquire the lock梬hether it wants to acquire the read lock or the write lock梬e need to create a class to encapsulate the information of the thread that made the request and the type of request it made. This is the RWNode class; our waiters vector holds elements of type RWNode.

Acquisition of the read lock is done in an orderly manner梩he RWLock class doesn't just grant the read lock because another thread is also holding the read lock. In order to obtain the read lock, a thread that wants the write lock must not already be in the queue. If the nodes that are ahead of the current thread in the waiters queue want only to acquire the read lock, we can go ahead and acquire the lock. Otherwise, we must wait until all of the nodes that want to acquire the write lock梐nd are ahead in the waiter vector梐cquire and ultimately free the lock.

Acquisition of the write lock is stricter: we must be in position zero in the vector. Only one thread may hold the write lock at a time.

This class also supports nested locks. This is accomplished by keeping track of the number of acquisitions requested. Since the read lock can be granted to multiple threads simultaneously, we can no longer use a simple instance variable (as we did in the BusyFlag class); we must associate the nAcquires count with each particular thread. Both acquisition methods must check to see if there is already a node associated with the calling thread.

This reader-writer lock class does not have the notion of "upgrading" the lock; that is, if you hold the reader lock, you can't acquire the writer lock. You must explicitly release the reader lock before you attempt to acquire the writer lock, or you receive an IllegalArgumentException. If an upgrade feature were provided, the class itself would also have to release the reader lock before acquiring the writer lock. A true upgrade is not possible due to writer lock requests or possible upgrades requests from threads that are also holding reader locks.

Finally, the reader-writer lock class contains some methods to search the waiters vector for the first node in the queue that represents a thread attempting to acquire the write lock (the firstWriter() method) and to find the index in the vector of the node associated with the calling thread (the getIndex() method). We can't use the indexOf() method of the Vector class for this purpose because we'd have to pass the indexOf() method an object of type RWNode, but all we have is a Thread object.[[1]](http://book.javanb.com/java-threads-3rd/jthreads3-APP-A-SECT-4.html#jthreads3-APP-A-FNOTE-1)

[1] In J2SE 5.0, that's no longer a problem, since the Vector class supports intrinsics. But in J2SE 5.0, you'll be using the ReadWriteLock class anyway.

**A.5 The ThreadPool Class**

Here is an implementation of the ThreadPool class:

package javathreads.examples.appa;

import java.util.\*;

public class ThreadPool {

class ThreadPoolRequest {

Runnable target;

Object lock;

ThreadPoolRequest(Runnable t, Object l) {

target = t;

lock = l;

}

}

class ThreadPoolThread extends Thread {

ThreadPool parent;

boolean shouldRun = true;

ThreadPoolThread(ThreadPool parent, int i) {

super("ThreadPoolThread " + i);

this.parent = parent;

}

public void run( ) {

ThreadPoolRequest obj = null;

while (shouldRun) {

try {

parent.cvFlag.getBusyFlag( );

while (obj == null && shouldRun) {

try {

obj = (ThreadPoolRequest)

parent.objects.elementAt(0);

parent.objects.removeElementAt(0);

} catch (ArrayIndexOutOfBoundsException aiobe) {

obj = null;

} catch (ClassCastException cce) {

System.err.println("Unexpected data");

obj = null;

}

if (obj == null) {

try {

parent.cvAvailable.cvWait( );

} catch (InterruptedException ie) {

return;

}

}

}

} finally {

parent.cvFlag.freeBusyFlag( );

}

if (!shouldRun)

return;

obj.target.run( );

try {

parent.cvFlag.getBusyFlag( );

nObjects--;

if (nObjects == 0)

parent.cvEmpty.cvSignal( );

} finally {

parent.cvFlag.freeBusyFlag( );

}

if (obj.lock != null) {

synchronized(obj.lock) {

obj.lock.notify( );

}

}

obj = null;

}

}

}

Vector objects;

int nObjects = 0;

CondVar cvAvailable, cvEmpty;

BusyFlag cvFlag;

ThreadPoolThread poolThreads[];

boolean terminated = false;

public ThreadPool(int n) {

cvFlag = new BusyFlag( );

cvAvailable = new CondVar(cvFlag);

cvEmpty = new CondVar(cvFlag);

objects = new Vector( );

poolThreads = new ThreadPoolThread[n];

for (int i = 0; i < n; i++) {

poolThreads[i] = new ThreadPoolThread(this, i);

poolThreads[i].start( );

}

}

private void add(Runnable target, Object lock) {

try {

cvFlag.getBusyFlag( );

if (terminated)

throw new IllegalStateException("Thread pool has shutdown");

objects.addElement(new ThreadPoolRequest(target, lock));

nObjects++;

cvAvailable.cvSignal( );

} finally {

cvFlag.freeBusyFlag( );

}

}

public void addRequest(Runnable target) {

add(target, null);

}

public void addRequestAndWait(Runnable target)

throws InterruptedException {

Object lock = new Object( );

synchronized(lock) {

add(target, lock);

lock.wait( );

}

}

public void waitForAll(boolean terminate) throws InterruptedException {

try {

cvFlag.getBusyFlag( );

while (nObjects != 0)

cvEmpty.cvWait( );

if (terminate) {

for (int i = 0; i < poolThreads.length; i++)

poolThreads[i].shouldRun = false;

cvAvailable.cvBroadcast( );

terminated = true;

}

} finally {

cvFlag.freeBusyFlag( );

}

}

public void waitForAll( ) throws InterruptedException {

waitForAll(false);

}

}

The ThreadPool class implements a thread pool梥imilar to the thread pool executor discussed in [Chapter 10](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-10.html#jthreads3-CHP-10). The inner class in this example performs most of the work. Each thread waits for work; when it is signaled, it simply pulls the first object from the vector and executes the object. When execution of that object is finished, the thread must notify the lock associated with the object (if any) so that the addRequestAndWait() method knows when to return; the thread must also notify the thread pool itself so that the waitForAll() method checks to see if it is time for it to return.

As a result, this code has three waiting points :

* Some request objects have an associated lock object (the Object created in the addRequestAndWait() method). TheaddRequestAndWait() method uses the standard wait and notify technique to wait on this object; it receives notification after the run() method has been executed by one of the ThreadPoolThread objects.
* A CondVar object (i.e., a condition variable), cvAvailable, is associated with the cvBusyFlag. This condition is used to signal that work is available to be performed. Whenever the nObjects variable is incremented, work is available, so the add() method signals a thread that a new object is available. Similarly, when there are no objects in the vector to be processed, the ThreadPoolThread objects wait on that condition variable.
* A CondVar object, cvEmpty, is also associated with the same cvBusyFlag. This condition is used to signal that all pending work has been completed梩hat is, that the nObjects variable has reached zero. The waitForAll()method waits for this condition, which is signaled by a ThreadPoolThread when it sets nObjects to zero.

We use condition variables for the last two cases because they share the same lock (the cvBusyFlag, which protects access to nObjects) even though they have different values for their condition. If we had used the standard wait-and-notify mechanism to signal the threads that are interested in the value of nObjects, we could not have controlled notification as well: whenever nObjects was set to zero, we'd have to notify all ThreadPoolThreads as well as notifying the thread that is executing the waitForAll() method.

Note that objects that are to be run by the thread pool are expected to implement the Runnable interface. This is similar to the thread pool executor. This doesn't mean that a new thread is created for each task. This interface allows us to take existing code that uses threads and run those tasks via a thread pool instead.

Interestingly enough, there is no way to shut down a thread pool automatically. If the thread pool object were to go out of scope, it would never be garbage collected. The thread pool thread objects (like all thread objects) are held in an internal data structure within the virtual machine, so they are not garbage collected until they exit. And because they have a reference to the thread pool itself, the thread pool cannot be garbage collected until the thread pool threads are garbage collected. So we have to have some way of signaling the thread pool to exit: we do that by passing a trueparameter to the waitForAll() method. Then, when the thread pool has run all of its jobs, the waitForAll() method arranges for the thread pool threads to terminate and marks the thread pool so that no more jobs can be added to it. The thread pool threads then exit, and the thread pool can be garbage collected.

### A.6 The JobScheduler Class

Here is an implementation of the JobScheduler class to execute a task:

package javathreads.examples.appa;

import java.util.\*;

public class JobScheduler implements Runnable {

final public static int ONCE = 1;

final public static int FOREVER = -1;

final public static long HOURLY = (long)60\*60\*1000;

final public static long DAILY = 24\*HOURLY;

final public static long WEEKLY = 7\*DAILY;

final public static long MONTHLY = -1;

final public static long YEARLY = -2;

private class JobNode {

public Runnable job;

public Date executeAt;

public long interval;

public int count;

}

private ThreadPool tp;

private DaemonLock dlock = new DaemonLock( );

private Vector jobs = new Vector(100);

public JobScheduler(int poolSize) {

tp = (poolSize > 0) ? new ThreadPool(poolSize) : null;

Thread js = new Thread(this);

js.setDaemon(true);

js.start( );

}

private synchronized void addJob(JobNode job) {

dlock.acquire( );

jobs.addElement(job);

notify( );

}

private synchronized void deleteJob(Runnable job) {

for (int i=0; i < jobs.size( ); i++) {

if (((JobNode) jobs.elementAt(i)).job == job) {

jobs.removeElementAt(i);

dlock.release( );

break;

}

}

}

private JobNode updateJobNode(JobNode jn) {

Calendar cal = Calendar.getInstance( );

cal.setTime(jn.executeAt);

if (jn.interval == MONTHLY) {

// There is a minor bug. (see java.util.calendar)

cal.add(Calendar.MONTH, 1);

jn.executeAt = cal.getTime( );

} else if (jn.interval == YEARLY) {

cal.add(Calendar.YEAR, 1);

jn.executeAt = cal.getTime( );

} else {

jn.executeAt = new Date(jn.executeAt.getTime( ) + jn.interval);

}

jn.count = (jn.count == FOREVER) ? FOREVER : jn.count -1;

return (jn.count != 0) ? jn : null;

}

private synchronized long runJobs( ) {

long minDiff = Long.MAX\_VALUE;

long now = System.currentTimeMillis( );

for (int i=0; i < jobs.size( );) {

JobNode jn = (JobNode) jobs.elementAt(i);

if (jn.executeAt.getTime( ) <= now) {

if (tp != null) {

tp.addRequest(jn.job);

} else {

Thread jt = new Thread(jn.job);

jt.setDaemon(false);

jt.start( );

}

if (updateJobNode(jn) == null) {

jobs.removeElementAt(i);

dlock.release( );

}

} else {

long diff = jn.executeAt.getTime( ) - now;

minDiff = Math.min(diff, minDiff);

i++;

}

}

return minDiff;

}

public synchronized void run( ) {

while (true) {

long waitTime = runJobs( );

try {

wait(waitTime);

} catch (Exception e) {};

}

}

public void execute(Runnable job) {

executeIn(job, (long)0);

}

public void executeIn(Runnable job, long millis) {

executeInAndRepeat(job, millis, 1000, ONCE);

}

public void executeInAndRepeat(Runnable job, long millis, long repeat) {

executeInAndRepeat(job, millis, repeat, FOREVER);

}

public void executeInAndRepeat(Runnable job, long millis,

long repeat, int count) {

Date when = new Date(System.currentTimeMillis( ) + millis);

executeAtAndRepeat(job, when, repeat, count);

}

public void executeAt(Runnable job, Date when) {

executeAtAndRepeat(job, when, 1000, ONCE);

}

public void executeAtAndRepeat(Runnable job, Date when, long repeat) {

executeAtAndRepeat(job, when, repeat, FOREVER);

}

public void executeAtAndRepeat(Runnable job, Date when,

long repeat, int count) {

JobNode jn = new JobNode( );

jn.job = job;

jn.executeAt = when;

jn.interval = repeat;

jn.count = count;

addJob(jn);

}

public void cancel(Runnable job) {

deleteJob(job);

}

}

The JobScheduler class implements a time-based execution system梥imilar to the scheduled executor discussed in [Chapter 11](http://book.javanb.com/java-threads-3rd/jthreads3-CHP-11.html#jthreads3-CHP-11). Like the ScheduledThreadPoolExecutor class, this class also uses a thread pool internally, allowing the tasks to execute in the separate threads within the pool. However, this class also provides the option not to use a thread pool, meaning that separate threads are started for every job. This option is useful if the job is a long-term task or for a job that runs in the background indefinitely. Assuming that the threading system doesn't get overloaded, this also allows the jobs to be executed as close to the requested time as possible.

The class is designed to be as simple梐nd as basic梐s possible: the class just iterates over the requested jobs (the elements in the jobs vector) and either adds the jobs that need to be executed to a thread pool for processing or starts a new thread to execute the job. In addition, we need to find the time for the job that is due to run next, and wait for this time to occur. The entire process is then repeated.

For completeness, we've added a little complexity in our JobScheduler class. In addition to accepting a runnable object that can be executed and a time at which to perform the job, we also accept a count of the number of times the job is to be performed and the time to wait between executions of the job. Consequently, after a job is executed, we need to calculate whether another iteration is necessary and when to perform this iteration.

In our JobScheduler class, this is all handled by a single thread that calls the runJobs() method. The task of deciding whether the job needs to be executed again is done by the updateJobNode() method; adding jobs to and deleting jobs from the requested jobs vector is accomplished by the addJob() and deleteJob() methods, respectively. Most of the logic for the JobScheduler class is actually the implementation of the many options and methods in the interface provided for the developer.

Our JobScheduler class provides eight methods:

public void execute(Runnable job)

Used for a job that is to be executed once; simply runs the job.

public void executeIn(Runnable job, long millis)

Used for a job that is to be executed once; runs the job after the specified number of milliseconds has elapsed.

public void executeAt(Runnable job, Date when)

Used for a job that is to be executed once; runs the job at the time specified.

public void executeInAndRepeat(Runnable job, long millis, long repeat)

public void executeInAndRepeat(Runnable job, long millis, long repeat, int count)

public void executeAtAndRepeat(Runnable job, Date when, long repeat)

public void executeAtAndRepeat(Runnable job, Date when, long repeat, int count)

Used for repeating jobs. These methods run the job after the number of milliseconds specified by the millisparameter has elapsed (or at the time specified by the when parameter). They run the job again after the number of milliseconds specified by the repeat parameter has elapsed. This process is repeated as specified by the countparameter. If no count is specified, the job is repeated forever.

The constants HOURLY, DAILY, WEEKLY, MONTHLY, and YEARLY may also be passed as the repeat parameter. TheHOURLY, DAILY, and WEEKLY parameters are provided for convenience. However, the MONTHLY and YEARLY parameters are processed differently by the job scheduler since the scheduler has to take into account the different number of days in the month and the leap year.

public void cancel(Runnable job)

Cancels the specified job. No error is generated if the job is not in the requested jobs vector since it is possible that the job has executed and been removed from the vector before the cancel() method is called. If the same job is placed on the list more than once, this method removes the first job that it finds on the list.

As rich as the set of methods provided by this class, it can be considered weak in features by those who have used job schedulers provided by some operating systems. In those systems, developers can specify criteria such as day of the week, day of the month, week of the year, and so on. Compared to the ScheduledThreadPoolExecutor class, it is also missing some of the control features for repeating jobs.

#### A.6.1 The DaemonLock Class

Our job scheduler class depends on the DaemonLock class. The purpose of the DaemonLock class is to allow the job scheduler to shut down gracefully. The main thread should exit without shutting down the job scheduler abruptly: if there are scheduled tasks, we want them to complete. When the job scheduler has finished all its tasks, we want the program to exit.

We accomplish this by making the threads in the job scheduler daemon threads; that way they exit when no more user threads are active. The DaemonLock class protects against premature exit: it makes sure that one user thread is active as long as the job scheduler has tasks to run.

Note that the ScheduledThreadPoolExecutor class doesn't need to use something like this class since its shutdown()method accomplishes a graceful shutdown.

The DaemonLock class looks like this:

package javathreads.examples.appa;

public class DaemonLock implements Runnable {

private int lockCount = 0;

public synchronized void acquire( ) {

if (lockCount++ == 0) {

Thread t = new Thread(this);

t.setDaemon(false);

t.start( );

}

}

public synchronized void release( ) {

if (--lockCount == 0) {

notify( );

}

}

public synchronized void run( ) {

while (lockCount != 0) {

try {

wait( );

} catch (InterruptedException ex) {};

}

}

}

### A.7 Summary

In a way, this appendix is like a history lesson: we have just reviewed the major classes developed in the previous editions of this book. These classes have been superceded by the additions in J2SE 5.0. While the enhancements in J2SE 5.0 provide production quality support, they also make it more difficult for readers. The new classes are designed to be used, not to be educational tools梩herefore, their code is written optimally rather than simply.

By reviewing these superceded classes, we accomplish two tasks. We provide edification by showing classes that are simpler to understand. We also provide tools that can be used by developers who have not yet upgraded to J2SE 5.0. For those developers, these classes, available in the online source for this book, could be used in the interim.