![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOEAAADgCAMAAADCMfHtAAACAVBMVEX///8nJl7///wlJF4AAAD//vkjIl4aGV/8/PwAAGEgH18dHF8hIF4cG1/n4hj///v083WGhEvu6Q///fT//O4MC1MUE2CurL3/++kREGD/+d3/9cf/99IXFl//+Nrq6QD19JdOTVenpjH/8Kzz8/P/9MPj5OX/6Hj/87z/9s7/7JX/873/8bHZ2tugoLDNztD/76X/6ojIycsAAFL6xxO8vsD/640MCmBxcnNbWn3/7Zvw7wAIBmGYmZr/5mdGRF2Cg4Sztbe/ujozMzNbXF3/5U//5mDg2yKDf1GlpqZqa2wvLWD29qs9O17QyzCUkEtzb1ZiX1gnJyhLS0s2NGB3dVTz84nx8GJCQF6fm0fv7jAvLy9UVVbNyDFPTF2koEUWFxhoZVf/4zIAtJnmAFjOzRG/pEOppz319aHx8E3x8WvEqjUAAD3a2mWTk6VWU3qop18sLDysrIy9vlqMjZjGxpCbm2czNTwvMENpa38AABhzZE2Dbkyeh0lXTEgnIkcAAC3lxyjewCuQfE2OjiBnaXrOsTQJCgD/5ifS0kaYmWocHTW5ua/p4s/ugpj93+PAnqLr16XOwaFPUAi/Ynbb3L0zMwA1NSWlkETR6+V5zLqivbj2rLrtx1noX391m5TbNWPdwHGM0cLEgI3wkaLrUXhgq5xUVTjd3um+v4yen4R8kjzxAAAgAElEQVR4nNV9i38ad5Jno8YNNNAxLbujlo0xSrvjxGkxQdMBuSHiZTcICRAgS0g8RBKM5ezIN7uZzWjj7E7sS2Z3Z7Ozj3vMzO7c7c3d7mbvr7yq369BgBo9nUtSH9tCmEd/u+pXr19V/RjmW6abV0+kp9e+7Qv41ulqJh+YTnnz3nd9gZelmZ1uzDWdPJ2r3/UVXpbmDclxAvk397/rK7wsrbUSJyFkeeOHvhC3ysGTEDo8vbXv+hIvSaEcfyJCuf8DX4hvCRx7IkJvJfRdX+Pl6HYmdiJAB7cuzH3XF3kp2g+4TkboSPTe+a4v8jI0a9S5UxBKP2yLeM88RUhxIe7MfNeXeQl6tCCfhpD1hn7IC3Gn4j0NoSPW+gFbxHlh/bRlCAux8fS7vs6L01rvRJfNWojdH7BFvNo50e2mxBWF+e/6Qi9KM+LGyS4bpUTpB7sQ5wX+ZJeNUvCHuxCftE61FUh8U/yhWsTTXTZCLP9DXYhXxKbvLAgd8nkt4pVv54IZ5sbWOe71zK1HwpmEFBZieef2zXNc9ZPQt5S+uhHKhB6dbcVcW9sShUz+TEIK9qJezgji1trZ8hl3dnrl0N3LAJlGb4XynlzvDJ89/2TfKDU2grEJgBzPc8NHY/LLBWPBXLkU2r99qpDM7wsB2ZP/NiDeCG3KDl7OC/snXsW1tX2hFajLwUlLyMkrGxvbmLTxSfCo7fLTpwduHR+U6/mWsPPkJE7OXg31HfAZ8uarhwgcJIFQsNg3Hr027VU3rhqlwHrCRS+b5YPD4ImvZ0TDEBtBh3+FPCpVcJX62tueIas5V2I9XzKe3pj28U+MVjhGPjv2yrkIHLQulou1WyHbsPzK2o7QXxnAcwRjxY1yhh0sNVM0O41ST/KtCKLZaJREEZepF54etSkIsiOIT+z0DizAimcg3bFXzEXg4JFe5KVNG1GdvR3q5R3ycH35yi1TFA3LYMh90VyPScEcF8uIpaIsww8zCCwUAa8Db0NQlr2WOLP5XujRpLDObYXKlmTTT3ylXDziICWXtxO6Ojv2/Y9Cra7HRTjG+fAHD5fez9fpcmSLphggUgl+tliBlcRvi+C1ugJiq0RCLKlRWuhaa5d1eTZaoUejgfHso9CCY9yNf5VcJEpmjFgU1SMzDd/f2ogRFnCSa7uNygCY1PEMJBZ4JdLr91ZEsQjPspwobvrhReWSGPY5gpvITHwFfQcfC2dG+LgWKlkLcIRenbqZ5CC9Zs+muXOTvgAUQM5D77+33jANUWjIYMbFnscly9wAIY0z/HlRwFvB+gChKyGI7Rb8j2/dFPoiZh75eozKNe9pt4zbRKfd2DE3PTZRyqvi4nEOWqLKN0K4+4cKQLa+3xs2wdLD+uvIuMTC+X6PRPnciijShAYixNXE1YGrLgDu6RsVvwy8hD8uhysvZsIS/TRe3kDziwuQt/cdgIuvIPCy5SAhNraSMda2hIA0UACoMfusJ7YgijmvzxTAKphhZAnrMMUOxvveoCWlLhDLYjAgZjwNsewJGCWPIG5zDrkkiGKmbe11eNH8hhbq8rQg7FVw8c4UDhLyxbq9heKRAgDFUUpwDs7fA4kDvvTyK14qc1IfOJqQYpsbnADrMyjxJfqSsqcs9rcFcSUnmh6HtysKlQVRGEbOQUeneWwBvlIuTucgJT8vj3w/XHEH7wfwRmSlstgami9uXRCFfqNl5AGRmAkESqLQ5llT7MYAYYsAhWXoyQBTgasl4LdXIvJ9zDkap8ty8U6ocpb4gJeGCMk+BesFNSJtiOJRxtsfBhtviJl1Ti6bxKcJu3xNw+T8FdCirYRcAg/AFwaF5A3mRcMDYtw/NV9OvrNyGS6exkFKbKzZpzcapNQkxtBTEgNBryBuHqVLeddGpdJGjkvFbqWy4eUdvnArQzSS0PbCCg77wC8oeRKxFso6axqdk7ceLboMF4GDZwDoYjuiQY2dLwyg8LI8JoCLZYz+qJHmvdaiZOERfX1MBu0kGGWZ3xBNkEo0igsl1LuxjiiciYcA8cJcPFHJDIiLdcG17FraFH0xn8vrAcnzst7NwPboNbKcz0vJN7qp6KuDXpH6xoIMK9cMgKkB7cyDvAZIIOI9PV13UXVzJg666qD5BHYgTnhhpUqlg9YcdIXl0nB8UIp5pOJKuEIpvFIMemIQYXH0vwFIrtH1guIpeyDIcgTZYEkkBQCJvnmGVMjFuHgmDvIVUyyBDRy+UsqLSGZlIJ4Q9vHrG41+RkDasQgfZ/qNjW1eDnoJP31B3rtpoIvK8axDCoBx4ckdM/J+268eo4tw8c4ZlAzvg4VX9gCo7vAqpOZCK7PJuehVJ1zdcqtn7Dy9vfbW/NzsIAUyc+Xa/M212093jF6pXOETQcImdr3RoMLAOQRqdlwtsDjgrp/Kxti5Id49g5nwd8NeXzHI4uI7Sv3ysiz7WYzkg+1yK7TzdO3m9NzOzM21pzuhVrkdlAAEG7ScM/BpTYxTkJVtPpgprZ+a8Tm30dhf8Jz2mWjNimgbfNvWHT8izuVZafSMrbWzJOfm1rZCvUbbExyqJbAafZAgH7gJ4MO7Moa5cer99pi3z4XwZmj7VMngQIQk5B3oQLE5ovJ8cjFQCj39T7WffgIfVXCqDKPkslWNYdzxKjyj1bI1BX7speGXZLaaZGbutsReeRBWOKQOuDZUM+N6TgQEMX/KmpHKO+cCiAV3J34kB6bNB2Ftn2yfSSWxNLzJvGd7Qdhfu/bNTxkmqzPxZBUQxgsAiHHXkln4bMCaXGXSq6uAMFpj3HsaE/4ku7YvLLRpkOSD8Ljs8YDvV8EFDt4dSEniJOsIVnVqdmcKzRrdE7ZvvfXNlYTXi+KJ0sxDFGQpCT620TKu/jEwL5kE/qUQECB0As8ILwGhBn8VpxteAQjj8DcFr2T2GGb+qtHaIIFYsCIYJlhGcgM5riSaJaN1kgPgyZx/d+dJbzoTfW0MA7uSB1xPYlPkBnWxfLFcC0NzRAZsY/QcRajsAaAsiKkK6CJNhkJOAbpchN4H9x5+6bU/CZVyMcDoWocITKBuG7jjQtjXMrrTbb934yLFADuBqdub4GELEMeZjXpFELt4GVxOJmm4jPGoqjBHCFcHCJVpCKOjCJlw5ImRCWMEFvPWvUTyYw104zlv1+VLTMMo9W6fHyBzVyjaiwUHPATx7ABGYQGwEp3kw1iuD/xzOxl6zURKk8yIlCoUobYLPxFQaiClhSFCYOlsJtQvkrtGL34TVgCKE+9f6eXsfXEpcF41Q2m/b7sL76q7HK4m3tdAC9wXQShR3yuxKWxVdKaAbENkGkgm6k8GmZpLMjoqGVyHjDNClx6uQ70GaxJewFgI4Q2fbG6J+YSlVv3gB2YIL124NNp2hhHUzMW2auZDYRupgHsKMRF6Z12P3O5jTgZVUrDeEn/GqM1s3A1MymazKlPIZpFB8DjOKKvZnMK4m1l8DqwF8DgKr9pFa1EDQV2F/0jiO7Igwqmf/ulOa52wi9sGt5C4t8EcePiCELaBGMtsXQggWAyb6ldXDr4F7m+iIQorXl/MsYneHefJC+MJ1EvS7FUx78F0Ttkwt/E+SxsQWNUronncTnubxkVrjq4Ylck75m0LQtPFBlnw+uEbfRDOe9FgZV75TsmNUKYIHx3Md/EapK4gmHW/nIfobBJh8EJqhtKa6R/PcnHrpliROL5TZ1n0iqm2lVbM/Vdfyzy7JbRlTFo60OuEBY9+jhzYnDTTwYB4iW/ZaYxbDAlUZyXhb2FI4+N6BjHz4NffPvWT3DZ02nuehAJ0mbhAn7bAPe3zDpfXwY4JFucI3bkEwhuhcYvB1UsQey+geecgdujXWQfraZz8FYjEjQjpv/QfN8F86tcbHVyMmMpp8by3JbbhN28xMGozEv2LqhlKTyfcU58/AxaiDzFbvdV1gd/NBRfE+S9r4D0z7lU0hVq2hiY+V0O/Wm2C2wl2olZT3GqtVo263Vo17lbcCrzWjU/tRfAt6PoocfTktE/x7e5mrYpvr5gZP0LMwFeynD8HXmpswxTzR5LF5y5Z2jg3Uonu4yG+4YJ9QBjzeVtG2YVbYS3zSjpOnM5mGgOHXY1J19DegZlTaoUm41bg/1IpdzPNRPeUSDOVUhS1Wdh1K0wOLIfTreaSaEObaXTtwILqg7e7a4Xafsnlgy9tGSScgrClDI6GuDK8KE/v0aUAMsyj3iBQ5NZLfYfLwcYwpStnjA5+Jdvb/ynTjFIfTQGEahXdamYP/Bi0cxrwUG+6lWhVdaqquhdRlUIcHihaVVEAugK3xo3uK0os8BDeyoBXhG5QDbirfsps9Yq8g+MBYhC9DRCh1qZYGqSygnlx6ob0GemKmLekHpxR0azIHIRr8ICkfn18bx+uqaZRHw0RAiS8VHRTcrrbHam5lcKqompObU/V1KquaYVVDShSVVV4SnFnI243IoT1CQgx7oA349sxtkIn7ykaJc5VEhysDBIqNCRP2RikO+rC5a3UmuCg+551wwQ1k6kHQXnCjYT1wXG9LcZCmJpE6AaEihKpKWphVdWie1GnFolU05FIcjUCpFcB5Z6mKrtRRSEI3ZMIdYpQb/V8ALG+zeOGAPgZQVdYLFHJivVfRVPRvlVCGWuJAfgKIS/75I2MFzdgSj3iQ+d0hvwlUrpH/u5pbnc1oqjRmqqls1qkkNWdup52pnU9ldOB0tVINOKMaqoTUKZzbkVxI+NRSuEvhiHDUOTnV3sc52D5dXCDWxuCGQZRNQlCthh66xUg3KKOL9k6y7WBja11iY+x6A7ufxpl4inULCredQXQMVUd1AqTijP6Lqw3vaZGos5CtJbSa/F0/OcHBweHKweL6XRhL6pHm3EtWdM0dYAQ3g5uK7wXVE8UP0wlLNW2WjLr4Lu4LQnBIth+0eo1khdeAQ/vDJPrrg1RKHoC8PmkeiLR35lRc1kSJGSboBpy2Vq2gBmZFFxvajcHYgjO9V5SL9T+rH14uPrZ888ff0zo8+ef/flf/OLLxXSu2tSj+i4YGF1pwtuT6KKnGPTXV8FRr9VquzqYnPA+rnqp3E1wrp7QN82AlTPhiq9gHe6UUUiJ7oJYtCXJKy0Sz8sBW0OEOhEAqgooElhuUZDHg+XDzx9/8cUHH3zwYEDw+IsXj18uHx6kQW4jEQ3VqzLd0bkWKseIAycFUED5ockPBnYuq0ufEIn31osJCSKJlthP+DyVIutwdUM3bfABgRVAeBpBB/A+e/zFXz548PDh+++/eUTvv//w4YMHf/nF48+WCchoBIRVxbfao5w3KiRLsi2IZWnUV/Zcwu0mNGNgtotvCkKrU1mXiyYEvg4vi6lMmwSsBXCIr3CYe/zFBw8eIrZ33333vbcH9N57775LYD744IvH7cPCKEZ7iHcFtPJB0DHsWDDg7YYuF7U9ImW+fEkwcTuitNCHMBvDl0TpeC+P+whgJBrV04vLz19QeIjt/v0fAb2BhA/u37//9nuIEkB+9dnyYvo0iI96oN2CDSM/kciItS7l1FwzNjD86xpCJlfGGgvcr43hirRp5aEILQYC/14C+yi8+wjtnXfeuTsk+AWADkB+8MVzCyOuxyle+T76bd5hwyYrcWTLiw9fOP5FekQtq4/YQY/cDGRMo+J1eDeMeTBU6E0yheYq6FEt19RBw8RrSQCo55Lpw88IPgLvDcR2786dOzeGdOfOPYT5BvASQALGF93DdDpXSwHGZC0Only0iYlGmq1zp2op91wI4/FB5MS6Oj2TWGrPZZh4JUTSwpwDFCjYwbYnKPvXIUALCv/5GybVxFgg3UTLBU6n4tTc2bTaTGmF3eqXX35F8QH3AN49BPfWW2/dHBA8fgtg3qMg3yYYP27/HIxmSk3FlWSWiewqGtjYeBON5GoBjeTPBO4olEMfUiTbehBdXDz8flIidQd1l8MXAzsolBM85vhinX1w0lQGY4Ea8T7QK00mwZtWwVcppJ99DuuP4HsD4d2g2G4hzQORBwQnAWlhfPDBy+V0oRpxRlTwHzDLCMBUzDJajk671yehHBfz0XxmuGRg5JNo3b4owNdCWMcUDBiYOZCKcNd6OR8NyWgSF71l4kHC9bjTq+mmqul7+uLyiw+O8AHzENz8cUKUCBLElWAENj5b/KXuBIWT1TCyIN68k3o2jFP5s6/JTgPEOOUgvyGK63LbQDnlN4yLlra/Q3Z+pJ5ItuM5eVMwMhINyTAkHEG4mnYDwkJTi6b3DrpEQN9GfHeO4M0dowFIYCTy8T1g4xe5X6Wd0YiajdQi7iFCjSLcU55gKOfPGxThtq8oEI9SvnA/+A4qLv8mhvTUbXP0AWswD3oUv9xNIlaM5LRU0q0kU+lsRE/+0cu/BIDAQOQf4hvCuzZGIyCRj++8Qdn4/PCXelTb0yD0ojGnk3rzNOZEB4vbFjMeRLjiK3ZW8N678hdLeTM3SVo/kREzYZmqME4CH98h/Cl1/EmaGtaK4nSnIcitFaJOPb38GCUUGTjAd4RudoQGKAcYYT3+iED8/I+SIAigbxg32XHcQ99bZfQmftUNvKRYSczh1jrebaJ6WO7cW2uUri7EaN0khtXSYIdWKu9/WauhZsk5cwBvNwfhgHu1VotrkVT12ccUIBVQC98EuDGUBCTKKooqkdTfOGrVgqbV0A93p3JOiISj1VxWheWY+/lWJ4bFbyKq9qOUm9y/UOfUFQP3dWN9sYHbE2a5TiqcOQzJFNxoIE4k+YmuNoTtYOaXEeB79ykDb1HxHMC7Mk5DkBZGYCNKKkB8vAzGX1M11XJy0QNQyCUp7pshiHSkPG58hV1B2SWR4jdf27iI6/ZOL4j7BoIpeXIL6M30MZsvd45FZHgd4MkAwMOPP3h/FOARvit2NIoR2Air8Q2QVOAiQIxoNNqY/LKnaAKD65sVr2e73CqVOnXcJZYu1OC3j3rGlzPhBy/Xy+Cygb8GAdlEVO22AEYA4GPKQZDQMXwUz2vjdASSYCRsvEMW4/sPPj88gjiB8RYy0cF5QesJpHRHQEkLBi4QCc+FVlAqrTISTmLzPQh8g+WJjxoBePD5BMARfK/NvDYzTvDMCMaBpCLEN9//4PkBcVIVG4hbDZkolxKgy5QbJdHEvdl66Pztb2s0jcgPVAzrwm4B1+ROnZvEu+hrL372lxbAt0YAEhTH4A1QvmZhHEjqEGJ4EZaiZsdEOmkj2ACXrRgLSp4MyTh4Wk/OjZCOXZG7jXL9qOzKv4mWJ1JAW6Gmo4gwnSaLMJVe/uDBm+/CGpwEOAWdDUYLImjUh188S6V0kFO3rmLaQEUnnNHTqHB2sBMFLEYfE/7YnokZDtf5xfQKEdJg3hCxqNUblGLo38h4q5I5vZpmInv6apxR9grJPU0rVJ3LLx68PwSIS9Bi4BGa8S8YwziUVISIRuPBx/WUU9e0phNMkTvlxAijlkqDYfymgYUtMXDayDYbVzexoJhbP7f7fbeHOXuI6VvwJ7HZ6GT6Ev0c4kdVSUraqYB/6s4ltVT6F5+DGgU7eO8GAXiMgXbfMcBI2TjgImjU+6BtXi6uxrV0FD1eVccYKlKDm5tidM2AGDzWEomaAFVoEGGTzu25XUWt7N80Gp5Yy+wBI/GDpMZfuZkILYfB6oqalksrSjIOaiaMWuYYwBPgjWC02DiESJbiFyupWkRT0OOlUSKgIyiZn/RJNwep/YfAZ52kc88/t4DMe4hlRN4nw6I2M310ASUz4MYqJtw2QYTNSFNX1ORqNH34gizCuzfeomuQAHzttZPxjWAchQim/0ewFD9er4EPvlpAXUMQJq2M+l+bLiJdebJXyvIuhMhv7JwvwJgL4e6vJJgVUFNCzhOTwXngN0I/ZyweMkMeggupLz7/4P133yaL0AL42syVGebMLdozzGtXZgYQyVIEOe2GQZ+uFtCpGfIQS3Ha2GDkDZcyEKx6ZU8930eo8jntxRqmL/gu6BkhI2Q8tCdGalz91TCeQd/bCQGFotaS+uEXD45k9BqwTykUruhpppBWwXaDECuFJKhCRoWrhCc1d5zR0gWmEIVfFPL7lStJ9bUrs9eItiFy+vDFcnoUYbRJUTLhn5DQPuiRpfVKvySIBpG31ta9MyubW2tPaQ16MZ8RSMVMp4tJykTvP5xplYmv6tUoA6FuLsVozmRqV198SVhIZFQ7ODxcjhTUtAZ2JMWspjDJn8Tf9QKjwRUqSXdSyTFxJqUkI1oBbhI8is+4U+rry4eHha8tOX33zQfPFwvJWhxWup6q6QpTTaZBcDT9p3+KU29Y32ajRNwaM4OF0r5mv2fsP7JJ4o7Ta3NrW4bQaoRpPYBLDm50UM+IoFq5uvE3aTSF0QIEhYxWiIDXrSaT4HADC0GPgox+/WzJxfuWogVFj6ppNcnAXYgDwqQKv0O4RxECJmYVcOmIEHc5mNQMU1APlnz89aVPqJy+/S4wsZBKJoGJhXS6AIsijfYwUkj/DVqyYImiK7dl2vTok2PFQMYM7T+Zn5oGnycFu40Nh1WWTIiXpXC5JUJwf9yqUneGshDVzM2vi14He33puh6NJhUtzaTUAnCqoKbwdwshMKsAHEwCg/UosFHH3ynC60vgXCwdgpzeQ7v/4LNFnfhuk/43eiPYvVLecMRGLtXBuWJ8kxQmv3M8wzi/dtUQeo2NWCJ4bJgFL3lcdRY06+0xeG7LX0sfDlm47AUt97qmgTCpeMsVYDPYzcjg92gaKzA1WIRReBL8IUbV8BXwu5JOw4cdgG1bKoCcEiZ+tQzuqU2MsYY5W4cUC/Ic63OBMzJavhuMxTYaPWHn0Z2jZTm3dnUnVOps2HRgg7YKykFHOIA+qXnTDqGe7g5ZuORgWVAYYCaYsyvSIYHVYF6/Dn4FYeKPQJ220xYTxyHeMtE3BWxysNjONzLmRJENL8nrlQUQ2NsYCN28KoZ6nU2fR+InSxF5uDvblXIGJF6IQZgZGrM4VoI7qh98TBQpsPBvrjv8B69Zlv4YgOFFzrxh0yltmcWZdc6xhMrmLqrTxwcYCx+PE0OgW3zhfD9DFiM44ccKRdGOrOOyvM3c7gHvJK9Nh5+328mYAsnkC6CfvZWd4XVizE0QkrAQ3BlUpDdvAcLr+sCVmYTwtx/9LUPD5b//8Y9tKnAshIe8Y+nreVSnYBO/AIOBTIR3ke9VaKzv3gfvm+aERcFc6Aj2JduwLF3lq8ztBc+U6mKJ6OJSRjC7WO8p9R+hQxqHbyhkmzW4rQVnEhCG0drff+ceGHtAuBSxnNFJAL/+6KOP/i4NpEcB4T8UdMWWiTOLLkR4C20i6JpuetUZVcHm5rC+ZrVJt0+dP1mQSbl7ebMvhj2ekjCtnjkYQIRTCv25uiB2VhzBmNki9yCWaTDgRMVpdi8OFjwVB4SpX3xlCemt+TTy8DWCcBKgUgCEFqjCP/xXeEIHSx9ZVMYgvnaFOfQShJauebye2gWEOVBJTiYNdn83Asb105+1Eg5X3qh45IqRd8mZacW+oP9PQMhihVcm7FkRaamCR/hHUITROK0A1msY1SS1aK0+FNJ5HRHO2KxCtaC7f/1ffm0BVKIaFTat/keRCTllln2OJfDdiMF49/0Xy9FqFLP8bqaqYnUGKb399L+GPJh+6khgo/uS1JhaA34iQkxy97Df06BDD4LGf4ML0+OWD5yFRRFPRqKf/vlQSOe1Jcf11ycW4TevK1pBx0dJ+oSu4R9KnxwkJxE+49jitbmhmK6kqzpFCE6wVfXOfPp1yMFydYx9JRMT4AvhKd0hJyPEyQJ53DMMYBeEb3vnv48ghDiGINQ//c1QSOeuLTn4Q2ZMSBXX0rrFJwomojNDhFqE+HGjK9FdZPnDa3OWmL4JYWIVYv0jhPjdTFbdAUj+Hi6/BI4vkKe1v5yG0MG6YtgQ2NoAZ35z/88UihDXQzpuIWx/heb+LvW5vazvGTMzgbDOjCBEx8ZC+NsPP0SUYxAZNQgGZxbF9MY9iDDAXhCEKlbbkP0o7LPJfoMDmrg2VvByHOfz+aY1e5+CEBw2OSgVy4IBPoSr3PuSoQhxt7AacSPCKIQVD98k5h6jpjrH1ZnxVbi4qKePECoEpv4N/vu7Dz/8J1jZavKf/9k9RAiC7lokCEFMcSEeVtOaCq5toclE6Z4iIryKgb3Ly3uL9Xp9ZWWlPgXiyQhduUyrFQhyUrGT9zuCjZ+4GaWWy9VU3PGNMm4dbEYtHR8uw7m52WUfO4kwhRiGCMmjd37/+3ugs/7pw39TImA9/vYjYikJRER4PT07XIjvv1ivZeOqipvAuB2L+83JWi78J6D9gmWD2ntDNKZNFTsRIY5ZQXchRjvGpf5tZpRITYIWpS4bXYZzswdegnDkZWqacE6h6MjP3/8Y6N0kSGqBvOR/fPTR/xhFuBSZtRYiqpocTSsy4/QErtpVJl2bggl+SWtK98uJCKW+WAr0BcPq5ZUXxjKSQ6f0sw+OFA3wkJtAWKDXBnjc/5NBv5u58WNCt3ANkvX463/5118f4+HcQNVsDF3T0a9fwwQby7pcfo8nB85N5kIIW0JR8gREa0DOxDTcIcLPUZWS2BcQuhz8MjMppIT0f/oQlh0+eo8ifIPgx38UffjqGUbhWe/BDAn1KcLnBTuEd8nMSdbBxcJY6Fa28zpPRRhsmR6XlDMCMu8jAf5YBRlFGNUXP6YIiSpFfyQyhlAbXv2HSGmIZf8XRUjuVxove8R/g7cegueno5hayvTzRTuEN3rINFYiuxf99anK8kSE3pK5me8GxEYzFwZVRRBani/63RDZDQIL4tHMJw99Xt/SwbiioTrGrRXSBCFe5RxF+PWQfYWjl8N7lWfX2ev1T6KWV4PhRSQSUbHClq5GFUX9LUTo82FJdOv45JozIvSZ1HdHZQW6NAYIwdVGvlRxX72Qje9FI4VfDRH6/Cy3rI3Ze0XHJlKlUNDczB8A4D0OoMAAABulSURBVO/Is/cQ4Ft6wRJT9UhICRNfWwTmLH0ygrCwC1/FKNk4FkLGc7kmRYiNA0Jrw0PoQjzsl4B6vZ5pChBhAg8jSVI7sAo+KdhEtzvZ1HYPP7a80vn6ErgFh8qIvVeXlpZejxYsBL/93W8jlF36W2/NoIIFPRPRRllIEEbqHOsn2ZoBwr2oEtkjHW5OBTNuuQLzx4AQR90ImRZcpCEKF7KHUkIKBr0+Hoyqw1qHxGcitRF6k1HAKf7lwVcDhF/rsIRcz0YQknh9lENgGZURsYzCg/QEQlCmHOga/esjhGkslna6d7GENYqeN/hTyEPvpmUPUdKK9hBP8WmsN7F+j/8YwsKqG26svncw5OH83JVF0BKvH2mayHVu6SCSTibTyQJoC/JcIfK3//p3QylOan/z99o4QvC8/cosyQxbCAu7gHBPxRR0HCt3sLT/Tg9Tppsb4XC7WKw7/K6LRE8OH2pjmXfwXZRSMrL5CCEWLkeqiPDBEOG1Kxz1SwfX+/r6gQVFUfV0OpVKpyP/CnHir4d9QZEf//jFKELql165NoyfEGEVeahgg8NqFCtQgIfUWnh53u/3cSeM7j8RoStjxriVUsXrrWD8RCz+EcIIRE/pmuYcQzh76Bv3acYkkACIfPTRv9BYn9A/gNKZEFIIMWfHEOpODeInstmVVa3uVJpt88WK7XY9Jl0QIVh8v28bokxfWGxIDqnzyK2kUliwHtkF61RNq7WClms/HrGHs4f8OMLJVIWSToMX+i/poxf8rx+POhLUa4tShNQevjyI1lIaut41JZ1lsLYfuEmu2rtCpm2YDcfUHugTEcrg0/gc4kLCWxfgjgXLV7/JxeOrijsO/0YYNb6aViP66stRhM8meDhmCUCzAOLIP/9vt1KI0meSY4twwMPX6fYFIASf5rOUHk3lCiDR6VW8v1o8Dm/6SSNIWgUpmSsXig/lBaGeSIiZlWYXHVtXYKxHbJhpG/NLi+yEX3okpmqa7AW4C0wU61GT6u8+/EPyWDbKip5GQmD0S2nJwugLn5Zd6Dib5fZKHtya0rS285O9trIIpkagCbcg6JuxnP5YOniIcMkxpmmOxFQvROkVFtyWH/pv4AH8dgIgIFT9Du/BMLYAhGFEeMxr28/7WYcpNGM+nz/RFsRp0+1P1jQBy9SYvV4f92XE0bojmg8mKf2j+FAlWYxRt82NS04rFAbMimBGIxktUC/uD8cQzsygGFCEJFHzYhlzwupE1vvKzoqPWzda1JWRB6mkcyL0NRc6+cpGc7sIsT78nhirpx5mvEdj/AguojGEEBnphcjRxWFJYyEKV0y8uEke4jvBHnpHYvyvlgdZ71GE1ww/LEMjM2gxvRhCh0+WXH4p5vHESLmJpzeaqEZPmAQXB48fDJKJcySbOIbw/3z00T+PXBrIaLRg/f7bPxwXUngnZhNHjMVvaF5/on7/puDB2afWITaJvnisO/hMCB240VrpZHr9ikTanJ7Qdnt3nDQBFbLZghpJ/nQk14YZ4ehYNhF4qCWT1hpktKgyqT0nAM4wBxCBqUNF8/B5HNP6qSYGMzny7alsTV3DNL63ksmRsq0Nw7xQfOiwxsghLQRR81z9lYa5bkx3Vxm95ladkagz/eVRoiaNWX2bTQsACSrH/VuIDqfjs/KlmNVXj/Klf7EKCGtxbLatRkjPWJKJ/uoRbsW4PB7COb7SmHrkEs3qe1xTrAmOAhRbnQ6oYyzf6+6sYOiEbYJup4L9k7lkMocLke6tzdOs/ozttgU4Ix9++G/qSQApQtyZUYc5798XV0kThjX0Rd0j0zV+sQ+6M1jud7ddMlw8bz95kPVKUrEBCIVWuQ1LzcZ1RYOT80iSpymYuLKFFKkzIU10ak3DrH4qThfij+7ewaz+EjiVjO2+BYNR/u9OAzhzZQaC7SVLSHEZthGhguiiOdp8CRKfI9vcaMdK/fxKYnKsNjKHlxL+SqcX2lkj47dFIbO5IsmTq9VVEukwkURH7Hodcu8/jiFMpqJg84diuuRgfSpYNVuIv/3DpIGfRMiQiMv3zBJStPepuDaCkKEI/9oEkcqJphWjZwLj180HY/WNDtnsHmwDX3vr9k4IFErQM7bF7S+ZBCAb7KKYyv2f4OgV0ggJUorzOgqkWmggprfmD4HVDrLLfRECDwJCTMdSemRjBhCqFOFASmGN/AnmEvPGphxu0BxEe7DOWD6YiG00SoJx9dgUrtm7V3eMVmODjQ1nbgVLJs/BDeHDeZyg4q2YKi70WpqJZrHNEwKaqDOirzweatOvizytVNBevwAdXL/uxUqFI036+WIqjsZTrdF69mQKA/xIL+/HDdJ1X6xhrDs2hZJ3wDvHRqNl7DydOmNsbu1pSMiUt2MyWZZyX1zx5hq0o8sLkbDx75+CvlazoK+Bgbu7WPK1V11dJfv4pFzo62dLfqw2Wbx+blqqLy7x/PWlg0HREO48VfecVU2p7TqzOhOtZlcx7Z79d6PIOVymmcCyNJlfp10XXrnZaAk4Qe2UnsubT7YMM7OJeWAcKUslvZTJ8zbnFrlpdfDhV4NajPn5a6RiSFs8/RSkSWKfpZcPDxfVa0d65vEhLYaeuMQ10qxU6kA4YLRiNHwFqQ2FttZunW09XLlxeycz6EQQWv3uipeoq4mCmmExRuH5gyET5+ZmsaDtimJPzLJ/mZnyfwqOG7SCX8rCDftSDFLcy5IpfRsbPtD4WBMVy5zx3AaL5kNkbGEnkHMlJO/gSINtcdI1tQpqXjwcMJFWXl6ZZjGYZdey7ReipSD1iXNHLCTlNMezwbOho/1QHqxGXyAjU4VTC77G6MoOGVYsucZs6cSpPu5B4tti4l2ruHR2ANEGpC1C8tJRgPcoCwu2LFybmLPmLdL5J+csEt5q2IzVcuUnxJR43xEIMIZMtCBemQbRBuHMCEBLRu/+6P6bDz+2WOhmJmLDyYM/yVj+ySaCU2mtZxM2s1xoXkmSvYYU8TB1HXVNavUTqyyK1pdeOwHicYSTAG/Ravb3H4QLcR0ARlOYClCSSXT5lKQyH7IrvDj3WTXMtZDdkWnywk9+hY5hMqeuphglt4fDBZqpQnUbN2juv2PVCI9BHMc4iXDmGEAio2ALf7O860yrir6rJWtgeqNRsIfpqlN5lLEJFbj6+c8b2rc7JYZvhmb36HA5cMAVFXfzI1UtksxiIDxeyH7FFuMEQpsiaKuU/cWzpF7TVQWTiFWSRMSogqkqIbuDwLyb52/Qu92y2+1IlJ78ClwM7DxEXgJCdzqnaum9kTpom1p9xv1smVKRLVqPnn1jU8hutSO8++aD7qIeyeo4wwaT+Zjqxq5O5qeTeoYS2IpzI5wP2c2a9Fd29hQ6ExB7KwnCVUWDMPEXj2kt+yREGksp15coXXcNH0WYEXwjAIke/c06xPa1qKIMmlRpCQjz051NG9li+dAZbf0o2Z+4JfUaCp3NSXiYwl0ERdWr+i9RTt87DpFidC8eJ3WwAscA0kX4Vb2GkS8gxGR+U8NkPuk9Lpt2g5P9FxDSaaemufICHUVK+IgIVaeiJHORveSXH0zpe0KMdt9w1BM0DhBrEnNxMBTYDNzU8WaihOIIHLcZsBsOKV+onfuaYTtoV+79TAedlgRXWEmuZpPYM5+qRrVkNfzZA9I2c3fYGDTSu3a8+2mkee2osYsCfPDn7ayupVN7OLrWmWwmGfduKtWEO/oz03405MUGfm3Zns/or4Rw+A8mrhUczwIGOaLjqIh08pOXH4xAnB+2x472H9KlN0A3aLKcAPjZJ0mQ0YgejYIiVaIk9xHBFJYWsj0H7PzmntIdwTYJOSkRg2kY4NocfI5cJB2IQzaOYJzWRDo31mD55oNh9yGZYjdKT+z8ELgk84Lt6jubdqv62KiN8SbL422y9n3Aw0bgQa/zjUEH6ctDfUoHKR1Ecoy83dAFD1CkQyOOUWJiwJZ7DOKgGf/OsFd9slF9rJmb4rManQnA56MAxxFuZWwrEuTxJoJz0DXDbkSrzXCmwViaKEB8iRMx7g/a1Y/61SdBDqYOzB8xkDSrf3ZwBHBCRm/YH77r2774/JZHGfs5uxWDxt0K0QGqht6/Go2QWPGTjS+wI//+G+MYJ0cqDIcqEP5ZDHzz4Ys2rkFdR4AqSWi5aQGAW4W4MG+7CmMLFz/Zey5kX3vrybRwhyztTDFY4BKvKoxWTe0mVS3pbL7+5QtLUt+xxn7Yj8WYG0z/uEGHRrwHOubj9TAAjDfjYOf1bIpU0aRq8C2Rapa5autHYtvnBfyZAZGxCjYfWhfewVw9Gnxs1gOfOBvBstNIPNnU08u/Gc5usUa3WLNNxsAdzf2whmK8/+Dz5VQTx/Ep7lQKx2BoVTIbw6kqqWj4rrBue7vlS433nLe3+g5XF4cMEZcGixf0HIN1ylhRUGhG9Ph29wUZb3KfzjexQI6OcKETaoYDat5+7933H/4+fKAnm5qWjCtKtIYjJiF+Qe8X3Rr1341N21HXXPECjeqjTLRfiY5EZ2eAsIBF38oe6IVsRFEKOS0SXyVsHGK8NzFhyJoyRIcMvfEGGaT08MHLP0rq0UJOVZMpt1vLqoORLXTm9ze9vn1lV2zhcqcJz4Wa9ts6cuvpEQ+jTTKnZk9TFIylUqugcNqPCUaco/QGjom6R6dE0flJo4Oi3n4X8f1m5aBaiEYKOQUbEt2RT5GHjNNNqmiAh1dLLtsNNF/7ciwczsI6/sl14QlBmKYNrE4yeN0N0aKi4iSeVPPgzx8/sGZh3SejvsiQr3uIbGLY18MHj9uHaR3nREIopqTRAY1bg2myJABm1qadRnGRIwPGaTZ0bOI1JW84dHcxrroVZ0SDG53KqaAdCDpVdRbSewW99hftx18QRlKU1rQ2a2Tb/ftv01lmD178pn2wWkuvrmpaBN4OIaGu7WlMLqXmCky6Bh/J3AnlplzFhnHpKdRr5pTDtaWKkf8kDuFwKoUWq0AmAqVSqbimROLxNLip8dzh4fOvrKF0775HxtIRwql7g6F7j58vf0Jmfibh1qzi2/ETcfZOMo4mSY8nQeHlpxWMXHaoINJOY8qnxwKG7RIYDhakg+mWX3784sEDa2ziu2ODE188fv7ssKDr1iw6laZ+j01smQ+V7fUdnpV8eYDMTdusG4HYOB6WHc2GxNmXUZyeuHhwuPHy8VdfkKmXDx/iSEigrx4/zx0eLOLERDpPcOpcyFmjM61A9nK2cECPSlM3+j2N44rMPYrRAklQLh+uPn/5/OVL+Pv8y+Vlig7hjeM7BvDaTmcKBy90+MpxmmovkBIdO6f3aETkACSixFmfr5METQHneepEOC140/HB9w8Acr7jsnT+A3SO01b/pCN1EmXjJnrH+EoS9zPYegeeeDSKFx1NaypO0QUo0Ug6DUCjhST8iKaTaQAXKaQRnRol06Ai2Cdqde5FaDdYxH3LaNDv5xMr4frxmnXPRYPfId0VpqjSIcTQvegeWudks+CMgCtZAE/ZvZuKZ93u+GrSGVG0nFMHnClnSoto8SZOZSnsJrNJNVJN5ZqKolfBEXWrTTSp1tuzyVQNB0M77xhlugaDGz08yaw4aRX9lUvOL2VCtrktbO8P0uOmY5uh/jef0tN/ojWscwVbjYm/mo5uSTLuLkRzuqrqyWRKVaN74JXllL2oqjnVeNKNHWIprYott+CoMWT4OZkJg85o8puGkaci6s2JWEoq9hyTXLzk/NJpasa/nYFvo+ClsPA0TAerAErMpGbV1Si6cyT02AWZbRKRTabQbQWZ3MXmN8Wpgh9L5+rtkeUHCN30xB3MG6I3eFXIWV/vL9EeJ/FYdsy3fZngiZmzj/LJaUjwdTS28q+XzLnRYhCr25MgBMcLEGIrn7uACONuRatqe/BrFX66SY8BmZJNEJIMdzPSJAcIze73ti1PhlsRBauN65jhuNzU8q0FW0XtGdxRmtvzefqhd8Z4mBvyUEMe5iKoJQtJt7uwCmopi6cCgK+O41EwbphAWCM8XPxPxsLglDKHLzxAKBxbNJxDsD0I/Ux0z/6gTG578H2Dja5YRXj6qRsH5GAs4CT9yDkdQZPtlJzGEIQ0XibRJK5WBIIojxDiyQrwn/D2mZ+ENmMsG6RDWbn1wTeWjt/yYMBm5O/ZaGbKoVbezeH3De6oq9gK/eybT6NMoYZV56ozWgAs1UIEXGhVqxU0RtHA5XSDloxUNfDTtVySie5FkjWsWHRGVHjVnq4xhSy8jFH/7EaoVQ86fMGOSR0qPBxlRGrGSb6wc3q7Z+/NkONfCVlbGyyesZUXWtitpSfRX9aSWEaqFHDjNprEbiIVS8QUfEqbeBX+dwSeSWIwHcVDoK49FQKyz+EvtgxzhTKxTld+xi7E8HYveIrHXMg2/4pCaVrrkG5PscW6C098yhhPLiouY/QklMHxVnLONDKcpel8xU7JbAVitsb5okHiFDWDN22DArQGbMp9bKoBNm70xMufBH53p9dF38WfF8WyxPmschBOcsEf++vxrdsNiD+VbpxwHm8wh/NOOlQN+DdEkZ5y55Xz5s7lRvnf3RfytEgSj3vpSsH10rQK5xGymch5Os3QIwOmEC8V6zztxuEc5lG/g0sCjGsXHVw8s7ZjlslhpH4Xx0otUVjpCqJd3csEsUG7Ifin0JMpamb4oQMGe+BeN/E2+8kp9kFvvic+usjKv3ZbNPN8kHWwkpQvrwd922DgBXLA4qknhro2jfOqgGtT1czkZ1dgueDNkMq0Yp51eTYyoV4Zhwnsphg8fHSPwfLQbBYHWTlJ+3oTPSB9dzeHA/XAYWdm/6MXanU9mFBz4Qh4Uay48EANc0UCDuVOPRNYPrd7+tSuasWGcPgd8V2xfb8v+SRSPZ/YLpuhp++sfvIJAKwVrMNHC3j4KHFisnj+ETowYNuTn7Qjd5+GzMZKjNxTqdvDIXGCGSSHOwZivNQ3Tl2LfPicWcU7Uye+TN47PC0BtZ2nJJpFb7PfJicXckFyXO7+n9yE2Eb5dOLwUZzDT4chRn41c+vJX4V6nbDHGtoVBAY2/J4cMJF3xBZEMbfeM0orp16N55wHsty2P0vxOEmiSDJVMlxY15XA5v8VOqHPJ0krAeDF/qO7XYAC4cfwaE76azo1f/dRb0fIBFbIgccOjseJ711RzMt4OnvbB8/0sJq77z91IXrXzXOK6SPbsxSPEVenRwHzYZBRDx483jPETI6X6HBRVyzWzvdLprGzn7m9dvcfb87P/98/nr958+5a/9HWjiGUFgLtWIx2Q/gT9UpO8pKDVeueTTGD8SePoysCiRODcAJwWzh3mHhGiC5ymiwnl8Qey8UyYilYAXF19Jt+a4iazyXL3Hoz0FnIlAbxgVDK9DuB3DYryYNeD1bexBmBvW4Quzz6fewo28QzOypm7nSN4N0+LwfPDlHuiGbTE4Mr2vD7VkDAJH+sUgkYYqmTSwwmxbEc75LkWMITCyLFPImYLLl4q38Xj1VhvRnRKIEBFDe8oJTBXcKJjX3wZ7zS9ETYEcDzc/DsEF2w9EomOe81hqcjulwOr6tebuFQ8U7z9Pc7XI4iiwrL3JBjTVPo8VwC/vV46i1g6bTpSOMAVy4GECGeQd2wcsA0UP2hvRBEo4eKnQ16FrATwjjqfOSOaUM2iJ6Qq2z2QYxBBtDZ3gQpcPnBxOaDEDoZ5gmnHB8BXL8oQNCoYvMsXJTbuaJEBtSb233BINWRQVMss+Wjk6a59eHDoIc4nux6A0erBhuimUAvm/hmsRIe/YlHjhc5Vg67zuB1XJyDhIvimYyGDzOOHIuiGlsp0445UQx7XfIAFba05iyD1+iZ5IilnCGs+LC7R6gHAaGXFjPjeAQfsBQPAzyTiF6CgxYXT/Z72eFdxj4wjw90J/4C/BzbeEQxbFvjqbEhTiZFK+jmsRwengw3hLAereE2h+d8t6yb45dPNPb+FeH2ZQACF0MnqhsXVxnoOi84W511OleM5Uxx7JBWH1hKKqberghmgQzDb4kNT1AGZ6gs+QV6jjrfFMV1DmLqTZrC52ObmXV5ujm8LAcJF4XpXOQTedNohenJ9Zy/DCqnTziFR1C0R2UMFxo1DqA1AxmcPuWQF8RWpdwyRaElg9ER2n4H6ymLPfSyWSKzXKzdCj0NNfzTbvLlOXgiF7lYsxRau/IotFAnd5mVeABMWlIBRmlMSbgAId1/iJnGOmhMH4vPkcmaYBs437og9NYlLj+Sa2KlYj/0aJa5uWNW7EfO+S+lZI7InousXF8IPcJYd35LaPDkJA3Q/3niI8eEcSElLVQEoa8pmpIsiIEgaiOhVa7Uc3hkTDCADUggBB3Lg2GDfFnYovHCmpFZscnQvBoOEoih40YDgrjQ1iDOfWtfKBclmtIg4/xBSMdtNdgEmpcDZdn3eDpiyeVgeVA1Hq8Pj6vzO8hwPzMTtrJ3EhsQ9od7g7NXQw128hpeHUDkYnici7xn09wZ3Zu8tyM0HENR8m5OZt9BbGnAKbfEfqDcgaCId3haZBsiUSIzZIPsRrcYo2GJ7C0LO2PnTICobnrGbpr/gq7aFIih3AhEugAnXnJjP9Rvx6xY3CtNzPyJtcghDWgrwO8xDIhxE2S14tmUHZEc4s7ydCPPG2t3QvvHptSuhVrtEVH1t18dBwlEcchFqgBskk03t0KtzcFc5olVIwHrPDHZ5a2IZqXSzYHqLHL+TXBdWOB4pjyUQJ+UqGRCW3bJwdlHof4wn/hqOUggDrjo948swAm6dntH6DTHRmwP5BZbNc1S2dMHpF7e6wX/J+hrGyYuV++gGZsLxsIdYef2tDzW/L6QT/DfBgcpROQiH+v2dk4oDpi58TTUa6xIk6OXvY1MC3f/PAJNuUidVh9gtUccM16S1su90Nadk5pc10IlHM8GHHzlAAkXpVi4ZZyWmJxd2zJ6na5/nJVBiA6DRQe32aXP0jNPBnNHgXmubqNnbK2dtmV95ZHRLya+BQ4iAcR+6OpZds1n7z7dETKN8KSssji86pgE43ZdIyPsPL17ph15ML/lbwcgQtw/e8bu1pOnxmQr5DTy9PafnGPj4W7o9vkv/mx0zu2PtWlzUydZWBcud8b9d0a3TqlUGdBFmge/HzRzUjnVCMkLr9i0/f+jp2fYNnJgCeXlD9f+jmitNbXmboS49Qud7fe9oPlpIynH6AInin1/iJ4nfArFLty29D2gp40T9pEH5D3nvIfvFdERlScTvxH6ri/zEjQXsu+SGKVg+VVUMn9XNLNzelr+2NSbHxZdte0lHiXWe8GCpu8JrfVOs4h898J1d98LmrNv+xwhqXPx/sjvBZ1qEWM/XJeN0tXjh02NEbdy7gNEv2dkHbo7lS420eL7RHPGyTGifIGxK98z2rcdWzAkzyto6/mO6Won5ptO/u0fbuQ0oHu9lfB0ajd+yC4bpdnQyXT+87TPSf8PfcPyIw2zDCoAAAAASUVORK5CYII=)![uet lahore Logo Vector (.CDR) Free Download](data:image/png;base64,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)
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**University of Engineering and Technology**

**Project Description:**

This project is all about the scrapping of data available on the internet. We are going to scrap the data from the website **Ali Express, Daraz.pk.** What we are going to do is to scrap the multiple data from the website and place them in the categories. The user will be given the complete authority in our project called **ProductZilla** to start the scrapping process anytime he wants by just a single click. Then our software will be completely reliable on to this clicking process. Once the user has pressed the button the system will start scrapping the data.

The progress of the scrapping process can be seen through the progress bar. There will also be a pause/play button that will allow the user to pause this scrapping process anytime he wants to. Once this button is pressed the title of the button will be changed. Correspondingly it will stop the scrapping process for the time being till the button is again pressed to resume this process. Till the button is pressed the progress bar will be stopped and a small values will appear indicating the percentage of the data that has been scrapped and the remaining data as well. When the system is resumed again the progress bar continues and scrapping process starts from the place where it was stopped. Once the scrapping is complete all the data will be saved in the csv file and will be displayed in the table format in the page given.

Apart from all of the above data we will also provide the user a facility to download the CSV File by just a single click. Not only this the user will be given different categories out of the products from which we are going to scrap the data. On that category data will be scrapped nothing else. Above all we will provide the algorithms to sort the column as per user demand using the **kendo UI grid.** And if the user wants then the user will be provided with the option to multi-level sorting of the data. All of these features will be completely available for user facility.

**Class:**

There is going to be only one class named “Scrapped Data”. The sole purpose of this class is to hold the data as per the entities available in the website that will be the attributes of this class. All the operations regarding the attributes will be performed in this class. Following are the attributes of this class.

* **Title:**

This will contain the title of the product that is available in the store along with a short description.

* **Price:**

This will contain the integer or float value that will be the price (excluding tax) of the corresponding product.

* **Sold Items:**

This will again contain the integer value describing the number of items that has been sold of the same product

* **Ratings:**

This attribute contains the rating (float value) of the product from the user reviews.

* **Shipment tax:**

This includes the shipment tax that will be applied to the product when it will delivered to the consumer.

* **Store Name:**

This attribute includes the name of the store from where this product will be delivered to the user.

* **Top Seller Value:**

This will include the Boolean value that will indicate whether the given product is the top seller or not

**Learning Outcome:**

Through the whole process we were able to know how to deal with a huge data of almost a million length. During the whole process we encountered a lot of problem that we dealt by reading articles through different sources. Also the process of scraping was introduces to us from a completely different vision. In the beginning we thought that we wouldn’t be able to go through the whole process but with the passage of time, once we went through the stages of this process a lot of thing were enlightened to us.

It was for the first time that were doing **scrapping** as a huge project. Although it felt difficult to us in the beginning. Then we started studying about it and then slowly we were able to digest the rules of doing scraping and finally following them we were able to scrap the data off the website and store that in csv file for later use.

Not only this had we also learned how to handle huge data and how to perform certain operations when we are dealing with such a huge amount of data. The operation also included one of the main concepts of our course called **implementation of algorithms.** We had only dealt with data of length no more than 20 before this project on which we had applied all sorting and searching algorithms but also we had never encountered any kind of problems related to string and all other data types. This was for the first time that we were using our knowledge of algorithms to implement the sorting or searching to such an enormous amount of data.

Not forgetting about the **UI design.** It was one of the major task to perform in this project keeping in mind that we had never used python before. Implementation of this stage was quite difficult for us. But at the end, we are now quite confident to use it in future with much greater ease.

**Data Scrapping:**

|  |  |
| --- | --- |
| **Library** | All the libraries used during this process and their details |
| sys | This library will give us a wide access to a control of the function to change the current runtime environment of python. One of the basic use of this library is while ending the program we use its module .exit for finishing the program. |
| PyQt5 | This library is used in making the graphical user interface for the project like this one for interacting with the user in friendly manner |
| selenium | It can also be considered a web testing tool or web testing library using which we intact the main drive with the web and perform certain operations like scrapping. In this project we have used this library for the web driver that maintains the web page for loading and scrapping data. |
| bs4 | One of the most important library that python provides user with is bs4 for getting the data out of html or xml paths of the web pages. We also have imported one of it module called BeautifulSoup for scrapping data out of the html web page. |
| pandas | Panda library is one of the notorious libraries for providing the data frames in which we can store data manipulate data and perform other operations as well with greater ease. We have repeatedly used this library to make the csv file of the data in this project |
| time | This library’s module called “sleep” is used in this project in order to allow the system to wait for the web page to load or to halt the request on a web page for a certain time. |
| random | This library is widely used for generating the random numbers. We have used a module named randint for getting a random integer within a given range so as to implement the sleeping module on that integer mille-seconds. |
| decimal | This library is used to convert the values of other formats into special value called decimals. It was used during scrapping for our one od the attribute called “ratings”. |
| **Problems** | All the problems that we faced while the implementation and scrapping the data |
| Poor Internet Connection | The most common problem that we encountered during the whole process was our poor connection of the internet. When we were in the middle of scrapping there was a sudden loss of internet connection or sometimes signals got lost and sometimes the ping got high. Due to which either the web driver was working very slow or the web driver did not even opened. So in order to **solve** **the problem** we applied some threading in the process due to which we were able to recover few data during the run time. |
| Not Loading the page | Sometimes the web driver was not able to load the page during run time either due to poor internet connection or due to some anonymous reason. Due to this program was not picking the complete data during scrapping and leave half of the data unloaded moving to the next page. So in order to **solve this problem** we needed the help of sleep library to make the program wait till the page loads. Not only this we also had to scroll the web driver to the bottom in order to make sure that the page is completely loaded and the program is picking all the data. |
| Poor Website structure | The website that we had chosen for the scrapping had an inadequate structure due to which we faced a lot of problems while scrapping. It was that the website had repeated its data after a certain number of pages and also the pages they had mentioned at the bottom of the web page were not available. They were just for the ornamentation. Also there was no symmetry while we were choosing the classes for picking the data. We had to change multiple categories and methods to get our data scrapped. |
| Changing Website | Due to Security reasons, the website **Ali Express** had changed the format of their website and were changing their classes every hour. Due to which there was no symmetry left that we could catch to do scrapping so we had to stop further scrapping from that website and shift to the new website called **Daraz.pk.** But we chose each and every category of this website to scrap and did it by that way. |
| **Attributes** | The attributes and their details that we were scrapping. |
| Name | This is going to be the title of the product that we are scrapping and is going to help us to perform many operations most importantly the searching function. Its data type is going to be **string.** It can either be a two to three word or a complete description of the product describing the properties of the product. Multiple sorting algorithm are going to be applied to this attribute and those are going to be one of the following:   * A-Z * Z-A |
| Price | This is going to the price of the product of the relative product whose name had been scrapped and is going to be in PKR. The data type of the price is going to be **float.** This product is also going to help us in sorting as well as multilevel sorting. Following process will be applied to perform sorting on this data:   * Low-to-High * High-to-Low |
| Sold Items | This is going to be a count of the items of the product that has been sold till the present date. It will start from 0 and will move till end. The data type of this attribute is going to be **integers.** The following sorting can be applied using this attribute   * Above 200 * Below 200 |
| Ratings | This attribute is going to be a review count of a particular product that how much the users have liked this product and how well this product is selling till date.  Following sorting can be applied using this attribute:   * Above 2 * Below 2 |
| Tax | This attribute will give us the detail that apart from the price of the product how much tax the user has to pay in dollars. This data type is going to be **float** again. Its sorting can be considered the dame as in rating. |
| Store Name | This is going to be the name of the store that has collaborated with the website to provide his services and earn a handsome amount of money out of it. It is also going to be the in the **string** data type. The sorting paradigm are going to be the same as name of the product.   * A-Z * Z-A |
| Top Selling | This is the attribute that will give the detail about the product of it being one of the top selling products of the month. This is also going to be in the **String** data type but in this regard the sorting paradigm are going to change. The following sorting options will be provided to the user:   * Yes * No |
| **Sources** | The sources from which data is scrapped |
| Websites | Ali-Express and Daraz.pk |
| Website Links | * In case of Ali Express:   <https://www.aliexpress.com/>   * In case of Daraz.pk   https://www.daraz.pk/ |
| Daraz Categories | * Electronic Devices * Electronic Accessories * TV and Home Appliances * Health and Beauty * Babies and Toys * Groceries and Pets * Home and Life Style * Women’s Fashion * Men’s Fashion * Watches, Bags and Jewelries * Sports and Outdoors * Automotive and Motorbikes |
| Ali Express Categories | * Women’s Fashion * Men’s Fashion * Computer Office and Security * Home improvement and Tools * Bags and shoes * Home Appliances |

**Algorithm Details:**

|  |  |
| --- | --- |
| Algorithm Name | Insertion Sort |
| Description | It is an efficient algorithm for sorting small number of elements. The process is carried out as we do in sorting the playing cards. We start from one element ahead than the element at the first index and then we compare it to the previous value/s unless its either the start of the array or the element is less than the element before the element. In this way moving forward we keep doing this and checking and swapping the elements unless we get our desired sorted array which is checked by the end of the array. |
| Pseudo Code | As per defined in the above description. The pseudo code to this algorithm can be defined as:  For forward = 2 to len:  Backward = forward – 1  KeyToCheck = Array[forward]  While backward >=0 and Array[backward] > keyToCheck:  Array[backward +1] = Array[backward]  Backward = backward – 1  End While  Array[i+1] = keyToCheck  End for  If we consider that Array of length len then the sorting process can be carried out as:  Algorithm: 1Psuedo Code      *Fig: Pseudo code for Insertion Sort* |
| Code | This function will simply get an array as a parameter to be sorted and then perform the algorithm of insertion to sort this particular unsorted array.  def InsertionSort(arr):  size = len(arr)  for j in range(1, len(arr)):  key = arr[j] # vAlue to be added inn the Sorted PArt  i = j - 1  while i >= 0 and arr[i] > key:  arr[i + 1] = arr[i]  i = i - 1  # print(i+1)  arr[i + 1] = key  *Fig: Python code of Insertion sort* |
| Analysis | Best Case: Ω (n)  Intermediate: Θ(C:\Users\DEll\AppData\Local\Temp\ksohtml\wps5996.tmp.jpg)  Worst case: O(C:\Users\DEll\AppData\Local\Temp\ksohtml\wps5997.tmp.jpg) |
| Correctness | We will prove the correctness of Insertion sort using loop invariants.  Prior to the first iteration the value of forward = 1 or key value = Array [1] which means that the list has only one element at that point which is already sorted. So it holds True and **Initialization** is also true.  Similarly another invariant will also be true for while loop as it will hold only one value at a time which is itself and will be present at its original position. Since the first data is copied in the keyToCheck the second loop never destroys or eliminates the data as it is available at the end of the loop ad is placed at its original position.  In **termination** process the for loop condition is checked which tells us that when the loop is to be stopped. Since it depend on the value of forward to be greater than the length of the array length. So we have to keep check on the forward value. Since it is always being incremented on each iteration which means a time will come when the value will reach to a position where the condition will be false and the loop ends.  Hence this algorithm is correct. |
| Strengths | * It is highly efficient for small set of data and is also one of the stable sorting algorithms * One of the advantage is that if the array is partially sorted then it will reduce the number of steps for the operations. In other words it is adaptive to the list. * It has much less space complexity than other sorting algorithms. |
| Weakness | * It does not deal with the huge list as well as other sorting algorithms deals with it. * The worst case time complexity is O(C:\Users\DEll\AppData\Local\Temp\ksohtml\wps5998.tmp.jpg) which is not considered a good practice when dealing with large data as compared to O(nlgn) algorithms. * In order to swap a single element we have to move a large set of elements from one position to other |
| Dry Run | Let us consider that following is the input of the list that user has committed and wants to sort this list A = {5, 2, 4, 6, 1, 3}:   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | 5 | 2 | 4 | 6 | 1 | 3 |   Here the j will first contain the value 1 as index for itself at which the value present is 2 which will act as key in this case. And I will hold the value 0 at which right now present value is 5. Since I is greater than -1 so the loop will not break and index at i+1 that is at 1 we will place 5 and decrement the value of I and then the loop will break. And the last statement will evaluate replacing the value of index i+1 with the key. Which means we place at index 0 we will place 2. The new Array will be:   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | 2 | 5 | 4 | 6 | 1 | 3 |   Now the value of j will be 2 and key will become 4 and now I becomes 1. The loop will continue because 5is greater than key and I > -1. And 5 will be swapped with the value 4 and the new array will become like:   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | 2 | 4 | 5 | 6 | 1 | 3 |   In this index there is no need of swapping because there is one condition false that is the value at I>key which is false in this case so there will be no swapping and we will move to the next index.   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | 2 | 4 | 5 | 6 | 1 | 3 |   In this index we will have to run this process 4 times till the value reaches its correct position and in each iteration the value of I will be decremented by 1. And at the end the value at index i+1 will be replaced by key value which is in this case 1. The sorted array will be array as follows after this step:   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | 1 | 2 | 4 | 5 | 6 | 3 |   The key value is updated to 3 and now again the inner loop will be executed 3 times until the value reaches its original positon. After sorting this key value the outer loop will run out of bound and will break the loop and the user will get the sorted array which is as follows:   |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | | 1 | 2 | 3 | 4 | 5 | 6 | |
|  |  |
| Algorithm Name | Merge Sort |
| Description | Merge sort is a divide and conquer approach of recursive algorithms to sort the given length of arrays. It is a process in which we divide the given arrays into two sub arrays each time and keep on doing it until we reach a single element. Once we do so we then call the merge function. The purpose of the merge function is to check for the value all alone and decide which values are going to be kept first. In it we need two functions one of them is going to follow the divide approach and the other one will follow the conquer approach. The divide one will call the conquer function. The merge function will contain two arrays. One will be lft and one will be right and other than this will make a third array for our help in which we are going to evaluating value separately. The function will check both left and right sub arrays and decide which of the element is of small order and will be kept first in the array on the lower order and then increment the index of the array from which the value was taken and similarly the index of the value placed others will remain same and recursively this process goes off until we run out of elements. |
| Pseudo Code | This is the function which will be called off the main function and is going to divide the arrays into two sub arrays until the last element is found and is called recursively until then  MERGE\_SORT(Array, p, r):  If p<r:  q = [p+(r-p)]/2  MERGE\_SORT(Array, p, q)  MERGE\_SORT(Array, q+1, r)  MERGE(Array, p, q, r)  *Fig: Pseudo code of the Merge Sort*  Now the function that will perform the original operation of checking the values and then the sorting on behalf of that value is :  MERGE(Array, p, q, r):  Num1 = q-p+1  Num2 = r – q  Let Left = [num1+1] and Right = [num2 +1]  For i in 1 to num1:  Left[i] = Array[p+i-1]  For j = 1 to num2:  Right[j] = A[q+j]    Left [num1 + 1] = -999  Right[num2 + 1] = -999  i = 1  j = 1    for k = p to r:  if (Left[i] <= Right[j]):  Array[k] = Left[i]  I = i+1  Else if (Array[j] = y[k] == right[j]):  J=j+1    *Fig: Pseudo code of the Merge function* |
| Code | The function of **MERGE\_SORT** can be defined in the code as :    *Fig: Python code for Merge Sort*  def mergeSort(arr,l,r):  if r>l:  m = l+(r-l)//2  mergeSort(arr,l,m)  mergeSort(arr,m+1,r)  merge(arr,l,m,r)  Also the function of **MERGE**  can be defined as:  *Fig: Python code for Merge Function*  def merge(arr,l,m,r):  helper = []  for i in range (l,r+1):  helper.append(arr[i])  i=0  j= m+1-l  k=l  while i<=m-l and j<=r-l:  # if i>=m:  # break  #  # if j>=r:  # break  if helper[i] <= helper[j]:  arr[k] = helper[i]  i+=1  else :  arr[k] = helper[j]  j+=1  k+=1  # print(i, j)  while i<=m-l:  arr[k] = helper[i]  i+=1  k+=1  while j<=r-l:  arr[k] = helper[j]  j+=1  k+=1 |
| Analysis | Best Case: Ω (nlgn)  Intermediate Case: Θ(nlgn)  Worst Case: O(nlgn) |
| Correctness | The correctness can be checked by verifying each and every step of the function recursively. First we need to prove the correctness of the merge function as it is iterative. Again we will take the help of the loop invariants to prove the correctness of this proof. For this we have to take care of the temporary array. For one iteration of k we will be dealing with two indices of the array that are I and j. In such case our loop invariant is going to be temp [k] <= array [1, 2… m]. and temp[k] <= array[j, … q].What we want to say is that we are simply copying the minimum of the remaining elements in the array. Once the temp array is filled from left to right then all the elements left are later on added to the array. It means that after iteration the array will be sorted between p and q only. Since array [i] <= array [i+1, .. m] and array[j] <= array[j+1,..q]. since array[i] and array[j] are the smallest elements off the array so the complement invariant is true.  The other part can be proved by the use of **Mathematical Induction.** If we suppose that we call a merge-sort on an array of size n. Then It will recursively tries to call this method on two arrays of size n/2. For inductive hypothesis we assume that the call will sorts the arrays correctly. Since we have already proved that the mere works correctly. Hence the array will be sorted correctly between indices p and q hence it proves our hypothesis |
| Strengths | * It is quicker for sorting even a large amount of the data list * It is one of the stable sorting algorithms available * It has consistent running time. |
| Weaknesses | * It uses a lot of memory space extra approximately equal to N * Goes through the whole process even if the list is completely sorted. * It is less efficient than other sorting algorithms. |
| Dry Run | Let the user has inputted the array A={9,7,5,2,1} and wants to sort this using merge sort and this can be explained using recursive call and is given below:   |  |  |  |  |  | | --- | --- | --- | --- | --- | | 9 | 7 | 5 | 2 | 1 |   First we select the complete array an then divide into two parts in this case it can be done as left array and right array will be :   |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | | Left part   |  |  |  | | --- | --- | --- | | 9 | 7 | 5 | | Right Part   |  |  | | --- | --- | | 2 | 1 | |   In this process again merge sort will be called on the left array and agin we will obtain two arrays   |  |  |  |  |  | | --- | --- | --- | --- | --- | | Left part   |  |  | | --- | --- | | 9 | 7 | | Right Part   |  | | --- | | 5 | |   Now again the Merge sort will be called off on to the two arrays firstly on left array and is going to be :   |  |  |  |  | | --- | --- | --- | --- | | Left part   |  | | --- | | 9 | | Right Part   |  | | --- | | 7 | |   Since the array of length needs no sorting which means this array is ready for the merge function to be called on it. Merge the selected arrays in reverse and sorted order. Select the minimum of the two values and then add it to the selected array of above note. When one of the list becomes empty copy all of the value of the other array into this noted list.   |  |  | | --- | --- | | 7 | 9 |   Array of the length 1 needs no sorting again it is ready for the merge function therefore again we check for the smallest value from the starting index of the bot left and right list and place it first in the sorted noted list.  And the process goes on. Until we obtain the complete sorted array.   |  |  |  |  |  | | --- | --- | --- | --- | --- | | 1 | 2 | 5 | 7 | 9 | |
|  |  |
| Algorithm Name | Selection Sort |
| Description | Selection sort is one of the stable in-place comparison sorting algorithms. In this we have a key value index and then we iterate that value through the next index to check if there is any value that is smaller than that value if there exist such a value then we simply swap it other wise that is considered the smallest value. |
| Pseudo Code | *Fig: Pseudo code for Selection sort*  Selection-Sort (Array):  N = length (Array)  For I = 1 to n-1:  Min = i  For j = i+1 to n  If Array[j] < Array[min]:  Min = j  End if  End inner for  If min != i:  Swap Array[min] with Array[i]  End if  End for |
| Code | The simplest code for this process is as follows:  def SortingFunction(list):  n = len(list)  for i in range(0,n-1):  min = i  for j in range(i+1,n):  if list[j]< list[min]:  min = j  if min != i:  list[min],list[i] = list[i],list[min]  *Fig: Python code for Selection Sort* |
| Analysis | Best Case: Ω (C:\Users\DEll\AppData\Local\Temp\ksohtml\wps59AA.tmp.jpg)  Intermediate: Θ(C:\Users\DEll\AppData\Local\Temp\ksohtml\wps59AB.tmp.jpg)  Worst case: O(C:\Users\DEll\AppData\Local\Temp\ksohtml\wps59AC.tmp.jpg) |
| Strengths | * The main advantage is it performs very well on small list * It in-place sorting algorithm so space usage is minimal * It performs well on items that have already been sorted. |
| Weaknesses | * It scans all the elements even if the list is sorted * Poorly efficient when dealing with large data. * It requires n squared steps to sort n length array. |
| Dry Run | |  |  |  |  |  | | --- | --- | --- | --- | --- | | 14 | 33 | 27 | 10 | 35 |   First we take the first value as the key value and then we look for the list for a value smaller than the key value. Once we encounter the value that is 10 we shift the min index to 10 and then we look for more. Once the loop ends since the min index is not of value I that is 14 so we replace the ith value with jth value.   |  |  |  |  |  | | --- | --- | --- | --- | --- | | 10 | 33 | 27 | 14 | 35 |     Then we take key value of i+1 index that is 33 and then again we move forward and look for the value smaller than it. Since 27 is smaller than 33 then again it will set value to min. But 14 is also smaller than 27 so again min index will be 14 value index. After the termination of the loop 33 is replaced with 14.   |  |  |  |  |  | | --- | --- | --- | --- | --- | | 10 | 14 | 27 | 33 | 35 |   Since for the further values min index is the current index so it is already the sorted array. |
|  |  |
| Algorithm Name | Bubble Sort |
| Description | The other name of this algorithm is sinking algorithm. It simply and iteratively lists through each and every element of the list and then compares them and swaps them if they are placed in a wrong order. There are two loops required for this process and a Boolean variable which tells us that whether the given array is being sorted or not. Once the Boolean variable it false the list is completely sorted and we simply call off the function to terminate. |
| Pseudo Code | *Fig: Pseudo code for Bubble sort*  Bubble Sort(Array):  n = length (list)  for i = 0 to n-1:  swapped = false  for j = 0 to n-1 do:  if list[j] > list[j+1]:  swap( list[j], list[j+1] )  swapped = true  end if  end for  if(!swapped):  break  end if  end for |
| Code | The Simplest code for Bubble sort is :  def BubbleFunction(arr):  size = len(arr)  for i in range(0, size - 1):  swapped = False  for j in range(0, size - 1):  if arr[j]>arr[j+1]:  list[j],list[j+1] = list[j+1],list[j]  swapped = True  if (not swapped):  break |
| Analysis | Best Case: Ω (n)  Intermediate: Θ(C:\Users\DEll\AppData\Local\Temp\ksohtml\wps59AE.tmp.jpg)  Worst case: O(C:\Users\DEll\AppData\Local\Temp\ksohtml\wps59AF.tmp.jpg) |
| Strengths | * It is one of the popular and easy to use sorting algorithms * No additional memory is used in this case * Code is very simple and takes only few lines and time to write and implement it. |

|  |  |
| --- | --- |
| Weaknesses | * It does deal well with the list containing maximum number of elements. * Requires n squared processing steps to sort n elements * It is suitable only for teaching but not for real life. |
| Dry run | Let user has given us the following input to sort the array A={9,8,7,6,5}.   |  |  |  |  |  | | --- | --- | --- | --- | --- | | 9 | 8 | 7 | 6 | 5 |   In this sorting we constantly move from left to right comparing each and every adjacent values and swapping on each case if needed. First we compare the first two value since the 9 is greater than 8 we swap both of them.   |  |  |  |  |  | | --- | --- | --- | --- | --- | | 8 | 9 | 7 | 6 | 5 |   Now again comparing the next two values. Since the value 9 is again greater than 7 we again swap them ad this whole process continues and finally a time comes when there will be no need to swap the value =s and that will be the time when the values will be at their original position and we get a sorted array   |  |  |  |  |  | | --- | --- | --- | --- | --- | | 5 | 6 | 7 | 8 | 9 | |
|  |  |
| Algorithm Name | Quick Sort |
| Description | Quick sort is also like the merge sort and it also applies the divide and conquer technique for sorting of the data. The main function of the quick sort is to pick element as a pivot and then divide the list into two halfs based on that pivot point such that the elements less than pivot are on left and others are on right. Well keeping it mind that it is also an in place sorting algorithm. It partitions an array and then calls itself to sort the resulting subarrays |
| Pseudo Code | F*ig: Pseudo code for Quick Sort*  quickSort(arr, low, high):  if (low < high):  pi = partition(arr, low, high)  quickSort(arr, low, pi - 1)  quickSort(arr, pi + 1, high)  The partition function can be defined as :  *Fig: Pseudo Code for the Partition method*  partition (arr[], low, high):  pivot = arr[high]  i = (low – 1)  for (j = low to high- 1)  i++  swap arr[i] and arr[j]  swap arr[i + 1] and arr[high])  return (i + 1) |
| Code | The simplest code for the Quick sort function is :  def quickSort(Arr,low,high):  if low<high:  pi = partition(Arr,low,high)  quickSort(arr,low,pi-1)  quickSort(arr,pi+1,high)  *Fig: Function of Quick sort*  Now the partion function must also be defined which is given below:  def partition(Arr,low,high):  pivot = Arr[high]  i = low-1  for j in range(low,high):  if Arr[j] < pivot:  i+=1  Arr[i],Arr[j] = Arr[j],Arr[i]  Arr[i+1],Arr[high] = Arr[high],Arr[i+1]  return i+1  *Fig: Python Code for Partition Function* |
| Analysis | Best Case: Ω (nlgn)  Intermediate Case: Θ(nlgn)  Worst Case: O(C:\Users\DEll\AppData\Local\Temp\ksohtml\wps59C1.tmp.jpg) |
| Strengths | * It can be implemented as an in place sorting algorithm and uses only the auxiliary stack * Its memory usage is minimal * It has an extremely short inner loop |
| Weaknesses | * Its worst case performance is similar to average performance of any sorting algorithms * It is fragile a simple mistake may lead to a completely different result. * If recursion is not available the implementation is near to impossible |
| Dry run | Let the inputted array be A={2,8,1,7}   |  |  |  |  | | --- | --- | --- | --- | | 2 | 8 | 1 | 7 |   In this case for partitioning we will have the key as 7 and then we will enter the loop by taking value as first index.Here the I value will be first index -1 which is -1. Now we compare it with the partiton value since it is less than the key value so we increment in the value of I that is 0. And then we place the the value 2 at 0th index which is already there. And then we move to the next index here the value is 8. Since it does no satisfy any kind of relation so it simply passes the value.  Now the current index will hold value 1 since it is less than the key value so it simply increment tha value of I which becomes 1 and now replaces the value at I with value at j and the array becomes.   |  |  |  |  | | --- | --- | --- | --- | | 2 | 1 | 8 | 7 |   Now here the first loop breaks and it then increments the value of I which becomes 2 now and place he key value there by swapping.   |  |  |  |  | | --- | --- | --- | --- | | 2 | 1 | 7 | 8 |   Now it will be called on left array and right array separately and will sort the array partitionwise. The resultant sorted array will look like:   |  |  |  |  | | --- | --- | --- | --- | | 1 | 2 | 7 | 8 | |
|  |  |
| Algorithm Name | Counting sort |
| Description | It is an efficient sorting technique for the key in a specific range. It works as the counting of the distinct elements in the list. It is carried out by making a separate list and then checking for the distinct elements in the list. And then calculating the cumulative frequency of the list. And then using this cumulative frequency of the list we are going to put the values in the list. |
| Pseudo Code | *Fig: Pseudo Code for Counting sort*  CountingSort(input) :  k = range of elements  count = [k + 1]\*0  output = [length (input)]  **for** i = 0 **to** length(input) – 1:  j = key(input[i])  count[j] += 1  **for** i = 1 **to** k :  count[i] += count[i - 1]  **for** i = length(input) - 1 **down to** 0 **:**  j = key(input[i])  count[j] -= 1  output[count[j]] = input[i]  **return** output |
| Code | The simplest code for this function is  def CountingSort(arr1):  minimum = min(arr1)  k = (max(arr1) - minimum)+1  count = [0]\*(k)  output = [0]\*len(arr1)  for i in range(len(arr1)):  j =arr1[i]  count[j-minimum] += 1  for i in range(1,k):  count[i] += count[i-1]  for i in range(len(arr1)-1,-1,-1):  j = arr1[i]  count[j-minimum] -=1  output[count[j-minimum]] = arr1[i]  return output  *Fig: Python Code for Counting Sort* |
| Analysis | Best Case: Ω (n+k)  Intermediate Case: Θ(n+k)  Worst Case: O(n+k) |
| Strengths | * Counting sort has lesser time complexity when range is comparable to number of inputs. * The major advantage of this algorithm is its complexity * It is not a comparison based sorting technique |
| Weaknesses | * Counting sort can only be used with integer values only because otherwise the frequency indices cannot be made. * If non primitive array is sorted then an additional array is required for storing and sorting data. * Counting sort has large space complexity |
| Dry run | |  |  |  |  |  | | --- | --- | --- | --- | --- | | 17 | 44 | 86 | 54 | 11 |   First we take the first value as the key value and then we look for the list for a value smaller than the key value. Once we encounter the value that is 11 we shift the min index to 10 and then we look for more. Once the loop ends since the min index is not of value I that is 17 so we replace the ith value with jth value.   |  |  |  |  |  | | --- | --- | --- | --- | --- | | 11 | 44 | 86 | 54 | 17 |     Then we take key value of i+1 index that is 54 and then again we move forward and look for the value smaller than it. Since 44 is smaller than 33 then again it will set value to min. But 17 is also smaller than 27 so again min index will be 17 value index. After the termination of the loop 33 is replaced with 17.   |  |  |  |  |  | | --- | --- | --- | --- | --- | | 10 | 17 | 44 | 54 | 86 |   Since for the further values min index is the current index so it is already the sorted array. |
|  |  |
| Algorithm Name | Radix Sort |
| Description | The main idea of this sorting algorithm is to sort data digit by digit starting from the least significant one to most significant one. It also needs counting sort for sorting the list on each index. What it is going to do is to make a subarray on each index depending on the digit by digit evaluation and then we are going to apply counting sort on this index. The whole process is performed to the maximum digit count. |
| Pseudo code | *Fig: Pseudo code for Radix Sort*  RadixSort(Array,digits):  I=0  While i<digits:  Make 10 buckets for data    For j = 1 to A.size:  Bucket.append(value)  Apply sorting on each index  I+=1 |
| Code | The simplest code is as follows:  def findElement(value,digit):  digit = digit+1  output = 0  for i in range(digit):  output = value%10  value = value//10  return output  def RadixSort(array,digits):  i=0  while i<digits:  buckets = []  for \_ in range(10):  buckets.append([])  for j in range(0,len(array)):  value = findElement(array[j],i)  buckets[value].append(array[j])  index = 0  for ind in range(0,len(buckets)):  arr = buckets[ind]  for inde in range(0,len(arr)):  array[index] = buckets[ind][inde]  index += 1  i+=1 |
| Analysis | Best Case: Ω (nk)  Intermediate Case: Θ(nk)  Worst Case: O(nk) |
| Strengths | * It is fast when the range of array elemets is less * Radix sort is stable as the relative order of element is always maintained. * It is a non-comparison based sorting algorithm |
| Weaknesses | * It is much less flexible than other sorting algorithms because it depends on digits * The constant for radix is greater as compared to others. * It required more space or space complexity is greater |
| Dry Run | The whole procedure is based on the counting of the digits. Once we get the maximum digits of a number we can easily evaluate the data sorted list like the inputted list A={110,85,21,6}   |  |  |  |  | | --- | --- | --- | --- | | 110 | 85 | 21 | 6 |   The loop will take mod with respect to the 10 to power of key digits number. And then we put the value in the bucket in the first run we will get values like:   |  |  |  |  | | --- | --- | --- | --- | | 110 | 21 | 85 | 6 |   Then the second digit will be counted and again the data will be accumulated in the list applying the sorts there we get:   |  |  |  |  | | --- | --- | --- | --- | | 6 | 110 | 21 | 85 |   Now considering the third and most significant bit of the data we can get the final result of the sorted array that is:   |  |  |  |  | | --- | --- | --- | --- | | 6 | 21 | 85 | 110 | |
|  |  |
| Algorithm Name | Bucket sort |
| Description | Bucket sort is mainly useful when the input is mainly distributed over a range. The range decided for its application is [0,1). In this process we separate the values as an absolute by taking the floor of the multiplication of the array element with the size of the array. And then adding it to the best possible index obtained through the floor method. After that we apply the insertion sort on each index list to obtain the sorted indexed list. After that based on sorting we will simply remove the value and place it to its original position. |
| Pseudo Code | *Fig: Pseudo code for Bucket Sort*  bucketSort(arr[], n)  Create n empty buckets  Do following for every array element arr[i].  Insert arr[i] into bucket[n\*array[i]]  Sort individual buckets using insertion sort.  Concatenate all sorted buckets. |
| Code | The simplest code for this process is as follows:  def BucketSort(arr,size):  bucket = []  for \_ in range(size):  bucket.append([])  for i in range(0,size):  n = math.floor(arr[i]\*size)  bucket[n].append(arr[i])  for i in range(0,len(bucket)):  # array = bucket[i]  InsertionSort(bucket[i])  index = 0  for i in range(0,len(bucket)):  array = bucket[i]  for j in range(0,len(array)):  arr[index] = bucket[i][j]  index += 1  *Fig: Python code for Bucket Sort* |
| Analysis | Best Case: Ω (n+k)  Intermediate Case: Θ(n+k)  Worst Case: O(n^2) |
| Strengths | * It allows each bucket to proceed independently so there is very less need to sort al the buckets * It can be used as an external sorting algorithm |
| Weaknesses | * It is only applicable to within range value but not to all data types. * If input distribution is uneven then this algorithm slows down * The worst case time complexity is n^2 which is not considered good as compared to other stable algorithms. |

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Dry run | In this we have to multiply the element with the size ro get a digit to be put in the basket. If we have an array like A={0.897,0.656,0.565,0.1234}  Then after the application of the whole process we get a sorted array like:   |  |  |  |  | | --- | --- | --- | --- | | 0.1234 | 0.565 | 0.656 | 0.897 | |

**Resource Management:**

|  |  |
| --- | --- |
| **Planning** |  |
| Task Division | As per planned schedule, Following the stages we had divided the tasks equally among us. Such as in the first stage we had meeting regarding the proposal and we both searched for multiple website and read articles regarding the best and suitable website for scrapping. In the second Task we had divided the algorithms between us and also we were looking up for the mistakes in each other’s work so that we could provide with the best possible report to the professor regarding the algorithms. Again next while making the user interface we both were consulting each other and decided at each step that what should be the fields or button that should be provided to the user so as to provide the user with best possible and easeful GUI. |
| Collaboration | We both members held several meetings at multiple places and spent hours together working for this project not only as person but also on **Teams** as well which was our online Tool for communication |
| **Integration** |  |
| Problems | We faced multiple problems while integrating multiple components of the program and making them work as a single unit however we were able to do so at the end. One of the common problem that we faced was to use the threading in order to be able to stop the program with the user demand as well as other operation should be performed at the same time like the amount data being scrapped need to be print in the list, Also when the pause button is pressed it means that we not only have to stop the scrapping process but also the data needs to be displayed that has been scrapped and also the percentage of the data scrapped. Not only this we were also dealing with the progress bar so depending upon the data obtained we had to change the value of the progress bar min and max value. |
| Lead | In both of the members the leading member was **Qazi Maaz Sajjad (2020-CS-63)** who was a holding force in this work and was leading the project not only in the consultancy part but in coding as well. |

**Graphical User Interface:**

|  |  |
| --- | --- |
| Pencil Tool | **F*ig-1:*** *The Complete UI Prototype of the project*  ***Fig-2****: Sorting for each column* |
| Qt-Design | *Fig: Python Qt-Design of Project* |
| **Component** | Components of UI are as follows |
| Algorithms | It is going to be drop down combo box that allows the user to get the desired algorithm to carry out the sorting. If the user does no choose any of the algorithm then it simply chooses **Merge Sort** as a by default sorting algorithm. |
| Sort By | This is a also a drop down menu using the combo box for user to choose the parameter on the basis of which the user want us to sort the data. |
| Start | It is button for starting the process of scrapping. Once it is pressed the scrapping process at the backend starts and it will start displaying data on to the table |
| Pause Scrapping | It is going to be a check box. If the user wants to stop the process of scrapping then it will simply click on this check box and the process will be stopped at the back end. |
| Stop | It is also a push button for stopping the process completely and then closing the system completely |
| Multilevel Sorting | It is a group box which contains multiple check boxes which are going to be used when the user wants to apply multi-level sorting. |
| Search By | It is again a group box and it includes two radio buttons and two text boxes and they are going to be used in the searching process. |
| Table | It is table widget and is going to help us to display the data that has been scrapped yet. |
| Progress Bar | It is a progress bar which will display the rate of which the data has been scrapped. |
| Theme |  |
| Light Theme | *Fig: Light Theme of the Project GUI* |

**User Manual:**

|  |  |
| --- | --- |
| **Element Name** | Algorithm |
| Detail | This is a drop down menu for you. The purpose of this menu is to allow you to choose that which algorithm you want for sorting the data. By choosing it the default algorithm will be removed and program will use the algorithm that the user has mentioned by clicking on one of the options provided by the menu. |
| Snapshot | *Fig: Algorithm Options* |
| On Click Operation | Once the user clicks on one of the options then the value is set as a standard for sorting a huge amount of data that has been obtained after scrapping. Once the button is clicked then the sorting is applied on to the data taking name as a by default parameter and the data is changed in the table in the sorted order. |
| Before Sorting | *Fig: Before sorting view of data in table* |
| After Sorting | *Fig: After Sorting view of the data In table* |
| **Element Name** | Sort By |
| Details | This is a first level sorting drop down parameter menu. By clicking on this the user will be provided with a list of attributes using which we can apply sorting on the whole bunch of data. It’s also a combo box based menu. Here the most important thing to remember is that it will not allow multilevel sorting here. Only the single level sorting will be applied here. |
| Snapshot | *Fig: Sorting Attributes Drop Down Menu* |
| On-click Operation | When the user click on the drop down menu, a list of options will appear on the screen. By hovering over the menus the user can check that which attribute user wants for making a standard while performing sorting at single level. When it clicks on one of the options the value is set on the drop down menu and also at the backend where it will be considered the standard while sorting.    *Fig: Value Selected for sorting attribute* |
| Element Name | Start Button |
| Description | The start button is one of the most important element in the complete project. One of the most important operation is going to be performed using this button. This button will start the scrapping process and once it is pressed the data will start to accumulate in the table. The button is a green colored button located in the left frame of the project panel. |
| Snapshot | *Fig: Start Button* |
| On-Click Operation | Once the button is pressed the program will start its working of scrapping data off the website and accumulating it in its bin for its personal use. As the data keeps on adding in the list the table keeps on updating the value of the rows and the data is displayed like:      *Fig: Data Scrapped Displayed in table*  Not only this the program will also keep note of the data remaining and will also notify the user about the details with the help of a progress bar that will constantly be running throughout the procedure and will update its value on each value being added to the list.  *Fig: Progress bar displaying the progress of scrapped data* |
| Element Name | Pause Scrapping |
| Description | It’s a check box which is located at the left panel of the project’s frame and is a orange colored text. The purpose of this checkbox is if it is checked then it will pause the process and will display the detail of the data obtained from the scrapping. |
| Snapshot | Fig: Pause Check-Box |
| On-click Operation | Once this system is enabled which means when the user click on the check box then it will be checked and the code behind it will be enabled. The scrapping will be stopped and the index of the last stored data will be saved so that when we want it will resume. So when it is enabled the data is stopped and the sorting can be performed if the user wants. During the time it is enabled the progress bar is stopped and the reading are printed in the text fields.    *Fig: Pausing Phase of scrapping*  Once the check box is disabled then again the system will erase the values and will resume the data scrapping from the point where it was paused.      *Fig: Resuming Phase of scrapping* |
| **Element Name** | Stop Button |
| Description | It is also a push button which located in the center of the left panel of the project’s window. It a red colored button indicating that it will end the process or everything that is happening currently |
| Snapshot | *Fig: Stop Button* |
| On-Click Operation | Once the button is pressed by the user the program will automatically stop everything and will close the system and exit to the window. |
| **Element Name** | Multi-level Sorting |
| Description | This option is also available in the left panel of the project frame and is located at the bottom of the left panel under a group box with the heading Multi-level sorting. It contains check boxes which holds a particular parameter name. Clicking on the name will mean that the user wants it to be considered the standard while sorting. |
| Snapshot | *Fig: Multi-Level sorting Menu* |
| On-Click Operation | When the user clicks on one of the attribute say “Name” then the name is considered a standard and using it the sorting operation is performed on the values. And the whole list is updated.  *Fig: Name as a Standard*  Now if the user wants that the name has sorted the data now I want the products to be sorted in such a way that the data remains sorted with name and then the product with low prices with name starting with character ‘A’ are sorted and then with character ‘B’ and so on. Then the user will check the price attribute as well and resultantly the data will be displayed in the table in such a way that the product starting with character ‘A’ and lowest price comes first and then with the character ‘A’ and price greater than the previous one comes and so on. Similarly for other characters as well.  *Fig: Multiple attributes selected for sorting* |
| **Element Name** | Searching |
| Description | If the user wants to search something then this system provides the user with the two options. It’s either the name or the price. Other than this this paradigm is located at the top of the right panel of the window. It contains two radio buttons and two text boxes and in which the input is taken for searching text. |
| Snapshot | *Fig: Searching Box* |
| On-Click Operation | When the user want to search by the name of the product then he simply clicks on the Name radio Button and then the text box in front of the radio button will be enabled and the other one will be disabled so that user won’t be able to enter the data in the below one and then user will get to enter the product name. The system will display al list of all the data containing the word inputted by the user in the table.    *Fig: Searching by Name*  Similarly if the user wants to search the product through a range of price then the system will display the list of all the products that are less than or equal to the value entered inside the text field and the data is displayed in the table.    *Fig: Searching by Price* |