**PYTHON**

* **Installation:**
  + Download Python from its official website.
  + Download plugin Python by Microsoft in VS Code.
* **Key Points for arithmetic:**
  + 22/7 = 3.14……
  + 22//7 = 3 (floor division. Discards numbers after decimal)
* **There are no characters. Only Strings are available**
  + To add “ ” in strings, write
    - print(‘Hello “World”’) Output: Hello “World”
* **Variables and Arithmetic:**
  + To check the type of variables, type(variablename)
  + To get exponential, var1\*\*var2
* To take input from users, var=input(). Input always returns a string.
* There are no {} for functions or loops in python.
* **String:**
  + .format function:
    - It is used to format a string.
      * msg=var1+’ ‘+var2+’. How are you?’ can be written as
        + msg='{} {}. How are you?'.format(var1,var2)
        + msg=f'{var1} {var2}. How are you?' (f function)
  + To lower case – msg.lower()
  + To upper case – msg.upper()
  + To get the length – msg.\_\_len\_\_() or can also use len(msg)
  + To count how many times a character repeats, msg.count(‘character’)
  + To check if the word exists, msg.find(‘word’). Returns index.
* **Functions:**
  + Syntax:
    - def function\_name():
* **Modules:** 
  + Files can be created as a modules so that it can be shared. (Packages in flutter).
  + If the name of module file is “modules.py”
  + It can be imported as
    - import modules
    - To call the functions, module\_name.function\_name()
  + It can also be imported as
    - from module\_name import \*
    - To call the function, function\_name()
* **Conditional Statements:**
  + **If-else**

name = input("Please enter your name: ")

age = int(input("{}, Can you also enter your age: ".format(name)))

if age < 18:

    print("\n{}, sorry!! You cannont vote.".format(name))

else:

    print("\nGreat!! {}. You can vote.".format(name))

* + **If-elif-else**

if age < 18:

    print("\n{}, sorry!! You cannont vote.".format(name))

elif age > 18 and age < 21:

    print("\nGreat!! {}. You can vote because your age is {}".format(name, age))

else:

    print("\nGreat!! {}. You can vote.".format(name))

* **break and continue:**
  + Same syntax as C++/Java
* **For Loop:**
  + Syntax:
    - for i in range(1,20):

print(“Hello”)

* + - Here, 1 is the starting index and 20 is the ending index.
    - If we don’t provide starting index, by default is 0
    - If we want to provide how much ‘i’ should be incremented after each iterations, we can provide as
      * for i in range (1,20,3) where 3 is the incrementation
      * If we use this, we will have to compulsory use the starting index.
  + If we print the value of i as:
    - print(‘Value of i is “+i), it will give error. Concatenation is possible only for string. So, print(‘Value of i is “+str(i))
  + **To print pattern:**

for i in range(0, 10):

    for j in range(0, i):

        print('\*', end=" ")

    print('\r')

**\r moves to the next line and \n leaves a line**

**end is used to remove the next line character and end the output with a custom character.**

* **To check if a char/number is in a particular range,** 
  + If number in ‘0123456789’
* **while loop**
  + Syntax:

a = int(input("Enter a number: "))

b = 0

while b < a:

    print(b)

    b += 1

**there’s no ++ or -- operator in Python**

* **Lists**
  + A type of array but can store different type of data types.
  + Syntax:
    - list\_name = [1,’2’,’a’,3.14,True,None]
  + Slicing is the process of displaying or accessing a sublist from a list,
    - list\_name[starting\_index : ending\_index]
  + To access the list from the last index, you can use -ve. To access last element, list\_name[-1]
  + If two lists have same data but different order, both lists are counted as different
  + Multi-Dimensional List:

list\_name = [[1, 2, 3], ['a', "Abhishek"], [3.14], [True, None]]

for i in list\_name:

    print(i)

* + **Inserting into list**

spam = ['cat', 'rat', 'bat']

spam.append('mat')

spam.insert(0, 'mat')

print(spam)

append adds the item at the end of the list and insert adds the item at the specified position.

* + **Removing from list –** spam.remove(‘cat’)
  + **Sorting the list –** spam.sort()
* **Iterators:**
  + Iterators are known as data streams from which data can be extracted one by one.

string = '0123456789'

for i in iter(string):

    print(i)

days = ['Mon', 'Tue', 'Wed', 'Thurs', 'Fri', 'Sat', 'Sun']

days\_iter = iter(days)

for char in range(0, len(days)):

    next\_day = next(days\_iter)

    print(next\_day)

* **Dictionaries:**
  + To store different types of data, list is not normally used.
  + Dictionary is used to store different types of data.
  + Values in dictionary is stored in key-value pair
  + Two dictionaries with same values but different orders are counted as equal.
  + Syntax:

myCat = {'size': 'fat', 'color': 'black'}

print(myCat['size'])

* + If you want to print only values,

details = {'First Name': 'Abhishek', 'Surname': 'Doshi'}

for i in details.values():

    print(i)

* + If you want to print only key values, use details.keys()
  + To display both, use details.items()
  + Example:

details = {'Abhishek': '26/01/1999', 'Kush': '07/05/2003'}

while True:

    name = input("Enter Name: ")

    if name in details:

        print('Birthdate: '+details[name])

        break

    else:

        print('Name not in the list!!\n')

        bday = input('Enter the birthdate: ')

        details[name] = bday

        print("List Updated\n\n")

**Numpy**

* **Installation:**
  + Go to C:\Users\adosh\AppData\Local\Programs\Python\Python38\Scripts.
  + Open CMD
  + Write pip install numpy
* **Numpy is basically used for mathematical calculations especially related to arrays and matrices. Numerical Python Library.**
* **np.arange(starting\_index,ending\_index)**
  + This gives an array that contains numbers starting from starting\_index and ending to ending\_index
  + To get even number np.arange(0,10,2) where 2 is the number of incrementation.
* To generate 0 matrix, np.zeros(index) where index is the dimension of array.
* To generate m\*n matrix, np.zeros((m,n))
* To generate 1 matrix, np.ones(index)
* To generate random numbers:
  + np.random.randint(start,end)
  + To generate array of random numbers:
    - np.random.randint(start,end,(m\*n))
  + To generate constant random numbers:

np.random.seed(1)

print(np.random.randint(0, 100, 10))

where 10 is the number of random numbers required.

* To get maximum of the array, array\_name.max()
* To get minimum, array\_name.min()
* To get average from array, array\_name.mean()
* To get the index of max value, array\_name.argmax()
* To get the index of min value, array\_name.argmin()
* To reshape an array into a matrix, eg from 1\*1 to 2\*5, use array\_name.reshape(m\*n)
* For getting a specific range of matrix, array\_name[start1:end1,start2:end2]

**MatPlotLib**

* Matplotlib is a library that is used to plot graphs in python.
* **Installation:**
  + Go to C:\Users\adosh\AppData\Local\Programs\Python\Python38\Scripts
  + Open cmd here.
  + Write pip install matplotlib
* **Importing matplotlib:**
  + import matplotlib.pyplot as plt
  + where matplotlib is the module and pyplot is the class inside matplotlib
* **Example:**

import matplotlib.pyplot as plt

x = [1, 2, 3, 4, 5, 6]

y = [2, 9, 8, 10, 20, 30]

plt.plot(x, y)

plt.xlabel('x axis')

plt.ylabel('y axis')

plt.title('First Plot')

plt.show()

* + Here, **plt.plot()** takes up the data for x and y axis
  + **plt.xlabel()** sets the label text for x axis
  + **plt.ylabel()** sets the label text for y axis
  + **plt.title** sets the title of the plot
  + **plt.show()** makes the graph visible.
* **Matplotlib and Numpy:**
* **Line Plot:**

import numpy as np

import matplotlib.pyplot as plt

time = np.arange(0.0, 2.0, 0.01)

s = 1 + np.cos(2\*np.pi\*time)

plt.plot(time, s,)

plt.grid()

plt.xlabel('Time')

plt.ylabel('Voltage (mV)')

plt.title('Cosine Wave Plot (cos(x))')

plt.show()

* + **plt.grid()** provides grid in the background
* **Subplot**
  + Making multiple plots in same plane

import numpy as np

import matplotlib.pyplot as plt

x1 = np.linspace(0.0, 5.0)

x2 = np.linspace(0.0, 2.0)

y1 = np.cos(2\*np.pi\*x1)\*np.exp(-x1)

y2 = np.cos(2\*np.pi\*x2)

plt.subplot(2, 1, 1)

plt.plot(x1, y1, 'o-')

plt.title('Subplot 1')

plt.xlabel('x1')

plt.ylabel('y1')

plt.subplot(2, 1, 2)

plt.plot(x2, y2, '--')

plt.title('Subplot 2')

plt.xlabel('x2')

plt.ylabel('y2')

plt.show()

* + **np.linspace()** provides a linear range starting from 0
  + **plt.subplot(row,column,index)** defines where to plot the subplots
* **Bar Plot:**
  + When we want to measure data only on y-axis, we use bar plot.

import matplotlib.pyplot as plt

x = [1, 2, 3, 4, 5]

y = [10, 24, 36, 40, 5]

label = ['One', 'Two', 'Three', 'Four', 'Five']

plt.bar(x, y, tick\_label=label, width=0.8, color=['green', 'blue', 'black'])

plt.xlabel('X Axis')

plt.ylabel('Y Axis')

plt.title('Bar Graph')

plt.show()

* + ![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAABgAAAAL/CAYAAACgZQy0AAAABHNCSVQICAgIfAhkiAAAAAlwSFlzAAAPYQAAD2EBqD+naQAAADh0RVh0U29mdHdhcmUAbWF0cGxvdGxpYiB2ZXJzaW9uMy4yLjEsIGh0dHA6Ly9tYXRwbG90bGliLm9yZy+j8jraAAAgAElEQVR4nOzdf7CWdZ3/8dctyBH1nJOYcEBYPG2oGWKupqAm5A8WNDK1nZS2tN1xTVl3HU1UyhRn5Sgl6SwOU1ismIZT/sj8gbLjAOsYib9RN20KlS2QXQbPQaJj4v39o/F8OwFZceC++fB4zFwznOu+znW/T9PNeK4nn+uqVKvVagAAAAAAgKLsUusBAAAAAACAnicAAAAAAABAgQQAAAAAAAAokAAAAAAAAAAFEgAAAAAAAKBAAgAAAAAAABRIAAAAAAAAgAIJAAAAAAAAUCABAAAAAAAACiQAAAAAAABAgQQAAAAAAAAokAAAAAAAAAAFEgAAAAAAAKBAAgAAAAAAABRIAAAAAAAAgAIJAAAAAAAAUCABAAAAAAAACiQAAAAAAABAgQQAAAAAAAAokAAAAAAAAAAFEgAAAAAAAKBAAgAAAAAAABRIAAAAAAAAgAIJAAAAAAAAUCABAAAAAAAACiQAAAAAAABAgQQAAAAAAAAokAAAAAAAAAAFEgAAAAAAAKBAAgAAAAAAABRIAAAAAAAAgAIJAAAAAAAAUCABAAAAAAAACiQAAAAAAABAgQQAAAAAAAAokAAAAAAAAAAFEgAAAAAAAKBAAgAAAAAAABRIAAAAAAAAgAIJAAAAAAAAUCABAAAAAAAACiQAAAAAAABAgQQAAAAAAAAokAAAAAAAAAAFEgAAAAAAAKBAAgAAAAAAABRIAAAAAAAAgAIJAAAAAAAAUCABAAAAAAAACiQAAAAAAABAgQQAAAAAAAAokAAAAAAAAAAFEgAAAAAAAKBAAgAAAAAAABRIAAAAAAAAgAIJAAAAAAAAUCABAAAAAAAACiQAAAAAAABAgQQAAAAAAAAokAAAAAAAAAAFEgAAAAAAAKBAAgAAAAAAABRIAAAAAAAAgAIJAAAAAAAAUCABAAAAAAAACiQAAAAAAABAgQQAAAAAAAAokAAAAAAAAAAFEgAAAAAAAKBAAgAAAAAAABRIAAAAAAAAgAIJAAAAUIf+4z/+I5VKpdu2zz77ZMyYMbnvvvu2+zz33XdfTjnllAwaNCh9+vRJY2NjDj300Fx55ZV57bXXtvs873rllVdSqVTy9a9/vWYzAABAvRIAAACgjs2ZMyc//vGP89hjj+Vb3/pWevXqlQkTJuRHP/rRdnn/d955J2eddVYmTJiQ3/72t2lra8uCBQvy/e9/P6eddlpuvfXWHH300dtlFgAA4M/Tu9YDAAAAWzZ8+PAcfvjhXV+PGzcue+21V773ve9lwoQJPfIeGzZsSN++fTf72nXXXZe5c+emra0tl112WbfXxo0bl8svvzzf/OY3t+o9AACAbcMKAAAA2IHstttu6dOnT3bddddu+6dOnZojjzwy/fr1S1NTU/7mb/4m3/72t1OtVrsdt99+++UTn/hE7rrrrhx66KHZbbfdMnXq1M2+11tvvZXp06dn+PDhm1z8f1fv3r0zadKkP/k9brrpphx77LHp379/9thjjxx88MGZPn16fvvb33Y7x5gxYzJ8+PD813/9V0aOHJm+fftm3333zRVXXJGNGzdudpYZM2aktbU1e+65Z0aNGpUlS5Zs+X9IAADYCVgBAAAAdWzjxo15++23U61W8/rrr+drX/ta1q9fn4kTJ3Y77pVXXsm5556bv/qrv0qSLFmyJBdccEF++ctf5qtf/Wq3Y5966qn893//d77yla+ktbU1e+yxx2bf+4knnsgbb7yR884778+ee0vv8fOf/zwTJ05Ma2tr+vTpk2effTbXXHNNfvrTn+Y73/lOt3OsWrUqZ5xxRi677LJcffXVuf/++/Nv//ZvWbt2bWbOnNnt2JtuuikHHnhgbrjhhiTJFVdckZNOOinLly9Pc3Pznz0/AACUQAAAAIA6NnLkyG5fNzQ0ZObMmfnbv/3bbvvnzJnT9ed33nknY8aMSbVazY033pgrrrgilUql6/XVq1fnxRdfzP777/9H33vFihVJkqFDh27y2ttvv93t6969u/9qsaX3mDFjRrc5P/axj2XvvffOF77whVx//fXZa6+9ul5fs2ZNfvjDH+aTn/xkkmTs2LHZsGFDZs2alcmTJ3fFjiRpbGzMfffdl169eiVJBg0alCOOOCIPPvhgzjjjjD/6cwIAQKncAggAAOrY3Llzs3Tp0ixdujQPPvhgzjrrrEyaNGmTfwH/yCOP5IQTTkhzc3N69eqVXXfdNV/96lezZs2arF69utuxI0aMeM+L/3/MG2+8kV133bXb9sQTT/xJ7/H000/nk5/8ZPbee++uOT//+c9n48aNefnll7sd29jY2HXx/10TJ07MO++8k8WLF3fbf/LJJ3dd/H/3/ZPk1Vdf/Yt/TgAA2NFZAQAAAHXsQx/60CYPAX711VczefLk/P3f/33e97735fHHH8/YsWMzZsyYzJ49O4MHD06fPn1yzz335JprrsmGDRu6nXPgwIF/0nu/+y/s//AiemNjY5YuXZokue+++zb7DIHNvcdrr72Wj33sYznggANy4403Zr/99stuu+2Wxx9/PJMmTdpkzgEDBmxyjpaWliS/Wx3w+/bee+9uXzc0NCTJJucEAICdiQAAAAA7mBEjRuShhx7Kyy+/nCOOOCLz5s3Lrrvumvvuuy+77bZb13H33HPPZr//928H9Mccdthh2WuvvfKjH/0o06ZN69rfq1evrijx/PPP/8nvcc8992T9+vW56667ut1W6JlnntnsOV5//fVN9q1atSrJphf8AQCATbkFEAAA7GDevWC+zz77JPndxfbevXt3uwXOhg0bcuutt27V+/Tp0yeXXHJJnn/++Vx33XVbda7k/0eBd/91fpJUq9XMnj17s8evW7cu9957b7d9t99+e3bZZZcce+yxWz0PAACUzgoAAACoY88//3zXA3fXrFmTu+66KwsWLMipp56a1tbWJL+7//2MGTMyceLE/NM//VPWrFmTr3/9690utP+lLr300vz0pz/NZZddlsWLF+czn/lM9ttvv3R2duYXv/hFbr755vTq1Su77777e57rxBNPTJ8+fXLmmWdm8uTJ+c1vfpNZs2Zl7dq1mz1+7733znnnnZfXXnst+++/fx544IHMnj075513XrcHAAMAAJsnAAAAQB37whe+0PXn5ubmtLa2ZsaMGTn//PO79h933HH5zne+k+uuuy4TJkzIvvvum3POOSf9+/fPP/7jP27V+++yyy655ZZb8ulPfzqzZ8/O5MmTs2bNmvTt2zd//dd/neOPPz7f/e53c8ABB7znuQ488MDceeed+cpXvpLTTjste++9dyZOnJiLLroo48eP3+T4lpaW3HTTTfnSl76UZcuWpV+/fpkyZcpmnzkAAABsqlKtVqu1HgIAAOD3jRkzJv/3f/+3xWcMAAAA780zAAAAAAAAoEACAAAAAAAAFMgtgAAAAAAAoEBWAAAAAAAAQIEEAAAAAAAAKJAAAAAAAAAABepd6wGgVt5555386le/SmNjYyqVSq3HAQAAAGAnUa1Ws27dugwaNCi77OLfaLPtCADstH71q19lyJAhtR4DAAAAgJ3UihUrMnjw4FqPQcEEAHZajY2NSX73F21TU1ONpwEAAABgZ9HR0ZEhQ4Z0XZ+CbUUAYKf17m1/mpqaBAAAAAAAtju3pWZbc4MpAAAAAAAokAAAAAAAAAAFEgAAAAAAAKBAAgAAAAAAABRIAAAAAAAAgAIJAAAAAAAAUCABAAAAAAAACiQAAAAAAABAgQQAAAAAAAAokAAAAAAAAAAFEgAAAAAAAKBAAgAAAAAAABRIAAAAAAAAgAIJAAAAAAAAUCABAAAAAAAACiQAAAAAAABAgQQAAAAAAAAokAAAAAAAAAAFEgAAAAAAAKBAAgAAAAAAABRIAAAAAAAAgAIJANS9tra2VCqVXHjhhV37qtVqrrrqqgwaNCh9+/bNmDFj8sILL9RwSgAAAACA+iIAUNeWLl2ab33rWxkxYkS3/dOnT8+MGTMyc+bMLF26NC0tLTnxxBOzbt26Gk0KAAAAAFBfBADq1ptvvpnPfvazmT17dvbaa6+u/dVqNTfccEO+/OUv57TTTsvw4cNzyy235Ne//nVuv/32Gk4MAAAAAFA/BADq1qRJk3LyySfnhBNO6LZ/+fLlWbVqVcaOHdu1r6GhIaNHj85jjz22xfN1dnamo6Oj2wYAAAAAUKretR4ANmfevHl58skn88QTT2zy2qpVq5IkAwYM6LZ/wIABefXVV7d4zra2tkydOrVnBwUAADZRmVqp9QjQo6pXVms9AgD8RawAoO6sWLEi//qv/5rbbrstu+222xaPq1S6/1JRrVY32ff7Lr/88rS3t3dtK1as6LGZAQAAAADqjRUA1J0nn3wyq1evzmGHHda1b+PGjVm8eHFmzpyZl156KcnvVgIMHDiw65jVq1dvsirg9zU0NKShoWHbDQ4AAAAAUEesAKDuHH/88Vm2bFmeeeaZru3www/PZz/72TzzzDP5wAc+kJaWlixYsKDre956660sWrQoRx11VA0nBwAAAACoH1YAUHcaGxszfPjwbvv22GOP7L333l37L7zwwkybNi3Dhg3LsGHDMm3atOy+++6ZOHFiLUYGAAAAAKg7AgA7pMmTJ2fDhg05//zzs3bt2hx55JF5+OGH09jYWOvRAAAAAADqQqVarXqUPTuljo6ONDc3p729PU1NTbUeBwAAilGZWqn1CNCjqle6dAL0LNel2F48AwAAAAAAAAokAAAAAAAAQIEEAAAAAAAAKJAAAAAAAAAABRIAAAAAAACgQAIAAAAAAAAUSAAAAAAAAIACCQAAAAAAAFAgAQAAAAAAAAokAAAAAAAAQIEEAAAAAAAAKJAAAAAAAAAABRIAAAAAAACgQAIAAAAAAAAUSAAAAAAAAIACCQAAAAAAAFAgAQAAAAAAAAokAAAAAAAAQIEEAAAAAAAAKJAAAAAAAAAABRIAAAAAAACgQAIAAAAAAAAUSAAAAAAAAIACCQAAAAAAAFAgAQAAAAAAAAokAAAAAAAAQIEEAAAAAAAAKJAAAAAAAAAABRIAAAAAAACgQAIAAAAAAAAUSAAAAAAAAIACCQAAAAAAAFAgAQAAAAAAAAokAAAAAAAAQIEEAAAAAAAAKJAAAAAAAAAABRIAAAAAAACgQAIAAAAAAAAUSAAAAAAAAIACCQAAAAAAAFAgAQAAAAAAAAokAAAAAAAAQIEEAAAAAAAAKJAAAAAAAAAABRIAAAAAAACgQAIAAAAAAAAUSAAAAAAAAIACCQAAAAAAAFAgAQAAAAAAAArUu9YDAABAT6tUKrUeAXpMtVqt9QgAAOygrAAAAAAAAIACCQAAAAAAAFAgAQAAAAAAAAokAAAAAAAAQIEEAAAAAAAAKJAAAAAAAAAABRIAAAAAAACgQAIAAAAAAAAUSAAAAAAAAIACCQDUpVmzZmXEiBFpampKU1NTRo0alQcffLDr9bPPPjuVSqXbNnLkyBpODAAAAABQX3rXegDYnMGDB+faa6/NBz/4wSTJLbfcklNOOSVPP/10PvzhDydJxo0blzlz5nR9T58+fWoyKwAAAABAPRIAqEsTJkzo9vU111yTWbNmZcmSJV0BoKGhIS0tLbUYDwAAAACg7rkFEHVv48aNmTdvXtavX59Ro0Z17V+4cGH69++f/fffP+ecc05Wr179R8/T2dmZjo6ObhsAAAAAQKkEAOrWsmXLsueee6ahoSFf/OIXc/fdd+eggw5KkowfPz633XZbHnnkkVx//fVZunRpjjvuuHR2dm7xfG1tbWlubu7ahgwZsr1+FAAAAACA7a5SrVartR4CNuett97Ka6+9ljfeeCN33nlnbr755ixatKgrAvy+lStXZujQoZk3b15OO+20zZ6vs7OzWyDo6OjIkCFD0t7enqampm32cwAA21+lUqn1CNBjdsRf2SpTfQYpS/XKHe9zCNS3jo6ONDc3uy7FNucZANStPn36dD0E+PDDD8/SpUtz44035pvf/OYmxw4cODBDhw7Nz372sy2er6GhIQ0NDdtsXgAAAACAeuIWQOwwqtXqFm/xs2bNmqxYsSIDBw7czlMBAAAAANQnKwCoS1OmTMn48eMzZMiQrFu3LvPmzcvChQszf/78vPnmm7nqqqty+umnZ+DAgXnllVcyZcqUvP/978+pp55a69EBAAAAAOqCAEBdev311/O5z30uK1euTHNzc0aMGJH58+fnxBNPzIYNG7Js2bLMnTs3b7zxRgYOHJiPf/zjueOOO9LY2Fjr0QEAAAAA6oIAQF369re/vcXX+vbtm4ceemg7TgMAAAAAsOPxDAAAAAAAACiQAAAAAAAAAAUSAAAAAAAAoEACAAAAAAAAFEgAAAAAAACAAgkAAAAAAABQIAEAAAAAAAAKJAAAAAAAAECBBAAAAAAAACiQAAAAAAAAAAUSAAAAAAAAoEACAAAAAAAAFEgAAAAAAACAAgkAAAAAAABQIAEAAAAAAAAKJAAAAAAAAECBBAAAAAAAACiQAAAAAAAAAAUSAAAAAAAAoEACAAAAAAAAFEgAAAAAAACAAgkAAAAAAABQIAEAAAAAAAAKJAAAAAAAAECBBAAAAAAAACiQAAAAAAAAAAUSAAAAAAAAoEACAAAAAAAAFEgAAAAAAACAAgkAAAAAAABQIAEAAAAAAAAKJAAAAAAAAECBBAAAAAAAACiQAAAAAAAAAAUSAAAAAAAAoEACAAAAAAAAFEgAAAAAAACAAgkAAAAAAABQIAEAAAAAAAAKJAAAAAAAAECBBAAAAAAAACiQAAAAAAAAAAUSAAAAAAAAoEACAAAAAAAAFEgAAAAAAACAAgkAAAAAAABQIAEAAAAAAAAKJAAAAAAAAECBBAAAAAAAACiQAAAAAAAAAAUSAAAAAAAAoEACAAAAAAAAFEgAAAAAAACAAgkAAAAAAABQIAEAAAAAAAAKJAAAAAAAAECBBAAAAAAAACiQAAAAAAAAAAUSAAAAAAAAoEACAHVp1qxZGTFiRJqamtLU1JRRo0blwQcf7Hq9Wq3mqquuyqBBg9K3b9+MGTMmL7zwQg0nBgAAAACoLwIAdWnw4MG59tpr88QTT+SJJ57Icccdl1NOOaXrIv/06dMzY8aMzJw5M0uXLk1LS0tOPPHErFu3rsaTAwAAAADUh0q1Wq3Wegj4U/Tr1y9f+9rX8g//8A8ZNGhQLrzwwlx66aVJks7OzgwYMCDXXXddzj333D/pfB0dHWlubk57e3uampq25egAwHZWqVRqPQL0mB3xV7bKVJ9BylK9csf7HAL1zXUpthcrAKh7GzduzLx587J+/fqMGjUqy5cvz6pVqzJ27NiuYxoaGjJ69Og89thjNZwUAAAAAKB+9K71ALAly5Yty6hRo/Kb3/wme+65Z+6+++4cdNBBXRf5BwwY0O34AQMG5NVXX93i+To7O9PZ2dn1dUdHx7YZHAAAAACgDlgBQN064IAD8swzz2TJkiU577zzctZZZ+XFF1/sev0Pl/ZXq9U/uty/ra0tzc3NXduQIUO22ewAAAAAALUmAFC3+vTpkw9+8IM5/PDD09bWlkMOOSQ33nhjWlpakiSrVq3qdvzq1as3WRXw+y6//PK0t7d3bStWrNim8wMAAAAA1JIAwA6jWq2ms7Mzra2taWlpyYIFC7pee+utt7Jo0aIcddRRW/z+hoaGNDU1ddsAAAAAAErlGQDUpSlTpmT8+PEZMmRI1q1bl3nz5mXhwoWZP39+KpVKLrzwwkybNi3Dhg3LsGHDMm3atOy+++6ZOHFirUcHAAAAAKgLAgB16fXXX8/nPve5rFy5Ms3NzRkxYkTmz5+fE088MUkyefLkbNiwIeeff37Wrl2bI488Mg8//HAaGxtrPDkAAAAAQH2oVKvVaq2HgFro6OhIc3Nz2tvb3Q4IAApTqVRqPQL0mB3xV7bKVJ9BylK9csf7HAL1zXUpthfPAAAAAAAAgAIJAAAAAAAAUCABAAAAAAAACiQAAAAAAABAgQQAAAAAAAAokAAAAAAAAAAFEgAAAAAAAKBAAgAAAAAAABRIAAAAAAAAgAIJAAAAAAAAUCABAAAAAAAACiQAAAAAAABAgQQAAAAAAAAokAAAAAAAAAAFEgAAAAAAAKBAAgAAAAAAABRIAAAAAAAAgAIJAAAAAAAAUCABAAAAAAAACiQAAAAAAABAgQQAAAAAAAAokAAAAAAAAAAFEgAAAAAAAKBAAgAAAAAAABRIAAAAAAAAgAIJAAAAAAAAUCABAAAAAAAACiQAAAAAAABAgQQAAAAAAAAokAAAAAAAAAAFEgAAAAAAAKBAAgAAAAAAABRIAAAAAAAAgAIJAAAAAAAAUCABAAAAAAAACiQAAAAAAABAgQQAAAAAAAAokAAAAAAAAAAFEgAAAAAAAKBAAgAAAAAAABRIAAAAAAAAgAIJAAAAAAAAUCABAAAAAAAACiQAAAAAAABAgQQAAAAAAAAokAAAAAAAAAAFEgAAAAAAAKBAAgAAAAAAABRIAAAAAAAAgAIJAAAAAAAAUCABAAAAAAAACiQAAAAAAABAgQQAAAAAAAAokAAAAAAAAAAFEgAAAAAAAKBAAgAAAAAAABRIAAAAAAAAgAIJAAAAAAAAUCABAAAAAAAACiQAAAAAAABAgQQA6lJbW1s++tGPprGxMf3798+nPvWpvPTSS92OOfvss1OpVLptI0eOrNHEAAAAAAD1RQCgLi1atCiTJk3KkiVLsmDBgrz99tsZO3Zs1q9f3+24cePGZeXKlV3bAw88UKOJAQAAAADqS+9aDwCbM3/+/G5fz5kzJ/3798+TTz6ZY489tmt/Q0NDWlpatvd4AAAAAAB1zwoAdgjt7e1Jkn79+nXbv3DhwvTv3z/7779/zjnnnKxevXqL5+js7ExHR0e3DQAAAACgVAIAda9areaiiy7KMccck+HDh3ftHz9+fG677bY88sgjuf7667N06dIcd9xx6ezs3Ox52tra0tzc3LUNGTJke/0IAAAAAADbXaVarVZrPQT8MZMmTcr999+fRx99NIMHD97icStXrszQoUMzb968nHbaaZu83tnZ2S0OdHR0ZMiQIWlvb09TU9M2mR0AqI1KpVLrEaDH7Ii/slWm+gxSluqVO97nEKhvHR0daW5udl2Kbc4zAKhrF1xwQe69994sXrz4j178T5KBAwdm6NCh+dnPfrbZ1xsaGtLQ0LAtxgQAAAAAqDsCAHWpWq3mggsuyN13352FCxemtbX1Pb9nzZo1WbFiRQYOHLgdJgQAAAAAqG+eAUBdmjRpUr773e/m9ttvT2NjY1atWpVVq1Zlw4YNSZI333wzX/rSl/LjH/84r7zyShYuXJgJEybk/e9/f0499dQaTw8AAAAAUHtWAFCXZs2alSQZM2ZMt/1z5szJ2WefnV69emXZsmWZO3du3njjjQwcODAf//jHc8cdd6SxsbEGEwMAAAAA1BcBgLr0Xg8669u3bx566KHtNA0AAAAAwI7HLYAAAAAAAKBAAgAAAAAAABRIAAAAAAAAgAIJAAAAAAAAUCABAAAAAAAACiQAAAAAAABAgQQAAAAAAAAoUO9aDwAAJapUaj0B9JxqtdYTAAAA8JewAgAAAAAAAAokAAAAAAAAQIEEAAAAAAAAKJAAAAAAAAAABRIAAAAAAACgQAIAAAAAAAAUSAAAAAAAAIACCQAAAAAAAFAgAQAAAAAAAAokAAAAAAAAQIEEAAAAAAAAKJAAAAAAAAAABRIAAAAAAACgQAIAAAAAAAAUSAAAAAAAAIACCQAAAAAAAFAgAQAAAAAAAAokAAAAAAAAQIEEAAAAAAAAKJAAAAAAAAAABRIAAAAAAACgQAIAAAAAAAAUSACgx8yfPz+PPvpo19c33XRTPvKRj2TixIlZu3ZtDScDAAAAANj5CAD0mEsuuSQdHR1JkmXLluXiiy/OSSedlF/84he56KKLajwdAAAAAMDOpXetB6Acy5cvz0EHHZQkufPOO/OJT3wi06ZNy1NPPZWTTjqpxtMBAAAAAOxcrACgx/Tp0ye//vWvkyT/+Z//mbFjxyZJ+vXr17UyAAAAAACA7cMKAHrMMccck4suuihHH310Hn/88dxxxx1JkpdffjmDBw+u8XQAAAAAADsXKwDoMTNnzkzv3r3zgx/8ILNmzcq+++6bJHnwwQczbty4Gk8HAAAAALBzqVSr1Wqth4Ba6OjoSHNzc9rb29PU1FTrcYDCVCq1ngB6zo74X4sVH0IKsiP+ylaZ6jNIWapX7nifQ6C+uS7F9uIWQGyVjo6Orr+k3us+//4yAwAAAADYfgQAtspee+2VlStXpn///nnf+9632X9tV61WU6lUsnHjxhpMCAAAAACwcxIA2CqPPPJI+vXr1/Vny+0BAAAAAOqDAMBWGT16dNefx4wZU7tBAAAAAADoZpdaD0A5rrjiis3e5qe9vT1nnnlmDSYCAAAAANh5CQD0mLlz5+boo4/Oz3/+8659CxcuzMEHH5xXXnmldoMBAAAAAOyEBAB6zHPPPZf99tsvH/nIRzJ79uxccsklGTt2bM4+++w8+uijtR4PAAAAAGCn4hkA9Jjm5ubMmzcvX/7yl3Puueemd+/eefDBB3P88cfXejQAAAAAgJ2OFQD0qH//93/PN77xjZx55pn5wAc+kH/5l3/Js88+W+uxAAAAAAB2OgIAPWb8+PGZOnVq5s6dm9tuuy1PP/10jj322IwcOTLTp0+v9XgAAAAAADsVAYAe8/bbb+e5557Lpz/96SRJ3759M2vWrPzgBz/IN77xjRpPBwAAAACwc/EMAHrMggULNrv/5JNPdhsgAAAAAIDtzAoAtqkXX3wxF198cQ4++OBajwIAAAAAsFMRAOhxb775Zm6++eaMGjUqI0aMyE9+8pNcdtlltR4LAAAAAGCn4hZA9Nqn66cAACAASURBVJhHH300N998c+688860trbmxRdfzKJFi3L00UfXejQAAAAAgJ2OFQBstenTp+fAAw/MGWeckX322SePPvponnvuuVQqley11161Hg8AAAAAYKdkBQBbbcqUKbn00ktz9dVXp1evXrUeBwAAAACAWAFAD7j66qvz/e9/P62trbn00kvz/PPP13okAAAAAICdngDAVpsyZUpefvnl3HrrrVm1alVGjhyZQw45JNVqNWvXrq31eAAAAAAAOyUBgB4zevTo3HLLLVm5cmXOO++8HHbYYRk9enSOOuqozJgxo9bjAQAAAADsVAQAelxjY2O++MUv5ic/+UmefvrpHHHEEbn22mtrPRYAAAAAwE5FAGCbOvjgg3PDDTfkl7/8Za1HAQAAAADYqQgAbBe77rrrn3V8W1tbPvrRj6axsTH9+/fPpz71qbz00kvdjqlWq7nqqqsyaNCg9O3bN2PGjMkLL7zQk2MDAAAAAOywBADq0qJFizJp0qQsWbIkCxYsyNtvv52xY8dm/fr1XcdMnz49M2bMyMyZM7N06dK0tLTkxBNPzLp162o4OQAAAABAfahUq9VqrYdgx/Y///M/GTx48DZ9j//93/9N//79s2jRohx77LGpVqsZNGhQLrzwwlx66aVJks7OzgwYMCDXXXddzj333Pc8Z0dHR5qbm9Pe3p6mpqZtOj+w86lUaj0B9Jwd8b8WKz6EFGRH/JWtMtVnkLJUr9zxPodAfXNdiu3FCgC22vDhw3Prrbdu0/dob29PkvTr1y9Jsnz58qxatSpjx47tOqahoSGjR4/OY489ttlzdHZ2pqOjo9sGAAAAAFAqAYCtNm3atEyaNCmnn3561qxZ0+Pnr1arueiii3LMMcdk+PDhSZJVq1YlSQYMGNDt2AEDBnS99ofa2trS3NzctQ0ZMqTHZwUAAAAAqBcCAFvt/PPPz7PPPpu1a9fmwx/+cO69994ePf8///M/57nnnsv3vve9TV77w+X91Wp1i0v+L7/88rS3t3dtK1as6NE5AQAAAADqSe9aD0AZWltb88gjj2TmzJk5/fTT86EPfSi9e3f/v9dTTz31Z5/3ggsuyL333pvFixd3e85AS0tLkt+tBBg4cGDX/tWrV2+yKuBdDQ0NaWho+LNnAAAAAADYEQkA9JhXX301d955Z/r165dTTjllkwDw56hWq7ngggty9913Z+HChWltbe32emtra1paWrJgwYIceuihSZK33norixYtynXXXbdVPwcAAAAAQAkEAHrE7Nmzc/HFF+eEE07I888/n3322Werzjdp0qTcfvvt+eEPf5jGxsau+/o3Nzenb9++qVQqufDCCzNt2rQMGzYsw4YNy7Rp07L77rtn4sSJPfEjAQAAAADs0AQAttq4cePy+OOPZ+bMmfn85z/fI+ecNWtWkmTMmDHd9s+ZMydnn312kmTy5MnZsGFDzj///KxduzZHHnlkHn744TQ2NvbIDAAAAAAAOzIBgK22cePGPPfcc93u0b+1qtXqex5TqVRy1VVX5aqrruqx9wUAAAAAKIUAwFZbsGBBrUcAAAAAAOAP7FLrAQAAAAAAgJ4nAAAAAAAAQIEEAAAAAAAAKJAAAAAAAAAABRIAAAAAAACgQAIAAAAAAAAUSAAAAAAAAIACCQAAAAAAAFAgAQAAAAAAAAokAAAAAAAAQIEEAAAAAAAAKJAAAAAAAAAABRIAAAAAAACgQAIAAAAAAAAUSAAAAAAAAIACCQAAAAAAAFAgAQAAAAAAAAokAAAAAAAAQIEEAAAAAAAAKJAAAAAAAAAABRIAAAAAAACgQAIAAAAAAAAUSAAAAAAAAIACCQAAAAAAAFAgAQAAAAAAAAokAAAAAAAAQIEEAAAAAAAAKJAAAAAAAAAABRIAAAAAAACgQAIAAAAAAAAUSAAAAAAAAIACCQAAAAAAAFAgAQAAAAAAAAokAAAAAAAAQIEEAAAAAAAAKJAAAAAAAAAABRIAAAAAAACgQAIAAAAAAAAUSAAAAAAAAIACCQAAAAAAAFAgAQAAAAAAAAokAAAAAAAAQIEEAAAAAAAAKJAAAAAAAAAABRIAAAAAAACgQAIAAAAAAAAUSAAAAAAAAIACCQAAAAAAAFAgAQAAAAAAAAokAAAAAAAAQIEEAAAAAAAAKJAAAAAAAAAABRIAAAAAAACgQAIAAAAAAAAUSAAAAAAAAIACCQAAAAAAAFAgAQAAAAAAAAokAAAAAAAAQIEEAOrS4sWLM2HChAwaNCiVSiX33HNPt9fPPvvsVCqVbtvIkSNrNC0AAAAAQP0RAKhL69evzyGHHJKZM2du8Zhx48Zl5cqVXdsDDzywHScEAAAAAKhvvWs9AGzO+PHjM378+D96TENDQ1paWrbTRAAAAAAAOxYrANhhLVy4MP3798/++++fc845J6tXr671SAAAAAAAdcMKAHZI48ePz9/93d9l6NChWb58ea644oocd9xxefLJJ9PQ0LDZ7+ns7ExnZ2fX1x0dHdtrXAAAAACA7U4AYIf0mc98puvPw4cPz+GHH56hQ4fm/vvvz2mnnbbZ72lra8vUqVO314gA8P/au/doq+s6/+OvLcZRrgootzkoKQx4ARQdw0YuhShmg5dxNE+BI00ajekQYzAmQir8qqWZ40CZAmYqrGlm5SyX5mXW4mhhhhpJgDOgKHjLVAYUCQ3O7w+HM56AzBL2OR8ej7X2Wu3vvvD+utanvc9+7u93AwAAQFU5BRBF6N69ew466KCsXLlyp/eZMmVK1q9f33hZu3btbpwQAAAAAGD3cgQARXj11Vezdu3adO/efaf3qamp2enpgQAAAAAASiMA0Cy98cYbWbVqVeP11atXZ8mSJenUqVM6deqUadOm5cwzz0z37t3zzDPP5J/+6Z/SpUuXnH766VWcGgAAAACg+RAAaJYeffTRjBgxovH6xIkTkyTjxo3L7Nmzs3Tp0nzve9/L//zP/6R79+4ZMWJEFixYkPbt21drZAAAAACAZkUAoFkaPnx4Ghoadnr7vffeuxunAQAAAABoefwIMAAAAAAAFEgAAAAAAACAAgkAAAAAAABQIAEAAAAAAAAKJAAAAAAAAECBBAAAAAAAACiQAAAAAAAAAAUSAAAAAAAAoEACAAAAAAAAFEgAAAAAAACAAgkAAAAAAABQIAEAAAAAAAAKJAAAAAAAAECBBAAAAAAAACiQAAAAAAAAAAUSAAAAAAAAoEACAAAAAAAAFEgAAAAAAACAAgkAAAAAAABQIAEAAAAAAAAKJAAAAAAAAECBBAAAAAAAACiQAAAAAAAAAAUSAAAAAAAAoEACAAAAAAAAFEgAAAAAAACAAgkAAAAAAABQIAEAAAAAAAAKJAAAAAAAAECBBAAAAAAAACiQAAAAAAAAAAUSAAAAAAAAoEACAAAAAAAAFEgAAAAAAACAAgkAAAAAAABQIAEAAAAAAAAKJAAAAAAAAECBBAAAAAAAACiQAAAAAAAAAAUSAAAAAAAAoEACAAAAAAAAFEgAAAAAAACAAgkAAAAAAABQIAEAAAAAAAAKJAAAAAAAAECBBAAAAAAAACiQAAAAAAAAAAUSAAAAAAAAoEACAAAAAAAAFEgAAAAAAACAAgkAAAAAAABQIAEAAAAAAAAKJAAAAAAAAECBBAAAAAAAACiQAAAAAAAAAAUSAAAAAAAAoEACAAAAAAAAFEgAAAAAAACAAgkAAAAAAABQIAEAAAAAAAAKJADQLD344IP55Cc/mR49eqRSqeSHP/xhk9sbGhoybdq09OjRI/vuu2+GDx+eZcuWVWlaAAAAAIDmRwCgWdq4cWMGDhyYG264YYe3f/3rX8+1116bG264IYsXL063bt1y4okn5vXXX9/NkwIAAAAANE97V3sA2JHRo0dn9OjRO7ytoaEh1113XS677LKcccYZSZJbbrklXbt2ze23354LLrhgd44KAAAAANAsOQKAFmf16tV56aWXMmrUqMZtNTU1GTZsWBYtWrTTx23evDkbNmxocgEAAAAAKJUjAGhxXnrppSRJ165dm2zv2rVrnn322Z0+bubMmZk+ffouna25qEyvVHsE+MA0XNFQ7REAAAAAWiRHANBiVSpNP+RuaGjYbtu7TZkyJevXr2+8rF27dlePCAAAAABQNY4AoMXp1q1bkneOBOjevXvj9pdffnm7owLeraamJjU1Nbt8PgAAAACA5sARALQ4vXv3Trdu3XL//fc3bnvrrbdSX1+f448/voqTAQAAAAA0H44AoFl64403smrVqsbrq1evzpIlS9KpU6f06tUrl1xySWbMmJE+ffqkT58+mTFjRtq0aZNzzz23ilMDAAAAADQfAgDN0qOPPpoRI0Y0Xp84cWKSZNy4cZk3b14uvfTSbNq0KRMmTMi6dety3HHH5b777kv79u2rNTIAAAAAQLNSaWhoaKj2EFANGzZsSMeOHbN+/fp06NCh2uN8oCrTd/5jyNDSNFzRMl+mfs9vkkOL0xLfLVYsQgrSEv9k836U0rTU96RA81Xy51I0L34DAAAAAAAACiQAAAAAAABAgQQAAAAAAAAokAAAAAAAAAAFEgAAAAAAAKBAAgAAAAAAABRIAAAAAAAAgAIJAAAAAAAAUCABAAAAAAAACiQAAAAAAABAgQQAAAAAAAAokAAAAAAAAAAFEgAAAAAAAKBAAgAAAAAAABRIAAAAAAAAgAIJAAAAAAAAUCABAAAAAAAACiQAAAAAAABAgQQAAAAAAAAokAAAAAAAAAAFEgAAAAAAAKBAAgAAAAAAABRIAAAAAAAAgAIJAAAAAAAAUCABAAAAAAAACiQAAAAAAABAgQQAAAAAAAAokAAAAAAAAAAFEgAAAAAAAKBAAgAAAAAAABRIAAAAAAAAgAIJAAAAAAAAUCABAAAAAAAACiQAAAAAAABAgQQAAAAAAAAokAAAAAAAAAAFEgAAAAAAAKBAAgAAAAAAABRIAAAAAAAAgAIJAAAAAAAAUCABAAAAAAAACiQAAAAAAABAgQQAAAAAAAAokAAAAAAAAAAFEgAAAAAAAKBAAgAAAAAAABRIAAAAAAAAgAIJAAAAAAAAUCABAAAAAAAACiQAAAAAAABAgQQAAAAAAAAokAAAAAAAAAAFEgAAAAAAAKBAAgAAAAAAABRIAAAAAAAAgAIJAAAAAAAAUCABAAAAAAAACiQAAAAAAABAgQQAAAAAAAAokABAizRt2rRUKpUml27dulV7LAAAAACAZmPvag8Af6zDDz88DzzwQOP1Vq1aVXEaAAAAAIDmRQCgxdp777196x8AAAAAYCecAogWa+XKlenRo0d69+6dc845J08//fTvvf/mzZuzYcOGJhcAAAAAgFI5AoAW6bjjjsv3vve99O3bN7/61a9y1VVX5fjjj8+yZcvSuXPnHT5m5syZmT59+m6eFAAAAHa/SqXaE8AHp6Gh2hNAy1VpaLCEaPk2btyYQw45JJdeemkmTpy4w/ts3rw5mzdvbry+YcOG1NbWZv369enQocPuGnW3qEz3To9yNFzRMl+m/MFFSVriu8WKRUhBWuKfbN6PUpqW+J7USyElaYEvhe9pw4YN6dixY5GfS9G8OAKAIrRt2zZHHnlkVq5cudP71NTUpKamZjdOBQAAAABQPX4DgCJs3rw5K1asSPfu3as9CgAAAABAsyAA0CJNmjQp9fX1Wb16dR555JH89V//dTZs2JBx48ZVezQAAAAAgGbBKYBokZ577rl86lOfyiuvvJIDDjggH/nIR/LTn/40Bx10ULVHAwAAAABoFgQAWqT58+dXewQAAAAAgGbNKYAAAAAAAKBAAgAAAAAAABRIAAAAAAAAgAIJAAAAAAAAUCABAAAAAAAACiQAAAAAAABAgQQAAAAAAAAokAAAAAAAAAAFEgAAAAAAAKBAAgAAAAAAABRIAAAAAAAAgAIJAAAAAAAAUCABAAAAAAAACiQAAAAAAABAgQQAAAAAAAAokAAAAAAAAAAFEgAAAAAAAKBAAgAAAAAAABRIAAAAAAAAgAIJAAAAAAAAUCABAAAAAAAACiQAAAAAAABAgQQAAAAAAAAokAAAAAAAAAAFEgAAAAAAAKBAAgAAAAAAABRIAAAAAAAAgAIJAAAAAAAAUCABAAAAAAAACiQAAAAAAABAgQQAAAAAAAAokAAAAAAAAAAFEgAAAAAAAKBAAgAAAAAAABRIAAAAAAAAgAIJAAAAAAAAUCABAAAAAAAACiQAAAAAAABAgQQAAAAAAAAokAAAAAAAAAAFEgAAAAAAAKBAAgAAAAAAABRIAAAAAAAAgAIJAAAAAAAAUCABAAAAAAAACiQAAAAAAABAgQQAAAAAAAAokAAAAAAAAAAFEgAAAAAAAKBAAgAAAAAAABRIAAAAAAAAgAIJAAAAAAAAUCABAAAAAAAACiQAAAAAAABAgQQAAAAAAAAokAAAAAAAAAAFEgAAAAAAAKBAAgAAAAAAABRIAAAAAAAAgAIJALRos2bNSu/evbPPPvtk8ODBeeihh6o9EgAAAABAsyAA0GItWLAgl1xySS677LL8/Oc/zwknnJDRo0dnzZo11R4NAAAAAKDqBABarGuvvTbjx4/PZz/72fTv3z/XXXddamtrM3v27GqPBgAAAABQdQIALdJbb72Vxx57LKNGjWqyfdSoUVm0aFGVpgIAAAAAaD72rvYA8Md45ZVXsmXLlnTt2rXJ9q5du+all17a4WM2b96czZs3N15fv359kmTDhg27btBq+U21B4APTpFrFFoYyxCqq0W+Fno/SmFa5DqEgpS4BLf9/0pDQ0OVJ6F0AgAtWqVSaXK9oaFhu23bzJw5M9OnT99ue21t7S6ZDfhgdPx/Has9AuzxOlqGUFUdLUKoOu9JobpKfil8/fXXvdazSwkAtEhdunRJq1attvu2/8svv7zdUQHbTJkyJRMnTmy8vnXr1rz22mvp3LnzTqMB7MyGDRtSW1ubtWvXpkOHDtUeB/ZI1iFUlzUI1WcdQnVZg/wpGhoa8vrrr6dHjx7VHoXCCQC0SK1bt87gwYNz//335/TTT2/cfv/992fMmDE7fExNTU1qamqabNtvv/126ZyUr0OHDt7oQZVZh1Bd1iBUn3UI1WUN8sfyzX92BwGAFmvixIn5zGc+k2OOOSZDhgzJjTfemDVr1uTCCy+s9mgAAAAAAFUnANBinX322Xn11Vfz1a9+NS+++GKOOOKI3H333TnooIOqPRoAAAAAQNUJALRoEyZMyIQJE6o9BnugmpqaXHHFFdudVgrYfaxDqC5rEKrPOoTqsgaBlqDS0NDQUO0hAAAAAACAD9Ze1R4AAAAAAAD44AkAAAAAAABQIAEAAABo9Mwzz6RSqWTJkiXVHgUAmo3hw4fnkksuqfYYAO+bAADwLmvXrs348ePTo0ePtG7dOgcddFAuvvjivPrqq9UeDYpXqVR+7+W8886r9ojQ4lln0Hydd955O1yXq1atqvZosEfZ2Vr8+te/niuvvLLa4wG8b3tXewCA5uLpp5/OkCFD0rdv39xxxx3p3bt3li1bln/8x3/MPffck5/+9Kfp1KlTtceEYr344ouN/3vBggWZOnVq/uu//qtx27777luNsaAof8g6W7du3ft+3i1btqRSqWSvvXy/CP4UJ598cubOndtk2wEHHLBL/q233347H/rQh3bJc0NLt7O12KpVqypNBPDH8w4d4H994QtfSOvWrXPfffdl2LBh6dWrV0aPHp0HHnggzz//fC677LIkycEHH5wZM2bk/PPPT/v27dOrV6/ceOONTZ7r+eefz9lnn539998/nTt3zpgxY/LMM89UYa+g5ejWrVvjpWPHjqlUKunWrVu6du2aI488Mg888EDjfQcNGpQDDzyw8frDDz+cD33oQ3njjTeSJGvWrMmYMWPSrl27dOjQIX/zN3+TX/3qV7t9n6C52dk6e/e2bZ5++umMGDEibdq0ycCBA/Pwww833jZv3rzst99+ueuuu3LYYYelpqYmzz77bN56661ceuml6dmzZ9q2bZvjjjsuCxcubDLDokWLMnTo0Oy7776pra3NF7/4xWzcuHF3/SeAZq2mpqbJmuzWrVtatWqV+vr6/MVf/EVqamrSvXv3TJ48Ob/97W8bH3fwwQfnuuuua/JcgwYNyrRp0xqvVyqVfPvb386YMWPStm3bXHXVVbtrt6DF2dFa/PjHP954CqApU6bkIx/5yHaPGzBgQK644orG63Pnzk3//v2zzz77pF+/fpk1a9Zu2weAbQQAgCSvvfZa7r333kyYMGG7bxl369YtdXV1WbBgQRoaGpIk11xzTY455pj8/Oc/z4QJE/L5z38+Tz75ZJLkzTffzIgRI9KuXbs8+OCD+fGPf5x27drl5JNPzltvvbXb9w1aukqlkqFDhzZ+iLhu3bosX748b7/9dpYvX54kWbhwYQYPHpx27dqloaEhp512Wl577bXU19fn/vvvz1NPPZWzzz67insBLc9ll12WSZMmZcmSJenbt28+9alPNfnA8c0338zMmTNz0003ZdmyZTnwwAPzt3/7t/nJT36S+fPn54knnshZZ52Vk08+OStXrkySLF26NCeddFLOOOOMPPHEE1mwYEF+/OMf5+///u+rtZvQ7D3//PM55ZRTcuyxx+YXv/hFZs+enZtvvvmP+gD/iiuuyJgxY7J06dKcf/75u2Ba2DPU1dXlkUceyVNPPdW4bdmyZVm6dGnq6uqSJN/97ndz2WWX5eqrr86KFSsyY8aMXH755bnllluqNTawh3IKIIAkK1euTENDQ/r377/D2/v3759169bl17/+dZLklFNOyYQJE5IkX/7yl/PNb34zCxcuTL9+/TJ//vzstddeuemmm1KpVJK8882P/fbbLwsXLsyoUaN2z05BQYYPH954pM2DDz6YgQMHplevXlm4cGEOO+ywLFy4MMOHD0+SPPDAA3niiSeyevXq1NbWJkluvfXWHH744Vm8eHGOPfbYau0GtCiTJk3KJz7xiSTJ9OnTc/jhh2fVqlXp169fkndOHzJr1qwMHDgwSfLUU0/ljjvuyHPPPZcePXo0PsePfvSjzJ07NzNmzMg3vvGNnHvuuY3foOzTp0+uv/76DBs2LLNnz84+++xThT2F5uOuu+5Ku3btGq+PHj06ffv2TW1tbW644YZUKpX069cvL7zwQr785S9n6tSp7+vUW+eee64P/uEPsKO1+G5HHHFEBgwYkNtvvz2XX355kuS2227Lsccem759+yZJrrzyylxzzTU544wzkiS9e/fO8uXL853vfCfjxo3bTXsC4AgAgD/Itm/+b/tAf8CAAY23bTt9wssvv5wkeeyxx7Jq1aq0b98+7dq1S7t27dKpU6f85je/afINEeAPN3z48CxbtiyvvPJK6uvrM3z48AwfPjz19fX57W9/m0WLFmXYsGFJkhUrVqS2trbxw/8kOeyww7LffvtlxYoV1doFaHHe/VrXvXv3JGl8rUuS1q1bN7nP448/noaGhvTt27fx9a9du3apr69vfP177LHHMm/evCa3n3TSSdm6dWtWr169m/YMmq8RI0ZkyZIljZfrr78+K1asyJAhQxrfhybJRz/60bzxxht57rnn3tfzH3PMMR/0yFCkHa3F31VXV5fbbrstyTt/L95xxx2N3/7/9a9/nbVr12b8+PFNXvOuuuoqfxMCu50jAACSHHrooalUKlm+fHlOO+207W5/8skns//++6dLly5Jst0PplUqlWzdujVJsnXr1gwePLjxzeC77aofcYPSHXHEEencuXPq6+tTX1+fr371q6mtrc3VV1+dxYsXZ9OmTfnLv/zLJO/8AfbuD0m22dl2YMfe/Vq3be1se61L3vnB4Hevqa1bt6ZVq1Z57LHHtvuRxG3foty6dWsuuOCCfPGLX9zu3+vVq9cHOj+0RG3bts2hhx7aZNuOXr9+98spe+21V+O2bd5+++0dPj/w3na0Fn/Xueeem8mTJ+fxxx/Ppk2bsnbt2pxzzjlJ/u/18rvf/W6OO+64Jo/zQ8LA7iYAACTp3LlzTjzxxMyaNSv/8A//0OR3AF566aXcdtttGTt27B/04eHRRx+dBQsW5MADD0yHDh125diwx9j2OwB33nlnfvnLX+aEE05I+/bt8/bbb+fb3/52jj766LRv3z7JO9/2X7NmTdauXdt4FMDy5cuzfv36nZ7mC/jTHXXUUdmyZUtefvnlnHDCCTu8z9FHH51ly5a954cqwP857LDD8m//9m9NQsCiRYvSvn379OzZM8k7XzJ58cUXGx+zYcMGR9XALvZnf/ZnGTp0aG677bZs2rQpI0eOTNeuXZMkXbt2Tc+ePfP00083HhUAUC1OAQTwv2644YZs3rw5J510Uh588MGsXbs2P/rRj3LiiSemZ8+eufrqq/+g56mrq0uXLl0yZsyYPPTQQ1m9enXq6+tz8cUXv+/DtIH/M3z48Nx+++0ZMGBAOnTo0BgFbrvttsbz/yfJyJEjM2DAgNTV1eXxxx/Pz372s4wdOzbDhg1z6gPYhfr27Zu6urqMHTs2//7v/57Vq1dn8eLF+drXvpa77747yTu/m/Pwww/nC1/4QpYsWZKVK1fmP/7jP3LRRRdVeXpoviZMmJC1a9fmoosuypNPPpk777wzV1xxRSZOnNh4/v+PfexjufXWW/PQQw/ll7/8ZcaNG+dbxrAb1NXVZf78+fnXf/3XfPrTn25y27Rp0zJz5sx861vfyn//939n6dKlmTt3bq699toqTQvsqQQAgP/Vp0+fPProoznkkENy9tln55BDDsnnPve5jBgxIg8//HA6der0Bz1PmzZt8uCDD6ZXr14544wz0r9//5x//vnZtGmTIwLgTzBixIhs2bKlyYf9w4YNy5YtWxrP/5+8c7TAD3/4w+y///4ZOnRoRo4ccEA40gAABspJREFUmQ9/+MNZsGBBFaaGPcvcuXMzduzYfOlLX8qf//mf56/+6q/yyCOPNB6NM2DAgNTX12flypU54YQTctRRR+Xyyy9v/I0BYHs9e/bM3XffnZ/97GcZOHBgLrzwwowfPz5f+cpXGu8zZcqUDB06NKeeempOOeWUnHbaaTnkkEOqODXsGc4666y8+uqrefPNN7c7lexnP/vZ3HTTTZk3b16OPPLIDBs2LPPmzUvv3r2rNC2wp6o0/O6JAgEAAAAAgBbPEQAAAAAAAFAgAQAAAAAAAAokAAAAAAAAQIEEAAAAAAAAKJAAAAAAAAAABRIAAAAAAACgQAIAAAAAAAAUSAAAAAAAAIACCQAAAMAu98wzz6RSqWTJkiXVHgUAAPYYAgAAAOwBtmzZkuOPPz5nnnlmk+3r169PbW1tvvKVr7znc9x+++1p1apVLrzwwvf979fW1ubFF1/MEUcc8b4fCwAA/HEqDQ0NDdUeAgAA2PVWrlyZQYMG5cYbb0xdXV2SZOzYsfnFL36RxYsXp3Xr1r/38SNHjsyxxx6b2bNn54UXXkibNm12x9gAAMAfyREAAACwh+jTp09mzpyZiy66KC+88ELuvPPOzJ8/P7fccst7fvj/zDPPZNGiRZk8eXL69euXH/zgB01uP//88zNgwIBs3rw5SfL2229n8ODBjaHhd08BtG7dutTV1eWAAw7Ivvvumz59+mTu3Lm7YK8BAGDPJQAAAMAe5KKLLsrAgQMzduzYfO5zn8vUqVMzaNCg93zcnDlz8olPfCIdO3bMpz/96dx8881Nbr/++uuzcePGTJ48OUly+eWX55VXXsmsWbN2+HyXX355li9fnnvuuScrVqzI7Nmz06VLlz99BwEAgEZ7V3sAAABg96lUKpk9e3b69++fI488svED+99n69atmTdvXv75n/85SXLOOedk4sSJWbVqVQ499NAkSbt27fL9738/w4YNS/v27XPNNdfkP//zP9OxY8cdPueaNWty1FFH5ZhjjkmSHHzwwR/MDgIAAI0cAQAAAHuYOXPmpE2bNlm9enWee+6597z/fffdl40bN2b06NFJki5dumTUqFGZM2dOk/sNGTIkkyZNypVXXpkvfelLGTp06E6f8/Of/3zmz5+fQYMG5dJLL82iRYv+tJ0CAAC2IwAAAMAe5OGHH843v/nN3HnnnRkyZEjGjx+fhoaG3/uYOXPm5LXXXkubNm2y9957Z++9987dd9+dW265JVu2bGm839atW/OTn/wkrVq1ysqVK3/vc44ePTrPPvtsLrnkkrzwwgv5+Mc/nkmTJn0g+wgAALxDAAAAgD3Epk2bMm7cuFxwwQUZOXJkbrrppixevDjf+c53dvqYV199tfHHgpcsWdLk8sYbb+See+5pvO83vvGNrFixIvX19bn33nvf80d9DzjggJx33nn5/ve/n+uuuy433njjB7avAACA3wAAAIA9xuTJk7N169Z87WtfS5L06tUr11xzTSZOnJiTTz55h+fhv/XWW9O5c+ecddZZ2Wuvpt8fOvXUU3PzzTfn1FNPzZIlSzJ16tT84Ac/yEc/+tF861vfysUXX5xhw4blwx/+8HbPO3Xq1AwePDiHH354Nm/enLvuuiv9+/ffJfsNAAB7KkcAAADAHqC+vj7/8i//knnz5qVt27aN2//u7/4uxx9//E5PBTRnzpycfvrp2334nyRnnnlm7rrrrjz77LOpq6vLeeedl09+8pNJkvHjx2fkyJH5zGc+0+Q0Qdu0bt06U6ZMyYABAzJ06NC0atUq8+fP/wD3GAAAqDS81wk/AQAAAACAFscRAAAAAAAAUCABAAAAAAAACiQAAAAAAABAgQQAAAAAAAAokAAAAAAAAAAFEgAAAAAAAKBAAgAAAAAAABRIAAAAAAAAgAIJAAAAAAAAUCABAAAAAAAACiQAAAAAAABAgQQAAAAAAAAokAAAAAAAAAAFEgAAAAAAAKBAAgAAAAAAABRIAAAAAAAAgAIJAAAAAAAAUCABAAAAAAAACiQAAAAAAABAgQQAAAAAAAAokAAAAAAAAAAFEgAAAAAAAKBAAgAAAAAAABRIAAAAAAAAgAIJAAAAAAAAUCABAAAAAAAACiQAAAAAAABAgQQAAAAAAAAokAAAAAAAAAAFEgAAAAAAAKBAAgAAAAAAABRIAAAAAAAAgAIJAAAAAAAAUCABAAAAAAAACiQAAAAAAABAgQQAAAAAAAAokAAAAAAAAAAFEgAAAAAAAKBAAgAAAAAAABRIAAAAAAAAgAIJAAAAAAAAUCABAAAAAAAACiQAAAAAAABAgf4/Rs3Zp5xtuJwAAAAASUVORK5CYII=)tick\_label is used to give labels to each bar on x-axis
* **Histogram:**
  + It is used for distribution of frequency on one variable.

import matplotlib.pyplot as plt

age = [2, 50, 10, 70, 8, 21, 22, 30, 40, 64, 78, 20,

       36, 78, 0, 85, 20, 36, 90, 8, 75, 21, 56, 32, 14]

range = (0, 100)  # Range of data

bins = 10  # Range for Y-axis as histogram works only on x-axis.

plt.hist(age, bins, range, color='green', histtype='bar', rwidth=0.7)

# histtype is type of histogram and rwidth is width between the bars

plt.xlabel('Ages')

plt.title('Histogram')

plt.ylabel('Bins')

plt.show()

* **Scatter Plot:**