Directions: Submit one pdf file only, put your name (last, first) as the name of the file. Inside the file also put your name (Last, First) and N number. Keep your answers in order in your file 1, 2 … 1) (20 pts)

1. Consider the following program written in C syntax:

void swap (int a, int b)

{ int temp;

temp = a;

a = b;

b = temp; } void main() { int value = 2, list[5] = {1, 3, 5, 7, 9}; swap(value, list[0]); swap(list[0], list[1]); swap(value, list[value]); } For each of the following parameter-passing methods, what are all of the values of the variables value and list after each of the three calls to swap? a) (10 pts)

**Passed by reference**

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Value | List[0] | List[1] | List[2] | List[3] | List[4] | Logic |
| 2 | 1 | 3 | 5 | 7 | 9 | Original Values |
| 1 | 2 | 3 | 5 | 7 | 9 | a:move value address in  b:move list[0] address in  temp = a  a=b  b=temp  Values Swapped |
| 1 | 3 | 2 | 5 | 7 | 9 | a:move list[0] address in  b:move list[1] address in  temp = a  a=b  b=temp  Values Swapped |
| 2 | 3 | 1 | 5 | 7 | 9 | a:move value address in  b:move list[value] address in  temp = a  a=b  b=temp  Values Swapped |

**Passed by Value-Result**

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| Value | List[0] | List[1] | List[2] | List[3] | List[4] | Logic |
| 2 | 1 | 3 | 5 | 7 | 9 | Original Values |
| 1 | 2 | 3 | 5 | 7 | 9 | Addr\_value:move value address in  Addr\_list[0]: move list[0] address in  a:move Addr\_value value in  b:move Addr\_list[0] value in  temp = a  a=b  b=temp  Values Swapped  Addr\_Value = move first para value out  Addr\_list[0] = move second para value out |
| 1 | 3 | 2 | 5 | 7 | 9 | Addr\_list[0]:move list[0] address in  Addr\_list[1]: move list[1] address in  a:move Addr\_list[0] value in  b:move Addr\_list[1] value in  temp = a  a=b  b=temp  Values Swapped  Addr\_list[0] = move first para value out  Addr\_list[1] = move second para value out |
| 2 | 3 | 1 | 5 | 7 | 9 | Addr\_value:move value address in  Addr\_list[value]: move list[value] address in  a:move Addr\_value value in  b:move Addr\_list[value] value in  temp = a  a=b  b=temp  Values Swapped  Addr\_value = move first para value out  Addr\_list[value] = move second para value out |

2. (20 pts) What does the following program do. Show the output. Explain.

#include <stdio.h>

#include <setjmp.h>

jmp\_buf bufferA, bufferB;

void routineB();

void routineA() {

int r ;

printf("(A1)\n");

r = setjmp(bufferA);

if (r == 0) routineB();

printf("(A2) r=%d\n",r);

r = setjmp(bufferA);

if (r == 0) longjmp(bufferB, 20001);

printf("(A3) r=%d\n",r);

r = setjmp(bufferA);

if (r == 0) longjmp(bufferB, 20002);

printf("(A4) r=%d\n",r);

}

void routineB() {

int r;

printf("(B1)\n");

r = setjmp(bufferB);

if (r == 0) longjmp(bufferA, 10001);

printf("(B2) r=%d\n", r);

r = setjmp(bufferB);

if (r == 0) longjmp(bufferA, 10002);

printf("(B3) r=%d\n", r);

r = setjmp(bufferB);

if (r == 0) longjmp(bufferA, 10003);

}

int main(int argc, char \*\*argv) {

routineA();

return 0;

}

Output:

![](data:image/png;base64,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)

|  |  |
| --- | --- |
| S.No | Execution and Control Flow |
| 1 | Main Program Calls routineA and **prints "(A1)"** |
| 2 | The first Setjmp assigns 0 to r with env= "bufferA", condtional statement evaluates to 0 and calls routineB |
| 3 | routineB exectuion begins and **prints "(B1)"** |
| 4 | routineB's first setjump assings 0 to r,condtional statement evaluates to 0 and longjmp in condtional statement takes the control back to first setjmp(bufferA) under routine A |
| 5 | The value 10001 is assigned to r and The condtional statement now **prints "(A2) r=10001"** as r is not equal to 0 |
| 6 | r is again reset to 0 on routineA's second setjmp with env = "bufferA" |
| 7 | In next condtional statement r equates to 0 and longjmp moves control to first setjmp in routine B with value of 20001 assigned to r |
| 8 | The condtional statement evaluates to r not equals 0 and **prints** **"(B2) r=20001"** |
| 9 | r is again reset to 0 with env = "BufferB" on routineB's second setjmp, The condtional statement evalues to 0 and longjmp returns control to 2nd setjmp in rotuine A with value of 10002 |
| 10 | The condtional statement evaluates to r not equals 0 and **prints" (A3) r=10002"** |
| 11 | r is again reset to 0 on routineA's third setjmp and longjmp returns control to 2nd setjmp in rotuine B with value of 20002 |
| 12 | The condtional statement evaluates to r not equals 0 and prints **"(B3) r=20002"** |
| 13 | r is again reset to 0 on routineB's third setjmp and longjmp returns control to 3rd setjmp in rotuineA with value of 10003 |
| 14 | The condtional statement evaluates to r not equals 0 and prints **"(A4) r=10003"** |

1. Show the ARI assuming execution reaches position 1 with deep-access dynamic method

The sequence of procedure calls is

Main calls fun2

fun2 calls fun1

fun1 calls fun1

fun1 calls fun3

|  |  |
| --- | --- |
| ARI for fun3 | Local - d |
| Dynamic Link |
| Return to fun1 |
| ARI for fun1 | Local - a |
| Dynamic Link |
| Return to fun1 |
| ARI for fun1 | Local - a |
| Dynamic Link |
| Return to fun2 |
| ARI for fun2 | Local - c |
| Local - b |
| Dynamic Link |
| Return to Main |
| ARI for Main | Local -g |
| Local -f |
| Local -e |

4) (10 pts) Write a function in Prolog that takes two lists of integers and returns a list containing only those elements that are unique to both. i.e. func([1,2,3], [2, 4, 6]) -> [2]

% Element Y is in list?

present(Y, [ Y | \_ ]).

present(Y, [ \_ | L ]):- present(Y, L).

% intersection of two list

inter([ ], \_, [ ]).

inter([ X | A ], B, [ X | C ]):- present(X, B), inter(A, B, C).

inter([ \_ | A ], B, C):- inter(A, B, C).

5) (10 pts) Write a function in Julia that takes two lists of integers and returns a list containing only those elements that are unique to both. i.e. func([1,2,3], [2, 4, 6]) -> [2]

function intersect(lst1,lst2)

if lst1 == []

[]

elseif lst2 == []

[]

elseif first(lst1) in lst2

append!(intersect(lst1[2:size(lst1)[1]],deleteat!(lst2, findall(x->x==first(lst1),lst1))),first(lst1))

else

intersect(lst1[2:size(lst1)[1]],lst2)

end

end

6) (10 pts) Write a function in Haskell that takes two lists of integers and returns a list containing only those elements that are unique to both. i.e. func([1,2,3], [2, 4, 6]) -> [2]

filterNot f = filter (not . f)

intersect lst1 lst2

| lst1 == [] = []

| lst2 == [] = []

| elem (head lst1) lst2 = (head lst1):intersect (tail lst1) (filterNot (==(head lst1)) lst2)

| otherwise = intersect (tail lst1) lst2

7) (10 pts) Describe the main features of Aspect Oriented Programming (AOP). Show examples from 3 languages that support AOP in part or in whole. Talk about the benefits of AOP as well as any shortcomings that may exist.

Aspect oriented programming(AOP) uses aspects in programming. It can be defined as the breaking of code into different modules where the aspect is the key unit of modularity. Aspects enable the implementation of crosscutting concerns such as- transaction, logging not central to business logic without cluttering the code core to its functionality. It does so by adding additional behavior that is the advice to the existing code. For example- Security is a crosscutting concern, in many methods in an application security rules can be applied, therefore repeating the code at every method, define the functionality in a common class and control were to apply that functionality in the whole application.

Main features of AOP:

1. Aspect: corresponds to “What to be added” .These are the behaviors/methods we are looking to inject into the target code. In simpler words, this is the new logic to be added to the existing class, method, sets of classes, or sets of methods.
2. Advice: specify some common moments when aspect’s code needs to be executed, such as “before”, “after”, “around”, “whenThrowing”, and the like. Advice, refer to the moment in time-related to the execution of the code. For the ones referring to after the code is executed, the aspects will intercept the returned value and potentially overwrite it if they needed to.
3. Pointcut: references the place in the target code where the aspect needs to be injected.
4. Joint point: A point through the program implementation as in the method execution or the management of an exception
5. cross-cut : Concerns tangled and scattered across many modules in a program.

Example: is adding log messages to the execution of certain functions.

**Core Program:**

@Component

class PerformACommand {

@Logged

fun execute(input: String): String {

return "this is a result for $input"

}

}

**AOP program**

**Aspect:**

@Aspect

@Component

class LoggingAspect {

    @Around("@annotation(Logged)")

    fun logMethod(joinPoint: ProceedingJoinPoint) {

        var output = joinPoint.proceed()

        println("method '${joinPoint.signature}' was called with input '${joinPoint.args.first()}' and output '$output'")

    }

}

**JoinPoint:**

@Target(AnnotationTarget.FUNCTION)

annotation class Logged

**PointCut:**

@Around("@annotation(Logged)")

2. C: "Hello World" program:

**Advise:**

**Core Program**

int main() {

printf("Hello ");

}

**the aspect program is:**

after(): execution(int main()) {

printf(" World from !AspeCt-oriented C ! \n");

}

**Output is:**

Hello World from !AspeCt-oriented C !

Benefits of Aspect Oriented Programming:

1. Quick Code Reuse

Adding aspects allows for reuse of code across many, many classes. Example a simple annotation like “Logged,” can be used to enhance numerous classes without repeating exact logging logic.

1. Dealing With Third-Party Code

With AOP, its easy to alter the third party code. By just decorate the needed behavior without touching the third-party code at all needed functionality can be introduced. Example: Tracer to track the control /execution flow.

1. Cross-Cutting Concerns allows for efficient Code maintenance

Cross-cutting concerns are parts of a program that rely on or must affect many other parts of the system. AOP allows for surgically slicing out the pieces/aspects of the core components that aren’t connected to its main behavior: authentication, logging, tracing, error handling, and the like. As a result. The core components will be much more readable and changeable as a result and the cross-cutting concerns can be easily reused and managed.