* A REST API (also known as RESTful API) is an application programming interface (API or web API) that conforms to the constraints of REST architectural style and allows for interaction with RESTful web services. REST stands for representational state transfer and was created by computer scientist Roy Fielding.
* An API is a set of definitions and protocols for building and integrating application software. It’s sometimes referred to as a contract between an information provider and an information user—establishing the content required from the consumer (the call) and the content required by the producer (the response). For example, the API design for a weather service could specify that the user supply a zip code and that the producer reply with a 2-part answer, the first being the high temperature, and the second being the low
* You can think of an API as a mediator between the users or clients and the resources or web services they want to get. It’s also a way for an organization to share resources and information while maintaining security, control, and authentication—determining who gets access to what

REST is a set of architectural constraints, not a protocol or a standard. API developers can implement REST in a variety of ways.

When a client request is made via a RESTful API, it transfers a representation of the state of the resource to the requester or endpoint. This information, or representation, is delivered in one of several formats via HTTP: JSON (Javascript Object Notation), HTML, XLT, Python, PHP, or plain text. JSON is the most generally popular file format to use because, despite its name, it’s language-agnostic, as well as readable by both humans and machine

In order for an API to be considered RESTful, it has to conform to these criteria:

* A client-server architecture made up of clients, servers, and resources, with requests managed through HTTP.
* [Stateless](https://www.redhat.com/en/topics/cloud-native-apps/stateful-vs-stateless) client-server communication, meaning no client information is stored between get requests and each request is separate and unconnected.
* Cacheable data that streamlines client-server interactions.
* A uniform interface between components so that information is transferred in a standard form. This requires that:
  + resources requested are identifiable and separate from the representations sent to the client.
  + resources can be manipulated by the client via the representation they receive because the representation contains enough information to do so.
  + self-descriptive messages returned to the client have enough information to describe how the client should process it.
  + hypertext/hypermedia is available, meaning that after accessing a resource the client should be able to use hyperlinks to find all other currently available actions they can take.
* A layered system that organizes each type of server (those responsible for security, load-balancing, etc.) involved the retrieval of requested information into hierarchies, invisible to the client.
* Code-on-demand (optional): the ability to send executable code from the server to the client when requested, extending client functionality.

Though the REST API has these criteria to conform to, it is still considered easier to use than a prescribed protocol like SOAP (Simple Object Access Protocol), which has specific requirements like XML messaging, and built-in security and transaction compliance that make it slower and heavier.

* RESTful systems follow the client-server model.
* Standard HTTP proxy servers can be used in RESTful architecture.
* REST services can interact with non-REST services, and vice versa.

### Design principles in REST

REST is more of a style and less of a standard, so there are not many design principles to consider. In general, this is what you should follow:

* GET requests should not cause a change in state or alter data. If you wish to modify the state or data, use POST requests.
* Pagination is always a good practice; if your GET query reads entries, let it read the first N number of entries (for example, 20) and then use links to read more entries.
* Physical URLs are considered a bad practice, and logical URLs should be preferred.
* If the REST response is in XML, consider using a schema.

The **RESTful functionality is provided by AngularJS in the ngResource module**, which is distributed separately from the core AngularJS framework. Since we are using npm to install client-side dependencies, this step updates the package

Diffenrence between webservice and api

* Web service is a collection of open source protocols and standards used for exchanging data between systems or applications whereas API is a software interface that allows two applications to interact with each other without any user involvement.
* Web service is used for REST, SOAP and XML-RPC for communication while API is used for any style of communication.
* Web service supports only HTTP protocol whereas API supports HTTP/HTTPS protocol.
* Web service supports XML while API supports XML and JSON.
* All Web services are APIs but all APIs are not web services.

## Difference between API and Web Services

Here are important differences between Web services and API.

| **Web Serviced** | **API** |
| --- | --- |
| All web services are APIs. | All APIs are not web services. |
| It supports XML. | Responses are formatted using Web API’s MediaTypeFormatter into XML, JSON, or any other given format. |
| You need a SOAP protocol to send or receive and data over the network. Therefore it does not have light-weight architecture. | API has a light-weight architecture. |
| It can be used by any client who understands XML. | It can be used by a client who understands JSON or XML. |
| Web service uses three styles: REST, SOAP, and XML-RPC for communication. | API can be used for any style of communication. |
| It provides supports only for the HTTP protocol. | It provides support for the HTTP/s protocol: URL Request/Response Headers, etc. |

To summarize, APIs and **web** services are two technologies for transferring data between separate software applications. API is an interface that exposes data of an application to outside software, whereas web applications are one type of API with stricter requirements.

There are two common perspectives on the process of architectural design, whether it be for buildings or for software. The first is that a designer starts with nothing--a blank slate, whiteboard, or drawing board--and builds-up an architecture from familiar components until it satisfies the needs of the intended system. The second is that a designer starts with the system needs as a whole, without constraints, and then incrementally identifies and applies constraints to elements of the system in order to differentiate the design space and allow the forces that influence system behavior to flow naturally, in harmony with the system. Where the first emphasizes creativity and unbounded vision, the second emphasizes restraint and understanding of the system context. REST has been developed using the latter process.

### Stateless

We next add a constraint to the client-server interaction: communication must be stateless in nature, as in the client-stateless-server (CSS) style of [Section 3.4.3](https://www.ics.uci.edu/~fielding/pubs/dissertation/net_arch_styles.htm#sec_3_4_3) ([Figure 5-3](https://www.ics.uci.edu/~fielding/pubs/dissertation/rest_arch_style.htm#fig_5_3)), such that each request from client to server must contain all of the information necessary to understand the request, and cannot take advantage of any stored context on the server. Session state is therefore kept entirely on the client.

### Uniform Interface

The central feature that distinguishes the REST architectural style from other network-based styles is its emphasis on a uniform interface between components ([Figure 5-6](https://www.ics.uci.edu/~fielding/pubs/dissertation/rest_arch_style.htm#fig_5_6)). By applying the software engineering principle of generality to the component interface, the overall system architecture is simplified and the visibility of interactions is improved. Implementations are decoupled from the services they provide, which encourages independent evolvability. The trade-off, though, is that a uniform interface degrades efficiency, since information is transferred in a standardized form rather than one which is specific to an application's needs. The REST interface is designed to be efficient for large-grain hypermedia data transfer, optimizing for the common case of the Web, but resulting in an interface that is not optimal for other forms of architectural interaction.
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### Layered System

In order to further improve behavior for Internet-scale requirements, we add layered system constraints ([Figure 5-7](https://www.ics.uci.edu/~fielding/pubs/dissertation/rest_arch_style.htm#fig_5_7)). As described in [Section 3.4.2](https://www.ics.uci.edu/~fielding/pubs/dissertation/net_arch_styles.htm#sec_3_4_2), the layered system style allows an architecture to be composed of hierarchical layers by constraining component behavior such that each component cannot "see" beyond the immediate layer with which they are interacting. By restricting knowledge of the system to a single layer, we place a bound on the overall system complexity and promote substrate independence. Layers can be used to encapsulate legacy services and to protect new services from legacy clients, simplifying components by moving infrequently used functionality to a shared intermediary. Intermediaries can also be used to improve system scalability by enabling load balancing of services across multiple networks and processors.
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The final addition to our constraint set for REST comes from the code-on-demand style of [Section 3.5.3](https://www.ics.uci.edu/~fielding/pubs/dissertation/net_arch_styles.htm#sec_3_5_3) ([Figure 5-8](https://www.ics.uci.edu/~fielding/pubs/dissertation/rest_arch_style.htm#fig_5_8)). REST allows client functionality to be extended by downloading and executing code in the form of applets or scripts. This simplifies clients by reducing the number of features required to be pre-implemented. Allowing features to be downloaded after deployment improves system extensibility. However, it also reduces visibility, and thus is only an optional constraint within REST.

![Figure 5-8: The REST style](data:image/gif;base64,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)

The key abstraction of information in REST is a resource. Any information that can be named can be a resource: a document or image, a temporal service (e.g. "today's weather in Los Angeles"), a collection of other resources, a non-virtual object (e.g. a person), and so on. In other words, any concept that might be the target of an author's hypertext reference must fit within the definition of a resource. A resource is a conceptual mapping to a set of entities, not the entity that corresponds to the mapping at any particular point in time.

The key abstraction of information in REST is a resource. Any information that can be named can be a resource: a document or image, a temporal service (e.g. "today's weather in Los Angeles"), a collection of other resources, a non-virtual object (e.g. a person), and so on. In other words, any concept that might be the target of an author's hypertext reference must fit within the definition of a resource. A resource is a conceptual mapping to a set of entities, not the entity that corresponds to the mapping at any particular point in time.

EST uses various connector types, summarized in [Table 5-2](https://www.ics.uci.edu/~fielding/pubs/dissertation/rest_arch_style.htm#tab_5_2), to encapsulate the activities of accessing resources and transferring resource representations. The connectors present an abstract interface for component communication, enhancing simplicity by providing a clean separation of concerns and hiding the underlying implementation of resources and communication mechanisms. The generality of the interface also enables substitutability: if the users' only access to the system is via an abstract interface, the implementation can be replaced without impacting the users. Since a connector manages network communication for a component, information can be shared across multiple interactions in order to improve efficiency and responsiveness.

|  |  |
| --- | --- |
| **Table 5-2: REST Connectors** | |
| **Connector** | **Modern Web Examples** |
| client | libwww, libwww-perl |
| server | libwww, Apache API, NSAPI |
| cache | browser cache, Akamai cache network |
| resolver | bind (DNS lookup library) |
| tunnel | SOCKS, SSL after HTTP CONNECT |

REST components, summarized in [Table 5-3](https://www.ics.uci.edu/~fielding/pubs/dissertation/rest_arch_style.htm#tab_5_3), are typed by their roles in an overall application action.

|  |  |
| --- | --- |
| **Table 5-3: REST Components** | |
| **Component** | **Modern Web Examples** |
| origin server | Apache httpd, Microsoft IIS |
| gateway | Squid, CGI, Reverse Proxy |
| proxy | CERN Proxy, Netscape Proxy, Gauntlet |
| user agent | Netscape Navigator, Lynx, MOMspider |

REST architectural views

### Process View

A process view of an architecture is primarily effective at eliciting the interaction relationships among components by revealing the path of data as it flows through the system. Unfortunately, the interaction of a real system usually involves an extensive number of components, resulting in an overall view that is obscured by the details. [Figure 5-10](https://www.ics.uci.edu/~fielding/pubs/dissertation/rest_arch_style.htm#fig_5_10) provides a sample of the process view from a REST-based architecture at a particular instance during the processing of three parallel requests.

### Connector View

A connector view of an architecture concentrates on the mechanics of the communication between components. For a REST-based architecture, we are particularly interested in the constraints that define the generic resource interface.

### Data View

A data view of an architecture reveals the application state as information flows through the components. Since REST is specifically targeted at distributed information systems, it views an application as a cohesive structure of information and control alternatives through which a user can perform a desired task. For example, looking-up a word in an on-line dictionary is one application, as is touring through a virtual museum, or reviewing a set of class notes to study for an exam. Each application defines goals for the underlying system, against which the system's performance can be measured.

Rest usage in different programming languages:

Ruby

In Ruby, you can send HTTP requests using the Net::HTTP class. Thus, for GET requests, to look up the record number 1191 from the database of example.com, this is how you should do it:

require 'net/http'

url = 'http://www.example.com/database/1191'

resp = Net::HTTP.get\_response(URI.parse(url))

resp\_text = resp.body

In the preceding example, we are using an object to handle the HTTP response code.

Similarly, for POST requests:

require 'net/http'

url = 'http://www.example.com/database/user'

params = {

firstName =>'Sample',

lastName =>'User'

}

resp = Net::HTTP.post\_form(url, params)

resp\_text = resp.body

Python

In Python, we already have the urllib2 module, so for RESTful actions, we just need to pass the GET request and then handle the response.

For example:

import urllib2

url = 'http://www.example.com/database/1191'

response = urllib2.urlopen(url).read()

And for POST requests, we will once again rely on the urllib2 module:

import urllib

import urllib2

url = 'http://www.example.com/database/user'

params = urllib.urlencode({

'firstName': 'Sample',

'lastName': 'User'

})

response = urllib2.urlopen(url, params).read()

Perl

Personally, I have always relied on LWP, the library for **WWW** in Perl, for REST requests via HTTP.

For example, a GET request would look something like the following:

**use LWP::Simple;**

**my $url = 'http://www.example.com/database/1191';**

**# sample request**

**my $response = get $url;**

**die 'Error getting $url' unless defined $response;**

The preceding code is sufficient for a GET request without additional headers. For something more complex, you should consider creating a browser object in Perl and then handling it accordingly as follows:

**use LWP;**

**my $browser = LWP::UserAgent->new;**

**my $url = 'http://www.example.com/database/1191';**

**my $response = $browser->get $url;**

**die 'Error getting $url' unless $response->is\_success;**

**print 'Content type is ', $response->content\_type;**

**print 'Content is:';**

**print $response->content;**

Now, if you need to issue a POST request, you can follow the preceding approach again, and create a browser object and then pass the POST request as follows:

**my $browser = LWP::UserAgent->new;**

**my $url = 'http://www.example.com/database/1191';**

**my $response = $browser->post($url,**

**[**

**'firstName' =>'Sample',**

**'lastName' =>'User'**

**];**

**);**

**die 'Error getting $url' unless $response->is\_success;**

**print 'Content type is ', $response->content\_type;**

**print 'Content is:';**

**print $response->content;**

In the preceding example, we are using the browser object for issuing the POST request and then mapping the field names directly to the values.

C#

C# as a programming language has structures and concepts of its own. For all practical purposes, you will need to use the .NET classes HttpWebRequest and HttpWebResponse for handling REST requests sent via HTTP.

For example, the following is what a typical GET request in C# would look like:

static string HttpGet(string url) {

HttpWebRequest req = WebRequest.Create(url)

as HttpWebRequest;

string result = null;

using (HttpWebResponse resp = req.GetResponse()

as HttpWebResponse)

{

StreamReader reader =

new StreamReader(resp.GetResponseStream());

result = reader.ReadToEnd();

}

return result;

}

What does the preceding code do? It simply passes a request and then returns the entire response as one long string. For backward compatibility, I would suggest that if you are passing parameters with your requests, it is advisable to properly encode them. You can use any of the native C# classes or methods for such encoding.

For passing POST requests, the method is similar to GETing, as shown in the following:

static string HttpPost(string url,

string[] prName, string[] prVal)

{

HttpWebRequest req = WebRequest.Create(new Uri(url))

as HttpWebRequest;

req.Method = "POST";

req.ContentType = "application/x-www-form-urlencoded";

// Creating a string, encoded and with all parameters

// Assuming that the arrays prName and prVal are of equal length

StringBuilder przz = new StringBuilder();

for (int i = 0; i < prName.Length; i++) {

przz.Append(prName[i]);

przz.Append("=");

przz.Append(HttpUtility.UrlEncode(prVal[i]));

przz.Append("&");

}

// Encoding the parameters

byte[] frDat =

UTF8Encoding.UTF8.GetBytes(przz.ToString());

req.ContentLength = frDat.Length;

// Sending the request

using (Stream post = req.GetRequestStream())

{

post.Write(frDat, 0, frDat.Length);

}

// Getting the response

string result = null;

using (HttpWebResponse resp = req.GetResponse()

as HttpWebResponse)

{

StreamReader reader =

new StreamReader(resp.GetResponseStream());

result = reader.ReadToEnd();

}

return result;

}

Java

When using REST requests in Java, the concept is similar to that of C#, and an experience Java coder can easily pick up the ropes. Basically, you use the HttpURLConnection class and invoke its object type. Following is an example for a GET request:

public static String httpGet(String urlStr) throws IOException {

URL url = new URL(urlStr);

HttpURLConnection conn =

(HttpURLConnection) url.openConnection();

if (conn.getResponseCode() != 200) {

throw new IOException(conn.getResponseMessage());

}

// Buffering the result into a string

BufferedReader drdr = new BufferedReader(

new InputStreamReader(conn.getInputStream()));

StringBuilder sb = new StringBuilder();

String line;

while ((line = drdr.readLine()) != null) {

sb.append(line);

}

drdr.close();

conn.disconnect();

return sb.toString();

}

In the preceding code, we are issuing a GET request and then accepting the response as one long string. If you wish to use it in your projects, you might wish to tweak it a bit, probably with the help of try or catch. Plus, note that for backward compatibility, it is advisable to encode the parameters that are passed with the request URL.

Now, for POST requests, this is how we will work:

public static String httpPost(String urlStr, String[] prName,

String[] prVal) throws Exception {

URL url = new URL(urlStr);

HttpURLConnection conn =

(HttpURLConnection) url.openConnection();

conn.setRequestMethod("POST");

conn.setDoOutput(true);

conn.setDoInput(true);

conn.setUseCaches(false);

conn.setAllowUserInteraction(false);

conn.setRequestProperty("Content-Type",

"application/x-www-form-urlencoded");

// Creating form content

OutputStream out = conn.getOutputStream();

Writer writer = new OutputStreamWriter(out, "UTF-8");

for (int i = 0; i < prName.length; i++) {

writer.write(prName[i]);

writer.write("=");

writer.write(URLEncoder.encode(prVal[i], "UTF-8"));

writer.write("&");

}

writer.close();

out.close();

if (conn.getResponseCode() != 200) {

throw new IOException(conn.getResponseMessage());

}

// Buffering the result into a string

BufferedReader drdr = new BufferedReader(

new InputStreamReader(conn.getInputStream()));

StringBuilder bsbs = new StringBuilder();

String line;

while ((line = drdr.readLine()) != null) {

bsbs.append(line);

}

drdr.close();

conn.disconnect();

return bsbs.toString();

}

Once again, we are accepting a POST request with a parameter and then passing the response accordingly.

Note

You will need to supplement this code with try/catch structures before inserting it within your projects.

Also, an experienced Java coder will be aware that Java is not the most popular language for web development and that its support for handlers for web connections is not at the top of its league. It is, therefore, a good idea to make use of packages and handlers from the Apache library for this purpose. However, we will evade this discussion now since it is beyond the scope of this book, and Java code is of little merit for someone whose primary focus might be on using RESTful services with WordPress.

PHP

Now, finally, we come to the language in which WordPress has been coded. Using REST in PHP is very easy because even the most basic PHP functions with a file-access model can work seamlessly with HTTP requests and URLs.

Therefore, for GET requests, virtually any file-reading function of PHP can do the job, such as fopen, for example:

**$url = "http://www.example.com/database/1191";**

**$response = file\_get\_contents($url);**

**echo $response;**

If you are passing parameters with GET requests, it might be a good idea to encode them.

However, while GET requests are pretty easy to handle, POST requests require a bit of work because you need to open a connection to the target server and then send the HTTP header information. For example, consider the following code:

function httpRequest($host, $port, $method, $path, $prms){

// prms is to map from name to value

$prmstr = "";

foreach ($prms as $name, $val){

$prmstr .= $name . "=";

$prmstr .= urlencode($val);

$prmstr .= "&";

}

// Assign defaults to $method and $port

if (empty($method)) {

$method = 'GET';

}

$method = strtoupper($method);

if (empty($port)) {

$port = 80; // Default HTTP port

}

// Create the connection

$sock = fsockopen($host, $port);

if ($method == "GET") {

$path .= "?" . $prmstr;

}

fputs($sock, "$method $path HTTP/1.1\r\n");

fputs($sock, "Host: $host\r\n");

fputs($sock, "Content-type: " .

"application/x-www-form-urlencoded\r\n");

if ($method == "POST") {

fputs($sock, "Content-length: " .

strlen($prmstr) . "\r\n");

}

fputs($sock, "Connection: close\r\n\r\n");

if ($method == "POST") {

fputs($sock, $prmstr);

}

// Buffer the result

$result = "";

while (!feof($sock)) {

$result .= fgets($sock,1024);

}

fclose($sock);

return $result;

}

Now, using the preceding sample function, we can issue a POST request as follows:

$resp = httpRequest("www.example.com",

80, "POST", "/Database",

array("firstName" =>"Sample", "lastName" =>"User"));

We can also use the **client URL request library** (**cURL**) when working with RESTful requests in PHP.

JavaScript

Having covered all of that, let us finally discuss REST implementation in JavaScript. We will be saving the JSON issue for detailed discussion during the course of this book, so let's just focus on the traditional route now.

REST requests can be sent from client-side or in-browser JavaScript. If you have ever worked with an AJAX application, you have followed the REST design principles to a great extent, with the response being in JSON.

HTTP requests in JavaScript require the XMLHttpRequest object. The following function is a simple way to create the object:

function createRequest() {

var result = null;

if (window.XMLHttpRequest) {

result = new XMLHttpRequest();

if (typeof xmlhttp.overrideMimeType != 'undefined') {

result.overrideMimeType('text/xml'); // Or anything else

}

}

else if (window.ActiveXObject) {

result = new ActiveXObject("Microsoft.XMLHTTP");

}

return result;

}

Now that you have created the object, you are ready to send HTTP requests. However, the XMLHttpRequest object, while it can send requests, cannot return values by default. So it is better to have a callback function that can be invoked when your request is completed.

Thereafter, you are ready to send the request. For a GET request, the approach is fairly simple:

req.open("GET", url, true);

req.send();

And for POST requests:

req.open("POST", url, true);

req.setRequestHeader("Content-Type", "application/x-www-form-urlencoded");

req.send(form-encoded request body);

As you can see, sending HTTP requests in JavaScript is pretty easy and you just need to call the appropriate function.