INDEX

|  |  |  |
| --- | --- | --- |
| **Sr.No** | **Practical** | **Sign** |
| 1 | Implementation of Different Sorting Techniques. [Bubble, Merge, Insert, Selection, Shell, Quick] |  |
| 2 | Implementation of Searching algorithms. [Linear & Binary] |  |
| 3 | Operations on Arrays. [Traverse, Insert, Delete, Merge, Sort & Search] |  |
| 4 | Implementation of Linked lists. [Traverse, Insert, Delete, Search] |  |
| 5 | Implementation of Stacks. [Using Array and Linked List] |  |
| 6 | Implementation of Queue. [Using Array and Linked List] |  |
| 7 | Implementation of Graph using Adjacency matrix. |  |
| 8 | Implementation of Dijkstra’s Algorithm. |  |
| 9 | Implementation of Prim’s Algorithm. |  |
| 10 | Implementation of Kruskal’s Algorithm. |  |
| 11 | Create and perform various operations on Binary Search Tree. |  |
| 12 | Implementation of Heap. [Max & Min] |  |
| 13 | Implementing of Hashing Techniques. |  |

# Practical 1

### Implementation of Bubble Sorting Technique.

Description:-

Bubble Sort is comparison based sorting algorithm. In this algorithm adjacent elements are compared and swapped to make correct sequence. This algorithm is simpler than other algorithms, but it has some drawbacks also. This algorithm is not suitable for large number of data set. It takes much time to solve the sorting tasks.

Algorithm:-

begin BubbleSort(list) for all elements of list if list[i] > list[i+1] swap(list[i], list[i+1]) end if

end for return list

end BubbleSort Code:- #include<iostream> using namespace std;

void swapping(int &a, int &b) { int temp;

temp = a;

a = b;

b = temp;

}

void display(int \*array, int size) { for(int i = 0; i<size; i++)

cout << array[i] << " "; cout << endl;

}

void bubbleSort(int \*array, int size) { for(int i = 0; i<size; i++) {

int swaps = 0;

for(int j = 0; j<size-i-1; j++) { if(array[j] > array[j+1]) {

swapping(array[j], array[j+1]); swaps = 1;

}

}

if(!swaps) break;

}

}

int main() { int n;

cout << "Enter the number of elements: "; cin >> n;

int arr[n];

cout << "Enter elements:" << endl; for(int i = 0; i<n; i++) {

cin >> arr[i];

}

cout << "Array before Sorting: "; display(arr, n);

bubbleSort(arr, n);

cout << "Array after Sorting: "; display(arr, n);

}

Output:-

![C:\Users\Admin\Desktop\bubble sort.PNG](data:image/png;base64,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)

### Implementation of Merge Sorting Technique.

Description:-

The merge sort technique is based on divide and conquer technique. We divide the while data set into smaller parts and merge them into a larger piece in sorted order. It is also very effective for worst cases because this algorithm has lower time complexity for worst case also.

Algorithm:-

Step 1 − if it is only one element in the list it is already sorted, return.

Step 2 − divide the list recursively into two halves until it can no more be divided.

Step 3 − merge the smaller lists into new list in sorted order.

Code:-

#include <iostream> using namespace std;

void Merge(int array[],int begining,int midpoint,int endpoint){ int i,j,k;

int size1=midpoint-begining+1;//Size of an array 1 int size2=endpoint-midpoint;//Sie of an array 2

int Left\_Array[size1],Right\_Array[size2]; for(i=0;i<size1;i++){

Left\_Array[i]=array[begining+i];

}

for(j=0;j<size2;j++){ Right\_Array[j]=array[midpoint+1+j];

}

i=0; j=0;

k=begining;

while(i<size1 && j<size2){ if(Left\_Array[i]<=Right\_Array[j]){

array[k]=Left\_Array[i]; i++;

}

else{

array[k]=Right\_Array[j]; j++;

} k++;

}

while(i<size1){ array[k]=Left\_Array[i]; i++;

k++;

}

while(j<size2){ array[k]=Right\_Array[j]; j++;

k++;

}

}

void Merge\_Sort(int a[],int beg,int end){ if(beg<end){

int mid=(beg+end)/2; Merge\_Sort(a,beg,mid); Merge\_Sort(a,mid+1,end); Merge(a,beg,mid,end);

}

}

void Display(int a[],int size){ for(int i=0;i<size;i++){

cout<<a[i]<<" ";

}

}

int main()

{

cout<<"Sorted Array Using Merge\_Sort: \n"; int arr[8]={4,33,27,10,35,19,42,44};

int size = sizeof(arr)/sizeof(arr[0]); Merge\_Sort(arr,0,7); Display(arr,8);

return 0;}

Output:-

![C:\Users\Admin\Desktop\merge sort.PNG](data:image/png;base64,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)

### Implementation of Insertion Sorting Technique.

Description:-

This sorting technique is similar with the card sorting technique, in other words we sort cards using insertion sort mechanism. For this technique, we pick up one element from the data set and shift the data elements to make a place to insert back the picked up element into the data set.

Algorithm:-

Step 1 − If it is the first element, it is already sorted. return 1; Step 2 − Pick next element

Step 3 − Compare with all elements in the sorted sub-list

Step 4 − Shift all the elements in the sorted sub-list that is greater than the value to be sorted

Step 5 − Insert the value

Step 6 − Repeat until list is sorted

Code:-

#include<iostream> using namespace std;

void display(int \*array, int size) { for(int i = 0; i<size; i++)

cout << array[i] << " "; cout << endl;

}

void insertionSort(int \*array, int size) { int key, j;

for(int i = 1; i<size; i++) { key = array[i];

j = i;

while(j > 0 && array[j-1]>key) { array[j] = array[j-1];

j--;

}

array[j] = key;

}

}

int main() { int n;

cout << "Enter the number of elements: "; cin >> n;

int arr[n];

cout << "Enter elements:" << endl; for(int i = 0; i<n; i++) {

cin >> arr[i];

}

cout << "Array before Sorting: "; display(arr, n);

insertionSort(arr, n);

cout << "Array after Sorting: "; display(arr, n);

}

Output:-

![](data:image/png;base64,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)

### Implementation of Selection Sorting Technique.

Description:-

In the selection sort technique, the list is divided into two parts. In one part all elements are sorted and in another part the items are unsorted. At first we take the maximum or minimum data from the array. After getting the data (say minimum) we place it at the beginning of the list by replacing the data of first place with the minimum data. After performing the array is getting smaller. Thus this sorting technique is done.

Algorithm:-

Step 1 − Set MIN to location 0

Step 2 − Search the minimum element in the list Step 3 − Swap with value at location MIN

Step 4 − Increment MIN to point to next element Step 5 − Repeat until list is sorted.

Code:- #include<iostream> using namespace std;

void swapping(int &a, int &b) { int temp;

temp = a; a = b;

b = temp;

}

void display(int \*array, int size) { for(int i = 0; i<size; i++)

cout << array[i] << " "; cout << endl;

}

void selectionSort(int \*array, int size) { int i, j, imin;

for(i = 0; i<size-1; i++) { imin = i;

for(j = i+1; j<size; j++) if(array[j] < array[imin])

imin = j;

swap(array[i], array[imin]);

}

}

int main() { int n;

cout << "Enter the number of elements: "; cin >> n;

int arr[n];

cout << "Enter elements:" << endl; for(int i = 0; i<n; i++) {

cin >> arr[i];

}

cout << "Array before Sorting: "; display(arr, n);

selectionSort(arr, n);

cout << "Array after Sorting: "; display(arr, n);

}

Output:-
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### Implementation of Shell Sorting Technique.

Description:-

The shell sorting technique is based on the insertion sort. In the insertion sort sometimes we need to shift large block to insert item in the correct location. Using shell sort, we can avoid large number of shifting. The sorting is done with specific interval. After each pass the interval is reduced to make smaller interval.

Algorithm:-

Step 1 − Initialize the value of h

Step 2 − Divide the list into smaller sub-list of equal interval h Step 3 − Sort these sub-lists using insertion sort

Step 3 − Repeat until complete list is sorted

Code:- #include<iostream> using namespace std;

void ShellSort(int a[], int n)

{

int i, j, k, temp;

for(i = n/2; i > 0; i = i/2)

{

for(j = i; j < n; j++)

{

for(k = j-i; k >= 0; k = k-i)

{

if(a[k+i] >= a[k]) break;

else

{

temp = a[k]; a[k] = a[k+i]; a[k+i] = temp;

}

}

}

}

}

int main()

{

int n, i;

cout<<"\nEnter the number of data element to be sorted: "; cin>>n;

int arr[n];

for(i = 0; i < n; i++)

{

cout<<"Enter element "<<i+1<<": "; cin>>arr[i];

}

ShellSort(arr, n); cout<<"\nSorted Data "; for (i = 0; i < n; i++)

cout<<"->"<<arr[i];

return 0;

}

Output:-
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### Implementation of Quick Sorting Technique.

Description:-

Quick sort is based on divide-and-conquer. The average time complexity of this algorithm is O(n\*log(n)) but the worst case complexity is O(n^2). To reduce the chances of the worst case here Quicksort is implemented using randomization.

Algorithm:-

Step 1 − Choose the highest index value has pivot

Step 2 − Take two variables to point left and right of the list excluding pivot Step 3 − left points to the low index

Step 4 − right points to the high

Step 5 − while value at left is less than pivot move right Step 6 − while value at right is greater than pivot move left

Step 7 − if both step 5 and step 6 does not match swap left and right Step 8 − if left ≥ right, the point where they met is new pivot Code:-

#include<iostream> #include<stdlib> using namespace std;

void swap(int \*a, int \*b)

{

int temp; temp = \*a;

\*a = \*b;

\*b = temp;

}

int Partition(int a[], int low, int high)

{

int pivot, index, i; index = low; pivot = high;

for(i=low; i < high; i++)

{

if(a[i] < a[pivot])

{

swap(&a[i], &a[index]); index++;

}

}

swap(&a[pivot], &a[index]);

return index;

}

int RandomPivotPartition(int a[], int low, int high)

{

int pvt, n, temp; n = rand();

pvt = low + n%(high-low+1); swap(&a[high], &a[pvt]);

return Partition(a, low, high);

}

int QuickSort(int a[], int low, int high)

{

int pindex; if(low < high)

{

pindex = RandomPivotPartition(a, low, high);

QuickSort(a, low, pindex-1); QuickSort(a, pindex+1, high);

}

return 0;

}

int main()

{

int n, i;

cout<<"\nEnter the number of data element to be Quick Sorted: "; cin>>n;

int arr[n];

for(i = 0; i < n; i++)

{

cout<<"Enter element "<<i+1<<": "; cin>>arr[i];

}

QuickSort(arr, 0, n-1); cout<<"\nQuick Sorted Data "; for (i = 0; i < n; i++)

cout<<"->"<<arr[i]; return 0;

}

Output:-
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# Practical 2

### Implementation of Linear Search Algorithm.

Description:-

In linear search algorithm, we compare targeted element with each element of the array. If the element is found then its position is displayed. Linear search which is used to find whether a given number is present in an array and if it is present then at what location it occurs. It is also known as sequential search. It is straightforward and works as comparing each element with the element to search until it is found or the list ends.

Algorithm:-

Step 1: Set i to 1

Step 2: if i > n then go to step 7 Step 3: if A[i] = x then go to step 6 Step 4: Set i to i + 1

Step 5: Go to Step 2

Step 6: Print Element x Found at index i and go to step 8 Step 7: Print element not found

Step 8: Exit

Code:-

#include <iostream> using namespace std;

int main()

{

int a[10]={10,20,30,40,5,6,33,65,-4,100},no,pos=-1;

cout<<"Enter Element to be searched"<<endl; cin>>no;

for(int i=0;i<10;i++){ if(a[i]==no){

pos=i; break;

}

}

if(pos!=-1){

cout<<"\n Element is found at "<<pos<<" Index";

}

else{

cout<<"\n Element is not found";

}

return 0;

}

Output:-
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### Implementation of Binary Search Algorithm.

Description:-

Binary Search is a method to find the required element in a sorted array by repeatedly having the array and searching in the half.

This method is done by starting with the whole array. Then it is halved. If the required data value is greater than the element at the

middle of the array, then the upper half of the array is considered. Otherwise, the lower half is considered. This is done continuously until either the required data value is obtained or the remaining array is empty.

Algorithm:-

1. Compare x with the middle element.
2. If x matches with the middle element, we return the mid index.
3. Else If x is greater than the mid element, then x can only lie in the right half subarray after the mid element. So we recur for the right half.
4. Else (x is smaller) recur for the left half.

Code:-

#include<iostream> using namespace std;

int binarySearch(int arr[], int p, int r, int num) { if (p <= r) {

int mid = (p + r)/2; if (arr[mid] == num)

return mid ;

if (arr[mid] > num)

return binarySearch(arr, p, mid-1, num); if (arr[mid] < num)

return binarySearch(arr, mid+1, r, num);

}

return -1;

}

int main(void) {

int arr[] = {1, 3, 7, 15, 18, 20, 25, 33, 36, 40};

int n = sizeof(arr)/ sizeof(arr[0]); int num;

cout << "Enter the number to search: \n"; cin >> num;

int index = binarySearch (arr, 0, n-1, num); if(index == -1){

cout<< num <<" is not present in the array";

}else{

cout<<"Number is present at index "<< index <<" in the array";

}

return 0;

}

Output:-

![C:\Users\Admin\Desktop\binary search.PNG](data:image/png;base64,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)

# Practical 3

**Operations on Arrays:-** Traverse, Insert, Delete, Merge, Sort & Search.

Description:-

Traversal in an array means printing the elements of the array one by one. This means you are traversing through the elements of the array one after the other.

Insertion operation is used to insert an element into the array. Insertion of an element can happen at the beginning, middle or at the end of the array.

Merge sort keeps on dividing the list into equal halves until it can no more be divided. If it is only one element in the list, it is sorted. Then, merge sort combines the smaller sorted lists keeping the new list sorted too.

Deletion operation is used to delete an element from the array.

A search operation is used to search for an element in the array. It can also be used to search for an element greater than or less than the specified element.

Sorting operations is used to sort array in asencding order or descesnding order.

Algorithm:- Traversal operation:- 1. C=1

2. Process LIST[C] 3. C= C+1

1. if (C<=N) then repeat 2 and 3
2. End.

Insertion operation:-

1. If(M<N) then BACK=M+1 else STOP
2. While (BACK>i) repeat steps 3 to 4
3. REG[BACK]= REG[BACK-1]
4. BACK=BACK-1;
5. Reg[BACK]='X'

* 6. M=M+1
* 7. End.

Deletion operation:-

1. Start
2. Set J = K
3. Repeat steps 4 and 5 while J < N
4. Set LA[J] = LA[J + 1]
5. Set J = J+1
6. Set N = N-1
7. Stop

Merge operations:-

MergeSort(A, p, r): if p > r

return

q = (p+r)/2 mergeSort(A, p, q) mergeSort(A, q+1, r) merge(A, p, q, r

Search operation:-

1. Start
2. Set J = 0
3. Repeat steps 4 and 5 while J < N
4. IF LA[J] is equal ITEM THEN GOTO STEP 6
5. Set J = J +1
6. PRINT J, ITEM
7. Stop

Code:-

#include <iostream> #include <bits/stdc++.h> using namespace std;

int binarysearch(int a[],int n,int key)

{

int left=0;

int right=n-1; while(left<=right)

{

int mid=(left+right)/2; if(a[mid]==key)

{

return mid;

}

if(a[mid]>key)

{

right=mid-1;

}

else

{

left=mid+1;

}

}

return -1;

}

int bubblesort(int a[],int n)

{

cout<<"\nSorted Array is : "; for(int i=0;i<n-1;i++)

{

for(int j=0;j<n-i-1;j++)

{

if(a[j]>a[j+1])

{

int temp=a[j+1]; a[j+1]=a[j]; a[j]=temp;

}

}

}

for(int i=0;i<n;i++)

{

cout<<a[i]<<" ";

}

return 0;

}

int traverseArray(int a[],int n)

{

cout<<"\nDisplaying Array Elements\t"; for(int i=0;i<n;i++)

{

cout<<a[i]<<" ";

}

return 0;

}

void mergeArray(int a[], int b[], int res[], int n1, int n2)

{

int k=0;

for(int i=0;i<n1;i++)

{

res[k]=a[i]; k++;

}

for(int j=0;j<n2;j++)

{

res[k]=b[j]; k++;

}

sort(res,res+n1+n2);

}

int main()

{

int ch,n1; while(1)

{

int a[1000];

cout<<"\n\nEnter Size of An Array\t"; cin>>n1;

cout<<"\nEnter Array Elements\n"; for(int i=0;i<n1;i++)

{

cin>>a[i];

}

cout<<"\n1 For Traversing\n2 For Sorting\n3 For Searching\n4 For Merging\t";

cin>>ch; switch(ch)

{

case 1:

traverseArray(a,n1); break;

case 2:

bubblesort(a,n1); break;

case 3:

int key,pos;

cout<<"\nEnter Element to be searched\t"; cin>>key;

pos = binarysearch(a,n1,key); if(pos==-1)

{

cout<<"\nElement is not found";

}

else

{

cout<<"\nElement is found at "<<pos<<" index";

}

break; case 4:

int n2,b[1000];

cout<<"\nEnter Size of An Array\t"; cin>>n2;

cout<<"\nEnter Array Elements\n"; for(int i=0;i<n2;i++)

{

cin>>b[i];

}

int res[n1 + n2]; mergeArray(a, b, res, n1, n2);

cout << "The sorted merged array is: "; for (int i = 0; i < n1 + n2; i++)

cout << " " << res[i]; cout << "\n";

break;

}

}

return 0;

}

Output:-

For Traversing:-

![C:\Users\Admin\Desktop\traverse.PNG](data:image/png;base64,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)
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For Merging:-
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**Practical 4**

**Implementation of Linked Lists [Singly Linked List]**:-Traverse, Insert, Delete, Search.

Description:-

There are various linked list operations that allow us to perform different actions on linked lists. For example, the insertion operation adds a new element to the linked list.

Here's a list of basic linked list operations that we will cover in this article.

* [Traversal](https://www.programiz.com/dsa/linked-list-operations#traverse) - access each element of the linked list
* [Insertion](https://www.programiz.com/dsa/linked-list-operations#add) - adds a new element to the linked list
* [Deletion](https://www.programiz.com/dsa/linked-list-operations#delete) - removes the existing elements
* [Search](https://www.programiz.com/dsa/linked-list-operations#search) - find a node in the linked list

Algorithm:-

#### Traverse a Linked List

Step 1: [INITIALIZE] SET PTR = HEAD

Step 2: Repeat Steps 3 and 4 while PTR != NULL Step 3: Apply process to PTR -> DATA

Step 4: SET PTR = PTR->NEXT [END OF LOOP]

Step 5: EXIT)

#### Insert Elements to a Linked List

You can add elements to either the beginning, middle or end of the linked list.

#### Insert at the beginning

* + Allocate memory for new node
  + Store data
  + Change next of new node to point to head
  + Change head to point to recently created node

#### Insert at the End

* + Allocate memory for new node
  + Store data
  + Traverse to last node
  + Change next of last node to recently created node

#### Insert at the Middle

* + Allocate memory and store data for new node
  + Traverse to node just before the required position of new node
  + Change next pointers to include new node in between

#### Delete from a Linked List

1. **Delete from beginning**
   * Point head to the second node

#### Delete from end

* + Traverse to second last element
  + Change its next pointer to null

#### Delete from middle

* + Traverse to element before the element to be deleted
  + Change next pointers to exclude the node from the chain

#### Search an Element on a Linked List

You can search an element on a linked list using a loop using the following steps. We are finding item on a linked list.

* + Make head as the current node.
  + Run a loop until the current node is NULL because the last element points to NULL.
  + In each iteration, check if the key of the node is equal to item. If it the key matches the item, return true otherwise return false.

Code:-

#include <iostream> using namespace std; class Node

{

public:

int info; Node \*next;

};

class List: public Node

{

Node \*first,\*last; public:

List()

{

first = NULL; last=NULL;

}

void Create()

{

Node \*temp; temp = new Node; int no;

cout<<"\nEnter an element \n"; cin>>no;

temp->info = no; temp->next=NULL; if(first==NULL)

{

}

else

{

}

}

first=temp; last=first;

last->next=temp; last=temp;

void Insert()

{

int ch; int no;

cout<<"\n1 For Insert at Begining\n2 For Insert at position\n"; cin>>ch;

Node \*prev,\*cur,\*temp; switch(ch)

{

case 1:

prev=first; cur=new Node;

cout<<"\nEnter an Element\n"; cin>>no;

cur->info=no;

cur->next=NULL; if(prev==NULL)

{

}

else

{

}

break; case 2:

first=cur;

cur->next=first; first=cur;

int index;

cout<<"\nEnter an Element\n"; cin>>no;

cout<<"Enter Index Position "; cin>>index;

cur=new Node; cur->info=no;

cur->next=NULL; if(index<1)

{

cout<<"\nposition should be >= 1";

}

else if(index==1)

{

}

else

{

cur->next=first; first=cur;

temp=first;

for(int i=1;i<index-1;i++)

{

if(temp!=NULL)

{

temp=temp->next;

}

}

if(temp!=NULL)

{

}

break;

}

}

}

else

{

}

cur->next=temp->next; temp->next=cur;

cout<<"\nThe previous node is null.";

void Delete()

{

if(first==NULL)

{

}

else

{

cout<<"\nElement is not exist"; return ;

Node \*temp=first; Node \*prev;

int ch;

cout<<"\n1 For First\n2 For Last\n3 For Position\n"; cin>>ch;

switch(ch)

{

case 1:

first=first->next; break;

case 2:

while(temp!=last)

{

prev=temp; temp=temp->next;

}

if(temp==last)

{

prev->next=NULL;

last=prev;

}

break; case 3:

int pos,count=1; cout<<"\nEnter position\n"; cin>>pos; while(count!=pos)

{

prev=temp; temp=temp->next; count++;

}

if(count==pos)

{

prev->next=temp->next;

}

break;

}

}

}

int Search(int element)

{

int position=-1,flag=0; if(first!=NULL)

{

Node \*temp;

temp=first; while(temp!=NULL)

{

position++;

if(temp->info==element)

{

flag =1; break;

}

temp=temp->next;

}

}

if(flag!=0)

{

}

else

{

}

}

return position;

return position;

void Display()

{

Node \*temp=first; if(first==NULL)

{

cout<<"\nList is Empty";

}

else

{

while(temp!=NULL)

{

cout<<temp->info; cout<<"-->"; temp=temp->next;

}

cout<<"NULL";

}

}

};

int main()

{

List l; int ch; while(1)

{

cout<<"\n1 For Creation of Node\n2 For Display List\n3 For Insert at begining\n4 For Deletion of element\n5 For Search\n";

cin>>ch; switch(ch)

{

case 1:

l.Create(); break;

case 2:

l.Display(); break;

case 3:

l.Insert(); break;

case 4:

l.Delete(); break;

case 5:

if(l.Search(50)==-1)

{

cout<<"\nList is empty";

}

else if(l.Search(50)==0)

{

}

else

{

}

break; default:

cout<<"\nElement not found";

cout<<"\nElement found at "<<l.Search(50);

cout<<"\nWrong Choice\n"; break;

}

}

return 0;

}

Output:-

#### For Traversing
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## Practical 5

**Implementation of Stack Using Array.**[push, pop, display] Description:-

A stack is an abstract data structure that contains a collection of elements. Stack implements the LIFO mechanism i.e. the element that is pushed at the end is popped out first. Some of the principle operations in the stack are −

* + Push - This adds a data value to the top of the stack.
  + Pop - This removes the data value on top of the stack
  + Display - This returns the top data value of the stack

Algorithm:- For Push:- Step 1: Start

Step 2: Declare Stack[MAX]; //Maximum size of Stack

Step 3: Check if the stack is full or not by comparing top with (MAX-1) If the stack is full, Then print "Stack Overflow" i.e, stack is full and cannot be pushed with another element

Step 4: Else, the stack is not full Increment top by 1 and Set, a[top] = x

which pushes the element x into the address pointed by top.

// The element x is stored in a[top] Step 5: Stop

For Pop:- Step 1: Start

Step 2: Declare Stack[MAX]

Step 3: Push the elements into the stack

Step 4: Check if the stack is empty or not by comparing top with base of array

i.e 0

If top is less than 0, then stack is empty, print "Stack Underflow"

Step 5: Else, If top is greater than zero the stack is not empty, then store the value. Pointed by top in a variable x=a[top] and decrement top by 1.

The popped element is x.

Step 6 - If it is NOT EMPTY, then delete stack[top] and decrement top value by one (top--).

For Display:- Step 1: Start

Step 2: Declare Stack[MAX]

Step 3: Push the elements into the stack

Step 4: Print the value stored in the stack pointed by top. Step 6: Stop

Code:-

#include <iostream> #include<conio.h> #include<stdlib.h> int top=-1;

using namespace std; class Stack{

int arr[1000];

int max; public:

Stack(int a){ max=a;

}

void Push(int x){ if(top==(max-1)){

cout<<"\nStack is full";

}

else{

top++; arr[top]=x;

}

}

void Pop(){ if(top==-1){

cout<<"\nStack is Empty";

}

else{

top--;

}

}

void Display(){ if(top==-1){

cout<<"\nStack is Empty";

}else{

for(int i=0;i<=top;i++){ cout<<arr[i]<<"-->";

}

}

}

};

int main()

{

int max,ch,no;

cout<<"\nEnter Size of An Array"; cin>>max;

Stack s(max); while(1){

cout<<"\n 1 For Push\n2 For Pop\n3 For Display\n"; cin>>ch;

switch(ch){ case 1:

cout<<"\nEnter Element To Insert "; cin>>no;

s.Push(no);

break; case 2:

s.Pop();

s.Display(); break;

case 3:

s.Display(); break;

}

}

return 0;

}

Output:-
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**Implementation of Stack Using Linked List.**[push, pop, display] Description:-

A stack is an abstract data structure that contains a collection of elements. Stack implements the LIFO mechanism i.e. the element that is pushed at the end is popped out first. Some of the principle operations in the stack are −

* Push - This adds a data value to the top of the stack.
* Pop - This removes the data value on top of the stack.
* Display - This returns the top data value of the stack.

Algorithm:- For Push:- Step 1: Start

Step 2: Create a node new and declare variable top Step 3: Set new data part to be Null

// The first node is created, having null value and top pointing to it Step 4: Read the node to be inserted.

Step 5: Check if the node is Null, then print "Insufficient Memory"

Step 6: If node is not Null, assign the item to data part of new and assign top to link part of

new and also point stack head to new.

For Pop:- Step 1: Start

Step 2: Check if the top is Null, then print "Stack Underflow."

Step 3: If top is not Null, assign the top's link part to ptr and assign ptr to stack\_head's

link part.

Step 4: Stop

For Display:-

Step 1 - Check whether stack is Empty (top == NULL).

Step 2 - If it is Empty, then display 'Stack is Empty!!!' and terminate the function.

Step 3 - If it is Not Empty, then define a Node pointer 'temp' and initialize with top.

Step 4 - Display 'temp → data --->' and move it to the next node.

Repeat the same

until temp reaches to the first node in the stack. (temp → next != NULL).

Step 5 - Finally! Display 'temp → data ---> NULL'. Code:-

#include<iostream> using namespace std; class Node

{

public:

Node\*head; int data; Node\*next; Node(int val)

{

data=val; next=NULL;

}

};

void push(Node\* &head,int val){ Node\* n =new Node(val); if(head==NULL)

{

head=n; return;

}

Node \*temp=head; while(temp->next!=NULL){ temp=temp->next;

}

temp->next=n;

}

void pop(Node\* &head){ if(head==NULL){ cout<<"Stack Is Empty "; return;

}

Node \*temp=head;

while(temp->next->next!=NULL){ temp=temp->next;

}

temp->next=NULL;

}

void display(Node\* &head){ Node \*temp=head;

while(temp!=NULL){ cout<<"\n"<<temp->data; temp=temp->next;

}

}

int main(){

int ch,element; Node\* head=NULL; while(1){

cout<<"\n1 For Push\n2 For Pop\n3 For Display\n"; cin>>ch;

switch(ch){ case 1:

cout<<"\nEnter Element"; cin>>element; push(head,element); break;

case 2:

pop(head); break;

case 3:

display(head); break;

}

}

return 0;

}

Output:-
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# Practical 6

**Implementation of Queue Using Array.**[Enqueue & Dequeue] Description:-

A queue is an abstract data structure that contains a collection of elements. Queue implements the FIFO mechanism i.e. the element that is inserted first is also deleted first. In other words, the least recently added element is removed first in a queue.

Algorithm:-

Enqueue:-

**Step 1** − Check if the queue is full.

**Step 2** − If the queue is full, produce overflow error and exit.

**Step 3** − If the queue is not full, increment **rear** pointer to point the next empty space.

**Step 4** − Add data element to the queue location, where the rear is pointing.

**Step 5** − return success.

Dequeue:-

**Step 1** − Check if the queue is empty.

**Step 2** − If the queue is empty, produce underflow error and exit.

**Step 3** − If the queue is not empty, access the data where **front** is pointing. **Step 4** − Increment **front** pointer to point to the next available data element. **Step 5** − Return success.

Code:-

#include <iostream> #include<conio.h> #include<stdlib.h> using namespace std;

int queue[100], n, first = - 1, last = - 1; void Insert() {

int val;

if (last == n - 1)

cout<<"Queue Overflow"<<endl; else {

if (first == - 1) first = 0;

cout<<"Insert the element in queue : "<<endl; cin>>val;

last++; queue[last] = val;

}

}

void Delete() {

if (first == - 1 || first > last) { cout<<"Queue Underflow "; return ;

}

else {

cout<<"Element deleted from queue is : "<< queue[first] <<endl; first++;;

}

}

void Display() { if (first == - 1)

cout<<"Queue is empty"<<endl; else

{

cout<<"Queue elements are : "; for (int i = first; i <= last; i++) cout<<queue[i]<<" "; cout<<endl;

}

}

int main() { int ch;

cout<<"\nEnter Size of Array "; cin>>n;

while(1){

cout<<"1) Insert element to queue"<<endl;

cout<<"2) Delete element from queue"<<endl; cout<<"3) Display all the elements of queue"<<endl; cout<<"Enter your choice : "<<endl;

cin>>ch; switch (ch) { case 1: Insert(); break;

case 2: Delete(); break;

case 3: Display(); break;

default: cout<<"Invalid choice"<<endl;

}

}

return 0;

}

Output:-

![C:\Users\Admin\Desktop\queue using array.PNG](data:image/png;base64,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)

**Implementation of Queue Using Linked List.**[Enqueue & Dequeue] Description:-

A queue is an abstract data structure that contains a collection of elements. Queue implements the FIFO mechanism i.e the element that is inserted first is also deleted first. In other words, the least recently added element is removed first in a queue.

Algorithm:-

Enqueue

newNode -> data = data newNode -> next = NULL if ( REAR == NULL)

FRONT = REAR = newNode end ifelse

REAR -> next = newNode REAR = newNode

end Algorithm\_Enqueue

Dequeue

if(FRONT == NULL)

print "EMPTY QUEUE" and exit. end ifend Algorithm\_Dequeue else

temp = FRONT

FRONT = FRONT -> NEXT

free(temp)

end elseend Algorithm\_Dequeue

Code:-

#include <iostream>

using namespace std;

struct Node{ int data;

struct Node \*next;

}\*front=NULL,\*rear,\*temp;

void Insert(){ temp=new Node;

cout<<"\nEnter Data\n"; cin>>temp->data;

temp->next=NULL;

if(front==NULL){ front=rear=temp;

}else{

rear->next=temp; rear=temp;

}

}

void Delete(){ if(front==NULL){

cout<<"\nQueue is empty\n";

}else{

temp=front; front=front->next;

cout<<"\nElement Deleted From Queue is "<<temp->data; delete(temp);

}

}

void Display(){ if(front==NULL){

cout<<"\nQueue is empty\n";

}else{

temp=front; while(temp!=NULL){

cout<<temp->data<<"-->"; temp=temp->next;

}

}

}

int main()

{

int ch; while(1){

cout<<"\n1 For Insert\n2 For Delete\n3 For Display\n"; cin>>ch;

cout<<"\n"; switch(ch){ case 1:

Insert(); break;

case 2:

Delete(); break;

case 3:

Display(); break;

default:

cout<<"\nWrong Choice"; break;

}

}

return 0;

}

Output:-

![C:\Users\Admin\Desktop\queue using linked list.PNG](data:image/png;base64,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)

# Practical 7

### Implementation of Graph using Adjacency Matrix.

Description:-

An adjacency matrix is a way of representing a graph as a matrix of booleans (0's and 1's). A finite graph can be represented in the form of a square matrix on a computer, where the boolean value of the matrix indicates if there is a direct path between two vertices.

Algorithm:-

Begin

adj\_matrix[u, v] := 1 adj\_matrix[v, u] := 1 End

Code:-

#include <iostream> using namespace std; class Graph

{

bool \*\*adjMatrix; int vertices;

public:

Graph (int NoVertex)

{

vertices = NoVertex;

adjMatrix = new bool \*[vertices];

for (int i = 0; i < vertices; i++)

{

adjMatrix[i] = new bool[vertices]; for (int j = 0; j < vertices; j++)

{

adjMatrix[i][j] = false;

}

}

}

void addEdge (int i, int j)

{

adjMatrix[i][j] = true; adjMatrix[j][i] = true;

}

void removeEdge (int i, int j)

{

adjMatrix[i][j] = false; adjMatrix[j][i] = false;

}

void display ()

{

for (int i = 0; i < vertices; i++)

{

cout << i << "---> ";

for (int j = 0; j < vertices; j++)

{

cout << adjMatrix[i][j] << " ";

}

cout << endl;

}

}

};

int

main ()

{

Graph g1 (3);

g1.addEdge (0, 2);

g1.addEdge (2, 0);

g1.addEdge (1, 0);

g1.addEdge (0, 1);

g1.display (); return 0;

}

Output:-

![C:\Users\Admin\Desktop\adjacency matrix.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAK8AAABBCAIAAAAovmPQAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAACu0lEQVR4nO3aQW7aQBTG8ZmqFyArfAQWkXIFbsAu2+YEBnGNqoKsUXyCqlyAOEeIVAn3BmHnI0wXYL8JSgt+MGaI/79VIFh+Sr444/Fnbu4fDWCMMebLpQdAREgDhJ+G6ap0zjnnytXkYgP9l3bCrHCuzNOGZ9Mddc0kDYvie/LLWmut/Zn8WC9CnTHNS+eKTHGkZsKscM650eblT5Mz6Y76BHaryMlq/TyVd5/Wpf/y3NK8dK5hJk6bMCs0f+W6o65XdW24TRL/7d9vJhmEO+t82LPWjjcjd/y1uN0Ju+nwKnJ71Xyn+gXqvlXbZmLZnzXIBEL6evATDwP7cNZvebLCfeu/jO1gfvizCK+6NuxdeG8T81aEPO925TDajG1veFwU2p6wk+q9yEVRr9KnqzLwPYXqruKUCVlFHkV2pifVzbxz66eLzvQvigl32fMcE0PdUZ8AzylQY2cagjRAkAYI0gBBGiBIAwRpgHifhvj7HZoJdR2Z+Ls/51elob1+h7btop1Q1+Jpq/sTmb29yHZ25vXPKppOqOvItNv9icdl1g2atouOriPT1WYNbRcI2i4Ql7rDbN520dF1ZDrbrGl9FXnKCtKY5hPqOjJtdX8is0tD/P0O9YS6Fk/83Z8QaLugxs40BGmAIA0QpAGCNECQBgjSAOGlQbZ3In6ERNslqGr3KSvkp+x/fXantV3KPG+8M11vJi7W7vidac1RV2+bhjQv/V/Q3suzo+0Sp91/ivmwN5An0OnozmxeA56VtkucPlhFZsWsv5TnzLRdumOv7ZLm5ezuddzzmiq0Xbpj755i1l8Grp94J6PtEp16Fekv6kKuImm7ROzm/vGjJkl0ZRfaLm2g7YIaO9MQpAGCNECQBgjSAEEaIEgDBGmAIA0QpAGCNECQBgjSAEEaIEgDBGmAIA0QpAHiLyp2j3/d0d4KAAAAAElFTkSuQmCC)

# Practical 8

### Implementation of Dijkstra’s Algorithm.

Description:-

Dijkstra's algorithm allows us to find the shortest path between any two vertices of a graph.

It differs from the minimum spanning tree because the shortest distance between two vertices might not include all the vertices of the graph.

Algorithm:-

1. Create a set sptSet (shortest path tree set) that keeps track of vertices included in the shortest-path tree, i.e., whose minimum distance from the source is calculated and finalized. Initially, this set is empty.
2. Assign a distance value to all vertices in the input graph. Initialize all distance values as INFINITE. Assign distance value as 0 for the source vertex so that it is picked first.
3. While sptSet doesn’t include all vertices

….a) Pick a vertex u which is not there in sptSet and has a minimum distance value.

….b) Include u to sptSet.

….c) Update distance value of all adjacent vertices of u. To update the distance values, iterate through all adjacent vertices. For every adjacent vertex v, if the sum of distance value of u (from source) and weight of edge u-v, is less than the distance value of v,

then update the distance value of v.

Code:-

#include <iostream> #include <vector>

#define INT\_MAX 10000000 using namespace std;

void DijkstrasTest();

int main() { DijkstrasTest(); return 0;

}

class Node; class Edge;

void Dijkstras();

vector<Node\*>\* AdjacentRemainingNodes(Node\* node); Node\* ExtractSmallest(vector<Node\*>& nodes);

int Distance(Node\* node1, Node\* node2);

bool Contains(vector<Node\*>& nodes, Node\* node); void PrintShortestRouteTo(Node\* destination);

vector<Node\*> nodes;

vector<Edge\*> edges;

class Node { public:

Node(char id)

: id(id), previous(NULL), distanceFromStart(INT\_MAX) { nodes.push\_back(this);

}

public:

char id;

Node\* previous;

int distanceFromStart;

};

class Edge { public:

Edge(Node\* node1, Node\* node2, int distance)

: node1(node1), node2(node2), distance(distance) { edges.push\_back(this);

}

bool Connects(Node\* node1, Node\* node2) { return (

(node1 == this->node1 &&

node2 == this->node2) || (node1 == this->node2 && node2 == this->node1));

}

public:

Node\* node1; Node\* node2; int distance;

};

void DijkstrasTest() { Node\* a = new Node('a'); Node\* b = new Node('b'); Node\* c = new Node('c'); Node\* d = new Node('d'); Node\* e = new Node('e'); Node\* f = new Node('f'); Node\* g = new Node('g');

Edge\* e1 = new Edge(a, c, 1); Edge\* e2 = new Edge(a, d, 2); Edge\* e3 = new Edge(b, c, 2); Edge\* e4 = new Edge(c, d, 1);

Edge\* e5 = new Edge(b, f, 3); Edge\* e6 = new Edge(c, e, 3); Edge\* e7 = new Edge(e, f, 2); Edge\* e8 = new Edge(d, g, 1); Edge\* e9 = new Edge(g, f, 1);

a->distanceFromStart = 0; // set start node Dijkstras();

PrintShortestRouteTo(f);

}

void Dijkstras() {

while (nodes.size() > 0) {

Node\* smallest = ExtractSmallest(nodes); vector<Node\*>\* adjacentNodes = AdjacentRemainingNodes(smallest);

const int size = adjacentNodes->size(); for (int i = 0; i < size; ++i) {

Node\* adjacent = adjacentNodes->at(i);

int distance = Distance(smallest, adjacent) + smallest->distanceFromStart;

if (distance < adjacent->distanceFromStart) { adjacent->distanceFromStart = distance; adjacent->previous = smallest;

}

}

delete adjacentNodes;

}

}

Node\* ExtractSmallest(vector<Node\*>& nodes) { int size = nodes.size();

if (size == 0) return NULL; int smallestPosition = 0; Node\* smallest = nodes.at(0); for (int i = 1; i < size; ++i) { Node\* current = nodes.at(i);

if (current->distanceFromStart < smallest->distanceFromStart) { smallest = current; smallestPosition = i;

}

}

nodes.erase(nodes.begin() + smallestPosition);

return smallest;

}

vector<Node\*>\* AdjacentRemainingNodes(Node\* node) { vector<Node\*>\* adjacentNodes = new vector<Node\*>(); const int size = edges.size();

for (int i = 0; i < size; ++i) { Edge\* edge = edges.at(i); Node\* adjacent = NULL; if (edge->node1 == node) { adjacent = edge->node2;

} else if (edge->node2 == node) { adjacent = edge->node1;

}

if (adjacent && Contains(nodes, adjacent)) { adjacentNodes->push\_back(adjacent);

}

}

return adjacentNodes;

}

int Distance(Node\* node1, Node\* node2) { const int size = edges.size();

for (int i = 0; i < size; ++i) { Edge\* edge = edges.at(i);

if (edge->Connects(node1, node2)) { return edge->distance;

}

}

return -1; // should never happen

}

bool Contains(vector<Node\*>& nodes, Node\* node) { const int size = nodes.size();

for (int i = 0; i < size; ++i) { if (node == nodes.at(i)) { return true;

}

}

return false;

}

void PrintShortestRouteTo(Node\* destination) { Node\* previous = destination;

cout << "Distance from start: "

<< destination->distanceFromStart << endl;

while (previous) {

cout << previous->id << " "; previous = previous->previous;

}

cout << endl;

}

vector<Edge\*>\* AdjacentEdges(vector<Edge\*>& Edges, Node\* node); void RemoveEdge(vector<Edge\*>& Edges, Edge\* edge);

vector<Edge\*>\* AdjacentEdges(vector<Edge\*>& edges, Node\* node) { vector<Edge\*>\* adjacentEdges = new vector<Edge\*>();

const int size = edges.size(); for (int i = 0; i < size; ++i) { Edge\* edge = edges.at(i);

if (edge->node1 == node) {

cout << "adjacent: " << edge->node2->id << endl; adjacentEdges->push\_back(edge);

} else if (edge->node2 == node) {

cout << "adjacent: " << edge->node1->id << endl; adjacentEdges->push\_back(edge);

}

}

return adjacentEdges;

}

void RemoveEdge(vector<Edge\*>& edges, Edge\* edge) { vector<Edge\*>::iterator it;

for (it = edges.begin(); it < edges.end(); ++it) { if (\*it == edge) {

edges.erase(it); return;

}

}

}

Output:-

![C:\Users\Admin\Desktop\dijkstra's.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPIAAAAzCAIAAAAivsLiAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAEHklEQVR4nO2csXLaMBjHRS8PAJnI1ksW0olujDB3YcuK2w7ZTI8+AFOn9i7OlCGJ8gbNCyRi5K53PaYoI1u9yW+gDgZLsjHYYIIR/98EkvXps/y39Ml8pnJ8cf3nx6fT01MCgC2827UDABTPESHk7Oxs124AUCSYrYGFZJa1y4TkdJuuAFAUmK1dJmQEbtw1cZko1egdX1wTcvsiTcTTYHPTlAvmbm5mq7hMlNrJwsdwKxeFcik4F+WRdThbf/1Q+f4c8LvKnN8nPwtR9j7gT71du7DfUN6rj4Y3/q790Dm+uCaEEDJ4Ei+3WvngWbzchx8pT1+i9SWcM8ZnM0HURM3/ao4wlv1EuWAsahzrMNaZmh3SLC4l6WNkb1bFqWZZ+aI3nJcKKaXgXIRl81bZpq8ix3CZ80sNalbzTeeUh9ZdVqLZOlXW5P5FPOvz9SK3jTKXCXNEUtc7Sql2kHHxKdeG1aijXJeJHsslTWS/MOkXY6aJBXdWTF3KC6WeHBe6+DFMdX6pQdUsh6y18y+VrI82au11Hi+llL3Z12DU72Ra0Fs91YiQ17FeF4yGcyMTP2jNi2mrPurXHNVzzYtqGqTR0A0SUu+6xNs4tnh9qJw7RonbrU/6NXWSXqfW5IK5TscjJBjdOKHXr1MnbiuVbYzhYuez+FLLN2jNepU0NEckJ/l73QKpT0IG70/+TX+tbO+cR/F4pT9pXq2+YV0mun5fNRoFOV1OEoyUvZBaNmmUg1KM4XporvdHwTp30nZIk/Xtl49/7z6vaBx7jOBN/cCfLD5UhRDNelVt0lw2bFczOeqM/fbQXJ5nq6VzM2kaNVt8uuE9+s1LXXUu65LHTe6htxzDdIPKmdyxdTlZ/IBPiqdvswOSG43ovI19S+oOJFFlbLmYGklzhxN9U00NV2IhqO5HthgvcWJpp2X2Faud9aV5Hh4QfRDLvSh4DFc4n25Qq8sva5q2yd8Z8y0jAPaAXxmBhUDWwEIga2AhkDWwEMgaWAhkDSwEsgYWEpP1m+fUR79dAFAg+s8xu8mpL1XqF7CCeBCCnHpgAXNZUy6lvGpXG701EysEc8PPWdppGQ2ZJ+q1XhUAB0osCMkVDugJ+5RnVZuR5p8jtl6eOA+AYpMnIbRVVyn/znnGrF/aIg8qHdrr1DJnC7eilUT2Gmv4Cw6GAh/wedMtvqRZmsR5sA9sImtn7LdVTj3l2aZQZ0y6RvpypiT4ghLnwYEwi61Tc+qXY+Sks6x/QWF0FiXB52hkJM4DkKDA1wj24e9uwEFQYGxNWw089QalYFNZa6FB1++X5L1jcPDgXUZgH8jgAxYCWQMLgayBhUDWwEIga2AhkDWwEMgaWAhkDSwEsgYWAlkDC4GsgYVA1sBCIGtgIZA1sBDIGlgIZA0s5D9GRu50hlpazAAAAABJRU5ErkJggg==)

# Practical 9

### Implementation of Prim’s Algorithm.

Description:-

Prim's algorithm is a minimum spanning tree algorithm that takes a graph as input and finds the subset of the edges of that graph which

* form a tree that includes every vertex
* has the minimum sum of weights among all the trees that can be formed from the graph

Algorithm:-

* 1. Initialize the minimum spanning tree with a vertex chosen at random.
  2. Find all the edges that connect the tree to new vertices, find the minimum and add it to the tree
  3. Keep repeating step 2 until we get a minimum spanning tree

Code:-

#include <cstring> #include <iostream> using namespace std;

#define INF 9999999

// number of vertices in graph #define V 5

// create a 2d array of size 5x5

//for adjacency matrix to represent graph

int G[V][V] = {

{0, 9, 75, 0, 0},

{9, 0, 95, 19, 42},

{75, 95, 0, 51, 66},

{0, 19, 51, 0, 31},

{0, 42, 66, 31, 0}};

int main() {

int no\_edge; // number of edge

// create a array to track selected vertex

// selected will become true otherwise false int selected[V];

// set selected false initially memset(selected, false, sizeof(selected));

// set number of edge to 0 no\_edge = 0;

// the number of edge in minimum spanning tree will be

// always less than (V -1), where V is number of vertices in

//graph

// choose 0th vertex and make it true selected[0] = true;

int x; // row number int y; // col number

// print for edge and weight cout << "Edge"

<< " : "

<< "Weight"; cout << endl;

while (no\_edge < V - 1) { int min = INF;

x = 0;

y = 0;

for (int i = 0; i < V; i++) { if (selected[i]) {

for (int j = 0; j < V; j++) {

if (!selected[j] && G[i][j]) { // not in selected and there is an edge if (min > G[i][j]) {

min = G[i][j]; x = i;

y = j;

}

}

}

}

}

cout << x << " - " << y << " : " << G[x][y];

cout << endl; selected[y] = true; no\_edge++;

}

return 0;

}

Output:-

![C:\Users\Admin\Desktop\prim's algorithm.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPMAAABjCAIAAADB8qErAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAGaUlEQVR4nO2dv3ajRhTGLzl5AGkrSh+7kVNRqpSSMg3dtlIqd2hP9gFUpcuJ2MrFbkaPwAt4Uelz0lAtKl3SoTcgBSANCP0BwYx89f2atS0NM3f1abjD3A+MDx+/ENF/f/1+f39PAHDhJ90DAKATfk7/eXh40DsOANoFczbgCZRN5PhxEgrdowDtUl/Zjh8nye0qQYRJksS+o3sc4AS5sj+9xMke8cuf+y3ccX+22igd5AlEmA84FPk3L6mhP3fcNx6nZ3Y2fTSW6+Ojge6vgVzZ//zWN76Fm++fjS3fQq0jO5/p65o2q5lhGM93cTKnuWEYyzVtAs/VPTSgjaps5N8f8ffyZL2bF/cSke1Lse+kP+fv2E2fdc/gactzmwTRpmdaRI5t0YZMi8i5Myl6c08OYzv2iuzqcFzF/5DdX0WYJMlk0BstGgUNWuXDxy/pZg3R1x/bD6SobBFKH1Exz5ZfKqWgIixL4fzPuZ6y8yWgCGNf+HEo5EXhGcNw/Lji63oortLvpeMjG7kSinN2mo2IUhoihrTsj/MzeyHPFkNzNc9fmj7KCbgYDmgw2U2WkwH1LPvMz9wd9w3D2HV64t1vEZl3jhiagTf1ArpzLLO3iYLmwzgSFxHRZjXbji2IrmrRATKqspE/fun/+nejo7lvkfRbmvvKnCvVugTRpmfad2b05pL7RtbTUEpGWhhGMS7wHjh21e9rGL98IqLpK9nSCdbx56Ne9vP0NRo9SXnmZLB92/Q5sObyednx47PP0/WyESIiMi0rep2mYxoM8im74TCOxFUHEd7w9VHdZHl25VW/JFU2FRaQSRL6me6IqLA+i32/mGQWmtX5jOsqW4Tlhavc9tAwin8vLfkOxFVcc27fJHVXaIiMWxvSCrIFuC6fuMbFmHZ318VwsE1vOcE1Ls60oGzpnG5Hs7M3864ernHdCu1mIwBcCaj1AzyBsgFPoGzAEygb8KSk7Kqdh+4QoaKOpM0TbAneCAVli3BhemlphWcuutRAekXNjlZHi/hbwvHnVpDVjswiG3sut8Huqp/jh8WdcQUSUNFJuUZV+JD2DSDN2ZZpyq8EEZmW6uGcQe1iKdcLTFuqGp+Mzi6mBe+XS1eQR4uKrgR3PA+s3OaiKAMCurlU2dNHo0xXRdgZ9UwJcpt0dB6ZpxuAd4+k7FL6YZmUlTizwrEtgvX3BpCU7Y49GuZLLce3yet28m1IA1OC3HZhBfOrjAu0TKEiStl134KdvF5/9ZV9xHcP+IJaP8AS7K4DnkDZgCdQNuAJlA14AmUDnkDZgCdQNuDJnrKVuQEq79PbbW9VccGUwBRJ2SrdAI4fJ3aUuQGWNOnyu3QsLpgS+LK/B6n+Tl8V96/ugIq4YErgyzXk2eJpVKOs8JKKqDIwJfBFq/Mga2xHs45rug8CUwJbtDoPssaeuahj/mrgPDh5OJgS2HEN2cj0cRZYT/ovTMCUwAk9yi4+Ndfx5zUS7Tbz7OJhYUpghXxXhsZugAbIvXX4QD06HhdMCXyB8wCw5BrybADaB8oGPIGyAU+gbMATKBvwBMoGPIGyAU9KylbrBqBsG6X7vo7Gpc5sAdQhKVulGyBDhAsrWm+67eRIXEofvQDUcmgPUoEbQIRJ7DtqbAdbKrvDY9X5cSjPrucGaIIIJ7RsUIx6WUVU93GB66DS4VvDDdDQeeD48YSWKp9lrt/lANRyIBtJM4XOet37QqhKSKrjQjbCj0PZSMduAMmKM1tt1ktD1fR9LS4H0DU7ZV/iBlBJ3Tz7vcQFWkbORhq7AZrS5PJ5gxXkwbjUmi2AUuA8ACzB7jrgCZQNeAJlA55A2YAnUDbgCZQNeAJlA57ocx7sdkm63hQq7cfsRQbnAUd0OQ9EuNg+bKDevVgbsV7u7hUrlajAecAXSdnuuL+7ee/0eUWm1VWvjm9Ltdnd9nWMtDCrP37T0TnoFD3OA3fcl2ZOx7a6fubBYKK0HgboR5PzoHCEhel16gaQbv5uGJ65QNXTTaDHeZDh+LHySbTKCAnnAT80OQ8oVfXC9Np7LgcAEnqcB7mqs+sUtezrlzkPRLgYRa8K/ZdAFzqcB/sF/+qcB4WO4DxgDJwHgCXYXQc8gbIBT6BswBMoG/AEygY8gbIBT6BswBMoG/AEygY8gbIBT6BswBMoG/AEygY8gbIBT6BswBMoG/Dkf0xpnlEzuixDAAAAAElFTkSuQmCC)

# Practical 10

### Implementation of Krushkal’s Algorithm.

Description:-

Kruskal's algorithm is a minimum spanning tree algorithm that takes a graph as input and finds the subset of the edges of that graph which:-

* form a tree that includes every vertex
* has the minimum sum of weights among all the trees that can be formed from the graph

Algorithm:-

1. Sort all the edges from low weight to high
2. Take the edge with the lowest weight and add it to the spanning tree. If adding the edge created a cycle, then reject this edge.
3. Keep adding edges until we reach all vertices.

Code:-

#include <algorithm> #include <iostream> #include <vector> using namespace std;

#define edge pair<int, int> class Graph {

private:

vector<pair<int, edge> > G; // graph vector<pair<int, edge> > T; // mst int \*parent;

int V; // number of vertices/nodes in graph public:

Graph(int V);

void AddWeightedEdge(int u, int v, int w); int find\_set(int i);

void union\_set(int u, int v); void kruskal();

void print();

};

Graph::Graph(int V) { parent = new int[V];

//i 0 1 2 3 4 5

//parent[i] 0 1 2 3 4 5 for (int i = 0; i < V; i++) parent[i] = i;

G.clear();

T.clear();

}

void Graph::AddWeightedEdge(int u, int v, int w) { G.push\_back(make\_pair(w, edge(u, v)));

}

int Graph::find\_set(int i) {

// If i is the parent of itself if (i == parent[i])

return i; else

// Else if i is not the parent of itself

// Then i is not the representative of his set,

// so we recursively call Find on its parent return find\_set(parent[i]);

}

void Graph::union\_set(int u, int v) { parent[u] = parent[v];

}

void Graph::kruskal() { int i, uRep, vRep;

sort(G.begin(), G.end()); // increasing weight for (i = 0; i < G.size(); i++) {

uRep = find\_set(G[i].second.first); vRep = find\_set(G[i].second.second); if (uRep != vRep) { T.push\_back(G[i]); // add to tree union\_set(uRep, vRep);

}

}

}

void Graph::print() { cout << "Edge :"

<< " Weight" << endl;

for (int i = 0; i < T.size(); i++) {

cout << T[i].second.first << " - " << T[i].second.second << " : "

<< T[i].first; cout << endl;

}

}

int main() { Graph g(6);

g.AddWeightedEdge(0, 1, 4);

g.AddWeightedEdge(0, 2, 4);

g.AddWeightedEdge(1, 2, 2);

g.AddWeightedEdge(1, 0, 4);

g.AddWeightedEdge(2, 0, 4);

g.AddWeightedEdge(2, 1, 2);

g.AddWeightedEdge(2, 3, 3);

g.AddWeightedEdge(2, 5, 2);

g.AddWeightedEdge(2, 4, 4);

g.AddWeightedEdge(3, 2, 3);

g.AddWeightedEdge(3, 4, 3);

g.AddWeightedEdge(4, 2, 4);

g.AddWeightedEdge(4, 3, 3);

g.AddWeightedEdge(5, 2, 2);

g.AddWeightedEdge(5, 4, 3); g.kruskal();

g.print(); return 0;

}

Output:-

![C:\Users\Admin\Desktop\krushkal algorithm.PNG](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAALcAAABvCAIAAAAhYcaKAAAABmJLR0QA/wD/AP+gvaeTAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAFBUlEQVR4nO3dPXLqOhgG4M/MWQB0vl1K0rk8ZTJ3AywBunROhg2wgDtzQ3eKzBU7uGyA45QpqSLKlO7EDnQK8+MfIJaMPoN4n4o/I8mWLWG/ABEAADQTJ0pL0XYtLl/H4LVxorS+3bUqpNZaJXHb9WhFtu1Ljq2MOFGX1EuE3FZYinxLXG1LIU+98+lnr1mHpo+9YLZavz8HO7NV29WqafSxoqzmv+6UntAkq/x6OZ+2XTWvFEecQ3vDfn+tDDa7p1QSZ7e3rygcoIz2sGzJuoss03U3jIjiQURrCiOi+C6k9Gv6bTV2dT9wbDzeruIK2T8qpNZ62O8+vFo1+jrsG15qnJC5R4rzkvxTpSFbyPJqrb/OzHrJdvoppEpEoqTIT0hrVOPACHqiXaX7pff3eMTJbNtXbqeQpXW4X6ull8aJKq7bmhOd5jXPdniVxBQnMon3G7lONaq95ES7yk+WF/a3lxRHnNF979FuRJ9+pbl7hVlOEARBYPu+31mm6244uAvTrylNvyh6+pkbcM5QjWK7btXhT8LbvWL0QYPCzjN56G5ujz7Sh6fcuDzs7142+rWMJsd3yNPMRhwiIgqjKP0YZXXq97vrdNmgGifaZUJIv84ZHPwkrA8PHzLZbMPykipJiofb4uHeYH2Z9hIhdWnSnF/2WDUOjEbl+VelXcX57u5FueIKC/o59jTk66Dsa7taUZ7v+8LXdjHKHbe92uF8bRcAAAAAwG0RkmlK/7LY5UAWLx6V5bnsk1/l/Kkbb5/7DZa/fe1l3QyG84zj3+rzv6N3r7esG8J+Nnq8UAb7t8WFQOuyIM8kHV108oJZLW/yn7/+7/39r3UVLrQszzEeS8YLpdXvsXdl3QCmXvKyUFozTRE4y7oRPLNXrT/fcnfrb0LTeUmTsqCiGkRydbV8vKhEnpz1kkZlAQAAAAAAAAAAfI8vrVM6hef42y5IIZ0PZ1qH8+eUkEI6H960Dl8vQQrJHddpHa6fSSpDCul83mTdS2LNU0hk+DXcJr2kfrvgtDbSOhzjD1JI59JWWsd1L0EK6Vw40zrFX2s2+8UgpJBaxJ3WyU9fjY4jSCEBAAAAAAAAAMBlYU3rHPqHGR/K8hxjWidOVOFH7l1+M5mzLO+1mNbhDK5d2H8OXjfOtI7Z/t0shYRjyfkwpZA2C5ttNsteYlUWHMOf1uHcv3Esac7XFFJbZfmnvRRS4UNIrWVNRo4mZUFJmykk1xl667IAAAAAAAAAAABqYE/rxIlCCumatJDWEVIrKR1fV0EKyR2Gi2LZFmO++oaLfdaq/7Ulnh4oXbosU8ghzXqPU9PlGqaQnLfLX7leshnBB+lzrS1omUKKEzWk2f2oQZ0NGbYL6nA8flc6F9cogHnJeXEN4NwTBUxMbHWomtaZXOgA3jSFdKntuhrsaR2b0xhIIQEAAAAAAAAAwIXZnX9iO6nGeJaLKfHkrc01YSFfw3kQBEEQzMNXl+szO+k6SN9X7sqoFPkapas1W3meihOZ36+FZAmrMR1LWkk8eaZDRBSFYf6xZUph1E51TrJJIdkmniCvmlWr6yz/yOYWf+LJUz+slxzdB8yrf/rYMzsmRGGX+kOth5v7WlKAPmOhQ1QZYqLQkxzG6D7Yen5fr2boIpY6RETTxzn93M7t4mRA84scyJulo6G5XFzH/XdkLIOvtr0EX9wCAAAAAAAAAAAAAAAAAAA45g8KHG/UFMkSDQAAAABJRU5ErkJggg==)

# Practical 11

### Implementation of various operation on Binary search tree.

Description:-

Binary search tree is a data structure that quickly allows us to maintain a sorted list of numbers.

* It is called a binary tree because each tree node has a maximum of two children.
* It is called a search tree because it can be used to search for the presence of a number in O(log(n)) time.

Algorithm:-

1. All nodes of left subtree are less than the root node
2. All nodes of right subtree are more than the root node
3. Both subtrees of each node are also BSTs i.e. they have the above two properties

Code:-

#include <iostream> using namespace std; struct tree\_node{ tree\_node \*left; tree\_node \*right;

int data;

};

class BST{ tree\_node \*root;

public:

BST(){

root=NULL;

}

int isEmpty(){

return (root==NULL);

}

void insert(){ int item;

cout<<"\nEnter Item To Insert"; cin>>item;

tree\_node \*p=new tree\_node; tree\_node \*parent;

p->data=item; p->left=NULL;

p->right=NULL; parent=NULL;

if(isEmpty()){

root=p;

}

else{ tree\_node \*ptr; ptr=root;

while(ptr!=NULL){ parent=ptr; if(item>ptr->data){ ptr=ptr->right;

}

else{

ptr=ptr->left;

}

}

if(item<parent->data){ parent->left=p;

}

else{

parent->right=p;

}

}

}

void inOrderTraversal(){ inorder(root);

}

void inorder(tree\_node \*ptr){ if(ptr!=NULL){

inorder(ptr->left);

cout<<" "<<ptr->data<<" "; inorder(ptr->right);

}

}

void preOrderTraversal(){ preorder(root);

}

void preorder(tree\_node \*ptr){ if(ptr!=NULL){

cout<<" "<<ptr->data<<" "; inorder(ptr->left); inorder(ptr->right);

}

}

void postOrderTraversal(){ postorder(root);

}

void postorder(tree\_node \*ptr){ if(ptr!=NULL){

inorder(ptr->left); inorder(ptr->right); cout<<" "<<ptr->data<<" ";

}

}

};

int main()

{

int ch; BST bst; while(1){

cout<<"\n1 For Insert \n2 For In-Order Traversal\n3 For Pre-Order Traversal\n4 For Post-Order Traversal\n";

cin>>ch; switch(ch){ case 1:

bst.insert(); break;

case 2: bst.inOrderTraversal(); break;

case 3: bst.preOrderTraversal(); break;

case 4: bst.postOrderTraversal(); break;

}

}

return 0;

}

Output:-

Inserting elements
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In-Order Traversal
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Pre-Order Traversal
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Post-Order Traversal
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# Practical 12

### Implementation of Max Heap.

Description:-

A Binary Heap is a complete binary tree which is either Min Heap or Max Heap. In a Max Binary Heap, the key at root must be maximum among all keys present in Binary Heap. This property must be recursively true for all nodes in Binary Tree.

Algorithm:- Max Heap:- Begin

Declare function max\_heap () Declare j, t of the integer datatype. Initialize t = a[m].

j = 2 \* m;

while (j <= n) do

if (j < n && a[j+1] > a[j]) then j = j + 1

if (t > a[j]) then break

else if (t <= a[j]) then a[j / 2] = a[j]

j = 2 \* j a[j/2] = t return

End.

For build\_maxheap:

Begin

Declare function build\_maxheap(int \*a,int n).

Declare k of the integer datatype. for(k = n/2; k >= 1; k--)

Call function max\_heap(a,k,n)

End.

Code:-

#include <iostream> #include <conio.h> using namespace std;

void make\_heap(int \*a, int i, int n)

{

int j, temp; temp = a[i]; j = 2 \* i;

while (j <= n)

{

if (j < n && a[j+1] > a[j]) j = j + 1;

if (temp > a[j]) break;

else if (temp <= a[j])

{

a[j / 2] = a[j]; j = 2 \* j;

}

}

a[j/2] = temp; return;

}

void build\_heap(int \*a,int n)

{

int i;

for(i = n/2; i >= 1; i--)

{

make\_heap(a,i,n);

}

}

int main()

{

int n,i,a[100];

cout<<"Enter Array Size\n"; cin>>n;

for(i=1;i<=n;i++){ cout<<"\nEnter Array Element\n"; cin>>a[i];

}

build\_heap(a,n);

cout<<"\nMax Heap is Implemented\n"; for(i=1;i<=n;i++){

cout<<a[i]<<" ";

}

return 0;

}

Output:-
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### Implementation of Min Heap.

Description:-

A Binary Heap is a complete binary tree which is either Min Heap or Max Heap. In a Max Binary Heap, the key at root must be maximum among all keys present in Binary Heap. This property must be recursively true for all nodes in Binary Tree.

Algorithm:- Min Heap:- Begin

Declare function min\_heap(int \*a, int m, int n) Declare j, t of the integer datatype.

Initialize t = a[m]. j = 2 \* m;

while (j <= n) do

if (j < n && a[j+1] < a[j]) then j = j + 1

if (t < a[j]) then break

else if (t >= a[j]) then a[j / 2] = a[j]

j = 2 \* j a[j/2] = t

return End.

For build\_minheap:

Begin

Declare function build\_minheap(int \*a,int n).

Declare k of the integer datatype.

for(k = n/2; k >= 1; k--)

Call function min\_heap(a,k,n)

End.

Code:-

#include <iostream> #include <conio.h> using namespace std;

void make\_heap(int \*a, int i, int n)

{

int j, temp; temp = a[i]; j = 2 \* i;

while (j <= n)

{

if (j < n && a[j+1] < a[j]) j = j + 1;

if (temp < a[j]) break;

else if (temp >= a[j])

{

a[j / 2] = a[j]; j = 2 \* j;

}

}

a[j/2] = temp; return;

}

void build\_heap(int \*a,int n)

{

int i;

for(i = n/2; i >= 1; i--)

{

make\_heap(a,i,n);

}

}

int main()

{

int n,i,a[100];

cout<<"Enter Array Size\n"; cin>>n;

for(i=1;i<=n;i++){ cout<<"\nEnter Array Element\n"; cin>>a[i];

}

build\_heap(a,n);

cout<<"\nMax Heap is Implemented\n";

for(i=1;i<=n;i++){ cout<<a[i]<<" ";

}

return 0;

}
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# Practical 13

### Implementation of Hashing Technique.

Description:-

A hash table is a data structure which is used to store key-value pairs. Hash function is used by hash table to compute an index into an array in which an element will be inserted or searched.

Algorithm:-

Begin

Initialize the table size T\_S to some integer value.

Create a structure hashTableEntry to declare key k and value v. Create a class hashMapTable:

Create a constructor hashMapTable to create the table. Create a hashFunc() function which return key mod T\_S. Create a function Insert() to insert element at a key.

Create a function SearchKey() to search element at a key. Create a function Remove() to remove element at a key.

Call a destructor hashMapTable to destroy the objects created by the constructor.

In main, perform switch operation and enter input as per choice. To insert key and values, call insert().

To search element, call SearchKey(). To remove element, call Remove().

End

Code:-

// Implementing hash table in C++ #include <iostream>

#include <list>

using namespace std;

class HashTable

{

int capacity; list<int> \*table;

public: HashTable(int V);

void insertItem(int key, int data); void deleteItem(int key);

int checkPrime(int n)

{

int i;

if (n == 1 || n == 0)

{

return 0;

}

for (i = 2; i < n / 2; i++)

{

if (n % i == 0)

{

return 0;

}

}

return 1;

}

int getPrime(int n)

{

if (n % 2 == 0)

{ n++;

}

while (!checkPrime(n))

{

n += 2;

}

return n;

}

int hashFunction(int key)

{

return (key % capacity);

}

void displayHash();

};

HashTable::HashTable(int c)

{

int size = getPrime(c); this->capacity = size;

table = new list<int>[capacity];

}

void HashTable::insertItem(int key, int data)

{

int index = hashFunction(key); table[index].push\_back(data);

}

void HashTable::deleteItem(int key)

{

int index = hashFunction(key);

list<int>::iterator i;

for (i = table[index].begin();

i != table[index].end(); i++)

{

if (\*i == key) break;

}

if (i != table[index].end()) table[index].erase(i);

}

void HashTable::displayHash()

{

for (int i = 0; i < capacity; i++)

{

cout << "table[" << i << "]"; for (auto x : table[i])

cout << " --> " << x; cout << endl;

}

}

int main()

{

int key[] = {231, 321, 212, 321, 433, 262};

int data[] = {123, 432, 523, 43, 423, 111};

int size = sizeof(key) / sizeof(key[0]);

HashTable h(size);

for (int i = 0; i < size; i++) h.insertItem(key[i], data[i]);

//h.deleteItem(12); h.displayHash();

}
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