**University of Derby**

**Department of Electronics, Computing & Mathematics**

A project completed as part of the requirements for

BSc (Hons) Computer Games Programming

entitled

**Games – Effectivity of Teaching Entry Level Programming**

by

**Adam Ballinger**

a.ballinger1@unimail.derby.ac.uk

**April 2017**

# Abstract

Table of Contents

[Abstract 1](#_Toc480496005)

[1. Introduction 4](#_Toc480496006)

[1.1 Project Aim 4](#_Toc480496007)

[1.2 Objectives 4](#_Toc480496008)

[1.3 Rationale 4](#_Toc480496009)

[1.4 Hypothesis 4](#_Toc480496010)

[2. Literature Review 6](#_Toc480496011)

[2.1 Introduction 6](#_Toc480496012)

[2.2 Teaching Techniques 6](#_Toc480496013)

[2.2.1 Why Technique Matters 6](#_Toc480496014)

[2.2.1.1 Lectures 6](#_Toc480496015)

[2.2.1.2 Scaffolding Technique 6](#_Toc480496016)

[2.2.1.3 Concept Mapping 7](#_Toc480496017)

[2.2.1.4 Constructivism Technique 7](#_Toc480496018)

[2.3 Learning Styles 7](#_Toc480496019)

[2.3.1 Why Learning Style Matters 7](#_Toc480496020)

[2.3.1.1 Active Learners 7](#_Toc480496021)

[2.3.1.2 Sensing Learners 8](#_Toc480496022)

[2.3.1.3 Visual and Verbal Learners 8](#_Toc480496023)

[2.3.1.4 Sequential Learners 8](#_Toc480496024)

[2.4 Existing Software for Teaching Programming 8](#_Toc480496025)

[2.4.1 Scratch (scratch.mit.edu, n.d.) 8](#_Toc480496026)

[2.4.2 Pex4Fun (pexforfun.com, n.d.) 9](#_Toc480496027)

[2.4.3 Code Combat (codecombat.com, n.d.) 10](#_Toc480496028)

[2.5 Conclusions and Summary 10](#_Toc480496029)

[2.5.1 Issues 10](#_Toc480496030)

[2.5.2 Existing Software 10](#_Toc480496031)

[3. Methodology 12](#_Toc480496032)

[3.1 Introduction 12](#_Toc480496033)

[3.2 Project Strategy 12](#_Toc480496034)

[3.2.1 Unity 12](#_Toc480496035)

[3.2.2 Moon-Sharp 12](#_Toc480496036)

[3.2.3 Lua 13](#_Toc480496037)

[3.3 Project Design and Development 13](#_Toc480496038)

[3.3.1 Design 13](#_Toc480496039)

[3.3.2 Development 14](#_Toc480496040)

[3.4 Data Gathering 14](#_Toc480496041)

[3.5 Data Analysis 14](#_Toc480496042)

[3.6 Conclusions 15](#_Toc480496043)

[4. Findings and Analysis 16](#_Toc480496044)

[4.1 Introduction 16](#_Toc480496045)

[5. Discussion 17](#_Toc480496046)

[5.1 Introduction 17](#_Toc480496047)

[5.2 Questionnaire Results 17](#_Toc480496048)

[6. Conclusions and Recommendations 18](#_Toc480496049)

[6.1 Introduction 18](#_Toc480496050)

[6.2 Conclusion 18](#_Toc480496051)

[6.3 Recommendations 18](#_Toc480496052)

[6.4 Future Work 18](#_Toc480496053)

[7. References 19](#_Toc480496054)

[8. Appendices 21](#_Toc480496055)

[8.1 Appendix 1 21](#_Toc480496056)

# Introduction

## Project Aim

The aim for this project is to create a game that serves the purpose of teaching somebody with little, to no prior experience in programming, the very basics of Lua which the user will then use to complete several tasks. Feedback from participants will then be used to evaluate how effective they found the game in teaching the fundamentals of programming, and whether these kinds of games could potentially serve as an alternative to teaching people to write code. Even though the project aims at teaching somebody a programming language (Lua), the concepts that this project aims to teach can be carried over to other programming languages such as C#, C++, Python etc.

## Objectives

1. A literature review will be done to find out about existing research in teaching beginners how to program, how effective current methods are the different styles of learners there are. The review will also cover existing software used for teaching programming and how they work.
2. Research will be carried out on existing solutions to find effective ways of approaching the implementation of the project.
3. A game will be designed and developed using the Unity game engine and existing C# Lua interpreter “Moon-sharp”, which will then be given to a group of volunteers that will play through the game, and provide feedback on how effective / useful they found the game.
4. The game will feature a set number of levels that each teach the user a new concept of programming which they must then use to complete a task. Each level may or may not require the user to utilize something they learnt from a previous level.
5. Using feedback from participants, a discussion on the findings will be carried out to determine if the project serves as an effective solution to teaching, and compare these results to existing research to determine if the concept of using games for teaching somebody how to program is a viable solution.

## Rationale

For someone that has never done programming before, it can be overwhelming when trying to understand the basics of programming through resources such as books or online tutorials. A game can potentially make that experience more enjoyable and be potentially more effective at teaching those basics to somebody over conventional methods. So, the reason for this project is to attempt at making that initial experience of beginning to program easier and more enjoyable for the user.

## Hypothesis

Learning to program can be an intimidating process for a beginner. People may be put off by the overwhelming amount of work and reading that needs to go into learning how to write code. Using games to provide an interactive learning experience to somebody starting to learn how to program can help with introducing someone to the basic concepts of writing code, and improve the learning experience of the user. This paper will look to prove whether using games as a learning tool could provide an alternative to traditional teaching methods found in classrooms today.

# Literature Review

## Introduction

This section of the paper will cover current techniques used for teaching entry level programming their effectiveness. It will also cover different learning styles, and how each style influences someone’s ability to learn the entry level material for programming, and how the different teaching techniques supplement these different styles. It will then review existing software used for teaching programming and how effective they are in teaching programming to beginners.

## Teaching Techniques

### Why Technique Matters

Teaching technique influences how effectively a student can take in and understand new material. The authors of the paper, *The Impact of Learning Styles in Introductory Programming Learning*, identify that there is a global issue with beginners learning the introductory levels of programming, and that teachers from around the world have attempted many different strategies to try to reduce the difficulty students face, but with no success (Carmo, et al., 2007). The paper also identifies that it is an important to look for new methods of aiding the teaching of introductory programming to new students, which is what this project aims to achieve by finding out if games could be an effective tool in supporting teaching.

### 2.2.1.1 Lectures

Lectures are the traditional technique for teaching most subjects (Duffany, 2017). A lecture usually consists of a single lecturer who will speak to a room of people typically as a one-way conversation about specific subject material prepared by that lecturer (Duffany, 2017). Although lectures are the most commonly used teaching technique, they are often criticised for their lack of audience participation, and a lack of motivation for students to expand on the material which they have learnt outside of the lecture (Duffany, 2017). Even though lectures are criticised, no effective alternative techniques have been found that could replace them. Marc J. Rubin in his paper on the *Effectiveness of Live-Coding to Teach Introductory Programming*, suggests the use of different teaching strategies including scaffolding, concept mapping and constructivism.

### 2.2.1.2 Scaffolding Technique

Scaffolding is a technique where teachers will provide support to students and progressively reduces that support as students advance in their understanding on a subject, building on their ability to solve problems independently (Rubin, 2013).

### 2.2.1.3 Concept Mapping

Concepting mapping is the technique of using alternative means of conveying information to students using things like graphical representations (Rubin, 2013).

### 2.2.1.4 Constructivism Technique

Constructivism involves students being required to construct their own understanding of something as they are taught, and allows their teacher to correct any misunderstood concepts where necessary (Rubin, 2013).

## Learning Styles

Different people learn in different ways, which directly impacts the effectiveness of various teaching techniques (Thomas, et al., 2002). Richard M. Felder and Linda K. Silverman in their paper, *Learning and Teaching Styles in Engineering Education*, created a model that displays the various learning styles and the corresponding teaching style that is most effective in supplementing that given style of learning (Felder & Silverman, 1988). This model is known as the Index of Learning Style (ILS) (Felder, n.d.), and is a commonly used model in other research related to learning styles and teaching techniques.

### Why Learning Style Matters

The style in which somebody learns is an influential factor in how effective different teaching techniques are for any given individual. Our learning styles define how we process information on a given subject (Norwawi, et al., 2009). In the paper, *The Impact of Learning Styles in Introductory Programming Learning*, the authors state that they believe it is important that the learning styles of each student is taken into consideration when planning classroom learning activities to help each student maximize their learning capability (Carmo, et al., 2007). The problem with this is that it is difficult for teachers to create material for a single class that caters to multiple learning styles. This leads to teachers being forced to use a single piece of material for every student, which may be adequate for some, but not for others (Carmo, et al., 2007).

### Active Learners

Active learners learn through practical tasks and working with others to achieve a goal (Thomas, et al., 2002), and is “… considered to be any form of learning where the student is doing something besides just listening.” (Duffany, 2017, p. 1 Section 3). Common examples of active learning are the use of practical exercises that puts a student in a situation where they need to complete a physical task to learn about a specific topic, or to complete a project outside of a classroom to reinforce their ability to learn about something other than simple listening to a teacher/lecturer (Felder & Brent, n.d.). Writing programs and discussing subject material with peers are the effective examples of how active learners prefer to learn (Norwawi, et al., 2009). These kinds of examples reinforce the idea that active learning is an effective learning style in increasing performance in a student’s ability to progress in their education in programming, as ‘learn through doing’ is a believed to be the most effective method of learning how to program.

### Sensing Learners

Sensing learners prefer to be taught through facts, solving problems through established methods, and being tested on material that has been covered explicitly in class (Felder, n.d.). Sensor learners are believed to understand information best if they are shown examples of how what they are being taught connect to the real world (Felder, n.d.). An example of this in teaching programming would be using code examples of a programming concept or algorithm. Sensing learners tend to have a good memory, focus much easier to the content being taught, and ability to problem solve well (Yeh & Yen, 2015).

### Visual and Verbal Learners

Visual learners prefer to be taught through graphical representations of subject material, such as diagrams, figures, and flow charts (Carmo, et al., 2007). Verbal learners learn best through words, including both written and spoken explanations of a topic (Felder, n.d.). Anybody that is not impaired visually or has difficulty hearing learns visually and verbally, and in some cases, may have a preference to one of the other (Felder, n.d.).

### Sequential Learners

Sequential learners best learn from ordered steps where the next step logically expands from the previous, progressively making a clearer understanding of a given subject (Zualkernan, et al., 2006). A sequential learner is more likely to expand their understanding on a topic using books, and teaching strategies used by their teachers that are aimed to their specific style of learning (Carmo, et al., 2007). Based on this assumption, sequential learners wouldn’t benefit from what the project aims to achieve which is to determine if games could be used a supplementary component in a classroom, but based on the fact the project aims to teach concepts in a linear fashion, where each step expands from the previous, sequential learners could still easily benefit from the work done in this project.

## Existing Software for Teaching Programming

### Scratch (scratch.mit.edu, n.d.)

Scratch is a visual programming software designed primarily for students in the age group of 8 to 16 (scratch.mit.edu, n.d.), and is the most popular software used by schools for teaching beginner programming to students. Scratch can be used to create a variety of multimedia applications such as games, simulations, and animated stories, achieved through connecting various command blocks together to create a set of instructions (Maloney, et al., 2010).

Scratch is an effective tool for teaching because of its ability to allow learning through experience and experimentation, without the need to worry about producing errors (Maloney, et al., 2010). This is because of the block design in which users utilize to create their applications. Scratch can be compared to LEGO bricks, which don’t give error messages, it restricts you to piecing parts together in specific ways (Maloney, et al., 2010). This doesn’t necessarily mean though that code is completely error free, as connected blocks can still not produce intended results.

In the paper, *Habits of Programming in Scratch*, the authors state that they found students using scratch only actually learnt programming concepts when they had been explicitly taught them by their teacher, and not through their own experimentation and exploration of the scratch software (Salant, et al., 2011). They also state that teaching technique and supporting learning material is an important factor in maximising the learning capabilities of students using scratch (Salant, et al., 2011).

Even though scratch is a powerful tool for teaching the basics of programming, it doesn’t necessarily teach good practices, and leads to users creating code that is difficult to read, maintain, and debug in the event any problems arise (Moreno & Robles, 2014). Moreno & Robles identify issues with naming conventions for things such as sprite names not being changed from their default “Sprite X” names, and repetitive code being the biggest issues with scratch applications that they had analysed.

Although scratch itself is not a game, it does allow people to create their own games, which could themselves be used as methods for teaching programming, or any other subject. Scratch in comparison to this project, does share the same goal which is to teach beginner programming, however this project aims to expose users to writing physical code, rather than connecting blocks together.

### Pex4Fun (pexforfun.com, n.d.)

Pex4Fun is a browser based educational software, designed to teach entry level to advanced programming and software engineering in schools to graduate tier courses (Halleux, et al., n.d.). The Pex4Fun software features something called coding duels, where players are given a puzzle that is created by another player, which you must solve to reproduce the same functionality as the author (Beste, n.d.). Having competitive features like this can help in providing motivation to users to completing these challenges; The more challenges someone completes, the more they learn.

The authors of the paper, *Teaching Computer Science in a Web-Based Environment*, conducted an experiment using Pex4Fun on undergraduate students, where they were given Pex4Fun to find out whether they found it an effective tool in aiding their learning ability. This experiment found that students who used the Pex4Fun, found it easy to use, and helped with motivating them to work, but were undecided on whether the software was a suitable tool for learning (Čisar, et al., 2013).

### Code Combat (codecombat.com, n.d.)

Code combat is a 2-Dimensional RPG game that aims to teach people as young as the age of 6, how to program in several different languages by writing actual code (codecombat.com, n.d.). Code combat compared to the software reviewed above, is a product that is most like this project in terms of intended functionality and how to project aims to teach its users.

Code Combat teachers by progressively introducing new programming concepts to the user (things like variables, loops, and conditionals) as they progress through each stage (Jemmali & Yang, 2016) (See section 2.2.1.2). Code combat is suited well to new programmers because of its smooth learning curve; where each level becomes more complex as they progress with the introduction of more objects in each stage, such as traps and fences, as well as additional player mechanics such as special attacks and abilities (Jemmali & Yang, 2016).

Code Combat provides users with a tutorial for each stage on the available methods they can use. Each level then requires the user to create a solution to the level by either simply collecting a gem, or completing a set objective, such as killing all enemies or obtaining certain objects such as keys. Certain levels will also require the user to complete the level in a set number of lines of code using certain techniques such as using loops to perform large amounts of repetitive movements, instead of writing a large list of move commands. To keep motivation for the user to complete each level, every level has several hints that the user can access on how to complete the required objectives.

## Conclusions and Summary

This section has identified different teaching techniques and learning styles in programming education, as well as covered existing software that is used for teaching beginners programming. From this review, the project does seem feasible given the success of existing software used today, such as scratch and code combat.

## Issues

For beginners, understanding the basics is the hardest part of getting into programming (Corral, et al., 2013). This is primarily linked to different learning styles not all being supplemented by existing teaching techniques. The aims for this project are to produce a game, that will serve as a teaching tool that can potentially be used a long side existing teach techniques to further improve the learning ability of students.

## Existing Software

Existing software used in teaching environments, such as scratch, is primarily aimed at teaching young learners, specifically primary school students, and doesn’t directly expose those students to writing actual code, and teaching them about correct programming syntax. Scratch for example, is limited to allowing users to simply connect blocks together. Although this is great for improving users computational thinking skills and problem solving skills, it doesn’t teach them how to write actual code, which will be a requirement in the future if they wish to expand their ability.

This project will serve the purpose of teaching users how to write code from the start, whilst also teaching the user about the basic concepts of programming (loops, variables, and objects), as well as programming syntax where necessary.

# Methodology

## Introduction

This section of the paper will cover the proposed solution to a new game that will be designed to teach beginner level programming using Lua. It will also discuss the intended data gathering and analysis methods that will be used to determine if the project proves or disproves the project hypothesis.

## Project Strategy

The project will follow the Agile development methodology. The agile methodology principles allow for change in design and requirements throughout the development life cycle (agilemethodology.org, 2008), which is most likely to occur during the development of each level in this project.

## Unity

The Unity game engine (Unity Technologies, 2017) was used for the development of the game. The reason for using Unity is because of its 2D graphical features and UI framework, making it very quick and easy to design and develop the features necessary for the game.

Unity also supports a wide range of different platforms, which allows the game to be built for multiple platforms (Unity Technologies, 2017), primarily Windows and Web GL, to allow for both a desktop version of the game, as well as a web version for increased accessibility. This makes the process of gathering data through participation a lot easier, especially with a web distribution.

## Moon-Sharp

The Moon-Sharp Lua interpreter (moonsharp.org, n.d.), was used within the Unity game engine to allow the written Lua code to be interpreted by the C# API written with Unity’s scripting framework. The reason the project used Moon-Sharp was because of how it is designed to be fully compatible with the Unity game engine, which requires the Moon-Sharp library to be compatible with the Mono framework (moonsharp.org, n.d.). Moon-Sharp also provides full support for the Lua standard library, and easy to use error handling for interpreted Lua code, as each error in the written Lua code will throw a dedicated exception in C# (moonsharp.org, n.d.), making the implementation process for the interpreter into the game a lot faster and easier.

Compatibility with Unity was an important requirement when searching for an interpreter to use. Moon-Sharp along with its full compatibility with the Mono framework (Crucial for Unity), the library also allows you to bind Unity types to the interpreter to be used in Lua (moonsharp.org, n.d.). This allows the Lua code to access Unity object properties much easier, without the need for an additional API to do so.

## Lua

The game developed in this project used the Lua programming language (lua.org, n.d.) because of its simplicity and easy to understand syntax compared to other languages, such as Python. Lua is also the current leading scripting language for games (lua.org, n.d.), making it a good choice of languages to teach.

Regarding the syntax of Lua, users won’t need to worry about the use and positioning of common symbols such as semi-colons or braces, and only need to worry about closing statements with keywords such as “end”.

There are however parts of the Lua design that may be misleading to the user when transitioning to other languages. Arrays starting at index 1, rather than 0 in Lua (lua.org, n.d.) is an important thing to convey to the user where accessing array index’s is necessary. Where this occurs in the final game, it will be noted that in other languages, arrays are 0 indexed.

## Project Design and Development

## Design

The game will feature several levels, each containing a tutorial that teaches the user a new concept of programming through Lua code. Each level will then require the user to utilize what they learn in the tutorial, and possibly previous tutorials from past levels, to move the player square through a maze. The game will start of very easy, requiring the user to only make the player move in basic directions, and will progressively increase in difficulty requiring the user to achieve level objectives, such as completing the task in a set number of lines of code, or using specific techniques.

The UI will consist of an input field, which will be where the user writes the Lua code they need to complete the level; An error box that will display where any errors are in their written Lua code; There will also be two buttons used for starting and stopping the Lua execution.

Each tutorial will feature a demonstration to assist in the explanation of what is being taught. This will be done to help increase the amount of learning styles the game influences (See section 2.3).

When the user presses the play button, their code will be checked before running for errors in the code they have written. The code they have written however, will not be checked to determine if it can successfully reach the goal of the level; It will however check for script constraints set for each level, such as line requirements and technique requirements.

## Development

The development of this project will follow the Agile methodology (As mentioned in section 3.2). The functionality of the project will be implemented as described in the above section.

Testing will be carried out during throughout the development of the project, testing the functionality of each feature implemented. This will help with speeding up development by decreasing the number of major bugs in the project as it is developed, reducing potential bug counts once the development has finished. Once development has been completed, test cases will be used to ensure the final functionality is operating as intended, and that the game plays without issue. The test case results can be found in the appendix section (Appendix INSERT APPENDIX NUMBER HERE).

GitHub will also be used for version control during the development of the project, to keep track of file changes and act as a backup for the project.

## Data Gathering

Data for this project will be gathered using quantitative methods, through an online questionnaire given to people that play through the game; The questionnaire will be created using Google forms (google.co.uk, n.d.).

The Google forms questionnaire URL will be given to participants of the project to fill out online, rather than a paper based approach, to allow the raw data to be translated into various graphs. This will also help in keeping questionnaire results safe and accessible.

The questionnaire asks participants questions that are either multiple choice, linear scale based (1-10), or require a small amount of writing. The questions are based on the experience they had with the game, and their opinions on its effectiveness; See the appendix section (Appendix 1) for a full preview of the questionnaire.

The target audience of this project is any student of any age that has either little, to no prior programming experience. This is to ensure the data generated by this project is accurate, and matches the aims of this project, which is to teach beginners the basics of programming (See section 1.1).

Participation in the questionnaire will be anonymous and no personal details will be required. The only requirement to fill out the questionnaire will be to have played the game developed in this project; Completion of the game will not however be a requirement.

## Data Analysis

Raw data from the google forms questionnaire will be translated into several different graphs, such as bar charts and pie charts, to create more readable and understandable results that can then be further analysed and evaluated.

## Conclusions

The design of the game described in the above section (Section 3.3.1) fits the aims of this project well. The aims of the game are to teach beginner level programming through direct teaching of the basics through an interactive game. The design of this project’s game will teach each new concept in a separate level where the user needs to navigate through a maze using what they have learnt.

Most existing software (See section 2.4), aims to teach beginners the basic concepts of programming, but not through writing code, but instead joining blocks together or linking nodes, whereas this project will introduce users to writing code from the start. Now that the game has been developed, the next stage in this project will be to now hand the game over to willing participants that match the target audience (See section 3.4), and gather their opinions on the software using the questionnaire also mentioned in the above section (Section 3.4).

# Findings and Analysis

## Introduction

This section will cover and show the findings from the questionnaire given to participants of the produced game for this project, and discuss the analysis done on those findings.

# Discussion

## Introduction

This section of the paper will discuss the results and analysis from the previous section, and evaluate whether this project has achieved its aims / objectives, and if the project hypothesis has been met.

## Questionnaire Results

Text.

# Conclusions and Recommendations

## Introduction

This section of the paper will conclude the work carried out in this project, and make recommendations to how the project could be improved, and finally any additional work / research that can be carried out in the future to aid in proving the project hypothesis (TEMPORARY).

## Conclusion

## Recommendations

## Future Work
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# Appendices

## Appendix 1

Participation questionnaire URL: <https://goo.gl/forms/A9rrAXFJGeXJqCTI2>

*Q1. What style of learner are you?*

**(Multiple choice: Active; Sequential; Sensing; Visual / Verbal; Don’t know)**

*Q2. Did you manage to complete each level?*

**(Multiple choice: Yes; No)**

*Q3. If you answered no to the above question, please give a short reason as to why you did not finish.*

**(Short-answer text, to allow participant to comment on why they didn’t complete the game if they answer no to the previous question.)**

*Q4. How enjoyable did you find the game?*

**(A linear scale: 1 being “Not Very”, 10 being “Very”)**

*Q5. How helpful did you find the tutorial for each level?*

**(A linear scale: 1 being “Not Very”, 10 being “Very”)**

*Q6. How clearly do you feel the game explained what you needed to do? (Explanation of code etc.)*

**(A linear scale: 1 being “Not Very”, 10 being “Very”)**

*Q7. Do you think the game, or others like it, could provide better motivation to students learning how to program?*

**(Multiple choice: Yes; No)**

*Q8. Do you feel the game could be used as a teaching tool?*

**(Multiple choice: Yes; Yes (With more work); No)**

*Q9. Finally, do you have any additional comments about the game? (What could be improved, etc.)*

**(Short-answer text: An optional question to allow participants to make any additional comments on the game.)**