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Luați în considerare sarcina de a analiza comportamentul unei persoane înregistrate de un set de senzori.

Jurnalul istoric al activității persoanei este stocat ca tupluri (start\_time, end\_time, activity\_label), unde start\_time și end\_time reprezintă data și ora la care fiecare activitate a început și sa încheiat în timp ce eticheta de activitate reprezintă tipul de activitate desfășurat de persoană: ieșire, toaletare, duș,

Dormit, mic dejun, prânz, cină, snack, timp de rezervă / TV, îngrijire.

Datele sunt distribuite pe parcursul mai multor zile ca multe intrări în jurnalul Activities.txt, luate din [1,2] și descărcabilă din fișierul Activități.txt din acest dosar.

Scrieți un program Java 1.8 utilizând expresii lambda și procesarea fluxurilor pentru a face sarcinile definite de mai jos.

1. Informații despre Stream

Introdus în Java 8, API-ul Stream este folosit pentru a procesa colecții de obiecte. Un flux este o secvență de obiecte care acceptă diverse metode care pot fi configurate pentru a produce rezultatul dorit.

Caracteristicile fluxului Java sunt:

* Un flux nu este o structură de date, ci o intrare din colecții, arhitecturi sau canale I / O.
* Fluxurile nu modifică structura de date originală, ci furnizează rezultatul numai conform metodelor configurate.
* Fiecare operație intermediară este executată leneș și, prin urmare, returnează un flux, prin urmare pot fi realizate diferite operații intermediare. Operațiile terminale marchează sfârșitul fluxului și returnează rezultatul.
* .map Metoda .map este utilizată pentru a cartografia elementele din colecție către alte obiecte în conformitate cu predicatul trecut ca argument.
* .filter Metoda de filtrare este utilizată pentru a selecta elemente în conformitate cu predicatul trecut ca argument
* .sorted Metoda este utilizată pentru a sorta elementele din Stream

Stream-urile sunt înfășurate în jurul unei surse de date, permițându-ne să operăm cu acea sursă de date și să facem procesarea respectivă convenabilă și rapidă.

Un Stream nu stochează memorie și în acest sens nu este nici o structură de date. De asemenea, nu modifică niciodată sursa de date care stă la baza acesteia.

* 1. Expresiile Lambda

Sunt metode anonime (metode fără nume) folosite pentru a implementa o metodă definită de o interfață funcțională. Este important să știți ce este o interfață funcțională înainte de a vă pune mâinile murdare cu expresii lambda.

Expresiile Lambda introduc un nou operator în Java ” ->”, care împarte expresia în două părți.

Ex: (d-> d\*d)

Partea din stânga reprezintă parametri necesari pentru expresie, care ar putea fi de asemenea si nuli, dacă nu este nevoie de parametri pentru expresia respectivă.

Partea din dreapta, reprezintă corpul expresiei lambda, care specifică acțiunea pe care dorim să o efectuăm. Putem gândi ca și cum operatorul ”->” ar însemna ”devine”, ex. d devine d\*d.

Map<String,Long> dr =

mo.stream()

.collect(Collectors.*groupingBy*(h-> "Din data de :" + h.getStart\_time() + " pana in data de: "+h.getEnd\_time() +" activitatea: "+ h.getActivity()+ " a durat: ", Collectors.*summingLong*(f->*data*(f.getEnd\_time(), f.getStart\_time()))));

1. Obiectivul temei

Această temă are ca scop familiarizarea cu expresiile lambda și cu folosirea de stream-uri, care au fost introduce doar din java 8, pentru o scriere mai ușoară a codului, mai scurtă, în loc de utilizarea mai multor bucle de tip for, se folosește un stream care poate să înlocuiască un for cu un forEach, un if cu un filter, o metodă de sortare cu sorted și de asemenea poate să pună într-o listă, mapă doar anumite zone prin intermediul instrucțiunii map.

1. Analiza Problemei, modelare, scenarii, cazuri de utilizare
   1. Diagrama USE – CASE

![](data:image/png;base64,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)

Un scenariu pentru diagrama de tip use case, este acela în care utilizatorul scrie în fișier un anumit număr de activități, cu un timp de începere, de terminare și cu numele activității respective. Codul va verifica câte zile au fost monitorizate în lista de activități, de câte ori se execută o anumită activitate în decursul unei zile, sau pe tot parcursul listei, de câte ori apare, și care este durata totală, sau durata pe o anumita activitate.

1. Proiectare
   1. Diagrama de clase UML
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Diagrama contine 2 clase, respectiv 2 pachete, clasa Monitored Data și clasa main, făcând parte din pachetele MD si main.

* 1. Diagrama de pachete
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Pachetele componente sunt MD și main.

Pachetul MD

Conține clasa Monitored Data, care este formată dintr-un start time, de tip string, un end time tot de tipul string si activity, care reprezintă numele fiecărei activități, tot de tipul string. Și anume, pentru fiecare activitate, se reține un timp de începere a activității și un timp de finalizare a acesteia. Există 2 constructori, unul cu parametri iar celălalt, fără. De asemenea, sunt și gettere si settere pentru a putea avea acces la variabilele de instanță declarate de tip private. Fiecare activitate, are de asemenea și o metodă to String, care afișează perioada în care a început activitatea, în care s-a finalizat și numele respectivei activități.

Pachetul main

Conține metoda statică main, în care se realizează cerințele.

Prima cerintă, se cerea citirea din fișier a listei de activități și salvarea acesteia într-un array List.

Într-o variabilă de tip String, fname, am salvat numele fișierului, apoi am instanțiat o listă de obiecte de tip MonitoredData, care are un start time, end time si un nume. În interiorul unei clauze try catch() pentru a prinde excepțiile, am folosit un Stream de tipul String pe care l-am inițializat cu Files.lines(Paths.get(fname)) care are rolul de a lua fiecare linie din fișier, cu numele corespunzător. Apoi am ales să folosesc forEach() care este o funcție predefinită a stream-urilor, care ia fiecare linie din stream și o procesează. Adică, în acest caz, pentru fiecare linie din stream, dorim sa îl parsăm în 3 categorii, start time, end time și numele activității. Pentru asta am creat mai întâi un obiect de tip Monitored Data, în interiorul căruia să adăugăm valorile. Apoi, am folosit o expresie lambda, în interiorul metodei de set Start time, sett end time si set activity, care preia substring-ul care ne interesează din linia respectivă. După asta, obiectul nou format, este adăugat în lista de obiecte de tip Monitored data.

Pentru cerința 2, trebuia să numărăm câte zile apar în total pe toata lungimea fișierului. Pentru a realiza acest lucru, am folosit o variabila de tip long în care sa salvez rezultatul, apoi am apelat lista de obiecte Monitored Data . stream, pentru a avea acces la lista și să ne folosim de stream-uri. Am verificat ca timpul de început să fie diferit fată de timpul de final, și anume, pentru fiecare zi, era o activitate, care începea în ziua respectivă, dar se termina în următoarea zi, astfel zilele din start si din end trebuiau sa fie diferite. Prin această metodă, era imposibil să numărăm și ultima zi, deoarece, au fost numărate oarecum, nopțile, astfel se va afișa cu ++nr, pentru a fi numărată și ultima zi.

Pentru cerința 3, trebuia să numărăm câte activități au apărut în total, în lista de monitorizare și să se salveze într-o mapă de tip String si int. Pentru a realiza acest lucru, am creat o mapa de tip String, Long, deoarece metoda care execută numărarea în stream-uri, returează un long. Am inițializat mapa cu mo. stream(), mo fiind lista de obiecte din fișier. Apoi am folosit metoda .collect specifică stream-urilor, care are rolul de a lua valorile din stream si a le salva unde dorim, în acest caz, într-o mapă. Și anume, folosim Collectors. groupingBy, pentru a grupa în mapă, atat un String cât și un Long. String-ul va fi reprezentat de numele activității, pentru asta folosim o expresie lambda, prin referință de metoda ” MonitoredData::getActivity ”, apoi, pentru a lua număra de câte ori apare fiecare activitate, o data ce le-am grupat, folosim Collectors.*counting*() , care returnează un long și acesta reprezintă numărul de câte ori apare fiecare activitate pe întreg fișierul. Astfel, în mapă se va salva, numele fiecărei activități și numărul de câte ori apare.

Pentru cerința 4, se cerea să aflăm de câte ori a apărut fiecare activitate, pentru fiecare zi.

Astfel, am am creat o mapa de tip String, Long, deoarece metoda care execută numărarea în stream-uri, returează un long. Am inițializat mapa cu mo. stream(), mo fiind lista de obiecte din fișier. Apoi am folosit metoda .collect specifică stream-urilor, care are rolul de a lua valorile din stream si a le salva unde dorim, în acest caz, într-o mapă. Și anume, folosim Collectors. groupingBy, pentru a grupa în mapă, atat un String cât și un Long. String-ul va fi reprezentat de data de început pentru fiecare activitate și numele acesteia, astfel încât gruparea cu grouping by nu se mai realizează doar pe baza numelui activității, ci și prin data de început, pentru a lua fiecare zi. Apoi se apelează din nou, Collectors.counting pentru a număra.

Pentru cerința 5, trebuie sa aflăm durata fiecărei activități, de pe fiecare linie. Care se calculează cu end time – start time. Pentru asta, am realizat separat o metodă care convertește un string intr-o variabilă de tip date, dată calendaristică. Acolo, se primesc ca și parametri, 2 string-uri, care reprezintă end time si start time, în interiorul metodei creem o variabilă de tip Date format, pe care o inițializăm cu Simple Date format, care reprezintă formatul datei din fișier. Apoi pentru a prinde excepția Parse, folosim un try catch, în interiorul căruia, în variabile de tip Date, apelăm formatul realizat anterior, cu metoda parse, care primește ca și argument un string, pe care îl convertește în dată, în funcție de formatul pe care l-am oferit noi. Apoi, pentru calculul diferenței, dintre cele 2 date, folosim o variabila long, în care salvăm rezultatul, și facem end – start, apoi convertim valoarea în minute. Am realizat o nouă mapă, în care apelăm mo.stream(), apoi am folosit metoda .collect, în care dorim să grupăm după data de început, data de finalizare și numele activitățiilor, apoi pentru a calcula durata, apelăm metoda realizată anterior, prin folosirea unei variabile lambda, pentru a putea lua parametri, din lista de obiecte, folosindu-ne de gettere.

**public** **static** **long** data (String a, String b ) {

DateFormat form = **new** SimpleDateFormat("yyyy-mm-dd HH:mm:ss");

Date start;

Date end;

**long** fin = 0;

**long** dif = 0;

**try** {

start = form.parse(b);

end = form.parse(a);

fin = end.getTime() - start.getTime();

dif = Math.*abs*(TimeUnit.***MINUTES***.convert(fin,TimeUnit.***MILLISECONDS***));

} **catch** (ParseException e) {

e.printStackTrace();

}

**return** dif;

}

Pentru cerința 6, trebuia sa grupăm toate activitățiile și să vedem cât durează fiecare, pe întrega perioadă de monitorizare. Astfel, singura diferență față de cerința anterioară este faptul că, aici se grupează datele, doar dupa numele activității, fără să mai conteze în ce dată s-a executat fiecare activitate. Iar summingLong adună toate duratele, pentru fiecare activitate.

Pentru cerința 7, trebuia să verificăm care activități au durata mai mică de 5 minute, în 90% din cazuri, pe perioada de monitorizare. Pentru a realiza acest lucru, am folosit mai multe mape. Inițial, am folosit o mapa string, long, în care am salvat fiecare activitate, grupată cu numărul de câte ori apare în listă. Apoi, o altă mapa a fost folosită, pentru a verifica activitățiile care au durata mai mică decât 5 minute, prin metoda .filter. apoi am salvat în mapă, activitățiile grupate care au durata mai mică decât 5 minute, cu numărul de câte ori apar. De ex, activitatea Sleeping apare de 2 ori cu durata mai mică decât 5 minute. Printr-un array list, am parcurs a doua mapă și am verificat, prin filter, dacă valoarea fiecărui element din mapă, adică numărul de câte ori apare, este mai mare sau egal decât 90% din numărul de apariții al fiecarei activități. Adică am realizat 0.9\* numărul de câte ori apare fiecare activitate, apoi am salvat cheia din mapa, și anume string-ul, care reprezintă numele activității care îndeplinește această condiție și am adăugat-o în listă, prin Collectors.toList().

Map <String, Long> actt = mo.stream()

.collect(Collectors.*groupingBy*(d->d.getActivity(),Collectors.*counting*()));

Map <String, Long> m2 = mo.stream()

.filter(g-> *data*(g.getEnd\_time(), g.getStart\_time())<=5)

.collect(Collectors.*groupingBy*(d->d.getActivity(),Collectors.*counting*()));

ArrayList<String> dat = (ArrayList<String>) m2.entrySet().stream()

.filter(d->d.getValue() >= 0.9\*actt.get(d.getKey()))

.map(d->d.getKey())

.collect(Collectors.*toList*());

1. Rezultate

Rezultatele sunt vizibile în linia de comandă, fiecare cerință fiind afișată în consolă.

1. Concluzii

În concluzie, această aplicație folosește o nouă metodă de a scrie cod și anume prin intermediul expresiilor Lambda și a stream-urilor. Acest mod de a rezolva o problemă este mult mai elegant, mai scurt și oferă codului un aspect îngrijit, fiind scris scurt și ordonat.

Din această temă am învățat cum să folosesc stream-uri, cum să folosesc expresiile lambda, cum să leg expresiile de stream-uri și mai ales, cum să economisec timp, prin scrierea în acest mod, față de metodele clasice cu multe if-uri si bucle repetitive.
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