**Practical 8**

**Write a program to perform encryption and decryption using columnar transposition algorithm**

* **CODE :-**

import math

key = "epic"

def encryptMessage(msg):

cipher = ""

k\_indx = 0

msg\_len = float(len(msg))

msg\_lst = list(msg)

key\_lst = sorted(list(key))

col = len(key)

row = int(math.ceil(msg\_len / col))

fill\_null = int((row \* col) - msg\_len)

msg\_lst.extend('\_' \* fill\_null)

matrix = [msg\_lst[i: i + col]

for i in range(0, len(msg\_lst), col)]

for \_ in range(col):

c\_idx = key.index(key\_lst[k\_indx])

cipher += ''.join([row[c\_idx]

for row in matrix])

k\_indx += 1

return cipher

def decryptMessage(cipher):

msg = ""

k\_indx = 0

msg\_indx = 0

msg\_len = float(len(cipher))

msg\_lst = list(cipher)

col = len(key)

row = int(math.ceil(msg\_len / col))

key\_lst = sorted(list(key))

d\_cipher = []

for \_ in range(row):

d\_cipher += [[None] \* col]

for \_ in range(col):

c\_idx = key.index(key\_lst[k\_indx])

for j in range(row):

d\_cipher[j][c\_idx] = msg\_lst[msg\_indx]

msg\_indx += 1

k\_indx += 1

try:

msg = ''.join(sum(d\_cipher, []))

except TypeError:

raise TypeError("This program cannot",

"handle repeating words.")

null\_count = msg.count('\_')

if null\_count > 0:

return msg[: -null\_count]

return msg

msg = "Dharmay Sureja"

cipher = encryptMessage(msg)

print("Encrypted Message: {}".

format(cipher))

print("Decryped Message: {}".

format(decryptMessage(cipher)))

* **OUTPUT :-**

![](data:image/png;base64,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)