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1. **Постановка задачи**
2. Реализовать следующие алгоритмы машинного обучения: Linear/ Logistic Regression, SVM, KNN, Naive Bayes в отдельных классах
3. Данные классы должны наследоваться от BaseEstimator и  ClassifierMixin, иметь методы fit и predict
4. Вы должны организовать весь процесс предобработки, обучения и тестирования с помощью Pipeline
5. Вы должны настроить гиперпараметры моделей с помощью кросс валидации (GridSearchCV, RandomSearchCV) вывести и сохранить эти гиперпараметры в файл, вместе с обученными моделями
6. Проделать аналогично с коробочными решениями
7. Для каждой модели получить оценки метрик: Confusion Matrix, Accuracy, Recall, Precision, ROC\_AUC curve
8. Проанализировать полученные результаты и сделать выводы о применимости моделей
9. Загрузить полученные гиперпараметры модели и обученные модели в формате pickle на гит вместе с jupyter notebook ваших экспериментов
10. **Подготовка данных**

Для начала необходимо подготовить данные для обучения:

* Категориальные фичи преобразуем с помощью *ohe (OneHotEncoder)*. Если признак бинарный, то будем оставлять только один столбец для него.
* Количественные признаки преобразуем с помощью MinMaxScaler.

data\_preprocessing = ColumnTransformer([

('ohe', OneHotEncoder(drop='if\_binary'), categorical\_features),

('minmax', MinMaxScaler(), [feature for feature in numerical\_features])

])

Датасет имеет 4 класса ценовой категории телефонов (0,1,2,3). Изменим датасет так, чтобы новая ценовая категория 0 будет соответствовать старым классам 0 и 1, а категория 1 - соответственно 2 и 3.

Разделим данные на трейн и тест с помощью функции train\_test\_split. На тестовую часть оставим 30% данных.

1. **Подсчет метрик**

Сразу определим функцию для оценивания качества моделей. Будем считать метрики accuracy, precision, recall, rocauc и будем строить confusion matrix.

def get\_metrics(model, X, y\_true, threshold=0.5, use\_probas=True):

if use\_probas:

y\_pred\_probas = model.predict\_proba(X)

if len(y\_pred\_probas.shape) == 2:

y\_pred\_probas = y\_pred\_probas[:, 1]

y\_pred = y\_pred\_probas > threshold

else:

y\_pred = model.predict(X)

print('Accuracy = ', accuracy\_score(y\_true, y\_pred))

print('Precision = ', precision\_score(y\_true, y\_pred))

print('Recall = ', recall\_score(y\_true, y\_pred))

if use\_probas:

print('ROC AUC = ', roc\_auc\_score(y\_true, y\_pred\_probas))

print('Confusion matrix:')

print(confusion\_matrix(y\_true, y\_pred))

1. **Обучение и валидация моделей**

* **Логистическая регрессия**

class My\_log\_regression(BaseEstimator, ClassifierMixin):

def \_\_init\_\_(self, epochs=10, lr=0.1, batch\_size=256):

self.w = None

self.epochs = epochs

self.lr = lr

self.batch\_size = batch\_size

def fit(self, X, y):

X, y = check\_X\_y(X, y)

n, k = X.shape

if self.w is None:

np.random.seed(0xDEAD)

self.w = np.random.randn(k + 1)

X = np.concatenate((np.ones((n, 1)), X), axis=1)

for i in range(self.epochs):

for j in range(0, len(X), self.batch\_size):

X\_batch = X[j:j+self.batch\_size]

y\_batch = y[j:j+self.batch\_size]

y\_pred = self.\_predict\_proba\_internal(X\_batch)

self.w -= self.lr \* self.\_get\_gradient(X\_batch, y\_batch, y\_pred)

return self

def \_get\_gradient(self, X\_batch, y\_batch, y\_pred):

gradient = X\_batch.T @ (y\_pred - y\_batch)

return gradient

def predict\_proba(self, X):

X = check\_array(X)

n = X.shape[0]

X = np.concatenate((np.ones((n, 1)), X), axis=1)

return self.\_sigmoid(np.dot(X, self.w))

def \_predict\_proba\_internal(self, X):

return self.\_sigmoid(np.dot(X, self.w))

def predict(self, X, threshold=0.5):

return self.predict\_proba(X) > threshold

def \_sigmoid(self, a):

return 1. / (1 + np.exp(-a))

Получили следующие результаты:

![](data:image/png;base64,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)

Реализация лог. регрессии из sklearn дала следующие результаты с добавим весов к классам (class\_weight=’balanced’):
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Как видно по результатам, моя логистическая регрессия работает почти так же, как и библиотечная.

* **SVM**

линейный SVM c использованием soft margin loss

class My\_svm(ClassifierMixin, BaseEstimator):

def \_\_init\_\_(self, epochs=10, lr=0.1, alpha=0.1):

self.w = None

self.epochs = epochs

self.lr = lr

self.alpha = alpha

def fit(self, X, y):

X, y = check\_X\_y(X, y)

y = np.where(y == 1, 1, -1)

n, k = X.shape

if self.w is None:

np.random.seed(66)

self.w = np.random.randn(k + 1)

X = np.concatenate((np.ones((n, 1)), X), axis=1)

for i in range(self.epochs):

for j, x in enumerate(X):

margin = y[j] \* np.dot(self.w, x)

if margin >= 1:

self.w -= self.lr \* self.alpha \* self.w / self.epochs

else:

self.w += self.lr \* (y[j] \* x - self.alpha \* self.w / self.epochs)

return self

def predict(self, X):

X = check\_array(X)

n, k = X.shape

X = np.concatenate((np.ones((n, 1)), X), axis=1)

y = np.ndarray((n))

for i, elem in enumerate(X):

prediction = np.dot(self.w, elem)

if prediction > 0:

y[i] = 1

else:

y[i] = 0

return y

def \_hinge\_loss(self, x, y):

return max(0, 1 - y \* np.dot(x, self.w))

def \_soft\_margin\_loss(self, x, y):

return self.\_hinge\_loss(x, y) + self.alpha \* np.dot(self.w, self.w)

Получили следующие результаты:
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Результаты модели SVM из sklearn:

![](data:image/png;base64,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)

Результаты моей SVM почти совпали SVM из sklearn.

* **KNN**

from sklearn.metrics import euclidean\_distances

class My\_knn(ClassifierMixin, BaseEstimator):

def \_\_init\_\_(self, k = 1):

self.k = k

def fit(self, X, y):

# Check that X and y have correct shape

X, y = check\_X\_y(X, y)

# Store the classes seen during fit

self.classes\_ = unique\_labels(y)

self.X\_ = X

self.y\_ = y

# Return the classifier

return self

def predict(self, X):

# Check is fit had been called

check\_is\_fitted(self, ['X\_', 'y\_'])

# Input validation

X = check\_array(X)

y = np.ndarray((X.shape[0],))

for (i, elem) in enumerate(X):

distances = euclidean\_distances([elem], self.X\_)[0]

neighbors = np.argpartition(distances, kth = self. k - 1)

k\_neighbors = neighbors[:self.k]

labels, cnts = np.unique(self.y\_[k\_neighbors], return\_counts = True)

y[i] = labels[cnts.argmax()]

return y

Получили следующие результаты:
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Библиотечная версия алгоритма:
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* **Наивный алгоритм Байеса**

class My\_naive\_Bayes(BaseEstimator, ClassifierMixin):

def \_\_init\_\_(self):

pass

def fit(self, X, y):

X, y = check\_X\_y(X, y)

labels, counts = np.unique(y, return\_counts=True)

self.labels = labels

self.freq = np.array([cnt / y.shape[0] for cnt in counts])

self.means = np.array([X[y == label].mean(axis = 0) for label in labels])

self.stds = np.array([X[y == label].std(axis = 0) for label in labels])

return self

def predict\_proba(self, X):

X = check\_array(X)

y = np.zeros(X.shape[0])

for i, x in enumerate(X):

cur\_freq = np.array(self.freq)

for j in range(len(self.labels)):

p = np.array([self.\_gaussian(self.means[j][k], self.stds[j][k], x[k]) for k in range(X.shape[1])])

cur\_freq[j] \*= np.prod(p)

y[i] = cur\_freq[1]

return y

def predict(self, X, threshold=0.5):

return self.predict\_proba(X) > threshold

def \_gaussian(self, mu, sigma, x0):

return np.exp(-(x0 - mu) \*\* 2 / (2 \* sigma)) / np.sqrt(2.0 \* np.pi \* sigma)

Проверим результаты:
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Попробуем использовать GaussianNB из sklearn.
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Проанализировав результаты работы, видно, что моя версия наивного алгоритма Байеса отработала хуже, чем библиотечная версия. Это может быть связано с тем, что я использовал произведение вероятностей в отличие от версии sklearn, где используется минус логарифм их суммы.

1. **Вывод**

В данной лабораторной работе я реализовал некоторые линейные алгоритмы машинного обучения - логистическую регрессию, SVM, KNN и наивного Байеса. Я попробовал обучить каждую из этих моделей на своем датасете и посчитал метрики для каждой. Затем сравнил метрики моих моделей и моделей из sklearn и сделал вывод о том, результаты метрик почти совпадают за исключением наивного алгоритма Байеса. Причины, почему так произошло, описал выше в результатах работы наивного алгоритма Байеса.