# Razor Pay

* Visit the Razor pay website but you will not find it so visit this link

( <https://dashboard.razorpay.com/app/website-app-settings/api-keys> )

* After creating an account you will find an API KEY and past that API KEY and SECRET KEY to you backend config file
* Install razor in backend by visiting this link <https://www.npmjs.com/package/razorpay>
* By the help of above link create an instance like in server.js file
* Warning if you don’t use ES6 Import instance from “razorpay” then I will not work so for this use type: “module” in json file in backend

![](data:image/png;base64,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)

In app.js in backend it look like

![](data:image/png;base64,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)

Now follow the link

<https://razorpay.com/docs/payments/server-integration/nodejs/payment-gateway/build-integration/>

use this in code using the above link

const Razorpay = require("razorpay");

const instance = new Razorpay({

  key\_id:"rzp\_test\_mFRPpL3UmG6jAw",

  key\_secret: "Fqtl97MEgSMhlpJrz5RMqboq",

});

* Public html main ye add kro through which you can acces the window.Razorpay

    <script src="https://checkout.razorpay.com/v1/checkout.js"></script>

Now All you need is four function on paymentController.js but first routes

//router file in routes

const express = require("express")

const router = express.Router()

const {authentication} = require("../Authentication/auth")

const {processPayment, paymentVerification, sendAPiKEY, placeOrder} = require("../controllers/paymentController")

router.route("/payment/process").post(authentication,processPayment)

router.route("/paymentVerification").post(authentication,paymentVerification)

router.route("/razorApiKey").get(authentication,sendAPiKEY)

router.route("/placeOrder").put(authentication,placeOrder)

module.exports = router

const Razorpay = require("razorpay");

const instance = new Razorpay({

  key\_id: "rzp\_test\_mFRPpL3UmG6jAw",

  key\_secret: "Fqtl97MEgSMhlpJrz5RMqboq",

});

const crypto = require("crypto");

const Order = require("../models/orderModel");

//it is like make things ready

const processPayment = async (req, res) => {

  try {

    const options = {

      amount: req.body.amount, // amount in the smallest currency unit

      currency: "PKR",

    };

    const order = await instance.orders.create(options);

    res.status(200).json({

      success: true,

      order,

    });

  } catch (error) {

    res.status(500).json({

      success: false,

      message: error,

    });

  }

};

Is se order ki kuch information mil jati hai

//sending key

Is se api key send hoti hai jo front end main use hoti hai

const sendAPiKEY = async (req, res) => {

  res.status(200).json({

    success: true,

    key\_secret: "rzp\_test\_mFRPpL3UmG6jAw",

  });

};

* Ye upper waly function se data liya ja raha

      const config = {

        headers: {

          "Content-Type": "application/json",

        },

      };

      //type 1 data demand fullfilling

      const {

        data: { key\_secret },

      } = await axios.get("/api/v1/razorApiKey");

      //type 2 data demand fullfilling

      const {

        data: { order },

      } = await axios.post("/api/v1/payment/process", amountobj, config);

Ab hum data Option k object main use krn gy or Callback\_url main back end ka address de dein gy

      var options = {

        key: key\_secret, // Enter the Key ID generated from the Dashboard

        amount: order.amount,

        currency: "PKR",

        name: "Adil younas",

        description: "Testing the Razor pay for project on 4/12/2023",

        image:

          "https://images.unsplash.com/photo-1511367461989-f85a21fda167?ixlib=rb-4.0.3&ixid=MnwxMjA3fDB8MHxzZWFyY2h8Mnx8cHJvZmlsZXxlbnwwfHwwfHw%3D&w=1000&q=80",

        order\_id: order.id,

        callback\_url: "http://localhost:5000/api/v1/paymentVerification",

        prefill: {

          name: "Gaurav Kumar",

          email: "gaurav.kumar@example.com",

          contact: "9000090000",

        },

        notes: {

          address: "Razorpay Corporate Office",

        },

        theme: {

          color: "#3399cc",

        },

      };

      const razor = new window.Razorpay(options);

      razor.open();

upper kuch information beji or order ready ab backend ka callback url part ye hai taky hum Authentication b use kr saky

**Note:** upper ham ny jo link past kiya hai us ki waja se req.body k andar Razor function a jaye ga Or window.Razor k through hum is ko access kr len gy Authentication ki thori se information bejny k bad data base main or chezin b save krni hai is liye front end ka url b use krna hai

Upper wala link paymentVerification ka hai

const paymentVerification = async (req, res) => {

  try {

    const { razorpay\_payment\_id, razorpay\_order\_id, razorpay\_signature } =

      req.body;

    const body = razorpay\_order\_id + "|" + razorpay\_payment\_id;

    const expectedSignature = crypto

      .createHmac("sha256", "Fqtl97MEgSMhlpJrz5RMqboq")

      .update(body.toString())

      .digest("hex");

// razorpay\_signature must = expectedSignature

    console.log("sig received ", razorpay\_signature);

    console.log("sig generated ", expectedSignature);

    const Authenticated = razorpay\_signature === expectedSignature;

    if (Authenticated) {

      const order = await Order.create({

        user: req.user.\_id, //done

        razorpay\_order\_id: razorpay\_order\_id,

        razorpay\_payment\_id: razorpay\_payment\_id,

        razorpay\_signature: razorpay\_signature,

  paidAt: Date.now(), //yahan kuch information beji jati hai

      });

      res

        .status(201)

        .redirect(

          `http://localhost:3000/paymentuccess?reference=${razorpay\_payment\_id}`

        );

    } else {

      res.status(400).json({

        success: false,

      });

    }

  } catch (error) {

    res.status(500).json({

      success: false,

      message: error,

    });

  }

};

The above function verify the user and send 3 important keys to data base like ( razorpay\_payment\_id, razorpay\_order\_id, razorpay\_signature).

http://localhost:3000/paymentuccess?reference=${razorpay\_payment\_id}`

Upper wala link front end ka hai ka hai yani nechy dekho link ka code open hai is k through hum baki data backend ko bej dein gy

import React, { useEffect } from "react";

import { useSearchParams } from "react-router-dom";

import "./paymentSuccess.css";

import axios from "axios";

const PaymentSuccess = () => {

  const searchQuery = useSearchParams()[0];

  const referenceNum = searchQuery.get("reference");

  //for cart items

  const {cartItems,Total,shippingTax,subTotal,tax  } = JSON.parse(localStorage.getItem("cartItems"))

  //for shipping information

  const {addressState,cityState,countryState,phoneNOState,pinCodeState,stateState   } = JSON.parse(localStorage.getItem("shippingInfoItems"))

  //data binding

  const dataBinding = {

    orderItems:cartItems,

    referenceNum,

    shippingInfo:{

      address:addressState,

      country:countryState,

      state:stateState,

      city:cityState,

      phone:phoneNOState,

      pinCode:pinCodeState,

    },

    subTotal:subTotal,

    tax:tax,

    shippingTax:shippingTax,

    total:Total,}

  const config = {

    headers: {

      "Content-Type": "application/json",

    },

  };

 async function placeOrder () {

    try {

      await axios.put("/api/v1/placeOrder",dataBinding,  config);

    } catch (error) {

      console.log(error);

    }

  };

useEffect(()=>{

  placeOrder()

  // eslint-disable-next-line react-hooks/exhaustive-deps

},[])

  return (

    <div className="success\_Main\_div">

      <div>Reference Number: {referenceNum}</div>

      <button >Click me</button>

    </div>

  );

};

export default PaymentSuccess;

Here we are receiving the information from the above link

And this is the backend part

//place order

const placeOrder = async (req, res) => {

  try {

    const {orderItems, shippingInfo,subTotal,tax,shippingTax,total,referenceNum } = await req.body

    const order = await Order.findOne( {razorpay\_payment\_id:referenceNum } );

    if (!order) {

      return res.status(400).json({

        success: false,

        message: "Order not found",

      });

    }

    const updataOrder = await Order.findByIdAndUpdate(order.\_id,{ orderItems,shippingInfo,subTotal,tax,shippingTax,total}

    );

    res.status(200).json({

      success: true,

      updataOrder

    });

  } catch (error) {

    res.status(500).json({

      success: false,

      message: error,

    });

  }

};