**FREEDOM INTERNATIONAL SCHOOL**

# 33, Sector IV, HSR Layout, Bengaluru, Karnataka 560102

SCHOOL CODE: 45175 AFFILIATION NUMBER: 830183

**COMPUTER SCIENCE PROJECT**

**ON**

**Banking Software**

**DONE BY**

Adit Prabhu

Dheeraj Rao

Sri Vallabha B S

Class XI A

**Under the guidance of**

**Ms. SUMITA TYAGI**

**PGT- COMPUTER SCIENCE**

**Vice Principal Principal**

**Ms. Clara David Ms. Sneha Rai**

**Freedom International School Freedom International School**

**Bangalore Bangalore**

![](data:image/png;base64,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)

**FREEDOM INTERNATIONAL SCHOOL**

# 33, Sector IV, HSR Layout, Bengaluru, Karnataka 560102

SCHOOL CODE: 45175 AFFILIATION NUMBER:830183

**CERTIFICATE**

This is to certify that the Computer Science Project Report entitled

**Project Name,**

was carried out by **Adit Prabhu, Dheeraj Rao and Sri Vallabha BS** of Class **XI**,

Roll No. **2, 12, 32**, a student of

FREEDOM INTERNATIONAL SCHOOL in partial fulfilment of the Computer Science Practical Examinations prescribed by the CBSE

during the Academic Year 2022-2023.

I certify that this project has been done by him/her with his/her own effort with the guidance of the teacher.

**Signature of the Teacher In-Charge Signature of the Principal**

**Ms. Sumita Tyagi Ms. Sneha Rai**

**Name of the Examiners Signature with date**

1. **\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**
2. **\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_**

**ACKNOWLEDGEMENT**

We would like to express our special thanks and gratitude to our teacher and project guide Ms. Sumita Tyagi who gave us the opportunity to work on this project. A lot of research was involved which helped us in learning more about the topic and discovering many new things. This has been an important learning experience.

Our sincere thanks to Ms. Sneha Rai, our principal, for her coordination in extending every possible support for the completion of this project.

We also thank our parents for their motivation and support.

Last but not least, we would like to thank all those who had helped directly or indirectly towards the completion of this project.

**INDEX**

|  |  |  |
| --- | --- | --- |
| **Serial No.** | **Contents** | **Page No.** |
| 1. | Project Description | 5 |
| 2. | Requirements | 6 |
| 3. | Source code | 7- |
| 4. | Output Screenshots | 25- |
| 5. | Future Scope | 34 |
| 6. | References | 35 |

**PROJECT DESCRIPTION**

Our Project is to create a Banking Management software. The main purpose of our software is to simulate net/online banking facilities provided by banks.

Our software allows our users to create an account with a username and password. It also ensures that the password chosen by the user is strong.

After money is deposited to the users account, they are able to withdraw money from the account or transfer money to other user users. This process is made more secure by verifying the password each time a withdrawal or transfer is made.

The users can also see the history of the latest transaction completed by them including the type of transaction, date, amount and net balance at that time. The users also receive a notification when money is transferred to them.

All the data of the users is stored in a sqlite3 database. This data includes their username, password, balance and transaction history.

The software is very user-friendly and easy on the eyes.

**PROJECT REQUIREMENTS**

1. tkinter
2. ttk
3. sqlite3
4. time
5. PIL

**SOURCE CODE**

from tkinter import \*

from tkinter import messagebox

from tkinter import ttk

import sqlite3

import time

from PIL import ImageTk, Image

user\_list=[]

trans\_hist\_limit=10

notif\_limit=10

def init():

conn=sqlite3.connect("Database.db")

cur=conn.cursor()

cur.execute("""CREATE TABLE IF NOT EXISTS Users(Name text, Username text, Password text, Balance int, Trans\_Hist text, Notifications text);""")

conn.commit()

conn.close()

init\_login('start')

def init\_login(From):

global tb\_username

global tb\_password

global login\_win

if From=='signup':

signup\_win.destroy()

elif From=='main':

user\_list.clear()

main\_win.destroy()

login\_win=Tk()

login\_win.geometry('1500x750')

login\_win.title("Login page")

Logo = ImageTk.PhotoImage(Image.open('Bank Logo.jpg'))

login\_win.iconphoto(False, Logo)

Bg = ImageTk.PhotoImage(Image.open('Bank Background.jpg').resize((1500,750)))

lbl\_bg=Label(login\_win, image=Bg)

lbl\_bg.pack()

lbl\_login=Label(login\_win,text="Login",justify='center',font = ('Arial ' , 25, 'bold'), fg='#0f0',bg='#054175').place(relx=0.5,rely=0.35,anchor='c')

lbl\_username=Label(login\_win,text="Username:", font = ('Arial' , 15), fg='#ffffff', bg='#054175').place(relx=0.42,rely=0.4 , anchor='c')

tb\_username=Entry(login\_win ,font = ('Arial' , 15))

tb\_username.place(relx=0.54,rely=0.4,anchor ='c')

lbl\_password=Label(login\_win,text="Password:",font = ('Arial' , 15), fg='#ffffff', bg='#054175').place(relx=0.42,rely=0.45 , anchor='c')

tb\_password=Entry(login\_win,show='\*',font = ('Arial' , 15))

tb\_password.place(relx=0.54,rely=0.45,anchor ='c')

btn\_login=Button(text="Login",command=login,font = ('Arial' , 15))

btn\_login.place(relx=0.5 , rely=0.51,anchor = 'c')

login\_win.bind('<Return>' , lambda event:login())

lbl\_signup=Label(login\_win,text="Don't have an account?",font = ('Calibri' , 15,'bold'), fg='#ffbf00', bg='#055d8b').place(relx=0.5 , rely = 0.56 , anchor = 'c')

btn\_signup=Button(text="Signup",font = ('Arial' , 15),command=lambda: init\_signup('login'))

btn\_signup.place(relx=0.5 , rely = 0.61, anchor = 'c')

login\_win.mainloop()

def init\_signup(From):

global signup\_win

global tb\_name

global tb\_username

global tb\_password

global tb\_reenterpass

global tb\_initdep

if From=='login':

login\_win.destroy()

elif From=='main':

main\_win.destroy()

signup\_win = Tk()

signup\_win.title("Sign-up Page")

signup\_win.geometry('1500x750')

Logo = ImageTk.PhotoImage(Image.open('Bank Logo.jpg'))

signup\_win.iconphoto(False, Logo)

Bg = ImageTk.PhotoImage(Image.open('Bank Background.jpg').resize((1500,750)))

lbl\_bg=Label(signup\_win, image=Bg)

lbl\_bg.pack()

frame\_ui = Frame(signup\_win, bg='#055a86')

frame\_ui.place(relx=0.375,rely=0.25)

lbl\_createacnt=Label(frame\_ui,text= 'Create an Account', font = ('Arial' , 25, 'bold'), fg='#0f0', bg='#055a86').grid(row=0,column=0,columnspan=2)

lbl\_name=Label(frame\_ui,text='Enter Name:', font = ('Arial ' , 15), bg='#055a86', fg='#ffffff').grid(row=1,column=0,pady=5)

tb\_name=Entry(frame\_ui, width=10, font = ('Arial' , 15))

tb\_name.grid(row=1, column=1, pady=5, padx=5)

lbl\_username=Label(frame\_ui, text= 'Enter Username:', font = ('Arial' , 15), bg='#055a86', fg='#ffffff').grid(row=2,column=0,pady=5)

tb\_username=Entry(frame\_ui, width=10, font = ('Arial' , 15))

tb\_username.grid(row=2, column=1, pady=5, padx=5)

lbl\_password=Label(frame\_ui, text= 'Enter Password:', font = ('Arial' , 15), bg='#055a86', fg='#ffffff').grid(row=3,column=0,pady=5)

tb\_password=Entry(frame\_ui,width=10,show='\*', font = ('Arial' , 15))

tb\_password.grid(row=3, column=1, pady=5, padx=5)

lbl\_reenterpass=Label(frame\_ui,text='Re-enter password:', font = ('Arial' , 15), bg='#055a86', fg='#ffffff').grid(row=4,column=0,pady=5)

tb\_reenterpass=Entry(frame\_ui,width=10,show='\*', font = ('Arial' , 15))

tb\_reenterpass.grid(row=4, column=1, pady=5, padx=5)

lbl\_initdep=Label(frame\_ui,text='Enter Initial Deposit:', font = ('Arial' , 15), bg='#055a86', fg='#ffffff').grid(row=5,column=0,pady=5)

tb\_initdep=Entry(frame\_ui,width=10, font = ('Arial' , 15))

tb\_initdep.grid(row=5, column=1, pady=5, padx=5)

btn\_signup=Button(frame\_ui, text='Sign Up',command=signup, font = ('Arial' , 15))

btn\_signup.grid(row=6, column=0, columnspan=2, pady=10)

signup\_win.bind('<Return>' , lambda event:signup())

lbl\_login=Label(frame\_ui, text="Already have an account?",font = ('Calibri' , 15,'bold'), fg='#ffbf00', bg='#055a86').grid(row=7,column=0,columnspan=2,pady=15)

btn\_login=Button(frame\_ui,text="Go back to login page", font = ('Arial' , 15), command=lambda: init\_login('signup'))

btn\_login.grid(row=8,column=0,columnspan=2,pady=5)

signup\_win.mainloop()

def init\_main(From):

global main\_win

global user\_list

global frame\_content

global frame\_centering

global lbl\_balance

if From=='login':

login\_win.destroy()

elif From=='signup':

signup\_win.destroy()

conn=sqlite3.connect("Database.db")

cur=conn.cursor()

main\_win=Tk()

main\_win.title("Main page")

main\_win.geometry('1250x750')

Logo = ImageTk.PhotoImage(Image.open('Bank Logo.jpg'))

main\_win.iconphoto(False, Logo)

Bg = ImageTk.PhotoImage(Image.open('Bank Background.jpg').resize((1500,750)))

lbl\_bg=Label(main\_win, image=Bg)

lbl\_bg.place(relx=0,rely=0, anchor='nw')

lbl\_name=Label(main\_win,text=("Name : "+user\_list[1]), font = ('Arial' , 15), bg='#010f4c', fg='#ffffff')

lbl\_name.grid(row=0,column=0, padx=2, pady=2)

lbl\_username=Label(main\_win,text=("Username : "+user\_list[2]), font = ('Arial' , 15), bg='#010f4c', fg='#ffffff')

lbl\_username.grid(row=1,column=0, padx=2, pady=2)

lbl\_balance=Label(main\_win,text=("Balance : "+str(user\_list[4])), font = ('Arial' , 15), bg='#010f4c', fg='#ffffff')

lbl\_balance.grid(row=2,column=0, padx=2, pady=2)

btn\_logout=Button(main\_win,text="Logout", font = ('Arial' , 15),command=lambda: init\_login('main'))

btn\_logout.grid(row=3, column=0, pady=10)

frame\_btn=Frame(main\_win,width=50,height=100)

frame\_btn.grid(row=4, column=0, sticky=N, padx=10, pady=20)

btn\_deposit=Button(frame\_btn,text='Deposit', width=15, font = ('Arial' , 15), command=lambda: display\_tab('deposit') )

btn\_deposit.grid(row=0,column=0)

btn\_withdrawal=Button(frame\_btn,text='Withdraw', width=15, font = ('Arial' , 15), command=lambda: display\_tab('withdraw') )

btn\_withdrawal.grid(row=1,column=0)

btn\_transfer=Button(frame\_btn,text='Transfer', width=15, font = ('Arial' , 15), command=lambda: display\_tab('transfer') )

btn\_transfer.grid(row=2,column=0)

btn\_history=Button(frame\_btn,text='Transaction History', width=15, font = ('Arial' , 15), command=lambda: display\_tab('transaction history') )

btn\_history.grid(row=3,column=0)

frame\_content=Frame(main\_win,width=750,height=500,pady=10,padx=0,bg='#7fd2df')

frame\_content.grid(row=4,column=1)

frame\_content.grid\_propagate(False)

frame\_centering=Frame(frame\_content, bg='#7fd2df')

frame\_centering.place(relx=0.5,rely=0,anchor='n')

display\_tab('deposit')

for i in eval(user\_list[6]):

messagebox.showinfo("Money Transferred", i)

user\_list[6]='[]'

cur.execute("UPDATE Users SET Notifications = '[]' WHERE rowid = ?", (user\_list[0],))

conn.commit()

main\_win.mainloop()

conn.commit()

conn.close()

def display\_tab(tab):

for widgets in frame\_centering.winfo\_children():

widgets.destroy()

if tab=='transfer':

global tb\_user

global tb\_transfer

lbl\_transfer=Label(frame\_centering, text="Transfer", font = ('Arial' , 20, 'bold'), bg='#7fd2df', fg='#000000', pady=20).grid(row=0,column=0,columnspan=2)

lbl\_user=Label(frame\_centering,text='Enter username of recepient :', font = ('Arial' , 15), bg='#7fd2df', fg='#000000').grid(row=1,column=0)

tb\_user=Entry(frame\_centering, font = ('Arial' , 15))

tb\_user.grid(row=1,column=1)

lbl\_amt=Label(frame\_centering,text='Enter amount to be transferred :', font = ('Arial' , 15), bg='#7fd2df', fg='#000000').grid(row=2,column=0)

tb\_transfer=Entry(frame\_centering, font = ('Arial' , 15))

tb\_transfer.grid(row=2,column=1)

btn\_transfer = Button(frame\_centering , text = 'Transfer ', font = ('Arial',15), command = lambda: transfer(tb\_transfer.get(), tb\_user.get()))

btn\_transfer.grid(row=3, column = 0 , columnspan = 2, pady=10)

main\_win.bind('<Return>' , lambda event:transfer(tb\_transfer.get(), tb\_user.get()))

elif tab=='withdraw':

global tb\_withdraw

lbl\_withdraw=Label(frame\_centering, text="Withdraw", font = ('Arial' , 20, 'bold'), bg='#7fd2df', fg='#000000', pady=20).grid(row=0,column=0,columnspan=2)

lbl\_amount= Label(frame\_centering , text = 'Enter amount to be withdrawn : ', font = ('Arial',15), bg='#7fd2df', fg='#000000').grid(row=1,column=0)

tb\_amount = Entry(frame\_centering, font = ('Arial' , 15))

tb\_amount.grid(row=1,column=1)

btn\_withdraw = Button(frame\_centering , text = 'Withdraw', font = ('Arial' , 15) , command = lambda: withdraw(tb\_amount.get()))

btn\_withdraw.grid(row=2, column=0, columnspan = 2, pady=10)

main\_win.bind('<Return>' , lambda event:withdraw(tb\_amount.get()))

elif tab=='deposit':

global tb\_deposit

lbl\_deposit=Label(frame\_centering, text="Deposit", font = ('Arial' , 20, 'bold'), bg='#7fd2df', fg='#000000', pady=20).grid(row=0,column=0,columnspan=2)

lbl\_amount= Label(frame\_centering , text = 'Enter amount to be deposited : ', font = ('Arial' , 15), bg='#7fd2df', fg='#000000').grid(row=1 , column=0)

tb\_amount = Entry(frame\_centering, font = ('Arial' , 15))

tb\_amount.grid(row=1,column=1)

btn\_deposit = Button(frame\_centering , text = 'Deposit', font = ('Arial' , 15), command = lambda: deposit(tb\_amount.get()))

btn\_deposit.grid(row=2, column=0, columnspan = 2, pady=10)

main\_win.bind('<Return>' , lambda event:deposit(tb\_amount.get()))

elif tab=='transaction history':

lbl\_TransHist=Label(frame\_centering, text="Transaction History", font = ('Arial' , 20, 'bold'), bg='#7fd2df', fg='#000000', pady=20).grid(row=0,column=0)

style = ttk.Style()

style.configure("Style1.Treeview", font=('Arial', 15))

style.configure("Style1.Treeview.Heading", font=('Arial',15,'bold'))

table = ttk.Treeview(frame\_centering, style="Style1.Treeview")

table['columns'] = ("Date", "Transaction", "Change in balance", "Total balance")

table.column("#0", width=0, stretch=NO)

table.column("Date", anchor=CENTER, width=125)

table.column("Transaction", anchor=W, width=300)

table.column("Change in balance", anchor=CENTER, width=150)

table.column("Total balance", anchor=CENTER, width=125)

table.heading("#0", text='', anchor=CENTER)

table.heading("Date", text="Date", anchor=CENTER)

table.heading("Transaction", text="Transaction", anchor=W)

table.heading("Change in balance", text="Change in Bal.", anchor=CENTER)

table.heading("Total balance", text="Total Bal.", anchor=CENTER)

update\_info()

for i in range(len(user\_list[5])):

table.insert(parent='', index=0, iid = len(user\_list[5])-i, text='', values = user\_list[5][i])

table.grid(row=1,column=0)

main\_win.bind('<Return>', lambda event:display\_tab('transaction history'))

return()

def login():

global user\_list

global tb\_username

global tb\_password

conn=sqlite3.connect("Database.db")

cur=conn.cursor()

if tb\_username.get()=='' or tb\_password.get()=='':

messagebox.showwarning("All fields are required","Please enter all required fields")

else:

cur.execute("SELECT rowid,\* FROM Users WHERE USERNAME=?",(tb\_username.get(),))

temp\_list=cur.fetchone()

if temp\_list==None:

messagebox.showwarning("Invalid username","Username does not exist")

elif tb\_password.get()==temp\_list[3]:

user\_list=list(temp\_list)

user\_list[5]=eval(user\_list[5])

init\_main('login')

else:

messagebox.showwarning("Wrong username or password","Username and password don't match")

conn.commit()

conn.close()

return()

def signup():

global user\_list

conn=sqlite3.connect("Database.db")

cur=conn.cursor()

if tb\_name.get()=='' or tb\_username.get()=='' or tb\_password.get()=='' or tb\_reenterpass.get()=='' or tb\_initdep.get()=='':

messagebox.showwarning("All fields are required","Please enter all required fields")

elif len(tb\_password.get())<8:

messagebox.showwarning("Password too short","Password must be at least 8 characters long")

elif tb\_password.get()!=tb\_reenterpass.get():

messagebox.showwarning("Password does not match","Password entered in password textbox does not match password entered in reenter password textbox")

elif not (tb\_initdep.get().isdigit()):

messagebox.showwarning("Invalid initial deposit","The initial deposit must be a number")

else:

cur.execute("SELECT rowid,\* FROM Users WHERE Username=?",(tb\_username.get(),))

temp\_list=cur.fetchone()

if temp\_list!=None:

messagebox.showwarning("Username already taken","Please choose another username")

else:

cur.execute("INSERT INTO Users VALUES (?,?,?,?,?,?)",(tb\_name.get(),tb\_username.get(),tb\_password.get(),int(tb\_initdep.get()),'[]','[]'))

conn.commit()

cur.execute("SELECT rowid,\* FROM Users WHERE Username=?",(tb\_username.get(),))

conn.commit()

user\_list=list(cur.fetchone())

user\_list[5]=eval(user\_list[5])

init\_main('signup')

conn.commit()

conn.close()

return()

def deposit(amount):

conn=sqlite3.connect("Database.db")

cur=conn.cursor()

if amount=='':

messagebox.showwarning("Invalid deposit amount","Please enter amount to deposit")

elif not amount.isdigit():

messagebox.showwarning("Invalid deposit amount","Amount to deposit should be a positive number rounded off to nearest rupee")

elif int(amount)==0:

messagebox.showwarning("Invalid deposit amount","Amount to deposit should be a positive number rounded off to nearest rupee")

else:

update\_info()

balance=user\_list[4]

cur.execute("UPDATE Users SET Balance = ? WHERE rowid = ?",(balance+int(amount),user\_list[0]))

conn.commit()

trans\_hist=list(user\_list[5])

if len(trans\_hist)>=trans\_hist\_limit:

trans\_hist.pop(0)

trans\_hist.append([time.strftime("%d/%m/%Y"), "Deposited Rs."+amount, '+'+amount, balance+int(amount)])

cur.execute("UPDATE Users SET Trans\_Hist = ? WHERE rowid = ?",(str(trans\_hist),user\_list[0]))

messagebox.showinfo("Transaction succesfull","Transaction completed successfully")

update\_info()

conn.commit()

conn.close()

return()

def withdraw(amount):

conn=sqlite3.connect("Database.db")

cur=conn.cursor()

if amount=='':

messagebox.showwarning("Invalid withdraw amount","Please enter amount to withdraw")

elif not amount.isdigit():

messagebox.showwarning("Invalid deposit amount","Amount to deposit should be a positive number rounded off to nearest rupee")

elif int(amount)==0:

messagebox.showwarning("Invalid deposit amount","Amount to deposit should be a positive number rounded off to nearest rupee")

else:

update\_info()

balance=int(user\_list[4])

if int(amount)>balance:

messagebox.showwarning("Error","You cannot withdraw more than you have in your account")

else:

auth\_win=Toplevel(main\_win)

auth\_win.title("Authentication")

Logo = ImageTk.PhotoImage(Image.open('Bank Logo.jpg'))

auth\_win.iconphoto(False, Logo)

def confirm\_pass():

if tb\_pass.get()==user\_list[3]:

auth\_win.destroy()

cur.execute("UPDATE Users SET Balance = ? WHERE rowid = ?",(balance-int(amount),user\_list[0]))

conn.commit()

trans\_hist=list(user\_list[5])

if len(trans\_hist)>=trans\_hist\_limit:

trans\_hist.pop(0)

trans\_hist.append([time.strftime("%d/%m/%Y"), "Withdrawed Rs."+amount , '-'+amount, balance-int(amount)])

cur.execute("UPDATE Users SET Trans\_Hist = ? WHERE rowid = ?",(str(trans\_hist),user\_list[0]))

conn.commit()

messagebox.showinfo("Transaction succesful","Amount withdrawn successfully")

update\_info()

else:

auth\_win.destroy()

messagebox.showwarning("Authentication failed","Wrong password, Please try again.")

lbl\_auth=Label(auth\_win,text="Please confirm your password to continue")

lbl\_auth.grid(row=0,column=0,columnspan=2)

lbl\_pass=Label(auth\_win,text="Password:")

lbl\_pass.grid(row=1,column=0)

tb\_pass=Entry(auth\_win,show='\*')

tb\_pass.grid(row=1,column=1)

btn\_auth=Button(auth\_win,text="Confirm",command=confirm\_pass)

btn\_auth.grid(row=2,column=0,columnspan=2)

auth\_win.bind('<Return>', lambda event:confirm\_pass())

auth\_win.mainloop()

conn.commit()

conn.close()

return()

def transfer(amount,user):

conn=sqlite3.connect("Database.db")

cur=conn.cursor()

if amount=='':

messagebox.showwarning("Invalid transfer amount","Please enter amount to transfer")

elif not amount.isdigit():

messagebox.showwarning("Invalid deposit amount","Amount to deposit should be a positive number rounded off to nearest rupee")

elif int(amount)==0:

messagebox.showwarning("Invalid deposit amount","Amount to deposit should be a positive number rounded off to nearest rupee")

elif user==user\_list[2]:

messagebox.showwarning("Invalid Username","You cannot transfer money to yourself")

else:

update\_info()

balance=int(user\_list[4])

cur.execute("SELECT rowid, Balance, Trans\_Hist, Notifications FROM Users WHERE Username=?",(user,))

conn.commit()

transferee\_list=cur.fetchone()

if float(amount) > balance:

messagebox.showwarning("Error","You cannot transfer more than you have in your account")

elif transferee\_list==None:

messagebox.showwarning("Invalid Username","No account with username "+user+" exists")

else:

auth\_win=Toplevel(main\_win)

auth\_win.title("Authentication")

Logo = ImageTk.PhotoImage(Image.open('Bank Logo.jpg'))

auth\_win.iconphoto(False, Logo)

def confirm\_pass():

if tb\_pass.get()==user\_list[3]:

auth\_win.destroy()

cur.execute("UPDATE Users SET Balance=? WHERE rowid=?",(balance-int(amount),user\_list[0]))

conn.commit()

cur.execute("UPDATE Users SET Balance=? WHERE rowid=?",(transferee\_list[1]+int(amount),transferee\_list[0]))

conn.commit()

trans\_hist=list(user\_list[5])

if len(trans\_hist)>=trans\_hist\_limit:

trans\_hist.pop(0)

trans\_hist.append([time.strftime("%d/%m/%Y"), "Transferred Rs."+amount+" to "+user, '-'+amount, balance-int(amount)])

cur.execute("UPDATE Users SET Trans\_Hist = ? WHERE rowid = ?",(str(trans\_hist),user\_list[0]))

conn.commit()

trans\_hist=eval(transferee\_list[2])

if len(trans\_hist)>=trans\_hist\_limit:

trans\_hist.pop(0)

trans\_hist.append([time.strftime("%d/%m/%Y"), "Received Rs."+amount+" from "+user\_list[2], '+'+amount, transferee\_list[1]+int(amount)])

cur.execute("UPDATE Users SET Trans\_Hist = ? WHERE rowid = ?",(str(trans\_hist),transferee\_list[0]))

conn.commit()

notifications=eval(transferee\_list[3])

if len(notifications)>=notif\_limit:

notifications.pop(0)

notifications.append("Received Rs."+amount+" from "+user\_list[2])

cur.execute("UPDATE Users SET Notifications = ? WHERE rowid = ?", (str(notifications), transferee\_list[0]))

conn.commit()

messagebox.showinfo("Transaction successful","Transaction completed successfully")

update\_info()

return()

else:

auth\_win.destroy()

messagebox.showwarning("Authentication failed","Wrong password, Please try again.")

return()

lbl\_auth=Label(auth\_win,text="Please confirm your password to continue")

lbl\_auth.grid(row=0,column=0,columnspan=2)

lbl\_pass=Label(auth\_win,text="Password:")

lbl\_pass.grid(row=1,column=0)

tb\_pass=Entry(auth\_win,show='\*')

tb\_pass.grid(row=1,column=1)

btn\_auth=Button(auth\_win,text="Confirm",command=confirm\_pass)

btn\_auth.grid(row=2,column=0,columnspan=2)

auth\_win.bind('<Return>', lambda event:confirm\_pass())

auth\_win.mainloop()

conn.commit()

conn.close()

return()

def update\_info():

global user\_list

conn=sqlite3.connect("Database.db")

cur=conn.cursor()

cur.execute("SELECT rowid, \* FROM Users WHERE rowid = ?",(user\_list[0],))

user\_list=list(cur.fetchone())

user\_list[5]=eval(user\_list[5])

lbl\_balance.config(text=("Balance : "+str(user\_list[4])))

conn.commit()

conn.close()

init()

**OUTPUT SCREENSHOTS**

Put two screenshots of output on one page.

**FUTURE SCOPE**

The following enhancements can be easily added, to make this software even more useful:

1. Increase security of software.
2. Provide interest on deposited amount.
3. The ability to apply for loans.
4. Add Two-factor authentication with OTP through e-mail.
5. Creating a central server where database can be stored securely.
6. Increase the efficiency of code.
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