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# Data preparation

library(readxl)  
  
product\_data <- read\_excel("Data\_ordering.xlsx",sheet = "product data")  
box\_data <- read\_excel("Data\_ordering.xlsx",sheet = "box data")  
#rack data  
Total\_racks=8  
levels\_per\_rack=4  
rack\_length= 6000  
rack\_width=1750  
rack\_height=300

## Convert to Boxes

Convert demand , quantity and unit price all from part to box which is the capacity of a box for part .

Demand for box with part .

Price for box with material .

value of box

product\_data$demand\_per\_year= ceiling((product\_data$`demand per day` \*262)/ product\_data$`pieces/box`)   
  
product\_data$box\_cost= product\_data$`pieces/box` \* product\_data$price  
  
product\_data

## # A tibble: 62 x 7  
## `material ID` `demand per day` `box ID` `pieces/box` price demand\_per\_year  
## <chr> <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 7305667+74 12 6203060 45 1.51 70  
## 2 7305669+77 30 6203059 15 7.62 524  
## 3 7305670+77 30 6203059 15 1.62 524  
## 4 7305673+76 30 6203059 16 1.51 492  
## 5 7305674+76 30 6203059 16 1.51 492  
## 6 7305817+74 60 6203060 16 4.55 983  
## 7 7305819+79 30 6203059 6 11.1 1310  
## 8 7305820+79 30 6203059 6 2.86 1310  
## 9 7305823+73 30 6203059 30 4.05 262  
## 10 7305824+73 30 6203059 30 2.56 262  
## # ... with 52 more rows, and 1 more variable: box\_cost <dbl>

product\_data <- merge(product\_data, box\_data[,c("box ID", "ordering cost (€)")], by = "box ID")  
  
colnames(product\_data)[8] <- "ordering\_cost"  
product\_data

## box ID material ID demand per day pieces/box price demand\_per\_year box\_cost  
## 1 3103147 7348808+73 30 18 2.58 437 46.44  
## 2 3103147 7346592+72 360 64 1.99 1474 127.36  
## 3 3104147 7455691+71 24 20 4.39 315 87.80  
## 4 3104147 7455692+71 24 20 4.39 315 87.80  
## 5 3106410 7305865+77 30 14 3.15 562 44.10  
## 6 3108210 7306005+73 6 20 1.50 79 30.00  
## 7 3108210 7308013+79 30 13 19.46 605 252.98  
## 8 3108210 7308014+79 30 13 1.58 605 20.54  
## 9 3108210 7455688+72 24 24 10.70 262 256.80  
## 10 3108210 7455633+73 24 8 24.57 786 196.56  
## 11 3108210 7455634+73 24 8 1.60 786 12.80  
## 12 3108210 7306006+73 6 20 3.15 79 63.00  
## 13 3108210 7455687+72 24 24 3.99 262 95.76  
## 14 6203059 7305834+73 30 12 4.27 655 51.24  
## 15 6203059 7305819+79 30 6 11.13 1310 66.78  
## 16 6203059 7305670+77 30 15 1.62 524 24.30  
## 17 6203059 7305673+76 30 16 1.51 492 24.16  
## 18 6203059 7305863+75 60 16 1.52 983 24.32  
## 19 6203059 7305669+77 30 15 7.62 524 114.30  
## 20 6203059 7343137+72 30 32 6.74 246 215.68  
## 21 6203059 7305820+79 30 6 2.86 1310 17.16  
## 22 6203059 7305674+76 30 16 1.51 492 24.16  
## 23 6203059 7305824+73 30 30 2.56 262 76.80  
## 24 6203059 7326393+74 30 12 1.75 655 21.00  
## 25 6203059 7305833+73 30 12 2.02 655 24.24  
## 26 6203059 7306017+79 6 9 1.51 175 13.59  
## 27 6203059 7306018+79 6 9 6.62 175 59.58  
## 28 6203059 7313982+31 6 12 9.67 131 116.04  
## 29 6203059 7305867+76 60 48 1.58 328 75.84  
## 30 6203059 7305971+75 6 15 3.32 105 49.80  
## 31 6203059 7305972+75 6 15 3.13 105 46.95  
## 32 6203059 7343138+74 30 32 1.96 246 62.72  
## 33 6203059 7305823+73 30 30 4.05 262 121.50  
## 34 6203059 7326394+74 30 12 2.96 655 35.52  
## 35 6203059 7313981+31 6 12 5.68 131 68.16  
## 36 6203060 7305667+74 12 45 1.51 70 67.95  
## 37 6203060 7306023+78 30 15 2.13 524 31.95  
## 38 6203060 7306024+78 30 15 2.15 524 32.25  
## 39 6203060 7326409+74 30 11 1.87 715 20.57  
## 40 6203060 7326825+72 30 18 1.68 437 30.24  
## 41 6203060 7305817+74 60 16 4.55 983 72.80  
## 42 6203060 7306013+73 6 16 1.53 99 24.48  
## 43 6203060 7306037+79 6 20 3.82 79 76.40  
## 44 6203060 7306009+75 6 13 3.62 121 47.06  
## 45 6203060 7306010+75 6 13 2.13 121 27.69  
## 46 6203060 7326826+72 30 18 1.69 437 30.42  
## 47 6203060 7306014+73 6 16 1.70 99 27.20  
## 48 6203060 7306038+30 6 20 2.28 79 45.60  
## 49 6203061 7306034+77 6 30 2.11 53 63.30  
## 50 6203061 7328209+73 30 16 1.87 492 29.92  
## 51 6203061 7305977+74 24 36 1.54 175 55.44  
## 52 6203061 7305832+73 30 30 1.50 262 45.00  
## 53 6203061 7306026+75 6 20 1.62 79 32.40  
## 54 6203061 7306033+77 6 30 2.53 53 75.90  
## 55 6203061 7328210+73 30 16 1.76 492 28.16  
## 56 6203061 7306025+75 6 20 1.85 79 37.00  
## 57 6203061 7355006+72 30 36 3.08 219 110.88  
## 58 6203061 7346813+73 60 30 2.45 524 73.50  
## 59 6203061 7313474+73 30 8 2.82 983 22.56  
## 60 6203061 7355005+72 30 36 1.67 219 60.12  
## 61 6203062 7332421+76 30 5 3.45 1572 17.25  
## 62 6203062 7332422+76 30 5 1.57 1572 7.85  
## ordering\_cost  
## 1 50  
## 2 50  
## 3 45  
## 4 45  
## 5 60  
## 6 65  
## 7 65  
## 8 65  
## 9 65  
## 10 65  
## 11 65  
## 12 65  
## 13 65  
## 14 80  
## 15 80  
## 16 80  
## 17 80  
## 18 80  
## 19 80  
## 20 80  
## 21 80  
## 22 80  
## 23 80  
## 24 80  
## 25 80  
## 26 80  
## 27 80  
## 28 80  
## 29 80  
## 30 80  
## 31 80  
## 32 80  
## 33 80  
## 34 80  
## 35 80  
## 36 75  
## 37 75  
## 38 75  
## 39 75  
## 40 75  
## 41 75  
## 42 75  
## 43 75  
## 44 75  
## 45 75  
## 46 75  
## 47 75  
## 48 75  
## 49 50  
## 50 50  
## 51 50  
## 52 50  
## 53 50  
## 54 50  
## 55 50  
## 56 50  
## 57 50  
## 58 50  
## 59 50  
## 60 50  
## 61 70  
## 62 70

# Separate Ordering (SO)

ordering cost for part

stock holding cost rate based on unit price and interest rate therefore

calculate EOQ for each part i:

$$ q\_i^\* = \sqrt \frac{2 \cdot y\_i \cdot (c\_i^{or}+c^{-or})}{pr\_i \cdot h}$$

Min EOQ, used in starting feasible solution.

$$ q\_i^\* = \sqrt \frac{2 \cdot y\_i \cdot (c\_i^{or})} {pr\_i \cdot h}$$

## EOQ modelling

#dei= demand\_per\_year, cori= ordering cost for box i  
#cord= ordering cost, pri= box cost, h= interest rate  
  
# directly vectorized  
so\_eoq\_fun <- Vectorize(function(dei,cori,cord,pri,h){  
 eoq<- sqrt((2\*dei\*(cori+cord))/(pri\*h))  
 return(eoq)  
})  
  
# maximum EOQ provided there is no coordination of ordering cycles (i.e., cord are not shared among parallely ordered items)  
vec\_so\_eoq\_fun.max <- so\_eoq\_fun(dei = product\_data$demand\_per\_year,cori=product\_data$ordering\_cost,cord=1500,pri=product\_data$box\_cost,h=0.10)  
# minimum EOQ disregarding common ordering cost cord  
vec\_so\_eoq\_fun.min <- so\_eoq\_fun(dei = product\_data$demand\_per\_year,cori=product\_data$ordering\_cost,cord=0,pri=product\_data$box\_cost,h=0.10)  
  
product\_data$eoq.min <- round(vec\_so\_eoq\_fun.min)  
product\_data$eoq.max <- round(vec\_so\_eoq\_fun.max)  
product\_data

## box ID material ID demand per day pieces/box price demand\_per\_year box\_cost  
## 1 3103147 7348808+73 30 18 2.58 437 46.44  
## 2 3103147 7346592+72 360 64 1.99 1474 127.36  
## 3 3104147 7455691+71 24 20 4.39 315 87.80  
## 4 3104147 7455692+71 24 20 4.39 315 87.80  
## 5 3106410 7305865+77 30 14 3.15 562 44.10  
## 6 3108210 7306005+73 6 20 1.50 79 30.00  
## 7 3108210 7308013+79 30 13 19.46 605 252.98  
## 8 3108210 7308014+79 30 13 1.58 605 20.54  
## 9 3108210 7455688+72 24 24 10.70 262 256.80  
## 10 3108210 7455633+73 24 8 24.57 786 196.56  
## 11 3108210 7455634+73 24 8 1.60 786 12.80  
## 12 3108210 7306006+73 6 20 3.15 79 63.00  
## 13 3108210 7455687+72 24 24 3.99 262 95.76  
## 14 6203059 7305834+73 30 12 4.27 655 51.24  
## 15 6203059 7305819+79 30 6 11.13 1310 66.78  
## 16 6203059 7305670+77 30 15 1.62 524 24.30  
## 17 6203059 7305673+76 30 16 1.51 492 24.16  
## 18 6203059 7305863+75 60 16 1.52 983 24.32  
## 19 6203059 7305669+77 30 15 7.62 524 114.30  
## 20 6203059 7343137+72 30 32 6.74 246 215.68  
## 21 6203059 7305820+79 30 6 2.86 1310 17.16  
## 22 6203059 7305674+76 30 16 1.51 492 24.16  
## 23 6203059 7305824+73 30 30 2.56 262 76.80  
## 24 6203059 7326393+74 30 12 1.75 655 21.00  
## 25 6203059 7305833+73 30 12 2.02 655 24.24  
## 26 6203059 7306017+79 6 9 1.51 175 13.59  
## 27 6203059 7306018+79 6 9 6.62 175 59.58  
## 28 6203059 7313982+31 6 12 9.67 131 116.04  
## 29 6203059 7305867+76 60 48 1.58 328 75.84  
## 30 6203059 7305971+75 6 15 3.32 105 49.80  
## 31 6203059 7305972+75 6 15 3.13 105 46.95  
## 32 6203059 7343138+74 30 32 1.96 246 62.72  
## 33 6203059 7305823+73 30 30 4.05 262 121.50  
## 34 6203059 7326394+74 30 12 2.96 655 35.52  
## 35 6203059 7313981+31 6 12 5.68 131 68.16  
## 36 6203060 7305667+74 12 45 1.51 70 67.95  
## 37 6203060 7306023+78 30 15 2.13 524 31.95  
## 38 6203060 7306024+78 30 15 2.15 524 32.25  
## 39 6203060 7326409+74 30 11 1.87 715 20.57  
## 40 6203060 7326825+72 30 18 1.68 437 30.24  
## 41 6203060 7305817+74 60 16 4.55 983 72.80  
## 42 6203060 7306013+73 6 16 1.53 99 24.48  
## 43 6203060 7306037+79 6 20 3.82 79 76.40  
## 44 6203060 7306009+75 6 13 3.62 121 47.06  
## 45 6203060 7306010+75 6 13 2.13 121 27.69  
## 46 6203060 7326826+72 30 18 1.69 437 30.42  
## 47 6203060 7306014+73 6 16 1.70 99 27.20  
## 48 6203060 7306038+30 6 20 2.28 79 45.60  
## 49 6203061 7306034+77 6 30 2.11 53 63.30  
## 50 6203061 7328209+73 30 16 1.87 492 29.92  
## 51 6203061 7305977+74 24 36 1.54 175 55.44  
## 52 6203061 7305832+73 30 30 1.50 262 45.00  
## 53 6203061 7306026+75 6 20 1.62 79 32.40  
## 54 6203061 7306033+77 6 30 2.53 53 75.90  
## 55 6203061 7328210+73 30 16 1.76 492 28.16  
## 56 6203061 7306025+75 6 20 1.85 79 37.00  
## 57 6203061 7355006+72 30 36 3.08 219 110.88  
## 58 6203061 7346813+73 60 30 2.45 524 73.50  
## 59 6203061 7313474+73 30 8 2.82 983 22.56  
## 60 6203061 7355005+72 30 36 1.67 219 60.12  
## 61 6203062 7332421+76 30 5 3.45 1572 17.25  
## 62 6203062 7332422+76 30 5 1.57 1572 7.85  
## ordering\_cost eoq.min eoq.max  
## 1 50 97 540  
## 2 50 108 599  
## 3 45 57 333  
## 4 45 57 333  
## 5 60 124 631  
## 6 65 59 287  
## 7 65 56 274  
## 8 65 196 960  
## 9 65 36 179  
## 10 65 72 354  
## 11 65 283 1386  
## 12 65 40 198  
## 13 65 60 293  
## 14 80 143 636  
## 15 80 177 787  
## 16 80 186 825  
## 17 80 181 802  
## 18 80 254 1130  
## 19 80 86 381  
## 20 80 43 190  
## 21 80 349 1553  
## 22 80 181 802  
## 23 80 74 328  
## 24 80 223 993  
## 25 80 208 924  
## 26 80 144 638  
## 27 80 69 305  
## 28 80 43 189  
## 29 80 83 370  
## 30 80 58 258  
## 31 80 60 266  
## 32 80 79 352  
## 33 80 59 261  
## 34 80 172 763  
## 35 80 55 246  
## 36 75 39 180  
## 37 75 157 719  
## 38 75 156 715  
## 39 75 228 1046  
## 40 75 147 675  
## 41 75 142 652  
## 42 75 78 357  
## 43 75 39 180  
## 44 75 62 285  
## 45 75 81 371  
## 46 75 147 673  
## 47 75 74 339  
## 48 75 51 234  
## 49 50 29 161  
## 50 50 128 714  
## 51 50 56 313  
## 52 50 76 425  
## 53 50 49 275  
## 54 50 26 147  
## 55 50 132 736  
## 56 50 46 257  
## 57 50 44 247  
## 58 50 84 470  
## 59 50 209 1162  
## 60 50 60 336  
## 61 70 357 1692  
## 62 70 529 2508

## Lane Occupation

sorting column lenght or width.This determines the lane width

if sorted by length then the value is width and vice versa, used for rack lenght.

Add and to product\_data table

# constraints #####################################  
# this can be formulated more elegantly, but it works and that suffices  
b\_sorting <- double(length(product\_data$`box ID`))   
b\_not\_sorting <-double(length(product\_data$`box ID`))  
  
for(j in 1: length(box\_data$`box ID`)){  
 for (k in 1:length(product\_data$`box ID`)) {  
 if(box\_data$`box ID`[j]==product\_data$`box ID`[k]){  
   
 if(box\_data$sorting[j]=="width"){  
 b\_sorting[k] <- box\_data$width[j]  
 b\_not\_sorting[k]<- box\_data$length[j]  
   
 }else{  
 b\_sorting[k] <- box\_data$length[j]  
 b\_not\_sorting[k]<- box\_data$width[j]  
 }  
 }  
 }  
   
}  
  
product\_data$b\_sorting <- b\_sorting   
product\_data$b\_not\_sorting <- b\_not\_sorting  
product\_data

## box ID material ID demand per day pieces/box price demand\_per\_year box\_cost  
## 1 3103147 7348808+73 30 18 2.58 437 46.44  
## 2 3103147 7346592+72 360 64 1.99 1474 127.36  
## 3 3104147 7455691+71 24 20 4.39 315 87.80  
## 4 3104147 7455692+71 24 20 4.39 315 87.80  
## 5 3106410 7305865+77 30 14 3.15 562 44.10  
## 6 3108210 7306005+73 6 20 1.50 79 30.00  
## 7 3108210 7308013+79 30 13 19.46 605 252.98  
## 8 3108210 7308014+79 30 13 1.58 605 20.54  
## 9 3108210 7455688+72 24 24 10.70 262 256.80  
## 10 3108210 7455633+73 24 8 24.57 786 196.56  
## 11 3108210 7455634+73 24 8 1.60 786 12.80  
## 12 3108210 7306006+73 6 20 3.15 79 63.00  
## 13 3108210 7455687+72 24 24 3.99 262 95.76  
## 14 6203059 7305834+73 30 12 4.27 655 51.24  
## 15 6203059 7305819+79 30 6 11.13 1310 66.78  
## 16 6203059 7305670+77 30 15 1.62 524 24.30  
## 17 6203059 7305673+76 30 16 1.51 492 24.16  
## 18 6203059 7305863+75 60 16 1.52 983 24.32  
## 19 6203059 7305669+77 30 15 7.62 524 114.30  
## 20 6203059 7343137+72 30 32 6.74 246 215.68  
## 21 6203059 7305820+79 30 6 2.86 1310 17.16  
## 22 6203059 7305674+76 30 16 1.51 492 24.16  
## 23 6203059 7305824+73 30 30 2.56 262 76.80  
## 24 6203059 7326393+74 30 12 1.75 655 21.00  
## 25 6203059 7305833+73 30 12 2.02 655 24.24  
## 26 6203059 7306017+79 6 9 1.51 175 13.59  
## 27 6203059 7306018+79 6 9 6.62 175 59.58  
## 28 6203059 7313982+31 6 12 9.67 131 116.04  
## 29 6203059 7305867+76 60 48 1.58 328 75.84  
## 30 6203059 7305971+75 6 15 3.32 105 49.80  
## 31 6203059 7305972+75 6 15 3.13 105 46.95  
## 32 6203059 7343138+74 30 32 1.96 246 62.72  
## 33 6203059 7305823+73 30 30 4.05 262 121.50  
## 34 6203059 7326394+74 30 12 2.96 655 35.52  
## 35 6203059 7313981+31 6 12 5.68 131 68.16  
## 36 6203060 7305667+74 12 45 1.51 70 67.95  
## 37 6203060 7306023+78 30 15 2.13 524 31.95  
## 38 6203060 7306024+78 30 15 2.15 524 32.25  
## 39 6203060 7326409+74 30 11 1.87 715 20.57  
## 40 6203060 7326825+72 30 18 1.68 437 30.24  
## 41 6203060 7305817+74 60 16 4.55 983 72.80  
## 42 6203060 7306013+73 6 16 1.53 99 24.48  
## 43 6203060 7306037+79 6 20 3.82 79 76.40  
## 44 6203060 7306009+75 6 13 3.62 121 47.06  
## 45 6203060 7306010+75 6 13 2.13 121 27.69  
## 46 6203060 7326826+72 30 18 1.69 437 30.42  
## 47 6203060 7306014+73 6 16 1.70 99 27.20  
## 48 6203060 7306038+30 6 20 2.28 79 45.60  
## 49 6203061 7306034+77 6 30 2.11 53 63.30  
## 50 6203061 7328209+73 30 16 1.87 492 29.92  
## 51 6203061 7305977+74 24 36 1.54 175 55.44  
## 52 6203061 7305832+73 30 30 1.50 262 45.00  
## 53 6203061 7306026+75 6 20 1.62 79 32.40  
## 54 6203061 7306033+77 6 30 2.53 53 75.90  
## 55 6203061 7328210+73 30 16 1.76 492 28.16  
## 56 6203061 7306025+75 6 20 1.85 79 37.00  
## 57 6203061 7355006+72 30 36 3.08 219 110.88  
## 58 6203061 7346813+73 60 30 2.45 524 73.50  
## 59 6203061 7313474+73 30 8 2.82 983 22.56  
## 60 6203061 7355005+72 30 36 1.67 219 60.12  
## 61 6203062 7332421+76 30 5 3.45 1572 17.25  
## 62 6203062 7332422+76 30 5 1.57 1572 7.85  
## ordering\_cost eoq.min eoq.max b\_sorting b\_not\_sorting  
## 1 50 97 540 198 297  
## 2 50 108 599 198 297  
## 3 45 57 333 396 297  
## 4 45 57 333 396 297  
## 5 60 124 631 594 396  
## 6 65 59 287 596 794  
## 7 65 56 274 596 794  
## 8 65 196 960 596 794  
## 9 65 36 179 596 794  
## 10 65 72 354 596 794  
## 11 65 283 1386 596 794  
## 12 65 40 198 596 794  
## 13 65 60 293 596 794  
## 14 80 143 636 594 396  
## 15 80 177 787 594 396  
## 16 80 186 825 594 396  
## 17 80 181 802 594 396  
## 18 80 254 1130 594 396  
## 19 80 86 381 594 396  
## 20 80 43 190 594 396  
## 21 80 349 1553 594 396  
## 22 80 181 802 594 396  
## 23 80 74 328 594 396  
## 24 80 223 993 594 396  
## 25 80 208 924 594 396  
## 26 80 144 638 594 396  
## 27 80 69 305 594 396  
## 28 80 43 189 594 396  
## 29 80 83 370 594 396  
## 30 80 58 258 594 396  
## 31 80 60 266 594 396  
## 32 80 79 352 594 396  
## 33 80 59 261 594 396  
## 34 80 172 763 594 396  
## 35 80 55 246 594 396  
## 36 75 39 180 396 297  
## 37 75 157 719 396 297  
## 38 75 156 715 396 297  
## 39 75 228 1046 396 297  
## 40 75 147 675 396 297  
## 41 75 142 652 396 297  
## 42 75 78 357 396 297  
## 43 75 39 180 396 297  
## 44 75 62 285 396 297  
## 45 75 81 371 396 297  
## 46 75 147 673 396 297  
## 47 75 74 339 396 297  
## 48 75 51 234 396 297  
## 49 50 29 161 198 297  
## 50 50 128 714 198 297  
## 51 50 56 313 198 297  
## 52 50 76 425 198 297  
## 53 50 49 275 198 297  
## 54 50 26 147 198 297  
## 55 50 132 736 198 297  
## 56 50 46 257 198 297  
## 57 50 44 247 198 297  
## 58 50 84 470 198 297  
## 59 50 209 1162 198 297  
## 60 50 60 336 198 297  
## 61 70 357 1692 594 396  
## 62 70 529 2508 594 396

E.g Using box\_ID 6203060, sorted by length , Also for material ID 7305667+74 with therefore,

*1.* Number of boxes in a lane:

*2.* How many lanes part will occupy if you order some number of boxes

$$lane\_i=q\_i \cdot \frac {b\_i^{-1}}{rack\_{length}}=214 \cdot \frac {297}{6000}=10.593= 11 \space lanes $$

lane <- ceiling(product\_data$eoq \* (product\_data$b\_not\_sorting/rack\_length))  
lane

## numeric(0)

1. Do we meet the capacity contraint?

*3.* Total number of lanes constraints

Collapsing Rack 4 levels in a rack and joining the 8 racks to become 1 level.

Total rack width available:

rack\_total\_width <-51200 #rack\_width \* 4 \* 8  
rack\_total\_width #56000

## [1] 51200

lane.min <- ceiling(product\_data$eoq.min \* product\_data$b\_not\_sorting / rack\_length)  
lane.max <- ceiling(product\_data$eoq.max \* product\_data$b\_not\_sorting / rack\_length)  
  
# total rack width   
  
rack\_total\_width <- 51200 # rack\_width \* 4 \* 8

Overflow in mm

relative overflow in %

# overflow in mm  
sum(lane.min\*product\_data$b\_sorting) - rack\_total\_width

## [1] 218694

sum(lane.max\*product\_data$b\_sorting) - rack\_total\_width

## [1] 1173092

# relative overflow in %  
(sum(lane.min\*product\_data$b\_sorting) - rack\_total\_width)/rack\_total\_width\*100

## [1] 427.1367

(sum(lane.max\*product\_data$b\_sorting) - rack\_total\_width)/rack\_total\_width\*100

## [1] 2291.195

Please note the coefficients are are different for every ith item except racklength which is the same for all items.Also the left and right hand side of the equation need to be in mm.

#get the with of the lanes in mm  
rack\_width\_occupied=sum(lane.min\*product\_data$b\_sorting)  
rack\_width\_occupied

## [1] 269894

if(rack\_width\_occupied <= rack\_total\_width){  
 print(paste0("Capacity constraint fulfilled: ", rack\_width\_occupied, "<=",rack\_total\_width))  
   
}else {  
 violated <- rack\_width\_occupied - rack\_total\_width  
 print(paste0("Capacity constraint violated by: ",violated ))  
}

## [1] "Capacity constraint violated by: 218694"

As seen above contraint was voilated by , this means that we ordered too much, therefore we need to optimize

Using our example to get number of the total width i.e (summation of lanes) in : Summation of lanes can simply be:

Using equation (1) to prove this concept.

$$214 \cdot \frac {396 \cdot 297}{6000}=4194.828 \\ b\_i= \frac {4194.828}{10.593}=396$$

1. Adjust Q by reducing it:

no of orders for part .

average inventory for part

## Constrained EOQ optimization

Subject to:

library(ROI)

## ROI: R Optimization Infrastructure

## Registered solver plugins: nlminb, alabama, deoptimr, deoptim, glpk, quadprog, symphony.

## Default solver: auto.

library(ROI.plugin.alabama)  
  
n <- length(product\_data$`material ID`) #number of materials  
cori <- product\_data$ordering\_cost #ordering cost for each items  
cord <- 1500 #ordering cost whenever there is an order  
dei <- product\_data$demand\_per\_year  
h<-0.10  
box\_cost <- product\_data$box\_cost #pri  
  
# objective function --> I dropped the 1500\*62 as it is not decision relevant  
obj.fun <- function(q, d= dei, c.or = cori, c.h = h\*box\_cost ) (sum((dei/q)\*c.or)+ sum(c.h\*(q/2)))  
# benchmarks  
obj.fun(product\_data$eoq.max)

## [1] 79279.71

obj.fun(product\_data$eoq.min)

## [1] 31501.53

# constraint function --> also contains the ceiling of lanes and a sum was missing  
const.fun <- function(q, bns = product\_data$b\_not\_sorting, bs = product\_data$b\_sorting, rl = rack\_length) {  
 sum(bs \* ceiling( bns \* q / rl))  
 }  
  
const.fun(product\_data$eoq.max)

## [1] 1224292

const.fun(product\_data$eoq.min)

## [1] 269894

# try to figure out a freasible starting solution  
const.fun(product\_data$eoq.min/10) - rack\_total\_width

## [1] -10386

qopt <- OP(  
 objective = F\_objective(F=obj.fun ,n=n),  
 types = rep("C",n),  
 bounds = V\_bound(ub= product\_data$eoq.min , lb= rep(1, n)),  
 constraints = F\_constraint(F=const.fun,  
 dir="<=",  
 rhs = rack\_total\_width)  
)  
  
#This shows that minimum EOQ is too big and therefore will not meet the rack space constraint.  
const.fun(min(product\_data$eoq.max))#366272

## [1] 313556

const.fun(min(product\_data$eoq.max)/8)# 61428 still > 56000

## [1] 52716

const.fun(min(product\_data$eoq.max)/8.7)#52716 < 56000

## [1] 52716

const.fun(min(product\_data$eoq.max)/10)# 33098 < 56000 is much lower but this can still be the starting value

## [1] 33098

round(min(product\_data$eoq.max)/10) #15

## [1] 15

copt\_sol <- ROI\_solve(qopt, start = rep(min(product\_data$eoq.max)/10,n), solver = "alabama" )  
# always check whether the algorithm converged  
copt\_sol# The objective value is: 101625.9

## Optimal solution found.  
## The objective value is: 1.092799e+05

# solution  
copt\_sol$solution #vector of optimal Quantity that meets the space constraints and minimizes the Obj function.

## [1] 19.21277 19.98082 18.10408 18.10408 20.07066 16.50759 19.87768 20.22267  
## [9] 18.02317 20.07752 20.34807 16.36283 18.50350 20.28845 15.09718 20.37517  
## [17] 20.21815 19.93476 20.25461 18.49918 15.51115 20.21815 19.03311 20.33883  
## [25] 20.33375 18.30819 18.16358 17.33315 19.59133 17.14746 17.15822 18.92858  
## [33] 18.91119 20.31552 17.49555 16.37103 20.20202 20.20152 20.19630 20.09364  
## [41] 19.85988 17.04693 16.50265 17.29302 17.36417 20.09317 17.03609 16.63235  
## [49] 15.59037 19.53891 17.19712 18.05721 16.17151 15.52704 19.54321 16.15005  
## [57] 17.44414 19.59295 20.38314 17.61382 14.94486 14.83263

round(copt\_sol$solution)

## [1] 19 20 18 18 20 17 20 20 18 20 20 16 19 20 15 20 20 20 20 18 16 20 19 20 20  
## [26] 18 18 17 20 17 17 19 19 20 17 16 20 20 20 20 20 17 17 17 17 20 17 17 16 20  
## [51] 17 18 16 16 20 16 17 20 20 18 15 15

copt\_sol$objval #101625.9

## [1] 109279.9

const.fun(copt\_sol$solution)#55884

## [1] 51132

const.fun(floor(copt\_sol$solution))#55092

## [1] 50340

obj.fun(copt\_sol$solution)#101625.9

## [1] 109279.9

obj.fun(floor(copt\_sol$solution))#104639.7 rounded q values

## [1] 112079.8

removing waste of 150 for every 32 levels

## No constraint

rack\_total\_width <- 51200  
qopt1 <- OP(  
 objective = F\_objective(F=obj.fun ,n=n),  
 types = rep("C",n),  
 bounds = V\_bound(ub= product\_data$eoq.min , lb= rep(1, n)),  
)  
  
copt\_sol1 <- ROI\_solve(qopt1, start = rep(min(product\_data$eoq.max)/10,n), solver = "alabama" )  
# always check whether the algorithm converged  
copt\_sol1$objval

## [1] 31505.11

## Compare results

Remember, was dropped from the objective function as it is not decision relevant. \* *Total costs using EOQ* This has no constraint.

obj.fun <- function(q, d= dei, c.or = cori, c.h = h\*box\_cost ) (1500\*62)+(sum((dei/q)\*c.or)+ sum(c.h\*(q/2)))  
obj.fun(product\_data$eoq.max)#172279.7

## [1] 172279.7

* *Total costs with Capacity constraint Optimized*

const.fun(copt\_sol$solution)#51132

## [1] 51132

const.fun(floor(copt\_sol$solution))#50340 we rounded down to avoid exceeding capacity

## [1] 50340

obj.fun(copt\_sol$solution)#202279.9

## [1] 202279.9

obj.fun(floor(copt\_sol$solution))#205079.8 rounded q values

## [1] 205079.8

* *Total costs with no Capacity constraint Optimized* This is using EOQ.min

obj.fun(copt\_sol1$solution)#124505.1

## [1] 124505.1

obj.fun(floor(copt\_sol1$solution))#124508.6 rounded q values

## [1] 124508.6

Optimum costs with no capacity constraint using EOQ.max considers is €172279.7, with no capacity constraint optimized using EOQ.min is €124508.6, with capacity constraint, it costs €205079.8 This cost is expected to be higher when capacity constraint is included, as limited capacity will not allow to take advantage of cost savings.

# demand vs quantity  
  
product\_data$`demand per day`

## [1] 30 360 24 24 30 6 30 30 24 24 24 6 24 30 30 30 30 60 30  
## [20] 30 30 30 30 30 30 6 6 6 60 6 6 30 30 30 6 12 30 30  
## [39] 30 30 60 6 6 6 6 30 6 6 6 30 24 30 6 6 30 6 30  
## [58] 60 30 30 30 30

product\_data$demand\_per\_year #

## [1] 437 1474 315 315 562 79 605 605 262 786 786 79 262 655 1310  
## [16] 524 492 983 524 246 1310 492 262 655 655 175 175 131 328 105  
## [31] 105 246 262 655 131 70 524 524 715 437 983 99 79 121 121  
## [46] 437 99 79 53 492 175 262 79 53 492 79 219 524 983 219  
## [61] 1572 1572

floor(copt\_sol1$solution)# optimum quantities with no capacity constraint same as eoq.min

## [1] 96 107 56 56 123 58 55 195 35 71 282 39 59 142 175 185 180 253 85  
## [20] 42 348 180 73 222 207 143 68 42 82 57 59 78 58 171 54 38 156 155  
## [39] 227 146 141 77 38 61 80 146 73 50 28 127 55 75 48 25 131 45 43  
## [58] 83 208 59 356 465

floor(copt\_sol$solution) # optimum quantities with capacity constraint

## [1] 19 19 18 18 20 16 19 20 18 20 20 16 18 20 15 20 20 19 20 18 15 20 19 20 20  
## [26] 18 18 17 19 17 17 18 18 20 17 16 20 20 20 20 19 17 16 17 17 20 17 16 15 19  
## [51] 17 18 16 15 19 16 17 19 20 17 14 14

Plot EOQ cost vs cost

cost function per item

#EOQ cost  
  
#with no constraint  
paste("with no capacity constraint, cost is €", round(obj.fun(product\_data$eoq.max)))#172280

## [1] "with no capacity constraint, cost is \200 172280"

#with no capacity constraint optimized.  
#paste("with no capacity constraint optimized, cost is €",round(obj.fun(copt\_sol1$solution)))# eoq.min  
  
#with constraint  
paste("with capacity constraint, cost is €",round(obj.fun(copt\_sol$solution))) #202280

## [1] "with capacity constraint, cost is \200 202280"

paste("It costs €",round(obj.fun(copt\_sol$solution))-round(obj.fun(product\_data$eoq.max))," extra due to lack of capacity")

## [1] "It costs \200 30000 extra due to lack of capacity"

The above result shows that If there is no capacity constraint, the cost will be lower.

x.val <- seq.int(1,62, length.out = 62)  
  
cost.fun <- function(q, d= dei, c.or = cori, c.h = h\*box\_cost ){  
 (1500 +(dei/q)\*c.or)+ (c.h\*(q/2))  
}   
  
y.vec.no.const <- cost.fun(q=product\_data$eoq.max)  
y.vec.yes.const<- cost.fun(copt\_sol$solution)  
  
paste(length(which((round(y.vec.yes.const)>=round(y.vec.no.const))==TRUE))," Items costs more when capacity becomes a problem")

## [1] "26 Items costs more when capacity becomes a problem"

#par(mfrow=c(1,1))  
{   
 plot(x.val,round(y.vec.no.const), xlab ="lot size q", ylab = "total cost", type = "p", lwd =2, ylim=c(12,max(y.vec.no.const)), xaxp=c(1, 10, 1) )  
 axis(1, 1:62)  
axis(2, 1:62)  
abline(h=1:62, v=1:62, col="gray", lty=3)  
  
points(x=x.val,y=round(y.vec.yes.const),lwd=2, col="blue")  
  
legend("bottomleft",lty = c(1,1),col = c("black","blue"), legend = c("No constraint","with constraint"), bty="n" , horiz = T)  
}

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAA/FBMVEUAAAAAABcAACgAACsAADoAAEwAAGYAAP8AK2sAOjoAOpAASUkATIcAZrYNACgNUbwoAAAokNsqkNsrAAAra6M6AAA6ADo6AGY6KAA6OgA6Ojo6OpA6kLY6kLw6kNtJtv9MAABMACtMh4dMh75mAABmADpmZgBmZmZmgWZmkJBmtrZmtv9m2/9rKwBro76B//+HTACHayuHo2uQOgCQZgCQkGaQtpCQ2/+ckDqc//+jayujvr62ZgC2tma225C2/7a2//++h0y+o2u+voe+vr7bZhfbkDrb/7bb////gSj/nDr/tlj/tmb/vFH/25D//4H//5z//7b//9v////j5IOaAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAXIklEQVR4nO2dCZvcOBGGDRsyMDDcs+EcAulwNcfCAOFo2JA0nWRpBmb8//8L1i3bpcuWbLmmvmfT67FlSdZrV6lkW25aEmo1a1eAVFYEGLkIMHIRYOQiwMhFgJGLACMXAUYuAoxcBBi5CDByEWDkIsDIRYCRiwAjFwFGLgKMXAQYuQgwchFg5CLAyEWAkYsAIxcBRi4CjFwEGLkIMHIRYOQiwMhFgJGLACMXAUYuAoxcBBi5CDByEWDkIsDIRYCRiwAjFwFGLgKMXAQYuQgwchFg5CLAyEWAkYsAIxcBRi4CjFwEGLkIMHIRYOQiwMhFgJGLACMXAUYuAoxcBBi5CDByEWDkIsDIRYCRiwAjFwFGLgKMXAQYuQgwchFg5CLAyEWAkYsAIxcBRi4CjFwEGLkIMHIRYOQiwMiVGXBDWkhrAc6bHcklAoxcdQA+6h940bNpgcVNlq6EHvAFEwEOq7SJTuoQxOviQhJ+rKoFcGKXL1qcLQHOmXBKdscOsPjJbCSFde5+yUSHVBawQJsfsGBLgCNU2kRzV1nCRJMPzpxwWnbFQKzLd/2zqw7AzIo2x0bHMyiM5NGcto/eRB91Zwgb4HatHoBSHYCRhjPieNY9qnoAr++u8quC07YOwEfTHUFmoskHcyUeZNMcdchcNeAVR8KV6gAcSDsYxCw1rIlSGwA84smXCXCc6gDstTrDYWo9rLkBE71e6Ur1Ax4PUyvilTcxAY5NOrTI5IMTtAnAYC8rb33QamHAjqc5/VZHRkVbM5Jkoo1QNjEBJi0gAoxcdQBGaSTJRBuhbGICTFpABBi56gCM0kiSiTZC2cQEmLSACDBy1QEYpZEkE22EsokJMGkBEWDkqgMwSiNJJtoIZRMTYNICKgT44VY8mPP0dZbsSJNVBvCpuRELZ7Xgzw6lkURsoh9uNdbT5fuI7FA2MWLA97u9Wjw7jDSZ6IVUxxVMKqZSPlhewmV8sOelzBLPUJOJHut+J3rRjut3HmDPa9UNB9zMaxsCnEFzsvNMjEBvlg61QcCeqU0E2rUBVzXbSB0DHakmuoUmJ5Jz5XlmRFzGSOaYmKN2E112oANuQbk22QdfaMWVbpXmqh54/mECXDpMAm2g9Mypb5ZeXPQIp+0FbzK/FQjNQMfUdjU9tjTA7h0qmBzLUh1X8BQzNTSS0ywjj6cv1L6xpXtnXnwcPrjoQIdoXXu4Y3q7mvMiZaZM7w5WxTLM6FUl4NSBjgkaG8Jp0Ul2H2yrgtlENhgHc+XrykzhG3s2LTDuEqrIFuboSDeSeRcn75tlRi9/qpGn0r9SGxvoMPcSnEdWEeAsM3qFADvOc6U6BjqiK2Fd/VUNCDpU3AeHPVUdYVJ0JbZ2L6F4HysYdNcx0BFppgIf33EvzrtLXNT+b9IHFxvo8H8+y7k48y5xzYCdg+JKdQx0+GW87USftjnLnlEbGOiwo9TpfAlwroRTsvPaovkRr/6sGkIT7VpUqh9w4JNKMYvqVvHEgWEC7NLd9d61KclEtzMHJfldYnGr+NEZ6kJhkhmSnH8/eMJI8TAD8fsou1plrmDZeY6+gv1Wx/s8Dbhox4Ztz4tPGTckEz3W/Y71nzMBTj7I4a1h5YMJsEc64f3LV/z/rjEqqcOTV5l8cLpGXlv2scgHxyRUgE9+wOyGw0qAlc8dem6Lb/47FdNuK5dXKuCD6T45xqi07q6/lNNED/yqbwfpc933E9Me70nwCgVuYa5mosN6uG3yAU5hYtI6AbcJD+glnFPuIicvLg44j5KzS4qGtalc6tFlWbuqHpgVmgD4fnfTOVj3MHPecqXSmSz76PK0x6sX0ATAh8v3d9dX7eEqX7lRJjrFqpIPVprgg3f79tw510CYFJsdWLuZPtjaw5EgoccWmarXi9484EMHNxQmRWYXrQpDkJUVFdZPMdFXbJzqfpfRRJMmKG7gZlInq3ny6uF2Ft8IE13AnS1rJEuX7n8mV6mOMAmofs/nRjVFhveAtgQ48FS9Uh2AASWHHIsNNccVE+wyzO5TxD1pNgXw3XV3hE9ix7OmlZse9y71ZF3ciRQcl54/cF3MB4ubvSf3MGRadkygiW5N3BthzLK8BxRjJONeRwmOWkYPa070SUrpgNVDz64nnhOzM1Wa6YNzvAcU0cRxJ1LwQbL4J80m1lxpWhzMlHOgA1KqBVvKB8e5gmAXYqlhzTqu4Cxaso9Vgw+GazZaGb23Xirpg8U7JqM3ifKb3ek+ODIcC45axg5rRle3/4KOUh29aONHNeBm0kHmXSwWWc84vXyAW+vFLaW64mDj35I8qi/pDMO9rYe4HC/oLAzYPPADbxVJrIQJmSZvC+bLragn30m55pAofeDE4d7fFMCHrnvlfG0wPbvWNtHG1NhRT4ptOjpy1CtiXxVuPHcoATeyoIkWpQ+rl80HH3j3OevdJJcPjgLsey18FLWmkPE8YzDxReUpi87SZfXMCds7d+GG9miZOLix1MaOPPqSDrfZfwfMrHiSGoxk1n0hVZSrX8jxH8WMODgbYDh+K+KDbTLBEuQ7a3C27XqAZelmqCQvYBkB313PcsJWucpqDmyRHaMEjJnPrw5CHcu2Bs3sGj54HB0Dm4Y+GKoI0NB+lYuDIwaR87Sg6BQrMj7XLX89T26V+PhHCz4pCG0SpctOfn7AOTTwikuYO9lC2ixPNbOeIcbZwZNnhBreFPQz6wP2hps5NWyhiSGyYxC53zucU0UYsGtTqMQKAHtc3ejvGc+l6ht0UGYjiwv2AKTra4HgyXQkZnlm4C6xZ5NvEWhov0oCbo5NHGDARcUvDslYmY36TL2On9qBrxyfJ3KHVgOeMYQd6YM3BTjl4ZxZN1GHtlVmBgbdoH9uTA7DOlgdiXmG2uPgp91eXB9wArWZL40BfB2AwY6f4gv64CHbMOTk6H/aaVMF4GgfHOuHooykGuprgZAYHAm/GL92PLTp1iBrIFCGEwBe3L+D84CBhvZLJIyYPyclOyFPuDk4hkg/ZLW2I8dBZlE+WMTQrtJNEzfgKTOsCJgAis29OwDVVYcNNLRX5a7gyB24YD80XGvby1BmDoMK7esZuhxnHgiyHdG/e6jcO1xg7TY87A0Bbl3HN/SKvR5PKLPReeA+LRwRMJB7GLCjelZtRqTcOfZH2PvJJgBWZnrR10et4eNRqpFntmMWKMdeZqPBavcDQwlR+EQfbAXkwxFcX45DrzAP8OHy/enKN0VSWnZ2RV2Lw25PrynGjxg3oVGHUWZR3ZykxeBgdSDB+Iz27GD5YF1/sKE90gnZDA7ny/f+x2YTP8oRU/7IYum/x3GW6Qn6fDC0zevq4HzikiYpysjDFZnvg9kN/7tnr/k/lyZ/lMMZZ44a0zp+3+iwo4I+9m10u/rOoTmyzs8Jge+gnaL3Uwvshj+bSskDePKU/v2RBJ+R7AUUM0aoR4vA3NLOHTyWftaizHfWQ7tKE3wwe5TjcOMz0ZM/ymGGi0OAw4HmxMWo00tXoQjgfr7LA2bz63Q9aU8neupndS4SZpsqYR6dQ83OOrTxbjJBIt9pY8+jvLInZJr6UQ7TupHjCSmVCsp9L8FXhVI+ODbqDuWVnDBqttnEj3Kk++ASi7aDiBoSHcbQ4bSRT/o06gaqY4g+otOhNB1wzmmUdO16veiFAat42j7JjhEBbdxi43jtyrXouO/cWnUctlsWwAmzzcZkN1s5baTqAvQMtTdkSTCixl9H1jfl8SyPOZ9+BXuVf6DDkU1OLzj0weaZYwdhuUNMDVQ2bQJgF7TxbXHPyVCqk5U20BGyWB7D12YMVIyh0w5QhSxgORfm5ZGg2R0OF4frNDa7xkS3vUASMudwQ3tkJQw+F13s24XDxVKRqPUQQn8IH3TaUdAa87C65w6D49gHnbmRDwY6ZHBDe2QSht/wTx7omKxSkajxrpKJIjNI1Mo3SCKqYIU+A9s7tv+hBEPjndUHR8zRUez7weNsCkWiRhcwFHtbm9pxGmRmu/lBvr0EoVqCW6bdbGDyxcGpAx2TfXBSJDppUcXF4KO9so+VGvpYBlXXX4dQQ4vrv33tLBJuaI9SruDJAx2jxWVnyQBKs282O0YdgoGyurx6vSMZZEvT3+vH9RKI6FkDtk4D//HADe1Rig9Oys6bqrgFDpaWMj4O62Ks1sQ6OtBqRBWsMk2Vmn6ClBYp0ov25OIeNICTt2mHM0tgaT4fHKee4+1n1ljbwBvcQ/ec9jwCT5s9IVfiQIfD1EREQbIlcphoR2miBE85xgKDmQOOV2cmrLO+jLXxVQl6d72lPwi1yGwTHXOzIddAh3FRjlTqXM/ig12N599XX27uBG4vbjpv8OeNRyMjC/jgiJsN2cKkoGWc4xvHdZrk8YNVGDne8TZnDuMqpVaxyM2GbAMdoUfNx6OyszSZr78KPi8eADz/ZkqRmw25hiq90Yk0cYEEORZDJrrtDQy70rq9uM/Ijxx8bKdDqdTNhjwDHUF+WX2wa3GmDw4vuvtx/Ys/5YCVCvWiEwc6XAr64JQ7sqWUqQrgsY7GNpM7HYUA58quAn5LCUKnR0P627cHeJ6RLL24SDlwf2MUYkV3OpQKAT515pm7YVcwRYCHiyC6C+NzFeAqfPDpySs5W2kcYJKrvzEKsVKdVhHAIkx6uGWvqBHgWHnQzeiKFAGsBjrYi6ZkotcpXangFdyyl1wI8EqlKxXywRKr+xUmMtELqVgvWhjph1sCvK4oDkZauhIBRlq6Uh2AScVEgJGrDsAojSSZaCOUTUyASQuIACNXHYBRGkky0UYom5gAkxYQAUauOgCjNJJkoo1QNjEBJi0gAoxcdQBGaSTJRBuhbOJHCThxCgfSbNVxBZOKqQ7AKI3kozTRjuxQNjEBJi0gAoxcdQBGaSTJRBuhbGICTFpABBi56gCM0kiSiTZC2cQEmLSACDBy1QEYpZEkE22EsokJMGkBEWDkqgMwSiNJJtoo5SD5xD1HNsva36L2NYvn/WDt/fO9SXDex5Qeu3i/6wrrshRFxO7G6tBby7PR9X+RUBGlOgCn6OG2YZNgsmn00na0PjSQvHWSWJZJ2Zao4RYBf+lj9lEBAhylOgCnmeir05Uy0Wf5cRC+ic1hfNUtspXfZg3ykx2b1PjIP+S1Z79ffPfyj80XXvNPi+yFib7f/fI52/otPj39LBPd1ayzsizjTy7f7fZvugIv3z3/Rfc/ZVtFDVW1j13ZvIYtK13W4d2P/8hmB/yErRAmWqZi9efn9BZN9LHxaQT4fvdCAGat+ZZNW8w2nZ78pmuQG97E98+vuuWPXrGJjd9cd034z2YvGuvy/bE9dHv8lc14zAF3u3Wp3u4cPvjCq94Opy7zU0fw4dc3ojBWka6c00f8OyZHNsvy291NV+0XbLblLkG3oqvI3fULBn3/lu/AKB6+oo5nr1Pxo4brCCzCDR1NZLbmmOgr/i2XzkSLSU/P4it7HVu5Xa7kK+6u92c9ceZeJOLfjek2mDXdHzlMNKvJ4WeX7+8+fqXMs8p+tRpuEzBrog6waDjZfPJ/rV7JG6T7ud+J9uu5xDMzjXoNTzUfMMvm5Z+eve6AGcB77T1XqWEdgBN9cGdxn77uTDRvKW4Ju03dZcMTcIvcWcI9N2nMxvEPKe5bZTW5K3z6++u9NNHC1TlNdEqYdLh58/13L191BtaY6L0Ox96wzuGRoz2ymr3gyFjBD7/mNXyrduA1/Mf1C52NPp7oOsEN7VFdgI+HGw2Y/epmU4DfXBvAbO0nzCBKwHy3NyUAny5/d9UefnD7AgZ8vbcAd45XA+Ynh+gH8LTcKd8hApwiDri7Xr8b9sHGOioTx//kLu9cwES3d89+etOeWBgHmehVarhVwF2k03W0RBtciQ2sj8o2qpWqYfgJILs0fJ3ovTQ3g+Zzf4sxWrzDe2Y1U72jHsM1algH4HQT3R1xOA6WJpr9zQKVQxcHKx/85DedSbRN9PEwOw7u/h26IPvu+kaOMR5YHGxMNBAHSxN9Fl/cPqodeA1fHT7SboWnOmw4DtY/s5u4wOImS1cqBDjxC+CkYioD2PkFcD06dexOM/q3zL/8gP93bcYZn/wlAvCx5f/1/x5ut/8N03r2zZp2qXJyHXshwPe77yjbPPgCOAFGAfjh9oe3KnaJ+gI4qZhK+eCfiw8nRX4BnFRMhXrRiV8AP+ofRIHKuqUrURyMtHSlOgCTiokAI1cdgFEayUduons66h940bNpgcVNlq61EmAg88a96Nm0wOImS08WAd5W6ckiwNsqPVkEeFulJ4sAb6v0ZBHgbZWeLAK8rdKTRYC3VXqyCPC2Sk9WUcCk9UWAkYsAIxcBRi4CjFwEGLkIMHIRYOQiwMhFgJGLACMXAUYuAoxcJQH/56u/hTew+RmvhuuevWY/f+ezWoi/oD3Z+rN8cnQ0Ow2fgIC/FncS2SQn0OvFW1jDSgqp+VJdleQJXJU0GTuqEEyQpoKA//v1z8OAz3y6mn7j8Vnh7nefZ9PZsHlp4EkirPXDDFqGj00gydrm1CU7jxvHJDh0C2qGOlt6x7uPnU17lu/euSqpE4CV1Bk76mgSuOqYpnKAPzQNDFjMJ3Xqtc6ZzfvBTvpvdn8cvuyYBeRsrT+NU4jWOLEJB2/0vEzuBMBLzmbHs3Maku4K4/udXVOVqARwJc0ElnAd+wmcL2JHqxjgD83XPsCAgYvj3Nycn/69ufms+VH317+ab4Dty1PJ9XfXrtml1FUBNZ5KINJA14/a8eTYmTX5H1ij25UBEzgq2csYqqNK4K1jvEr6YAfg89NPd83oDXLeWp997ldi0XUB6fUH5xWmtpxcTdMlkI039uJ6x8P3mnEdmbrTU/lguJJWAqiSvYyhOqoE3jrGawXAJ2baRucub60PAnB3iQUAu6eHk5MPnGE8MoG01VDjiR3ZBNRsEtLRZjkhbq8yrgRQJe2MwTrqBJ46pmgNwOLUHLROGmCn5Trrnu/DLei+RALRgYEbz+wI1EJOae3a3EvgNq9qT0cdRQJfHeO1BmB+dMP+YZqJdn3ZwZ48BGxfleDQdZE+fQkD0DuO+7C8/+ADbCdwf35CZ+w6B3gCXx2jtYoP5oAHXS0BmHeyTkHALgt9sm0eGAb1EriCbbXjuDt4sqNbqJJWAs8sozpjVxhkErhi7VitAFhM0gqa6H+LMOnKGaXI9Y52UQ5LbIYMbM/gjUMQvaMzByZ/J0snACsZLGGwvt4wqXUC5pUWwbAlMZeyHOgIAYYtm4lKDlAJVgI+AAFlonc8cE8NX4KRgOFK6owdddQJnHVM0xqA9WzBvXUc8NM/i+G5AGBgAKHV5pFHOdBIppWAjQfC7a92hHMQaeIAw5UMl6DWO+uYJLrZgFwEGLkIMHIRYOQiwMhFgJGLACMXAUYuAoxcBBi5CDByEWDkIsDIRYCRiwAjFwFGLgKMXAQYuQgwchFg5CLAyEWAkYsAIxcBRi4CjFwEGLkIMHI9CsDifUap8969DaEeHWDsQIciwMj1eACLd1bZJHvi7U+21Oz5NvFa6Y14v1S/18ommvuTez60jejRAD5zmFf6CuZv0ncr1d/sbd4Tn/ZEEmZzIJ0zvKC7sh4LYPEuPZ8lUQA1EzLxvxlvMalGb5YI52Rbm9FjASx4db8KsJppUvzN5zMS8yXIqTXgqWK2p8cFuFvQnSw+8+xeAuZXam+C2BMB3o6gK5jrIE22cLy9GU/k5UyAtyDIB6sN7G854dxwU0s+eCPq96JFL5lfoRK4wiimIbX+uLsmwFuQFQezWYrkTJJqQqU998bc97I4WE9+xBL8gkw0bpEPRi4CjFwEmFS5CDByEWDkIsDIRYCRiwAjFwFGLgKMXAQYuQgwchFg5CLAyEWAkYsAIxcBRi4CjFwEGLkIMHIRYOQiwMhFgJHr/0K36pUoqxirAAAAAElFTkSuQmCC)

* Notice that 26 blue dots which represents the more expensive items when capacity is accounted for.
* Also the notice , for most items where the blue is larger than black (non constraint items)(the variance is much more) the difference is much larger. the reverse is the case when black is larger than blue.

# Joint Ordering (JO)

Using Joint replenishment problem

Assumptions:

* One supplier with outbound storage.
* products
* Demand rates:
* Stock\_holding cost rates:
* Specific setup costs:
* General setup costs:
* Cycle time of product :

n <- length(product\_data$`box ID`)  
c.or0 <- cord  
c.or <- product\_data$ordering\_cost  
#H.vec <- 0.5 \* dei \* c.sh  
# based on the previous definition, I think this should be the vector of holding cost multipliers  
H.vec <- 0.1 \* product\_data$box\_cost \* dei \* 0.5

## Objective Function with no capacity constraint

* basic cycle time
* Holding cost multiplier are $H\_0 \space and \space H\_i$

$$C(m\_i B)=\sum\_{i=0}^n (\frac {c\_i^{or}}{m\_i \cdot B}+H\_i \cdot m\_i \cdot B) == \frac {c\_o^{or}}{B}+ \sum\_{i=1}^n (\frac {c\_i^{or}}{m\_i \cdot B}+H\_i \cdot m\_i \cdot B) \\ subject \space to: \quad \quad \quad \quad \quad \quad \quad \quad \quad \\ m\_i \ge m\_0 \quad \forall i >0 \\m\_i \in \mathbb N \qquad \forall i $$

–> an important side note is that the JRP is basically a quite standard EOQ problem which uses the substitution , i.e., . Then, you substitute ans result in the JRP (adding the common ordering cost).

jrp.obj.fun <- function(m , B, cor, Hvec, cor0) cor0/B + sum(cor/B/m) + sum(Hvec\*B\*m)

* *Cycle Time*

we determine and

# calculate cycle times  
T.vec <- sqrt(c.or/H.vec)  
# order products  
reo.id <- order(T.vec)  
T.vec <- T.vec[reo.id]  
c.or <- c.or[reo.id]  
H.vec <- H.vec[reo.id]  
  
cost\_cycle.mat <- t(cbind(c.or,H.vec,T.vec))  
costs.cycle <- data.frame(cost\_cycle.mat)  
colnames(costs.cycle) <- reo.id   
rownames(costs.cycle) <- c( "$c\_i^{or}$" ,"$H\_i$","$T\_i$" )  
kable(costs.cycle ,"pandoc", row.names = T)

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 2 | 10 | 7 | 15 | 9 | 41 | 58 | 19 | 20 | 3 | 4 | 57 | 59 | 14 | 5 | 1 | 33 | 61 | 13 | 29 | 18 | 50 | 34 | 21 | 55 | 60 | 23 | 52 | 38 | 37 | 25 | 39 | 51 | 32 | 8 | 28 | 46 | 62 | 40 | 24 | 16 | 11 | 17 | 22 | 27 | 35 | 43 | 54 | 12 | 44 | 49 | 30 | 36 | 31 | 56 | 53 | 48 | 45 | 6 | 47 | 42 | 26 |
|  | 50.0000000 | 65.0000000 | 65.0000000 | 80.0000000 | 65.0000000 | 75.0000000 | 50.0000000 | 80.0000000 | 80.0000000 | 45.0000000 | 45.0000000 | 50.0000000 | 50.0000000 | 80.0000000 | 60.0000000 | 50.0000000 | 80.0000000 | 70.0000000 | 65.0000000 | 80.0000000 | 80.000000 | 50.0000000 | 80.0000000 | 80.0000000 | 50.0000000 | 50.0000000 | 80.0000000 | 50.0000000 | 75.0000000 | 75.0000000 | 80.0000000 | 75.0000000 | 50.0000000 | 80.0000000 | 65.00000 | 80.0000000 | 75.0000000 | 70.0000000 | 75.0000000 | 80.0000000 | 80.0000000 | 65.000000 | 80.0000000 | 80.0000000 | 80.0000000 | 80.000000 | 75.0000000 | 50.0000000 | 65.0000000 | 75.0000000 | 50.0000000 | 80.0000000 | 75.0000000 | 80.0000000 | 50.0000000 | 50.0000000 | 75.0000000 | 75.0000000 | 65.0000000 | 75.0000000 | 75.0000000 | 80.0000000 |
|  | 9386.4320000 | 7724.8080000 | 7652.6450000 | 4374.0900000 | 3364.0800000 | 3578.1200000 | 1925.7000000 | 2994.6600000 | 2652.8640000 | 1382.8500000 | 1382.8500000 | 1214.1360000 | 1108.8240000 | 1678.1100000 | 1239.2100000 | 1014.7140000 | 1591.6500000 | 1355.8500000 | 1254.4560000 | 1243.7760000 | 1195.328000 | 736.0320000 | 1163.2800000 | 1123.9800000 | 692.7360000 | 658.3140000 | 1006.0800000 | 589.5000000 | 844.9500000 | 837.0900000 | 793.8600000 | 735.3775000 | 485.1000000 | 771.4560000 | 621.33500 | 760.0620000 | 664.6770000 | 617.0100000 | 660.7440000 | 687.7500000 | 636.6600000 | 503.040000 | 594.3360000 | 594.3360000 | 521.3250000 | 446.448000 | 301.7800000 | 201.1350000 | 248.8500000 | 284.7130000 | 167.7450000 | 261.4500000 | 237.8250000 | 246.4875000 | 146.1500000 | 127.9800000 | 180.1200000 | 167.5245000 | 118.5000000 | 134.6400000 | 121.1760000 | 118.9125000 |
|  | 0.0729852 | 0.0917303 | 0.0921618 | 0.1352387 | 0.1390028 | 0.1447782 | 0.1611353 | 0.1634448 | 0.1736551 | 0.1803926 | 0.1803926 | 0.2029324 | 0.2123507 | 0.2183407 | 0.2200408 | 0.2219797 | 0.2241926 | 0.2272182 | 0.2276297 | 0.2536144 | 0.258703 | 0.2606374 | 0.2622424 | 0.2667876 | 0.2686588 | 0.2755932 | 0.2819868 | 0.2912347 | 0.2979306 | 0.2993261 | 0.3174483 | 0.3193563 | 0.3210476 | 0.3220249 | 0.32344 | 0.3244296 | 0.3359118 | 0.3368239 | 0.3369101 | 0.3410591 | 0.3544796 | 0.359464 | 0.3668842 | 0.3668842 | 0.3917335 | 0.423311 | 0.4985232 | 0.4985873 | 0.5110788 | 0.5132477 | 0.5459592 | 0.5531599 | 0.5615674 | 0.5697017 | 0.5849053 | 0.6250488 | 0.6452822 | 0.6691007 | 0.7406235 | 0.7463518 | 0.7867239 | 0.8202217 |

library(kableExtra)  
# calculate T^2 and cumu. cost shares  
res.mat <- t(cbind(c.or/H.vec,(c.or0 + cumsum(c.or))/cumsum(H.vec)))  
df <- data.frame(res.mat)  
colnames(df) <- reo.id   
rownames(df) <- c( "$T\_i^2$" ,"$T^C$" )  
kable(df,"pandoc", row.names = T)

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 2 | 10 | 7 | 15 | 9 | 41 | 58 | 19 | 20 | 3 | 4 | 57 | 59 | 14 | 5 | 1 | 33 | 61 | 13 | 29 | 18 | 50 | 34 | 21 | 55 | 60 | 23 | 52 | 38 | 37 | 25 | 39 | 51 | 32 | 8 | 28 | 46 | 62 | 40 | 24 | 16 | 11 | 17 | 22 | 27 | 35 | 43 | 54 | 12 | 44 | 49 | 30 | 36 | 31 | 56 | 53 | 48 | 45 | 6 | 47 | 42 | 26 |
|  | 0.0053268 | 0.0084144 | 0.0084938 | 0.0182895 | 0.0193218 | 0.0209607 | 0.0259646 | 0.0267142 | 0.0301561 | 0.0325415 | 0.0325415 | 0.0411815 | 0.0450928 | 0.0476727 | 0.0484179 | 0.0492750 | 0.0502623 | 0.0516281 | 0.0518153 | 0.0643203 | 0.0669272 | 0.0679318 | 0.0687711 | 0.0711756 | 0.0721776 | 0.0759516 | 0.0795165 | 0.0848176 | 0.0887626 | 0.0895961 | 0.1007734 | 0.1019884 | 0.1030715 | 0.1037000 | 0.1046135 | 0.1052546 | 0.1128368 | 0.1134503 | 0.1135084 | 0.1163213 | 0.1256558 | 0.1292144 | 0.1346040 | 0.1346040 | 0.1534551 | 0.1791922 | 0.2485254 | 0.2485893 | 0.2612015 | 0.2634232 | 0.2980715 | 0.3059858 | 0.3153579 | 0.3245601 | 0.3421143 | 0.3906860 | 0.4163891 | 0.4476957 | 0.5485232 | 0.5570410 | 0.6189344 | 0.6727636 |
|  | 0.1651320 | 0.0943824 | 0.0678407 | 0.0604023 | 0.0561503 | 0.0526605 | 0.0513079 | 0.0495115 | 0.0483353 | 0.0478503 | 0.0473943 | 0.0472359 | 0.0471872 | 0.0472033 | 0.0472325 | 0.0472718 | 0.0473595 | 0.0474636 | 0.0475596 | 0.0479182 | 0.0483013 | 0.0485419 | 0.0489263 | 0.0493275 | 0.0495786 | 0.0498512 | 0.0503126 | 0.0506241 | 0.0511114 | 0.0515925 | 0.0521687 | 0.0527035 | 0.0530577 | 0.0536178 | 0.0540681 | 0.0546150 | 0.0551540 | 0.0556507 | 0.0561738 | 0.0567346 | 0.0573244 | 0.0578072 | 0.0584117 | 0.0590069 | 0.0596495 | 0.0603421 | 0.0610762 | 0.0615624 | 0.0622009 | 0.0629345 | 0.0634384 | 0.0642460 | 0.0650042 | 0.0658139 | 0.0663241 | 0.0668477 | 0.0676400 | 0.0684395 | 0.0691528 | 0.0699751 | 0.0708066 | 0.0716999 |

$$B=\sqrt \frac {\sum\_{i=0}^n \frac {c\_i^{or}}{m\_i}}{\sum\_{i=0}^n m\_i \cdot H\_i} $$

# identify break  
which(res.mat[1,] > res.mat[2,])# break occured after 13

## [1] 14 15 16 17 18 19 20 21 22 23 24 25 26 27 28 29 30 31 32 33 34 35 36 37 38  
## [26] 39 40 41 42 43 44 45 46 47 48 49 50 51 52 53 54 55 56 57 58 59 60 61 62

id.comb <- min(which(res.mat[1,] > res.mat[2,])) - 1 #3  
id.comb

## [1] 13

# calculate B  
B <- min(T.vec) #0.01955164  
# solution with m - integers #######################  
m.vec.int <- round(T.vec/B,0)  
  
m.vec.int[1:id.comb] <- 1   
# re-optimize B for fixed m.vec  
B.int <- sqrt(sum(c.or/m.vec.int)/sum(m.vec.int\*H.vec))#0.02014868  
# total cost   
c.cost.int <- jrp.obj.fun( m = m.vec.int, B=B.int, cor = c.or,Hvec=H.vec, cor0 = c.or0)#192606  
df <- data.frame(rbind(round(T.vec/B,2), round(T.vec/B), m.vec.int))  
colnames(df) <- reo.id   
rownames(df) <- c("$m\_i=\\frac{T\_i}{B}$" ,"$[m\_i]$", "$[\\tilde{m}\_i]$" )  
kable(df,"pandoc", row.names = T)

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 2 | 10 | 7 | 15 | 9 | 41 | 58 | 19 | 20 | 3 | 4 | 57 | 59 | 14 | 5 | 1 | 33 | 61 | 13 | 29 | 18 | 50 | 34 | 21 | 55 | 60 | 23 | 52 | 38 | 37 | 25 | 39 | 51 | 32 | 8 | 28 | 46 | 62 | 40 | 24 | 16 | 11 | 17 | 22 | 27 | 35 | 43 | 54 | 12 | 44 | 49 | 30 | 36 | 31 | 56 | 53 | 48 | 45 | 6 | 47 | 42 | 26 |
|  | 1 | 1.26 | 1.26 | 1.85 | 1.9 | 1.98 | 2.21 | 2.24 | 2.38 | 2.47 | 2.47 | 2.78 | 2.91 | 2.99 | 3.01 | 3.04 | 3.07 | 3.11 | 3.12 | 3.47 | 3.54 | 3.57 | 3.59 | 3.66 | 3.68 | 3.78 | 3.86 | 3.99 | 4.08 | 4.1 | 4.35 | 4.38 | 4.4 | 4.41 | 4.43 | 4.45 | 4.6 | 4.61 | 4.62 | 4.67 | 4.86 | 4.93 | 5.03 | 5.03 | 5.37 | 5.8 | 6.83 | 6.83 | 7 | 7.03 | 7.48 | 7.58 | 7.69 | 7.81 | 8.01 | 8.56 | 8.84 | 9.17 | 10.15 | 10.23 | 10.78 | 11.24 |
|  | 1 | 1.00 | 1.00 | 2.00 | 2.0 | 2.00 | 2.00 | 2.00 | 2.00 | 2.00 | 2.00 | 3.00 | 3.00 | 3.00 | 3.00 | 3.00 | 3.00 | 3.00 | 3.00 | 3.00 | 4.00 | 4.00 | 4.00 | 4.00 | 4.00 | 4.00 | 4.00 | 4.00 | 4.00 | 4.0 | 4.00 | 4.00 | 4.0 | 4.00 | 4.00 | 4.00 | 5.0 | 5.00 | 5.00 | 5.00 | 5.00 | 5.00 | 5.00 | 5.00 | 5.00 | 6.0 | 7.00 | 7.00 | 7 | 7.00 | 7.00 | 8.00 | 8.00 | 8.00 | 8.00 | 9.00 | 9.00 | 9.00 | 10.00 | 10.00 | 11.00 | 11.00 |
|  | 1 | 1.00 | 1.00 | 1.00 | 1.0 | 1.00 | 1.00 | 1.00 | 1.00 | 1.00 | 1.00 | 1.00 | 1.00 | 3.00 | 3.00 | 3.00 | 3.00 | 3.00 | 3.00 | 3.00 | 4.00 | 4.00 | 4.00 | 4.00 | 4.00 | 4.00 | 4.00 | 4.00 | 4.00 | 4.0 | 4.00 | 4.00 | 4.0 | 4.00 | 4.00 | 4.00 | 5.0 | 5.00 | 5.00 | 5.00 | 5.00 | 5.00 | 5.00 | 5.00 | 5.00 | 6.0 | 7.00 | 7.00 | 7 | 7.00 | 7.00 | 8.00 | 8.00 | 8.00 | 8.00 | 9.00 | 9.00 | 9.00 | 10.00 | 10.00 | 11.00 | 11.00 |

Reoptimizing basic cycle time yields and the total cost are 4.99433410^{4}

The order quantities are given by multiplying the cycle times with demand rates , i.e.  such that

dei <- dei[reo.id]  
df <- data.frame(rbind( m.vec.int, round(m.vec.int\*B, 2), round(m.vec.int\*B\*dei, 2) ))  
colnames(df) <- reo.id   
rownames(df) <- c("$[\\tilde{m}\_i]$", "$T\_i$", "$q\_i$" )  
kable(df,"pandoc", row.names = T)

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 2 | 10 | 7 | 15 | 9 | 41 | 58 | 19 | 20 | 3 | 4 | 57 | 59 | 14 | 5 | 1 | 33 | 61 | 13 | 29 | 18 | 50 | 34 | 21 | 55 | 60 | 23 | 52 | 38 | 37 | 25 | 39 | 51 | 32 | 8 | 28 | 46 | 62 | 40 | 24 | 16 | 11 | 17 | 22 | 27 | 35 | 43 | 54 | 12 | 44 | 49 | 30 | 36 | 31 | 56 | 53 | 48 | 45 | 6 | 47 | 42 | 26 |
|  | 1.00 | 1.00 | 1.00 | 1.00 | 1.00 | 1.00 | 1.00 | 1.00 | 1.00 | 1.00 | 1.00 | 1.00 | 1.00 | 3.00 | 3.00 | 3.00 | 3.00 | 3.00 | 3.00 | 3.00 | 4.00 | 4.00 | 4.00 | 4.00 | 4.00 | 4.00 | 4.00 | 4.00 | 4.00 | 4.00 | 4.00 | 4.00 | 4.00 | 4.00 | 4.00 | 4.00 | 5.00 | 5.00 | 5.00 | 5.00 | 5.00 | 5.00 | 5.00 | 5.00 | 5.00 | 6.00 | 7.00 | 7.00 | 7.00 | 7.00 | 7.00 | 8.00 | 8.00 | 8.00 | 8.00 | 9.00 | 9.00 | 9.00 | 10.00 | 10.00 | 11.00 | 11.0 |
|  | 0.07 | 0.07 | 0.07 | 0.07 | 0.07 | 0.07 | 0.07 | 0.07 | 0.07 | 0.07 | 0.07 | 0.07 | 0.07 | 0.22 | 0.22 | 0.22 | 0.22 | 0.22 | 0.22 | 0.22 | 0.29 | 0.29 | 0.29 | 0.29 | 0.29 | 0.29 | 0.29 | 0.29 | 0.29 | 0.29 | 0.29 | 0.29 | 0.29 | 0.29 | 0.29 | 0.29 | 0.36 | 0.36 | 0.36 | 0.36 | 0.36 | 0.36 | 0.36 | 0.36 | 0.36 | 0.44 | 0.51 | 0.51 | 0.51 | 0.51 | 0.51 | 0.58 | 0.58 | 0.58 | 0.58 | 0.66 | 0.66 | 0.66 | 0.73 | 0.73 | 0.80 | 0.8 |
|  | 107.58 | 57.37 | 44.16 | 95.61 | 19.12 | 71.74 | 38.24 | 38.24 | 17.95 | 22.99 | 22.99 | 15.98 | 71.74 | 143.42 | 123.05 | 95.68 | 57.37 | 344.20 | 57.37 | 71.82 | 286.98 | 143.63 | 191.22 | 382.44 | 143.63 | 63.94 | 76.49 | 76.49 | 152.98 | 152.98 | 191.22 | 208.74 | 51.09 | 71.82 | 176.62 | 38.24 | 159.47 | 573.66 | 159.47 | 239.03 | 191.22 | 286.83 | 179.54 | 179.54 | 63.86 | 57.37 | 40.36 | 27.08 | 40.36 | 61.82 | 27.08 | 61.31 | 40.87 | 61.31 | 46.13 | 51.89 | 51.89 | 79.48 | 57.66 | 72.26 | 79.48 | 140.5 |

–> Now the question is: Is this feasible? –> no:

q.vec <- m.vec.int\*B\*dei  
paste(round(c.cost.int)," is total cost with no capacity constraint")# 49943

## [1] "49943 is total cost with no capacity constraint"

const.fun(q.vec) > rack\_total\_width

## [1] TRUE

When you try to optimize the JRP directly, without introducing the substitution you need to update the JRP function as follows

library(ROI)  
jrp.obj.fun2 <- function(Tvec, cor, Hvec, cor0) sum(cor0/Tvec) + sum(cor/Tvec) + sum(Hvec\*Tvec)  
# you need to initialize the parameters in the objective function --> Tvec is to be optimized over, the rest is given  
jrp.obj.fun2 <- function(Tvec, cor=c.or, Hvec = H.vec, cor0 = c.or0) sum(cor0/Tvec) + sum(cor/Tvec) + sum(Hvec\*Tvec)  
  
qopt2 <- OP(  
 objective = F\_objective(F=jrp.obj.fun2 , n=62),  
 types = rep("C",n),  
 bounds = V\_bound(ub= rep(30, 62), lb= rep(.001,62))  
)   
  
jrp.obj.fun2(m.vec.int\*B)

## [1] 511643.4

jrp.obj.fun2(rep(.00001,62))

## [1] 9724500001

jrp.obj.fun2(rep(15,62))

## [1] 1208367

# you don't need Alabama here as there is no constraint. Basically you can also optimize this problem by taking derivatives  
copt\_sol2 <- ROI\_solve(qopt2, start = m.vec.int\*B)  
copt\_sol2

## Optimal solution found.  
## The objective value is: 1.519523e+05

copt\_sol2$solution

## [1] 0.4063670 0.4501050 0.4522240 0.6010157 0.6820617 0.6634549 0.8971623  
## [8] 0.7263596 0.7717417 1.0570060 1.0570072 1.1298829 1.1823300 0.9703281  
## [15] 1.1219884 1.2359369 0.9963324 1.0760803 1.1169429 1.1270896 1.1497041  
## [22] 1.4511717 1.1654254 1.1856357 1.4958263 1.5344552 1.2531816 1.6215258  
## [29] 1.3652893 1.3716838 1.4107755 1.4634696 1.7875233 1.4311173 1.5870533  
## [36] 1.4418001 1.5393302 1.5951506 1.5439084 1.5157012 1.5753462 1.7638244  
## [43] 1.6304591 1.6304814 1.7409141 1.8812131 2.2845095 2.7760107 2.5077432  
## [50] 2.3519777 3.0397243 2.4582625 2.5734214 2.5317848 3.2565722 3.4800606  
## [57] 2.9570114 3.0661930 3.6340240 3.4201775 3.6051845 3.6450557

m.vec.int\*B\*dei

## [1] 107.58017 57.36636 44.15604 95.61060 19.12212 71.74444 38.24424  
## [8] 38.24424 17.95436 22.99033 22.99033 15.98376 71.74444 143.41590  
## [15] 123.05303 95.68358 57.36636 344.19815 57.36636 71.81743 286.97776  
## [22] 143.63485 191.22119 382.44239 143.63485 63.93502 76.48848 76.48848  
## [29] 152.97695 152.97695 191.22119 208.73764 51.08963 71.81743 176.62416  
## [36] 38.24424 159.47264 573.66358 159.47264 239.02649 191.22119 286.83179  
## [43] 179.54356 179.54356 63.86204 57.36636 40.36081 27.07750 40.36081  
## [50] 61.81845 27.07750 61.30756 40.87171 61.30756 46.12664 51.89247  
## [57] 51.89247 79.48087 57.65830 72.25534 79.48087 140.49649

paste(round(copt\_sol2$objval), "Total cost with no Constraint for T")

## [1] "151952 Total cost with no Constraint for T"

## Including capacity constraint

–> You should integrate the shelf capacity constraint –> I also recommmend to stick with the basic period approach

This is formally defined as

Thus, with the substitution above, the left-hand side changes to

Thus, you can change the constraint function quite easily

# we reinitialize the vectors  
n <- length(product\_data$`box ID`)  
c.or0 <- cord  
c.or <- product\_data$ordering\_cost  
dei <- product\_data$demand\_per\_year  
H.vec <- 0.1 \* product\_data$box\_cost \* dei \* 0.5  
  
  
bnotsort <- product\_data$b\_not\_sorting  
bsort <- product\_data$b\_sorting  
copt\_sol.solution <- copt\_sol$solution  
  
  
  
# calculate cycle times  
T.vec <- sqrt(c.or/H.vec)  
# order products  
reo.id <- order(T.vec)  
T.vec <- T.vec[reo.id]  
c.or <- c.or[reo.id]  
H.vec <- H.vec[reo.id]  
bnotsort <- bnotsort[reo.id]  
bsort <- bsort[reo.id]  
copt\_sol.solution <- copt\_sol.solution[reo.id]  
dei <- dei[reo.id]  
  
const.fun2 <- function(m, B = B.start, y= dei, bns = bnotsort, bs = bsort, rl = rack\_length) {  
 sum(bs \* ceiling( bns \* m\*B\*y / rl))  
 }

Then, you can use the original JRP function and update the model by including the capacity constraint. Therefore I recommend that you fix to some appropriate value based on the feasible solution above

#rack\_total\_width<-51200  
  
#library(ROI.plugin.deoptim)  
  
T.feas <- copt\_sol.solution/dei  
B.start <- min(T.feas)  
  
jrp.obj.fun <- function(m , B = B.start, cor = c.or, Hvec = H.vec, cor0 = c.or0) cor0/B + sum(cor/B/m) + sum(Hvec\*B\*m)  
jrp.obj.fun(m= rep(1, 62))

## [1] 609625.9

const.fun2(m= rep(1, 62))

## [1] 28330

qopt3 <- OP(  
 objective = F\_objective(F=jrp.obj.fun ,n=n),  
 # now integer decision variables  
 types = rep("C",n),  
 bounds = V\_bound(li = 1:n, ui = 1:n, ub= rep(50, n) , lb= rep(1, n)),  
 constraints = F\_constraint(F=const.fun2,  
 dir="<=",  
 rhs = rack\_total\_width)  
)  
# Good starting point essential --> m = T.feas/B.start  
copt\_sol3 <- ROI\_solve(qopt3, start = T.feas/B.start , solver = "alabama") # "deoptimr"  
  
copt\_sol3

## Optimal solution found.  
## The objective value is: 2.682538e+05

copt\_sol3$solution

## [1] 1.436648 2.707211 3.482128 1.221403 7.290618 2.141202 3.962808  
## [8] 4.096633 7.969883 6.091166 6.091166 8.441896 2.197617 3.282782  
## [15] 3.784948 4.659539 7.649835 1.007566 7.484917 6.330304 2.149274  
## [22] 4.208911 3.287162 1.254894 4.209837 8.524009 7.699154 7.304386  
## [29] 4.085895 4.085996 3.290112 2.993645 10.414829 8.154875 3.542564  
## [36] 14.022989 4.873057 1.000000 4.873171 3.290934 4.121016 2.743690  
## [43] 4.355227 4.355227 11.000134 14.154378 22.139151 31.048969 21.951577  
## [50] 15.146764 31.175616 17.307923 24.786343 17.318781 21.666120 21.694921  
## [57] 22.313149 15.209087 22.145777 18.237660 18.249267 11.087707

jrp.obj.fun(m= copt\_sol3$solution)

## [1] 268253.8

const.fun2(m= copt\_sol3$solution) <= rack\_total\_width

## [1] TRUE

# not feasible  
const.fun2(round(copt\_sol3$solution)) <= rack\_total\_width

## [1] FALSE

# feasible  
const.fun2(floor(copt\_sol3$solution)) <= rack\_total\_width

## [1] TRUE

# potential starting solution  
m.start <- floor(copt\_sol3$solution) # multiplier m  
q.start <- ceiling(m.start \* B.start \* dei) # order quantity q (in boxes, rounded up)  
q.start

## [1] 14 15 18 13 18 19 15 20 17 18 18 17 19 19 16 17 18 15 18 19 19 19 19 13 19  
## [26] 17 18 18 20 20 19 14 17 19 18 18 17 15 17 19 20 15 19 19 19 18 17 16 16 18  
## [51] 16 17 16 17 16 16 17 18 17 17 17 19

#Order according to m in ascending order  
#reo.id <- order(m.start)  
#dei <- dei[reo.id]  
#m.start <- m.start[reo.id]  
  
df2 <- data.frame(rbind( m.start, round(m.start\*B.start, 2), ceiling(m.start\*B.start\*dei) ))  
colnames(df2) <- reo.id   
rownames(df2) <- c("$[\\tilde{m}\_i]$", "$T\_i$", "$q\_i$" )  
kable(df2,"pandoc", row.names = T)

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 2 | 10 | 7 | 15 | 9 | 41 | 58 | 19 | 20 | 3 | 4 | 57 | 59 | 14 | 5 | 1 | 33 | 61 | 13 | 29 | 18 | 50 | 34 | 21 | 55 | 60 | 23 | 52 | 38 | 37 | 25 | 39 | 51 | 32 | 8 | 28 | 46 | 62 | 40 | 24 | 16 | 11 | 17 | 22 | 27 | 35 | 43 | 54 | 12 | 44 | 49 | 30 | 36 | 31 | 56 | 53 | 48 | 45 | 6 | 47 | 42 | 26 |
|  | 1.00 | 2.00 | 3.00 | 1.00 | 7.00 | 2.00 | 3.00 | 4.00 | 7.00 | 6.00 | 6.00 | 8.00 | 2.00 | 3.00 | 3.00 | 4.00 | 7.00 | 1.00 | 7.00 | 6.00 | 2.00 | 4.00 | 3.00 | 1.00 | 4.00 | 8.00 | 7.00 | 7.00 | 4.00 | 4.00 | 3.00 | 2.00 | 10.00 | 8.00 | 3.00 | 14.00 | 4.00 | 1.00 | 4.00 | 3.00 | 4.00 | 2.00 | 4.00 | 4.00 | 11.0 | 14.00 | 22.00 | 31.00 | 21.0 | 15.00 | 31.00 | 17.00 | 24.00 | 17.00 | 21.0 | 21.0 | 22.00 | 15.00 | 22.00 | 18.00 | 18.00 | 11.0 |
|  | 0.01 | 0.02 | 0.03 | 0.01 | 0.07 | 0.02 | 0.03 | 0.04 | 0.07 | 0.06 | 0.06 | 0.08 | 0.02 | 0.03 | 0.03 | 0.04 | 0.07 | 0.01 | 0.07 | 0.06 | 0.02 | 0.04 | 0.03 | 0.01 | 0.04 | 0.08 | 0.07 | 0.07 | 0.04 | 0.04 | 0.03 | 0.02 | 0.09 | 0.08 | 0.03 | 0.13 | 0.04 | 0.01 | 0.04 | 0.03 | 0.04 | 0.02 | 0.04 | 0.04 | 0.1 | 0.13 | 0.21 | 0.29 | 0.2 | 0.14 | 0.29 | 0.16 | 0.23 | 0.16 | 0.2 | 0.2 | 0.21 | 0.14 | 0.21 | 0.17 | 0.17 | 0.1 |
|  | 14.00 | 15.00 | 18.00 | 13.00 | 18.00 | 19.00 | 15.00 | 20.00 | 17.00 | 18.00 | 18.00 | 17.00 | 19.00 | 19.00 | 16.00 | 17.00 | 18.00 | 15.00 | 18.00 | 19.00 | 19.00 | 19.00 | 19.00 | 13.00 | 19.00 | 17.00 | 18.00 | 18.00 | 20.00 | 20.00 | 19.00 | 14.00 | 17.00 | 19.00 | 18.00 | 18.00 | 17.00 | 15.00 | 17.00 | 19.00 | 20.00 | 15.00 | 19.00 | 19.00 | 19.0 | 18.00 | 17.00 | 16.00 | 16.0 | 18.00 | 16.00 | 17.00 | 16.00 | 17.00 | 16.0 | 16.0 | 17.00 | 18.00 | 17.00 | 17.00 | 17.00 | 19.0 |

library(gtools)  
df2<-df2[mixedorder(colnames(df2))]  
df2

## 1 2 3 4 5 6 7 8 9 10  
## $[\\tilde{m}\_i]$ 4.00 1.00 6.00 6.00 3.00 22.00 3.00 3.00 7.00 2.00  
## $T\_i$ 0.04 0.01 0.06 0.06 0.03 0.21 0.03 0.03 0.07 0.02  
## $q\_i$ 17.00 14.00 18.00 18.00 16.00 17.00 18.00 18.00 18.00 15.00  
## 11 12 13 14 15 16 17 18 19 20  
## $[\\tilde{m}\_i]$ 2.00 21.0 7.00 3.00 1.00 4.00 4.00 2.00 4.00 7.00  
## $T\_i$ 0.02 0.2 0.07 0.03 0.01 0.04 0.04 0.02 0.04 0.07  
## $q\_i$ 15.00 16.0 18.00 19.00 13.00 20.00 19.00 19.00 20.00 17.00  
## 21 22 23 24 25 26 27 28 29 30  
## $[\\tilde{m}\_i]$ 1.00 4.00 7.00 3.00 3.00 11.0 11.0 14.00 6.00 17.00  
## $T\_i$ 0.01 0.04 0.07 0.03 0.03 0.1 0.1 0.13 0.06 0.16  
## $q\_i$ 13.00 19.00 18.00 19.00 19.00 19.0 19.0 18.00 19.00 17.00  
## 31 32 33 34 35 36 37 38 39 40  
## $[\\tilde{m}\_i]$ 17.00 8.00 7.00 3.00 14.00 24.00 4.00 4.00 2.00 4.00  
## $T\_i$ 0.16 0.08 0.07 0.03 0.13 0.23 0.04 0.04 0.02 0.04  
## $q\_i$ 17.00 19.00 18.00 19.00 18.00 16.00 20.00 20.00 14.00 17.00  
## 41 42 43 44 45 46 47 48 49 50  
## $[\\tilde{m}\_i]$ 2.00 18.00 22.00 15.00 15.00 4.00 18.00 22.00 31.00 4.00  
## $T\_i$ 0.02 0.17 0.21 0.14 0.14 0.04 0.17 0.21 0.29 0.04  
## $q\_i$ 19.00 17.00 17.00 18.00 18.00 17.00 17.00 17.00 16.00 19.00  
## 51 52 53 54 55 56 57 58 59 60  
## $[\\tilde{m}\_i]$ 10.00 7.00 21.0 31.00 4.00 21.0 8.00 3.00 2.00 8.00  
## $T\_i$ 0.09 0.07 0.2 0.29 0.04 0.2 0.08 0.03 0.02 0.08  
## $q\_i$ 17.00 18.00 16.0 16.00 19.00 16.0 17.00 15.00 19.00 17.00  
## 61 62  
## $[\\tilde{m}\_i]$ 1.00 1.00  
## $T\_i$ 0.01 0.01  
## $q\_i$ 15.00 15.00

q.start<- as.vector(df2[3,1:62])  
q.start

## 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24  
## $q\_i$ 17 14 18 18 16 17 18 18 18 15 15 16 18 19 13 20 19 19 20 17 13 19 18 19  
## 25 26 27 28 29 30 31 32 33 34 35 36 37 38 39 40 41 42 43 44 45 46 47 48  
## $q\_i$ 19 19 19 18 19 17 17 19 18 19 18 16 20 20 14 17 19 17 17 18 18 17 17 17  
## 49 50 51 52 53 54 55 56 57 58 59 60 61 62  
## $q\_i$ 16 19 17 18 16 16 19 16 17 15 19 17 15 15

Afterwards, you have to find a layout scheme such that a precise shelf layout results.

As you rightly point out you need to calculate the number of lanes required for each product given a certain order quantity (integer number of boxes):

whereby is the number of boxes per lane dedicated to product . I.e.,

. Thus, for the solution of the JRP we have:

l.start <- ceiling(q.start/floor(rack\_length/product\_data$b\_not\_sorting))  
rownames(l.start) <- "lanes"  
l.start

## 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24 25 26 27  
## lanes 1 1 1 1 2 3 3 3 3 3 3 3 3 2 1 2 2 2 2 2 1 2 2 2 2 2 2  
## 28 29 30 31 32 33 34 35 36 37 38 39 40 41 42 43 44 45 46 47 48 49 50 51  
## lanes 2 2 2 2 2 2 2 2 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1  
## 52 53 54 55 56 57 58 59 60 61 62  
## lanes 1 1 1 1 1 1 1 1 1 1 1

Now, these lanes have to be assigned to the levels of the shelves. Therefore, we first need to determine the types of lanes required. The lanes are just described by their width. Due to the safety margins we should round the lane width to full centimeter. I.e., we need to assign lanes with the following widths

unique(round(product\_data$b\_sorting/100)\*100)

## [1] 200 400 600

Now comes the tricky part: We have to decide how many lanes of a certain width should be assigned for each level. Luckily, there is only a small number of useful patterns of lanes per level. To be precise there are 9 efficient patterns to arrange these 3 lane types (assuming we use each level exhaustively):

patterns <- rbind(  
c(8,0,0),  
c(0,4,0),  
c(0,1,2),  
c(2,0,2),  
c(6,1,0),  
c(4,2,0),  
c(2,3,0),  
c(3,1,1),  
c(1,2,1)  
)  
colnames(patterns) <- c("200","400","600")  
  
patterns

## 200 400 600  
## [1,] 8 0 0  
## [2,] 0 4 0  
## [3,] 0 1 2  
## [4,] 2 0 2  
## [5,] 6 1 0  
## [6,] 4 2 0  
## [7,] 2 3 0  
## [8,] 3 1 1  
## [9,] 1 2 1

Let indicate the number of lanes of type associated to pattern . Now we need to assess the number of lanes per required of each type. As outlined above, we know the number of lanes per product , thus we can deduce the demand for lane type () by summing up the for each lane type, i.e., :

# assign lane width as names  
names(l.start) <- round(product\_data$b\_sorting/100)\*100   
  
# number of items with lane types 200, 400, 600 that is demand for each lane type  
ld <- c(sum(l.start[names(l.start) == "200"]),  
sum(l.start[names(l.start) == "400"]),  
sum(l.start[names(l.start) == "600"]))  
ld

## [1] 14 15 70

Need to reduce 70 units to 64

## Illustration

#m.start  
  
product\_data$Order\_frequency\_M<- unlist(df2[1,1:62])  
product\_data$Lot\_size\_q <- unlist(q.start)  
product\_data

## box ID material ID demand per day pieces/box price demand\_per\_year box\_cost  
## 1 3103147 7348808+73 30 18 2.58 437 46.44  
## 2 3103147 7346592+72 360 64 1.99 1474 127.36  
## 3 3104147 7455691+71 24 20 4.39 315 87.80  
## 4 3104147 7455692+71 24 20 4.39 315 87.80  
## 5 3106410 7305865+77 30 14 3.15 562 44.10  
## 6 3108210 7306005+73 6 20 1.50 79 30.00  
## 7 3108210 7308013+79 30 13 19.46 605 252.98  
## 8 3108210 7308014+79 30 13 1.58 605 20.54  
## 9 3108210 7455688+72 24 24 10.70 262 256.80  
## 10 3108210 7455633+73 24 8 24.57 786 196.56  
## 11 3108210 7455634+73 24 8 1.60 786 12.80  
## 12 3108210 7306006+73 6 20 3.15 79 63.00  
## 13 3108210 7455687+72 24 24 3.99 262 95.76  
## 14 6203059 7305834+73 30 12 4.27 655 51.24  
## 15 6203059 7305819+79 30 6 11.13 1310 66.78  
## 16 6203059 7305670+77 30 15 1.62 524 24.30  
## 17 6203059 7305673+76 30 16 1.51 492 24.16  
## 18 6203059 7305863+75 60 16 1.52 983 24.32  
## 19 6203059 7305669+77 30 15 7.62 524 114.30  
## 20 6203059 7343137+72 30 32 6.74 246 215.68  
## 21 6203059 7305820+79 30 6 2.86 1310 17.16  
## 22 6203059 7305674+76 30 16 1.51 492 24.16  
## 23 6203059 7305824+73 30 30 2.56 262 76.80  
## 24 6203059 7326393+74 30 12 1.75 655 21.00  
## 25 6203059 7305833+73 30 12 2.02 655 24.24  
## 26 6203059 7306017+79 6 9 1.51 175 13.59  
## 27 6203059 7306018+79 6 9 6.62 175 59.58  
## 28 6203059 7313982+31 6 12 9.67 131 116.04  
## 29 6203059 7305867+76 60 48 1.58 328 75.84  
## 30 6203059 7305971+75 6 15 3.32 105 49.80  
## 31 6203059 7305972+75 6 15 3.13 105 46.95  
## 32 6203059 7343138+74 30 32 1.96 246 62.72  
## 33 6203059 7305823+73 30 30 4.05 262 121.50  
## 34 6203059 7326394+74 30 12 2.96 655 35.52  
## 35 6203059 7313981+31 6 12 5.68 131 68.16  
## 36 6203060 7305667+74 12 45 1.51 70 67.95  
## 37 6203060 7306023+78 30 15 2.13 524 31.95  
## 38 6203060 7306024+78 30 15 2.15 524 32.25  
## 39 6203060 7326409+74 30 11 1.87 715 20.57  
## 40 6203060 7326825+72 30 18 1.68 437 30.24  
## 41 6203060 7305817+74 60 16 4.55 983 72.80  
## 42 6203060 7306013+73 6 16 1.53 99 24.48  
## 43 6203060 7306037+79 6 20 3.82 79 76.40  
## 44 6203060 7306009+75 6 13 3.62 121 47.06  
## 45 6203060 7306010+75 6 13 2.13 121 27.69  
## 46 6203060 7326826+72 30 18 1.69 437 30.42  
## 47 6203060 7306014+73 6 16 1.70 99 27.20  
## 48 6203060 7306038+30 6 20 2.28 79 45.60  
## 49 6203061 7306034+77 6 30 2.11 53 63.30  
## 50 6203061 7328209+73 30 16 1.87 492 29.92  
## 51 6203061 7305977+74 24 36 1.54 175 55.44  
## 52 6203061 7305832+73 30 30 1.50 262 45.00  
## 53 6203061 7306026+75 6 20 1.62 79 32.40  
## 54 6203061 7306033+77 6 30 2.53 53 75.90  
## 55 6203061 7328210+73 30 16 1.76 492 28.16  
## 56 6203061 7306025+75 6 20 1.85 79 37.00  
## 57 6203061 7355006+72 30 36 3.08 219 110.88  
## 58 6203061 7346813+73 60 30 2.45 524 73.50  
## 59 6203061 7313474+73 30 8 2.82 983 22.56  
## 60 6203061 7355005+72 30 36 1.67 219 60.12  
## 61 6203062 7332421+76 30 5 3.45 1572 17.25  
## 62 6203062 7332422+76 30 5 1.57 1572 7.85  
## ordering\_cost eoq.min eoq.max b\_sorting b\_not\_sorting Order\_frequency\_M  
## 1 50 97 540 198 297 4  
## 2 50 108 599 198 297 1  
## 3 45 57 333 396 297 6  
## 4 45 57 333 396 297 6  
## 5 60 124 631 594 396 3  
## 6 65 59 287 596 794 22  
## 7 65 56 274 596 794 3  
## 8 65 196 960 596 794 3  
## 9 65 36 179 596 794 7  
## 10 65 72 354 596 794 2  
## 11 65 283 1386 596 794 2  
## 12 65 40 198 596 794 21  
## 13 65 60 293 596 794 7  
## 14 80 143 636 594 396 3  
## 15 80 177 787 594 396 1  
## 16 80 186 825 594 396 4  
## 17 80 181 802 594 396 4  
## 18 80 254 1130 594 396 2  
## 19 80 86 381 594 396 4  
## 20 80 43 190 594 396 7  
## 21 80 349 1553 594 396 1  
## 22 80 181 802 594 396 4  
## 23 80 74 328 594 396 7  
## 24 80 223 993 594 396 3  
## 25 80 208 924 594 396 3  
## 26 80 144 638 594 396 11  
## 27 80 69 305 594 396 11  
## 28 80 43 189 594 396 14  
## 29 80 83 370 594 396 6  
## 30 80 58 258 594 396 17  
## 31 80 60 266 594 396 17  
## 32 80 79 352 594 396 8  
## 33 80 59 261 594 396 7  
## 34 80 172 763 594 396 3  
## 35 80 55 246 594 396 14  
## 36 75 39 180 396 297 24  
## 37 75 157 719 396 297 4  
## 38 75 156 715 396 297 4  
## 39 75 228 1046 396 297 2  
## 40 75 147 675 396 297 4  
## 41 75 142 652 396 297 2  
## 42 75 78 357 396 297 18  
## 43 75 39 180 396 297 22  
## 44 75 62 285 396 297 15  
## 45 75 81 371 396 297 15  
## 46 75 147 673 396 297 4  
## 47 75 74 339 396 297 18  
## 48 75 51 234 396 297 22  
## 49 50 29 161 198 297 31  
## 50 50 128 714 198 297 4  
## 51 50 56 313 198 297 10  
## 52 50 76 425 198 297 7  
## 53 50 49 275 198 297 21  
## 54 50 26 147 198 297 31  
## 55 50 132 736 198 297 4  
## 56 50 46 257 198 297 21  
## 57 50 44 247 198 297 8  
## 58 50 84 470 198 297 3  
## 59 50 209 1162 198 297 2  
## 60 50 60 336 198 297 8  
## 61 70 357 1692 594 396 1  
## 62 70 529 2508 594 396 1  
## Lot\_size\_q  
## 1 17  
## 2 14  
## 3 18  
## 4 18  
## 5 16  
## 6 17  
## 7 18  
## 8 18  
## 9 18  
## 10 15  
## 11 15  
## 12 16  
## 13 18  
## 14 19  
## 15 13  
## 16 20  
## 17 19  
## 18 19  
## 19 20  
## 20 17  
## 21 13  
## 22 19  
## 23 18  
## 24 19  
## 25 19  
## 26 19  
## 27 19  
## 28 18  
## 29 19  
## 30 17  
## 31 17  
## 32 19  
## 33 18  
## 34 19  
## 35 18  
## 36 16  
## 37 20  
## 38 20  
## 39 14  
## 40 17  
## 41 19  
## 42 17  
## 43 17  
## 44 18  
## 45 18  
## 46 17  
## 47 17  
## 48 17  
## 49 16  
## 50 19  
## 51 17  
## 52 18  
## 53 16  
## 54 16  
## 55 19  
## 56 16  
## 57 17  
## 58 15  
## 59 19  
## 60 17  
## 61 15  
## 62 15

#m.start <- sort(unique(product\_data$Order\_frequency\_M))  
m.start <- product\_data$Order\_frequency\_M  
sort(unique(m.start)) # 21 unique values meaning 22 columns

## [1] 1 2 3 4 6 7 8 10 11 14 15 17 18 21 22 24 31

max(m.start)

## [1] 31

name.m<- paste("Mi=",sort(unique(m.start)), sep = "")  
  
cycle.mat <- matrix(0, nrow = max(m.start)+1,ncol = length(unique(m.start)))  
  
colnames(cycle.mat)<-name.m  
  
#cycle.mat  
# for first row  
i<- NULL  
j<-1  
  
  
 for(i in sort(unique(m.start))){  
   
 tmp <- which(m.start==i)  
 tmp<- paste(tmp,collapse = ",")  
   
 cycle.mat[1,name.m[j]] <- tmp  
 j<- j+1  
   
 }  
   
  
  
for (k in 1:max(m.start)+1) {  
 j<- 1  
 for(i in sort(unique(m.start))){  
 if((k-1)%%i==0){  
 tmp <- which(m.start==i)  
 tmp<- paste(tmp,collapse = ",")  
   
 #print(tmp)  
   
 cycle.mat[k,name.m[j]] <- tmp  
 j<- j+1   
 }else {  
 j<- j+1   
 }  
   
 }  
   
 }  
  
cycle.df <- as.data.frame(cycle.mat)   
cycle.df

## Mi=1 Mi=2 Mi=3  
## 1 2,15,21,61,62 10,11,18,39,41,59 5,7,8,14,24,25,34,58  
## 2 2,15,21,61,62 0 0  
## 3 2,15,21,61,62 10,11,18,39,41,59 0  
## 4 2,15,21,61,62 0 5,7,8,14,24,25,34,58  
## 5 2,15,21,61,62 10,11,18,39,41,59 0  
## 6 2,15,21,61,62 0 0  
## 7 2,15,21,61,62 10,11,18,39,41,59 5,7,8,14,24,25,34,58  
## 8 2,15,21,61,62 0 0  
## 9 2,15,21,61,62 10,11,18,39,41,59 0  
## 10 2,15,21,61,62 0 5,7,8,14,24,25,34,58  
## 11 2,15,21,61,62 10,11,18,39,41,59 0  
## 12 2,15,21,61,62 0 0  
## 13 2,15,21,61,62 10,11,18,39,41,59 5,7,8,14,24,25,34,58  
## 14 2,15,21,61,62 0 0  
## 15 2,15,21,61,62 10,11,18,39,41,59 0  
## 16 2,15,21,61,62 0 5,7,8,14,24,25,34,58  
## 17 2,15,21,61,62 10,11,18,39,41,59 0  
## 18 2,15,21,61,62 0 0  
## 19 2,15,21,61,62 10,11,18,39,41,59 5,7,8,14,24,25,34,58  
## 20 2,15,21,61,62 0 0  
## 21 2,15,21,61,62 10,11,18,39,41,59 0  
## 22 2,15,21,61,62 0 5,7,8,14,24,25,34,58  
## 23 2,15,21,61,62 10,11,18,39,41,59 0  
## 24 2,15,21,61,62 0 0  
## 25 2,15,21,61,62 10,11,18,39,41,59 5,7,8,14,24,25,34,58  
## 26 2,15,21,61,62 0 0  
## 27 2,15,21,61,62 10,11,18,39,41,59 0  
## 28 2,15,21,61,62 0 5,7,8,14,24,25,34,58  
## 29 2,15,21,61,62 10,11,18,39,41,59 0  
## 30 2,15,21,61,62 0 0  
## 31 2,15,21,61,62 10,11,18,39,41,59 5,7,8,14,24,25,34,58  
## 32 2,15,21,61,62 0 0  
## Mi=4 Mi=6 Mi=7 Mi=8 Mi=10 Mi=11  
## 1 1,16,17,19,22,37,38,40,46,50,55 3,4,29 9,13,20,23,33,52 32,57,60 51 26,27  
## 2 0 0 0 0 0 0  
## 3 0 0 0 0 0 0  
## 4 0 0 0 0 0 0  
## 5 1,16,17,19,22,37,38,40,46,50,55 0 0 0 0 0  
## 6 0 0 0 0 0 0  
## 7 0 3,4,29 0 0 0 0  
## 8 0 0 9,13,20,23,33,52 0 0 0  
## 9 1,16,17,19,22,37,38,40,46,50,55 0 0 32,57,60 0 0  
## 10 0 0 0 0 0 0  
## 11 0 0 0 0 51 0  
## 12 0 0 0 0 0 26,27  
## 13 1,16,17,19,22,37,38,40,46,50,55 3,4,29 0 0 0 0  
## 14 0 0 0 0 0 0  
## 15 0 0 9,13,20,23,33,52 0 0 0  
## 16 0 0 0 0 0 0  
## 17 1,16,17,19,22,37,38,40,46,50,55 0 0 32,57,60 0 0  
## 18 0 0 0 0 0 0  
## 19 0 3,4,29 0 0 0 0  
## 20 0 0 0 0 0 0  
## 21 1,16,17,19,22,37,38,40,46,50,55 0 0 0 51 0  
## 22 0 0 9,13,20,23,33,52 0 0 0  
## 23 0 0 0 0 0 26,27  
## 24 0 0 0 0 0 0  
## 25 1,16,17,19,22,37,38,40,46,50,55 3,4,29 0 32,57,60 0 0  
## 26 0 0 0 0 0 0  
## 27 0 0 0 0 0 0  
## 28 0 0 0 0 0 0  
## 29 1,16,17,19,22,37,38,40,46,50,55 0 9,13,20,23,33,52 0 0 0  
## 30 0 0 0 0 0 0  
## 31 0 3,4,29 0 0 51 0  
## 32 0 0 0 0 0 0  
## Mi=14 Mi=15 Mi=17 Mi=18 Mi=21 Mi=22 Mi=24 Mi=31  
## 1 28,35 44,45 30,31 42,47 12,53,56 6,43,48 36 49,54  
## 2 0 0 0 0 0 0 0 0  
## 3 0 0 0 0 0 0 0 0  
## 4 0 0 0 0 0 0 0 0  
## 5 0 0 0 0 0 0 0 0  
## 6 0 0 0 0 0 0 0 0  
## 7 0 0 0 0 0 0 0 0  
## 8 0 0 0 0 0 0 0 0  
## 9 0 0 0 0 0 0 0 0  
## 10 0 0 0 0 0 0 0 0  
## 11 0 0 0 0 0 0 0 0  
## 12 0 0 0 0 0 0 0 0  
## 13 0 0 0 0 0 0 0 0  
## 14 0 0 0 0 0 0 0 0  
## 15 28,35 0 0 0 0 0 0 0  
## 16 0 44,45 0 0 0 0 0 0  
## 17 0 0 0 0 0 0 0 0  
## 18 0 0 30,31 0 0 0 0 0  
## 19 0 0 0 42,47 0 0 0 0  
## 20 0 0 0 0 0 0 0 0  
## 21 0 0 0 0 0 0 0 0  
## 22 0 0 0 0 12,53,56 0 0 0  
## 23 0 0 0 0 0 6,43,48 0 0  
## 24 0 0 0 0 0 0 0 0  
## 25 0 0 0 0 0 0 36 0  
## 26 0 0 0 0 0 0 0 0  
## 27 0 0 0 0 0 0 0 0  
## 28 0 0 0 0 0 0 0 0  
## 29 28,35 0 0 0 0 0 0 0  
## 30 0 0 0 0 0 0 0 0  
## 31 0 44,45 0 0 0 0 0 0  
## 32 0 0 0 0 0 0 0 49,54

rownames(cycle.df)<-1:nrow(cycle.df)  
  
kable(cycle.df,"html", row.names = T, escape = F) %>%  
 kable\_styling("striped")
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* *Demand vs Quantity*

which is the capacity of a box for part . Demand in Years for item Demand per day in boxes for item . Demand per day in items for item $yb\_i= $

cycle time is number of days it takes before a new order.

E.g Item 4 has lot size quantity of 18 boxes, and daily demand in boxes is 1.2

$$ct= \frac {q}{yb\_i}= \frac {m\_i \cdot B \cdot y\_i}{yb\_i} \\ ct= \frac {18}{1.2}=15days$$

The example above shows that for item 4, it takes about 15 day to make another order.

another example, assuming we order 17 items and demand pay day in boxes is 1.6667 this mean it will take about 10 day to make another other.

# Demand per day in boxes  
#its still okay to leave the values in fraction as we are not ordering now.  
product\_data$deman\_per\_day\_boxes <- product\_data$`demand per day`/product\_data$`pieces/box`  
  
#This is number of days it takes before a new order "product\_data$Lot\_size\_q" is placed  
product\_data$cycle\_time\_in\_days <- (m.start\*B.start\*product\_data$demand\_per\_year)/product\_data$deman\_per\_day\_boxes

* *Convert Cycles to days*

#min(product\_data$cycle\_time\_in\_days)#2.472104 days is equivalent to M=1  
#sort(sort(unique(product\_data$Order\_frequency\_M)))  
#sort(unique(product\_data$Order\_frequency\_M))\*min(product\_data$cycle\_time\_in\_days)  
  
  
  
cycle.time <- data.frame(rbind(sort(unique(product\_data$Order\_frequency\_M))\*min(product\_data$cycle\_time\_in\_days) ))  
  
colnames(cycle.time) <- sort(unique(product\_data$Order\_frequency\_M))  
rownames(cycle.time) <- c("Days M." )  
  
kable(cycle.time,"html", row.names = T, escape = F) %>%  
 kable\_styling("striped")

1

2

3

4

6

7

8

10

11

14

15

17

18

21

22

24

31

Days M.

2.472104

4.944209

7.416314

9.888418

14.83263

17.30473

19.77684

24.72105

27.19315

34.60946

37.08157

42.02578

44.49788

51.91419

54.3863

59.33051

76.63524

* *Calculate demand after first cycle*

Assuming that demand All Quantity has been supplied for all items in the first cycle

reduce lane assignment while fulfilling demand

#cycle\_demand== Lot\_size\_q  
#cycle\_demand <- product\_data$cycle\_time\_in\_days\*product\_data$deman\_per\_day\_boxes  
  
#l.start2 <- (cycle\_demand \*product\_data$b\_not\_sorting)/rack\_length  
l.start2 <- ceiling(l.start)  
l.start2[5]<-1  
l.start2[10]<- 2  
l.start2[11]<-2  
l.start2[12]<- 2  
l.start2[20]<- 1  
l.start2[30]<-1  
  
#l.start2 <- ceiling(l.start)  
vec<-unlist(l.start2)  
  
product\_data$number\_of\_lanes <- vec  
  
l.start2

## 200 200 400 400 600 600 600 600 600 600 600 600 600 600 600 600 600 600  
## lanes 1 1 1 1 1 3 3 3 3 2 2 2 3 2 1 2 2 2  
## 600 600 600 600 600 600 600 600 600 600 600 600 600 600 600 600 600 400  
## lanes 2 1 1 2 2 2 2 2 2 2 2 1 2 2 2 2 2 1  
## 400 400 400 400 400 400 400 400 400 400 400 400 200 200 200 200 200 200  
## lanes 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1 1  
## 200 200 200 200 200 200 600 600  
## lanes 1 1 1 1 1 1 1 1

# assign lane width as names  
names(l.start2) <- round(product\_data$b\_sorting/100)\*100   
  
# number of items with lane types 200, 400, 600 that is demand for each lane type  
ld <- c(sum(l.start2[names(l.start2) == "200"]),  
sum(l.start2[names(l.start2) == "400"]),  
sum(l.start2[names(l.start2) == "600"]))  
ld

## [1] 14 15 64

* *Prove that demand is always met*

Using (T,S) policy

We are using periodic review as order intervals can be derived from order frequency for each of the items.

* Assuming demand is uniformly distributed thus the same quantity of demand repeats each time.
* Initial stock level for the 62 items are given based on lanes assigned
* Each Item has some form of order frequency which we derived cycle time from, going over a time period of 262 days. This represents order interval.
* Lead time is zero.
* At each order interval, we order up to which is the stock level based on lane assigned for each item meaning, lanes are filled.
* No Backorder
* Stock is filled to the capacity in period 1.

*Notations and Formulars*

On-hand stock S(t)

Outstanding orders O(t)

Backorders B(t)

Inventory level available units

for item 30, we changed the cycle time in days to 39 instead of 42.

#item 39  
product\_data$cycle\_time\_in\_days[30]<- 39

In the code below, Shows (T,S) Policy, how demand is met over 262 time period. Reason for TS policy is that we can not exceed capacity, thus we order upto Lane capacity of each item. Also each item has its cycle time in days which was derived from order frequency M.

#install.packages("writexl")  
#library("writexl")  
  
#write\_xlsx(product\_data,"C:\\Users\\...\\product\_data.xlsx")  
  
stock.level <- (product\_data$number\_of\_lanes\*rack\_length)/product\_data$b\_not\_sorting  
  
#product\_data$number\_of\_lanes  
floor(stock.level)

## [1] 20 20 20 20 15 22 22 22 22 15 15 15 22 30 15 30 30 30 30 15 15 30 30 30 30  
## [26] 30 30 30 30 15 30 30 30 30 30 20 20 20 20 20 20 20 20 20 20 20 20 20 20 20  
## [51] 20 20 20 20 20 20 20 20 20 20 15 15

Periodic.inventory <-function(item){  
   
 #Yt demand  
dem <- product\_data$deman\_per\_day\_boxes  
dem[item]  
  
#qt quantity  
quant <- product\_data$Lot\_size\_q  
quant[item]  
  
#Initial Stock level  
stock.level <- floor((product\_data$number\_of\_lanes\*rack\_length)/product\_data$b\_not\_sorting)  
stock.level[item]  
  
#inventory level  
#inventory.level <- inventory.level[t-1]- dem[t]  
  
period.mat <- matrix(0.00000, nrow = 3,ncol = 262)  
  
colnames(period.mat)<-1:262  
m <- product\_data$cycle\_time\_in\_days  
  
#period.mat[3,0]<- stock.level[1]  
t<- 1  
#for (t in 1:262) {  
while(t<=262){  
 if(item==12){  
   
 if(t==1){  
 period.mat[1,t]<-dem[item]  
 #period.mat[2,t]<- quant[item]  
 period.mat[3,t]<- stock.level[item] #stock.level[1]  
   
 }else {  
 period.mat[1,t]<-dem[item]  
 if(t %% floor(m[item])==0){  
 #b<-t+1  
 #print(t+1)  
 period.mat[2,t]<- quant[item]  
   
 # fill the capacity  
 period.mat[3,t]<- stock.level[item] #quant[item]+period.mat[3,t-1]-dem[item]  
 }else{  
 period.mat[2,t]<- 0  
 period.mat[3,t]<- period.mat[3,t-1]-dem[item]  
 }  
 }  
   
   
 }else if(item== 30){  
   
   
 if(t==1){  
 period.mat[1,t]<-dem[item]  
 #period.mat[2,t]<- quant[item]  
 period.mat[3,t]<- stock.level[item] #stock.level[1]  
   
 }else {  
 period.mat[1,t]<-dem[item]  
 if(t %% floor(m[item])==0){  
 #b<-t+1  
 #print(t+1)  
 period.mat[2,t]<- quant[item]  
   
 # fill the capacity  
 period.mat[3,t]<- stock.level[item] #quant[item]+period.mat[3,t-1]-dem[item]  
 }else{  
 period.mat[2,t]<- 0  
 period.mat[3,t]<- period.mat[3,t-1]-dem[item]  
 }  
 }  
   
   
 }else {  
   
   
 if(t==1){  
 period.mat[1,t]<-dem[item]  
 #period.mat[2,t]<- quant[item]  
 period.mat[3,t]<- stock.level[item] #stock.level[1]  
   
 }else {  
 period.mat[1,t]<-dem[item]  
 if(t %% floor(m[item])==1){  
 #b<-t+1  
 #print(t+1)  
 period.mat[2,t]<- quant[item]  
   
 # fill the capacity  
 period.mat[3,t]<- stock.level[item] #quant[item]+period.mat[3,t-1]-dem[item]  
 }else{  
 period.mat[2,t]<- 0  
 period.mat[3,t]<- period.mat[3,t-1]-dem[item]  
 }  
 }  
   
   
}  
  
 t=t+1  
   
 }  
   
   
 return (period.mat)  
   
}  
  
period.df <- as.data.frame(Periodic.inventory(2))  
row.names(period.df)<- c("yt","qt","lt")  
period.df

## 1 2 3 4 5 6 7 8 9 10 11  
## yt 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625  
## qt 0.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000  
## lt 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000  
## 12 13 14 15 16 17 18 19 20 21 22  
## yt 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625  
## qt 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000  
## lt 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375  
## 23 24 25 26 27 28 29 30 31 32 33  
## yt 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625  
## qt 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000  
## lt 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000  
## 34 35 36 37 38 39 40 41 42 43 44  
## yt 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625  
## qt 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000  
## lt 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375  
## 45 46 47 48 49 50 51 52 53 54 55  
## yt 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625  
## qt 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000  
## lt 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000  
## 56 57 58 59 60 61 62 63 64 65 66  
## yt 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625  
## qt 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000  
## lt 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375  
## 67 68 69 70 71 72 73 74 75 76 77  
## yt 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625  
## qt 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000  
## lt 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000  
## 78 79 80 81 82 83 84 85 86 87 88  
## yt 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625  
## qt 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000  
## lt 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375  
## 89 90 91 92 93 94 95 96 97 98 99  
## yt 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625  
## qt 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000  
## lt 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000  
## 100 101 102 103 104 105 106 107 108 109 110  
## yt 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625  
## qt 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000  
## lt 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375  
## 111 112 113 114 115 116 117 118 119 120 121  
## yt 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625  
## qt 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000  
## lt 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000  
## 122 123 124 125 126 127 128 129 130 131 132  
## yt 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625  
## qt 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000  
## lt 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375  
## 133 134 135 136 137 138 139 140 141 142 143  
## yt 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625  
## qt 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000  
## lt 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000  
## 144 145 146 147 148 149 150 151 152 153 154  
## yt 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625  
## qt 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000  
## lt 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375  
## 155 156 157 158 159 160 161 162 163 164 165  
## yt 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625  
## qt 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000  
## lt 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000  
## 166 167 168 169 170 171 172 173 174 175 176  
## yt 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625  
## qt 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000  
## lt 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375  
## 177 178 179 180 181 182 183 184 185 186 187  
## yt 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625  
## qt 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000  
## lt 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000  
## 188 189 190 191 192 193 194 195 196 197 198  
## yt 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625  
## qt 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000  
## lt 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375  
## 199 200 201 202 203 204 205 206 207 208 209  
## yt 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625  
## qt 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000  
## lt 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000  
## 210 211 212 213 214 215 216 217 218 219 220  
## yt 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625  
## qt 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000  
## lt 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375  
## 221 222 223 224 225 226 227 228 229 230 231  
## yt 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625  
## qt 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000  
## lt 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000  
## 232 233 234 235 236 237 238 239 240 241 242  
## yt 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625  
## qt 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000  
## lt 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375  
## 243 244 245 246 247 248 249 250 251 252 253  
## yt 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625  
## qt 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000  
## lt 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000  
## 254 255 256 257 258 259 260 261 262  
## yt 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625 5.625  
## qt 0.000 14.000 0.000 14.000 0.000 14.000 0.000 14.000 0.000  
## lt 14.375 20.000 14.375 20.000 14.375 20.000 14.375 20.000 14.375

Ave.phy.inv <-c(vector(),1:62)  
alpha.sl <- c(vector(),1:62)  
for (i in 1:62) {  
 period.df <- as.data.frame(Periodic.inventory(i))  
 row.names(period.df)<- c("yt","qt","lt")  
 Ave.phy.inv[i]<- sum(period.df[3,][period.df[3,]>0])/length(period.df[3,])  
 alpha.sl[i] <- (length(period.df[3,][period.df[3,]>0])/length(period.df[3,])) \*100  
}  
  
ts.summary <- data.frame(rbind(Ave.phy.inv,alpha.sl))  
  
colnames(ts.summary)<- 1:62  
rownames(ts.summary)<-c("Average Inventory","Alpha Service Level")  
ts.summary

## 1 2 3 4 5 6  
## Average Inventory 13.35878 17.1875 12.2916 12.2916 8.620502 14.26069  
## Alpha Service Level 100.00000 100.0000 100.0000 100.0000 100.000000 100.00000  
## 7 8 9 10 11 12  
## Average Inventory 15.12977 15.12977 14.13359 10.5229 10.5229 7.467939  
## Alpha Service Level 100.00000 100.00000 100.00000 100.0000 100.0000 96.564885  
## 13 14 15 16 17 18  
## Average Inventory 14.13359 22.55725 12.5 22.03053 22.52863 24.40363  
## Alpha Service Level 100.00000 100.00000 100.0 100.00000 100.00000 100.00000  
## 19 20 21 22 23 24  
## Average Inventory 22.03053 7.625239 12.5 22.52863 22.13359 22.55725  
## Alpha Service Level 100.00000 94.274809 100.0 100.00000 100.00000 100.00000  
## 25 26 27 28 29 30  
## Average Inventory 22.55725 21.52672 21.52672 21.97901 21.97042 7.654198  
## Alpha Service Level 100.00000 100.00000 100.00000 100.00000 100.00000 98.091603  
## 31 32 33 34 35 36  
## Average Inventory 22.04427 21.66985 22.13359 22.55725 21.97901 12.70331  
## Alpha Service Level 100.00000 100.00000 100.00000 100.00000 100.00000 100.00000  
## 37 38 39 40 41 42  
## Average Inventory 12.03053 12.03053 15.92991 13.35878 14.40363 11.99761  
## Alpha Service Level 100.00000 100.00000 100.00000 100.00000 100.00000 100.00000  
## 43 44 45 46 47 48  
## Average Inventory 12.26069 11.78215 11.78215 13.35878 11.99761 12.26069  
## Alpha Service Level 100.00000 100.00000 100.00000 100.00000 100.00000 100.00000  
## 49 50 51 52 53 54  
## Average Inventory 12.94427 12.52863 12.38931 12.13359 12.40725 12.94427  
## Alpha Service Level 100.00000 100.00000 100.00000 100.00000 100.00000 100.00000  
## 55 56 57 58 59 60  
## Average Inventory 12.52863 12.40725 12.59542 14.0458 14.40363 12.59542  
## Alpha Service Level 100.00000 100.00000 100.00000 100.0000 100.00000 100.00000  
## 61 62  
## Average Inventory 12 12  
## Alpha Service Level 100 100

As seen from the result, only Items 12 and 30 has an service level of 98% of the result has 100% service level.

## Changes made on q

1. We assumed that there are 262 working days for the year 2020 according to <https://hr.uiowa.edu/pay/payroll-services/payroll-calendars/working-day-payroll-calendar-2020>
2. rack\_total\_width which was 56,000 mm, looking at the 9 patterns all of which have 150 mm in waste, meaning all 32 levels will have 150 mm waste each. Therefor thereby changing rack total width 51,200.
3. These changes then affects the values of q for all the 62 items involved.

To fulfill lane demands from the items are 15 lanes with with 200, 15 lanes with width 400 and 64 lanes with width 600. To fulfull this demand, only 2 patterns are needed.

patterns[3:4,]

## 200 400 600  
## [1,] 0 1 2  
## [2,] 2 0 2

Assign Patterns

fitted.pattern <- patterns[3:4,]  
# loop through 32 levels to assign patterns  
  
levels.pattern.mat <- matrix(0, nrow = 32,ncol = 3)  
  
for (i in 1:32) {  
 for (j in 1:3) {  
   
 if(i<= 16){  
 levels.pattern.mat[i,j] <- t(fitted.pattern[1,j])  
 } else {  
 levels.pattern.mat[i,j] <- t(fitted.pattern[2,j])  
 }  
 }  
}  
  
  
levels.pattern.mat

## [,1] [,2] [,3]  
## [1,] 0 1 2  
## [2,] 0 1 2  
## [3,] 0 1 2  
## [4,] 0 1 2  
## [5,] 0 1 2  
## [6,] 0 1 2  
## [7,] 0 1 2  
## [8,] 0 1 2  
## [9,] 0 1 2  
## [10,] 0 1 2  
## [11,] 0 1 2  
## [12,] 0 1 2  
## [13,] 0 1 2  
## [14,] 0 1 2  
## [15,] 0 1 2  
## [16,] 0 1 2  
## [17,] 2 0 2  
## [18,] 2 0 2  
## [19,] 2 0 2  
## [20,] 2 0 2  
## [21,] 2 0 2  
## [22,] 2 0 2  
## [23,] 2 0 2  
## [24,] 2 0 2  
## [25,] 2 0 2  
## [26,] 2 0 2  
## [27,] 2 0 2  
## [28,] 2 0 2  
## [29,] 2 0 2  
## [30,] 2 0 2  
## [31,] 2 0 2  
## [32,] 2 0 2

# confirm if lane demand is met.  
  
sum(levels.pattern.mat[1:32,1]) >= sum(ld[1]) #TRUE for 200

## [1] TRUE

sum(levels.pattern.mat[1:32,2]) >= sum(ld[2]) #TRUE for 400

## [1] TRUE

sum(levels.pattern.mat[1:32,3]) >= sum(ld[3]) #TRUE for 600

## [1] TRUE

# Analysis

## ABC Analysis

Procedure: consumption and price of material , then 1. Calculate value share of material

#remember box cost is demand times price  
value.share <- product\_data$box\_cost/sum(product\_data$box\_cost)  
#as.data.frame(value.share)

1. Order materials descendingly according to value share: $v\_1^´ v\_2^´ …v\_{|I|}^´ $

#cycle.time <- data.frame(rbind(sort(unique(product\_data$Order\_frequency\_M))\*min(product\_data$cycle\_time\_in\_days) ))  
  
#colnames(cycle.time) <- sort(unique(product\_data$Order\_frequency\_M))  
#rownames(cycle.time) <- c("Days M." )  
  
#kable(cycle.time,"html", row.names = T, escape = F) %>%  
# kable\_styling("striped")  
  
  
  
#ord.share<- data.frame(rbind(sort(value.share,decreasing=TRUE) ))   
#reoder.item <- order(value.share,decreasing = TRUE)  
#colnames(ord.share)<- reoder.item   
#ord.share  
#as.data.frame(ord.share)  
  
id.vec <- 1:62  
  
#id.vec.ord contains the indexes of materials in decreasing order.  
id.vec.ord <- id.vec[order(value.share, decreasing = T)]  
  
#val.vec.ord contains values of the materials in decreasing order  
val.vec.ord <- sort(value.share,decreasing = T)

1. Calculate cumulative ordered value share of each material:

cum.val.vec.ord <-cumsum(val.vec.ord)  
rel.cum.val.vec.ord <- cum.val.vec.ord / sum(val.vec.ord)  
  
rel.cum.val.vec.ord

## [1] 0.06670702 0.13242174 0.18844732 0.23950624 0.27258960 0.30415075  
## [7] 0.33429359 0.36398445 0.39278691 0.41766177 0.44046892 0.46327607  
## [13] 0.48322583 0.50307169 0.52278767 0.54248806 0.56158060 0.58049131  
## [19] 0.59819673 0.61584759 0.63319453 0.64963750 0.66600254 0.68229485  
## [25] 0.69791177 0.71338842 0.72778965 0.74109989 0.75403606 0.76626048  
## [31] 0.77845634 0.79051971 0.80236488 0.81405419 0.82550972 0.83512093  
## [37] 0.84434770 0.85276400 0.86114134 0.86944076 0.87734273 0.88519795  
## [43] 0.89299083 0.90076292 0.90807784 0.91527066 0.92233620 0.92869519  
## [49] 0.93501261 0.94132484 0.94762148 0.95389735 0.96017321 0.96603345  
## [55] 0.97148847 0.97683178 0.98216730 0.98664821 0.99110573 0.99463590  
## [61] 0.99796086 1.00000000

1. Categorize materials according to into classes A,B and C by class limits e.g 80,95,100

class.vec <- rep("A", n)  
class.vec[rel.cum.val.vec.ord > 0.8 & rel.cum.val.vec.ord <= 0.95 ] <- "B"  
class.vec[rel.cum.val.vec.ord > 0.95 ] <- "C"  
  
tab <- data.frame("ord.material.id" = id.vec.ord, "price (ord.)" = product\_data$box\_cost[order(value.share, decreasing = T)] , "demand (ord.)" = product\_data$deman\_per\_day\_boxes[order(value.share, decreasing = T)], "mat.values" = val.vec.ord, "cum.mat.values" = cum.val.vec.ord, "rel.cum.value.shares" = round(rel.cum.val.vec.ord \* 100, 1), "class" = class.vec )  
  
kable(tab, digits = c(0,2,0,2,2,1,0), caption = "ABC analysis results (values classified by boxes)", format = "pandoc")

ABC analysis results (values classified by boxes)

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| ord.material.id | price..ord.. | demand..ord.. | mat.values | cum.mat.values | rel.cum.value.shares | class |
| 9 | 256.80 | 1 | 0.07 | 0.07 | 6.7 | A |
| 7 | 252.98 | 2 | 0.07 | 0.13 | 13.2 | A |
| 20 | 215.68 | 1 | 0.06 | 0.19 | 18.8 | A |
| 10 | 196.56 | 3 | 0.05 | 0.24 | 24.0 | A |
| 2 | 127.36 | 6 | 0.03 | 0.27 | 27.3 | A |
| 33 | 121.50 | 1 | 0.03 | 0.30 | 30.4 | A |
| 28 | 116.04 | 0 | 0.03 | 0.33 | 33.4 | A |
| 19 | 114.30 | 2 | 0.03 | 0.36 | 36.4 | A |
| 57 | 110.88 | 1 | 0.03 | 0.39 | 39.3 | A |
| 13 | 95.76 | 1 | 0.02 | 0.42 | 41.8 | A |
| 3 | 87.80 | 1 | 0.02 | 0.44 | 44.0 | A |
| 4 | 87.80 | 1 | 0.02 | 0.46 | 46.3 | A |
| 23 | 76.80 | 1 | 0.02 | 0.48 | 48.3 | A |
| 43 | 76.40 | 0 | 0.02 | 0.50 | 50.3 | A |
| 54 | 75.90 | 0 | 0.02 | 0.52 | 52.3 | A |
| 29 | 75.84 | 1 | 0.02 | 0.54 | 54.2 | A |
| 58 | 73.50 | 2 | 0.02 | 0.56 | 56.2 | A |
| 41 | 72.80 | 4 | 0.02 | 0.58 | 58.0 | A |
| 35 | 68.16 | 0 | 0.02 | 0.60 | 59.8 | A |
| 36 | 67.95 | 0 | 0.02 | 0.62 | 61.6 | A |
| 15 | 66.78 | 5 | 0.02 | 0.63 | 63.3 | A |
| 49 | 63.30 | 0 | 0.02 | 0.65 | 65.0 | A |
| 12 | 63.00 | 0 | 0.02 | 0.67 | 66.6 | A |
| 32 | 62.72 | 1 | 0.02 | 0.68 | 68.2 | A |
| 60 | 60.12 | 1 | 0.02 | 0.70 | 69.8 | A |
| 27 | 59.58 | 1 | 0.02 | 0.71 | 71.3 | A |
| 51 | 55.44 | 1 | 0.01 | 0.73 | 72.8 | A |
| 14 | 51.24 | 2 | 0.01 | 0.74 | 74.1 | A |
| 30 | 49.80 | 0 | 0.01 | 0.75 | 75.4 | A |
| 44 | 47.06 | 0 | 0.01 | 0.77 | 76.6 | A |
| 31 | 46.95 | 0 | 0.01 | 0.78 | 77.8 | A |
| 1 | 46.44 | 2 | 0.01 | 0.79 | 79.1 | A |
| 48 | 45.60 | 0 | 0.01 | 0.80 | 80.2 | B |
| 52 | 45.00 | 1 | 0.01 | 0.81 | 81.4 | B |
| 5 | 44.10 | 2 | 0.01 | 0.83 | 82.6 | B |
| 56 | 37.00 | 0 | 0.01 | 0.84 | 83.5 | B |
| 34 | 35.52 | 2 | 0.01 | 0.84 | 84.4 | B |
| 53 | 32.40 | 0 | 0.01 | 0.85 | 85.3 | B |
| 38 | 32.25 | 2 | 0.01 | 0.86 | 86.1 | B |
| 37 | 31.95 | 2 | 0.01 | 0.87 | 86.9 | B |
| 46 | 30.42 | 2 | 0.01 | 0.88 | 87.7 | B |
| 40 | 30.24 | 2 | 0.01 | 0.89 | 88.5 | B |
| 6 | 30.00 | 0 | 0.01 | 0.89 | 89.3 | B |
| 50 | 29.92 | 2 | 0.01 | 0.90 | 90.1 | B |
| 55 | 28.16 | 2 | 0.01 | 0.91 | 90.8 | B |
| 45 | 27.69 | 0 | 0.01 | 0.92 | 91.5 | B |
| 47 | 27.20 | 0 | 0.01 | 0.92 | 92.2 | B |
| 42 | 24.48 | 0 | 0.01 | 0.93 | 92.9 | B |
| 18 | 24.32 | 4 | 0.01 | 0.94 | 93.5 | B |
| 16 | 24.30 | 2 | 0.01 | 0.94 | 94.1 | B |
| 25 | 24.24 | 2 | 0.01 | 0.95 | 94.8 | B |
| 17 | 24.16 | 2 | 0.01 | 0.95 | 95.4 | C |
| 22 | 24.16 | 2 | 0.01 | 0.96 | 96.0 | C |
| 59 | 22.56 | 4 | 0.01 | 0.97 | 96.6 | C |
| 24 | 21.00 | 2 | 0.01 | 0.97 | 97.1 | C |
| 39 | 20.57 | 3 | 0.01 | 0.98 | 97.7 | C |
| 8 | 20.54 | 2 | 0.01 | 0.98 | 98.2 | C |
| 61 | 17.25 | 6 | 0.00 | 0.99 | 98.7 | C |
| 21 | 17.16 | 5 | 0.00 | 0.99 | 99.1 | C |
| 26 | 13.59 | 1 | 0.00 | 0.99 | 99.5 | C |
| 11 | 12.80 | 3 | 0.00 | 1.00 | 99.8 | C |
| 62 | 7.85 | 6 | 0.00 | 1.00 | 100.0 | C |

# a plot  
plot(1:n, rel.cum.val.vec.ord, type="b", xaxt = "n", pch =16, xlab = "material id", ylab = "rel. cum. value share")  
axis(1, at = 1:n, labels = id.vec.ord)  
abline(h = c(.8,.95), lwd=2, lty=2, col="darkgrey")  
text(x = rep(1,3) , y = c(.5,.875,.99), labels = LETTERS[1:3] )

![](data:image/png;base64,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)

## IQR Analysis

Categorization by life cycle - Inventory quality ratio

Aim is to minimize the risk of obselensce.

* Life cycle of product is the change of demand over time.
* Variation of material with respect to it’s importance. Typically associated with ABC analysis.
* The higher the value of materials, the potential risk of obscelence situation. This risk increase if this are compared to it’s demand overstocked.

There are 262 days working in consideration, 5 working days in a week, $=52.4 $ that is 52 weeks in a year. So we assume that current stock level is equivelent to stocks that can fit lane assignments for each item and

* estimated demand value per period (week).
* The current stock value.
* The accepted turnover time of material then.

We will use these thresholds : A…2 per., B..4 per. and C..6 per.

1. Calculate active inventory
2. Inventory quatlity ratio $IQR\_i= $ the closer to 1, the better.

n <- 62  
set.seed(123456)  
ave.stock.vec <- floor(stock.level)  
  
o.vec <- as.factor(class.vec)  
levels(o.vec) <- c(2,4,6)  
o.vec <- as.numeric(as.character(o.vec))  
names(o.vec) <- id.vec.ord  
  
s.vec <- product\_data$box\_cost \*ave.stock.vec  
#paste("Stock ",s.vec)  
  
toval.vec <- o.vec[as.character(1:n)]\*(product\_data$deman\_per\_day\_boxes)\* product\_data$box\_cost  
#paste("active Inve ",toval.vec)  
  
a.vec <- apply(cbind(s.vec, toval.vec),1 , min)  
a.vec

## 1 2 3 4 5 6 7 8 9 10   
## 154.80 1432.80 210.72 210.72 378.00 36.00 1167.60 284.40 513.60 1179.36   
## 11 12 13 14 15 16 17 18 19 20   
## 192.00 37.80 191.52 256.20 667.80 194.40 271.80 364.80 457.20 404.40   
## 21 22 23 24 25 26 27 28 29 30   
## 257.40 271.80 153.60 315.00 242.40 54.36 79.44 116.04 189.60 39.84   
## 31 32 33 34 35 36 37 38 39 40   
## 37.56 117.60 243.00 355.20 68.16 36.24 255.60 258.00 336.60 201.60   
## 41 42 43 44 45 46 47 48 49 50   
## 546.00 36.72 45.84 43.44 51.12 202.80 40.80 54.72 25.32 224.40   
## 51 52 53 54 55 56 57 58 59 60   
## 73.92 180.00 38.88 30.36 211.20 44.40 184.80 294.00 451.20 100.20   
## 61 62   
## 258.75 117.75

iqr.vec2 <- toval.vec/s.vec  
e.vec <- s.vec - a.vec  
e.vec

## 1 2 3 4 5 6 7 8 9 10   
## 774.00 1114.40 1545.28 1545.28 283.50 624.00 4397.96 167.48 5136.00 1769.04   
## 11 12 13 14 15 16 17 18 19 20   
## 0.00 907.20 1915.20 1281.00 333.90 534.60 453.00 364.80 2971.80 2830.80   
## 21 22 23 24 25 26 27 28 29 30   
## 0.00 453.00 2150.40 315.00 484.80 353.34 1707.96 3365.16 2085.60 707.16   
## 31 32 33 34 35 36 37 38 39 40   
## 1370.94 1764.00 3402.00 710.40 1976.64 1322.76 383.40 387.00 74.80 403.20   
## 41 42 43 44 45 46 47 48 49 50   
## 910.00 452.88 1482.16 897.76 502.68 405.60 503.20 857.28 1240.68 374.00   
## 51 52 53 54 55 56 57 58 59 60   
## 1034.88 720.00 609.12 1487.64 352.00 695.60 2032.80 1176.00 0.00 1102.20   
## 61 62   
## 0.00 0.00

e.vec2 <- s.vec - toval.vec  
e.vec2

## 1 2 3 4 5 6 7 8 9 10   
## 774.00 1114.40 1545.28 1545.28 283.50 624.00 4397.96 167.48 5136.00 1769.04   
## 11 12 13 14 15 16 17 18 19 20   
## -38.40 907.20 1915.20 1281.00 333.90 534.60 453.00 364.80 2971.80 2830.80   
## 21 22 23 24 25 26 27 28 29 30   
## -257.40 453.00 2150.40 315.00 484.80 353.34 1707.96 3365.16 2085.60 707.16   
## 31 32 33 34 35 36 37 38 39 40   
## 1370.94 1764.00 3402.00 710.40 1976.64 1322.76 383.40 387.00 74.80 403.20   
## 41 42 43 44 45 46 47 48 49 50   
## 910.00 452.88 1482.16 897.76 502.68 405.60 503.20 857.28 1240.68 374.00   
## 51 52 53 54 55 56 57 58 59 60   
## 1034.88 720.00 609.12 1487.64 352.00 695.60 2032.80 1176.00 -56.40 1102.20   
## 61 62   
## -362.25 -164.85

tab <- data.frame("material.id" = 1:n, "stock.value" = round(s.vec,1), "to.value/act.inv" = round(toval.vec,1), "iqr" = round(iqr.vec2,1), "excess.inv" = round(e.vec2,1))  
  
kable(tab, digits = c(0,1,1,1,1), caption = "Life-cycle analysis for materials 1-62", format = "pandoc")

Life-cycle analysis for materials 1-62

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| material.id | stock.value | to.value.act.inv | iqr | excess.inv |
| 1 | 928.8 | 154.8 | 0.2 | 774.0 |
| 2 | 2547.2 | 1432.8 | 0.6 | 1114.4 |
| 3 | 1756.0 | 210.7 | 0.1 | 1545.3 |
| 4 | 1756.0 | 210.7 | 0.1 | 1545.3 |
| 5 | 661.5 | 378.0 | 0.6 | 283.5 |
| 6 | 660.0 | 36.0 | 0.1 | 624.0 |
| 7 | 5565.6 | 1167.6 | 0.2 | 4398.0 |
| 8 | 451.9 | 284.4 | 0.6 | 167.5 |
| 9 | 5649.6 | 513.6 | 0.1 | 5136.0 |
| 10 | 2948.4 | 1179.4 | 0.4 | 1769.0 |
| 11 | 192.0 | 230.4 | 1.2 | -38.4 |
| 12 | 945.0 | 37.8 | 0.0 | 907.2 |
| 13 | 2106.7 | 191.5 | 0.1 | 1915.2 |
| 14 | 1537.2 | 256.2 | 0.2 | 1281.0 |
| 15 | 1001.7 | 667.8 | 0.7 | 333.9 |
| 16 | 729.0 | 194.4 | 0.3 | 534.6 |
| 17 | 724.8 | 271.8 | 0.4 | 453.0 |
| 18 | 729.6 | 364.8 | 0.5 | 364.8 |
| 19 | 3429.0 | 457.2 | 0.1 | 2971.8 |
| 20 | 3235.2 | 404.4 | 0.1 | 2830.8 |
| 21 | 257.4 | 514.8 | 2.0 | -257.4 |
| 22 | 724.8 | 271.8 | 0.4 | 453.0 |
| 23 | 2304.0 | 153.6 | 0.1 | 2150.4 |
| 24 | 630.0 | 315.0 | 0.5 | 315.0 |
| 25 | 727.2 | 242.4 | 0.3 | 484.8 |
| 26 | 407.7 | 54.4 | 0.1 | 353.3 |
| 27 | 1787.4 | 79.4 | 0.0 | 1708.0 |
| 28 | 3481.2 | 116.0 | 0.0 | 3365.2 |
| 29 | 2275.2 | 189.6 | 0.1 | 2085.6 |
| 30 | 747.0 | 39.8 | 0.1 | 707.2 |
| 31 | 1408.5 | 37.6 | 0.0 | 1370.9 |
| 32 | 1881.6 | 117.6 | 0.1 | 1764.0 |
| 33 | 3645.0 | 243.0 | 0.1 | 3402.0 |
| 34 | 1065.6 | 355.2 | 0.3 | 710.4 |
| 35 | 2044.8 | 68.2 | 0.0 | 1976.6 |
| 36 | 1359.0 | 36.2 | 0.0 | 1322.8 |
| 37 | 639.0 | 255.6 | 0.4 | 383.4 |
| 38 | 645.0 | 258.0 | 0.4 | 387.0 |
| 39 | 411.4 | 336.6 | 0.8 | 74.8 |
| 40 | 604.8 | 201.6 | 0.3 | 403.2 |
| 41 | 1456.0 | 546.0 | 0.4 | 910.0 |
| 42 | 489.6 | 36.7 | 0.1 | 452.9 |
| 43 | 1528.0 | 45.8 | 0.0 | 1482.2 |
| 44 | 941.2 | 43.4 | 0.0 | 897.8 |
| 45 | 553.8 | 51.1 | 0.1 | 502.7 |
| 46 | 608.4 | 202.8 | 0.3 | 405.6 |
| 47 | 544.0 | 40.8 | 0.1 | 503.2 |
| 48 | 912.0 | 54.7 | 0.1 | 857.3 |
| 49 | 1266.0 | 25.3 | 0.0 | 1240.7 |
| 50 | 598.4 | 224.4 | 0.4 | 374.0 |
| 51 | 1108.8 | 73.9 | 0.1 | 1034.9 |
| 52 | 900.0 | 180.0 | 0.2 | 720.0 |
| 53 | 648.0 | 38.9 | 0.1 | 609.1 |
| 54 | 1518.0 | 30.4 | 0.0 | 1487.6 |
| 55 | 563.2 | 211.2 | 0.4 | 352.0 |
| 56 | 740.0 | 44.4 | 0.1 | 695.6 |
| 57 | 2217.6 | 184.8 | 0.1 | 2032.8 |
| 58 | 1470.0 | 294.0 | 0.2 | 1176.0 |
| 59 | 451.2 | 507.6 | 1.1 | -56.4 |
| 60 | 1202.4 | 100.2 | 0.1 | 1102.2 |
| 61 | 258.8 | 621.0 | 2.4 | -362.2 |
| 62 | 117.8 | 282.6 | 2.4 | -164.9 |

names(iqr.vec2) <- 1:n  
  
names(rel.cum.val.vec.ord)<- id.vec.ord  
  
{plot(iqr.vec2 , rel.cum.val.vec.ord[as.character(1:n)] , xlab="IQR", pch=16, ylab="cum. rel. value share")  
abline(h=c(.8, .95), lty=2, lwd=2, col="darkgrey")  
text(x = c(60,rep(100,3)) , y = c(0.2,.5,.875,.99), labels = c("fast mover", LETTERS[1:3]) )}
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## Cost Analysis

#with no constraint  
paste("Seperate Ordering with no capacity constraint, cost is €", round(obj.fun(product\_data$eoq.max)))#172280

## [1] "Seperate Ordering with no capacity constraint, cost is \200 173539"

#with no capacity constraint optimized.  
#paste("Seperate Ordering with no capacity constraint optimized, cost is €",round(obj.fun(copt\_sol1$solution)))# eoq.min  
  
#with constraint  
paste("Seperate Ordering with capacity constraint, cost is €",round(obj.fun(copt\_sol$solution))) #202280

## [1] "Seperate Ordering with capacity constraint, cost is \200 202866"

#JRP  
  
paste("Joint Ordering with no capacity constraint, cost is €",round(c.cost.int)," for m")# € 49943

## [1] "Joint Ordering with no capacity constraint, cost is \200 49943 for m"

paste("Joint Ordering with no capacity constraint, cost is €",round(copt\_sol2$objval)," for T")# € 49943

## [1] "Joint Ordering with no capacity constraint, cost is \200 151952 for T"

paste("Joint Ordering with capacity constraint, cost is €",round(copt\_sol3$objval)," for m")# € 49943

## [1] "Joint Ordering with capacity constraint, cost is \200 268254 for m"

cost.matrix <- data.frame("unconstrained"=c(round(obj.fun(product\_data$eoq.max)),round(c.cost.int)),  
 "constrained"=c(round(obj.fun(copt\_sol$solution)),round(copt\_sol3$objval)))  
rownames(cost.matrix)=c("Separate Ordering","Joint Ordering")  
  
kable(cost.matrix,digits = c(0,1,1,1),caption = "Total cost Matrix", row.names = T, escape = F,format = "pandoc")%>%  
 kable\_styling("striped")

## Warning in kable\_styling(., "striped"): Please specify format in kable.  
## kableExtra can customize either HTML or LaTeX outputs. See https://  
## haozhu233.github.io/kableExtra/ for details.

Total cost Matrix

|  |  |  |
| --- | --- | --- |
|  | unconstrained | constrained |
| Separate Ordering | 173539 | 202866 |
| Joint Ordering | 49943 | 268254 |

in the matrix above, it costs more to When capacity is an issue for both seperate Ordering and Joint Ordering. When non capacited ordering, there is far more cost savings than Separate ordering.

#?seq.int  
#Seperate ordering sequence  
  
so.mat<- matrix(0,nrow = 62, ncol = 40)  
  
for (i in 1:62) {  
   
 so.mat[i,]<- seq.int(round(product\_data$eoq.max[i]),round(copt\_sol$solution[i]) ,length.out = 40)  
  
}  
  
#JRP  
# lower cost  
q.vec

## [1] 107.58017 57.36636 44.15604 95.61060 19.12212 71.74444 38.24424  
## [8] 38.24424 17.95436 22.99033 22.99033 15.98376 71.74444 143.41590  
## [15] 123.05303 95.68358 57.36636 344.19815 57.36636 71.81743 286.97776  
## [22] 143.63485 191.22119 382.44239 143.63485 63.93502 76.48848 76.48848  
## [29] 152.97695 152.97695 191.22119 208.73764 51.08963 71.81743 176.62416  
## [36] 38.24424 159.47264 573.66358 159.47264 239.02649 191.22119 286.83179  
## [43] 179.54356 179.54356 63.86204 57.36636 40.36081 27.07750 40.36081  
## [50] 61.81845 27.07750 61.30756 40.87171 61.30756 46.12664 51.89247  
## [57] 51.89247 79.48087 57.65830 72.25534 79.48087 140.49649

quant.no.const <- data.frame(rbind(round(q.vec )))  
colnames(quant.no.const) <- reo.id   
rownames(quant.no.const) <- c("$q\_i$")  
kable(quant.no.const,"pandoc", row.names = T)

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | 2 10 | 7 | 15 | 9 | 41 | 58 | 19 | 20 | 3 | 4 | 57 | 59 | 1 | 4 | 5 1 | 33 | 6 | 1 13 | 29 | 1 | 8 5 | 0 3 | 4 2 | 1 5 | 5 60 | 23 | 52 | 3 | 8 3 | 7 2 | 5 3 | 9 51 | 32 |  | 8 28 | 4 | 6 6 | 2 4 | 0 2 | 4 1 | 6 1 | 1 1 | 7 2 | 2 27 | 35 | 43 | 54 | 12 | 44 | 49 | 30 | 36 | 31 | 56 | 53 | 48 | 45 | 6 | 47 | 42 | 2 | 6 |
|  | 108 | 57 | 44 | 96 | 19 | 72 | 38 | 38 | 18 | 23 | 23 | 16 | 72 | 143 | 123 | 96 | 57 | 344 | 57 | 72 | 287 | 144 | 191 | 382 | 144 | 64 | 76 | 76 | 153 | 153 | 191 | 209 | 51 | 72 | 177 | 38 | 159 | 574 | 159 | 239 | 191 | 287 | 180 | 180 | 64 | 57 | 40 | 27 | 40 | 62 | 27 | 61 | 41 | 61 | 46 | 52 | 52 | 79 | 58 | 72 | 79 | 140 |

library(gtools)  
quant.no.const<-quant.no.const[mixedorder(colnames(quant.no.const))]  
quant.no.const

## 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21  
## $q\_i$ 96 108 23 23 123 58 44 177 19 57 287 40 57 143 96 191 180 287 38 18 382  
## 22 23 24 25 26 27 28 29 30 31 32 33 34 35 36 37 38 39 40 41 42  
## $q\_i$ 180 76 239 191 140 64 38 72 61 61 72 57 191 57 41 153 153 209 159 72 79  
## 43 44 45 46 47 48 49 50 51 52 53 54 55 56 57 58 59 60 61 62  
## $q\_i$ 40 62 79 159 72 52 27 144 51 76 52 27 144 46 16 38 72 64 344 574

# higher cost arranged  
q.start

## 1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20 21 22 23 24  
## $q\_i$ 17 14 18 18 16 17 18 18 18 15 15 16 18 19 13 20 19 19 20 17 13 19 18 19  
## 25 26 27 28 29 30 31 32 33 34 35 36 37 38 39 40 41 42 43 44 45 46 47 48  
## $q\_i$ 19 19 19 18 19 17 17 19 18 19 18 16 20 20 14 17 19 17 17 18 18 17 17 17  
## 49 50 51 52 53 54 55 56 57 58 59 60 61 62  
## $q\_i$ 16 19 17 18 16 16 19 16 17 15 19 17 15 15

length(which((quant.no.const > q.start)== TRUE))# 61

## [1] 61

which((quant.no.const < q.start)== TRUE)# only 57

## [1] 57

quant.no.const[57]

## 57  
## $q\_i$ 16

q.start[57]

## 57  
## $q\_i$ 17

so.df <- data.frame(rbind(product\_data$eoq.max,copt\_sol$solution))  
  
so.df <-cbind(sum=c(sum(product\_data$eoq.max),sum(copt\_sol$solution)),so.df)  
rownames(so.df)<- c("Non Constrained","Constrained")  
so.df

## sum X1 X2 X3 X4 X5  
## Non Constrained 35235.00 540.00000 599.00000 333.00000 333.00000 631.00000  
## Constrained 1140.33 19.21277 19.98082 18.10408 18.10408 20.07066  
## X6 X7 X8 X9 X10 X11  
## Non Constrained 287.00000 274.00000 960.00000 179.00000 354.00000 1386.00000  
## Constrained 16.50759 19.87768 20.22267 18.02317 20.07752 20.34807  
## X12 X13 X14 X15 X16 X17  
## Non Constrained 198.00000 293.0000 636.00000 787.00000 825.00000 802.00000  
## Constrained 16.36283 18.5035 20.28845 15.09718 20.37517 20.21815  
## X18 X19 X20 X21 X22 X23  
## Non Constrained 1130.00000 381.00000 190.00000 1553.00000 802.00000 328.00000  
## Constrained 19.93476 20.25461 18.49918 15.51115 20.21815 19.03311  
## X24 X25 X26 X27 X28 X29  
## Non Constrained 993.00000 924.00000 638.00000 305.00000 189.00000 370.00000  
## Constrained 20.33883 20.33375 18.30819 18.16358 17.33315 19.59133  
## X30 X31 X32 X33 X34 X35  
## Non Constrained 258.00000 266.00000 352.00000 261.00000 763.00000 246.00000  
## Constrained 17.14746 17.15822 18.92858 18.91119 20.31552 17.49555  
## X36 X37 X38 X39 X40 X41  
## Non Constrained 180.00000 719.00000 715.00000 1046.0000 675.00000 652.00000  
## Constrained 16.37103 20.20202 20.20152 20.1963 20.09364 19.85988  
## X42 X43 X44 X45 X46 X47  
## Non Constrained 357.00000 180.00000 285.00000 371.00000 673.00000 339.00000  
## Constrained 17.04693 16.50265 17.29302 17.36417 20.09317 17.03609  
## X48 X49 X50 X51 X52 X53  
## Non Constrained 234.00000 161.00000 714.00000 313.00000 425.00000 275.00000  
## Constrained 16.63235 15.59037 19.53891 17.19712 18.05721 16.17151  
## X54 X55 X56 X57 X58 X59  
## Non Constrained 147.00000 736.00000 257.00000 247.00000 470.00000 1162.00000  
## Constrained 15.52704 19.54321 16.15005 17.44414 19.59295 20.38314  
## X60 X61 X62  
## Non Constrained 336.00000 1692.00000 2508.00000  
## Constrained 17.61382 14.94486 14.83263

As seen from the table, with no constraint you tend to order far more than constrained.

#SO  
so.cost.vec <- c(numeric(0),1:40)  
for (i in 1:40) {  
 so.cost.vec[i] <- obj.fun(so.mat[,i])  
}  
#so.cost.vec  
so.data.mat <- as.data.frame(so.mat)  
  
  
{plot(x=so.mat[1,], round(so.cost.vec), xlab ="lot size q", ylab = "total cost", type = "p", lwd = 2)  
points(x=so.mat[2,], y=round(so.cost.vec), lwd=2, col="blue")  
points(x=so.mat[12,], y=round(so.cost.vec), lwd=2, col="red")}

![](data:image/png;base64,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)

#JO

Without considering capacity constraint, Using some examples for illustration,for all items using the EOQ model. for Items 1 and 2, EOQ is 97 and 108 respectively without paying extra 1500.

When ordering cost of 1500 and capacity for items 1 and 2 has order quantities of 19 and 20 respectively, thus costing far more as seen in the graph above. This is largely due to lack of capacity constraint because so little is ordered, that 1500 is paided all the time order takes place for each items.

jrp.mat<- matrix(0,nrow = 62, ncol = 40)  
  
for (i in 1:62) {  
   
 jrp.mat[i,]<-seq.int(unlist(quant.no.const[i]),unlist(q.start[i]),length.out = 40)  
  
}  
  
jrp.m.mat <- matrix(0,nrow = 62, ncol = 40)  
  
m.mat<- data.frame(rbind(m.vec.int,df2[1,]))  
m.mat <-cbind(sum=c(sum(m.vec.int),sum(df2[1,])),m.mat)  
rownames(m.mat)<- c("No Constrained","Constrained")  
m.mat

## sum X1 X2 X3 X4 X5 X6 X7 X8 X9 X10 X11 X12 X13 X14 X15 X16 X17  
## No Constrained 285 1 1 1 1 1 1 1 1 1 1 1 1 1 3 3 3 3  
## Constrained 544 4 1 6 6 3 22 3 3 7 2 2 21 7 3 1 4 4  
## X18 X19 X20 X21 X22 X23 X24 X25 X26 X27 X28 X29 X30 X31 X32 X33  
## No Constrained 3 3 3 4 4 4 4 4 4 4 4 4 4 4 4 4  
## Constrained 2 4 7 1 4 7 3 3 11 11 14 6 17 17 8 7  
## X34 X35 X36 X37 X38 X39 X40 X41 X42 X43 X44 X45 X46 X47 X48 X49  
## No Constrained 4 4 4 5 5 5 5 5 5 5 5 5 6 7 7 7  
## Constrained 3 14 24 4 4 2 4 2 18 22 15 15 4 18 22 31  
## X50 X51 X52 X53 X54 X55 X56 X57 X58 X59 X60 X61 X62  
## No Constrained 7 7 8 8 8 8 9 9 9 10 10 11 11  
## Constrained 4 10 7 21 31 4 21 8 3 2 8 1 1

As seen above, with no capacity, you generally have smaller order frequencies across the 62 items which shows but larger order quantity with lower cost generally.

Since we have limited capacity, we will order frequently and therefore will not take advantage of cost savings we could have gotten if we have larger capacity.

#obj.fun()  
#so.mat[2,]  
#so.cost.vec  
#so.mat  
#t<-1  
#for(i in 1:62){  
   
 #df <- paste("Item", i, (sum(Periodic.inventory(i)[3,1:7])/5))  
 #print(df)  
   
#}  
  
#floor(product\_data$cycle\_time\_in\_days[i])  
#kable(df,"html", row.names = T, escape = F) %>%  
 #kable\_styling("striped")