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tryCatch(  
#To set the default folder, it is going to be the folder where is the script  
{  
 directory <- dirname(rstudioapi::getSourceEditorContext()$path)  
setwd(directory)  
},  
error = function(e){  
  
}  
)

NULL

# 1

# Se el dataset  
df\_europa <- read.table("europa.csv", dec = ".", sep = ";", header = TRUE)

Se verifican los datos:

names(df\_europa)

[1] "Pais" "Duracion.horas."

head(df\_europa)

Pais Duracion.horas.  
1 Alemania 41.7  
2 Austria 44.1  
3 Belgica 41.0  
4 Chipre 41.8  
5 Dinamarca 40.5  
6 Eslovaquia 41.6

str(df\_europa)

'data.frame': 25 obs. of 2 variables:  
 $ Pais : chr "Alemania" "Austria" "Belgica" "Chipre" ...  
 $ Duracion.horas.: num 41.7 44.1 41 41.8 40.5 41.6 42.5 42.2 41.5 40.5 ...

summary(df\_europa)

Pais Duracion.horas.  
 Length:25 Min. :39.8   
 Class :character 1st Qu.:41.0   
 Mode :character Median :41.5   
 Mean :41.7   
 3rd Qu.:42.5   
 Max. :44.1

range(df\_europa$Duracion.horas.)

[1] 39.8 44.1

sd(df\_europa$Duracion.horas.)

[1] 1.113358

Se realizan algunos gráficos

plot(df\_europa$Duracion.horas.)
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boxplot(df\_europa$Duracion.horas., ylab = "Duración (horas)")  
points(1, mean(df\_europa$Duracion.horas.), pch = 2)
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# 2

a-

library(MASS)  
data(iris)  
iris\_numeric <- iris[, sapply(iris, is.numeric)]  
dim(iris)

[1] 150 5

Se puede observar que tiene 150 filas y 5 columnas.

Los nombres de las variables son

colnames(iris)

[1] "Sepal.Length" "Sepal.Width" "Petal.Length" "Petal.Width" "Species"

La muestra son 50 observaciones.

b-

### Media

apply(iris\_numeric, 2, mean)

Sepal.Length Sepal.Width Petal.Length Petal.Width   
 5.843333 3.057333 3.758000 1.199333

### Mediana

apply(iris\_numeric, 2, median)

Sepal.Length Sepal.Width Petal.Length Petal.Width   
 5.80 3.00 4.35 1.30

### Desviación estándar

apply(iris\_numeric, 2, sd)

Sepal.Length Sepal.Width Petal.Length Petal.Width   
 0.8280661 0.4358663 1.7652982 0.7622377

### Cuartiles

apply(iris\_numeric, 2, quantile, probs = c(0.25, 0.75))

Sepal.Length Sepal.Width Petal.Length Petal.Width  
25% 5.1 2.8 1.6 0.3  
75% 6.4 3.3 5.1 1.8

### Máximo

apply(iris\_numeric, 2, max)

Sepal.Length Sepal.Width Petal.Length Petal.Width   
 7.9 4.4 6.9 2.5

### Mínimo

apply(iris\_numeric, 2, min)

Sepal.Length Sepal.Width Petal.Length Petal.Width   
 4.3 2.0 1.0 0.1

### Rango

apply(iris\_numeric, 2, function(x) max(x) - min(x))

Sepal.Length Sepal.Width Petal.Length Petal.Width   
 3.6 2.4 5.9 2.4

c-

boxplot(Sepal.Length ~ Species, data = iris)
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# Se estima un kernel dos dimensional para los datos  
densidad <- kde2d(iris$Petal.Length, iris$Petal.Width)  
filled.contour(densidad, color = topo.colors, xlab = "Longitud del pétalo", ylab = "Ancho del pétalo")
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# 3

a-

Creación de matrices

m1 <- matrix(1, nr = 2, nc = 2)  
m2 <- matrix(2, nr = 2, nc = 2)  
  
# Se coloca una matriz debajo de la otra (concatenacion por fila)  
m <- rbind(m1, m2)  
m

[,1] [,2]  
[1,] 1 1  
[2,] 1 1  
[3,] 2 2  
[4,] 2 2

# Concatenacion por columna  
cbind(m1, m2)

[,1] [,2] [,3] [,4]  
[1,] 1 1 2 2  
[2,] 1 1 2 2

b-

Muestreo con repetición

a <- sample(1:10, 30, rep = TRUE)  
a <- matrix(a, nr = 6)  
  
# Hacen 0 los numeros menores de 3  
a[a < 3] <- 0  
  
# Se extrae la diagonal  
diag(a)

[1] 4 10 6 7 8

# Se crea la matriz diagonal 5x5  
diag(5)

[,1] [,2] [,3] [,4] [,5]  
[1,] 1 0 0 0 0  
[2,] 0 1 0 0 0  
[3,] 0 0 1 0 0  
[4,] 0 0 0 1 0  
[5,] 0 0 0 0 1

c-

# Se suman los elementos de la matriz m1  
sum(m1)

[1] 4

# Se suma por columna  
apply(m, 2, sum)

[1] 6 6

# Se suma por filas  
apply(m, 1, sum)

[1] 2 2 4 4

d-

Operación de matrices

# Suma  
  
m1 + m2

[,1] [,2]  
[1,] 3 3  
[2,] 3 3

# Resta  
  
m1 - m2

[,1] [,2]  
[1,] -1 -1  
[2,] -1 -1

# Producto  
  
m1 %\*% m2

[,1] [,2]  
[1,] 4 4  
[2,] 4 4

# Producto ii  
  
m1 \* m2

[,1] [,2]  
[1,] 2 2  
[2,] 2 2

Transposición de la matriz

a

[,1] [,2] [,3] [,4] [,5]  
[1,] 4 6 7 7 9  
[2,] 10 10 7 3 0  
[3,] 6 9 6 4 5  
[4,] 5 3 5 7 0  
[5,] 4 9 3 4 8  
[6,] 9 0 7 0 0

t(a)

[,1] [,2] [,3] [,4] [,5] [,6]  
[1,] 4 10 6 5 4 9  
[2,] 6 10 9 3 9 0  
[3,] 7 7 6 5 3 7  
[4,] 7 3 4 7 4 0  
[5,] 9 0 5 0 8 0

e-

Se construye la matriz solicitada

z <- matrix(1:12, nc = 4, byrow = TRUE)

# Elemento 1,3  
z[1, 3]

[1] 3

# Primera fila  
z[1, ]

[1] 1 2 3 4

# Tercera columna  
z[, 3]

[1] 3 7 11

# Se selecciona la submatriz de eliminar la primera fila y la primera columna  
(z\_submatriz <- z[-1, -1])

[,1] [,2] [,3]  
[1,] 6 7 8  
[2,] 10 11 12

# Transpuesta de z  
t(z)

[,1] [,2] [,3]  
[1,] 1 5 9  
[2,] 2 6 10  
[3,] 3 7 11  
[4,] 4 8 12

# Subamtriz al quitar la segunda columna de z, calcular la inversa  
  
(z\_sub\_matriz\_sin\_segunda\_col <- z[, -2])

[,1] [,2] [,3]  
[1,] 1 3 4  
[2,] 5 7 8  
[3,] 9 11 12

tryCatch(  
 {  
 (z\_sub\_matriz\_sin\_segunda\_col\_inv <- solve(z\_sub\_matriz\_sin\_segunda\_col))  
 },  
 error = function(e) {  
 message("La matriz no es invertible el determinate es")  
 print(det(z\_sub\_matriz\_sin\_segunda\_col))  
 }  
)

La matriz no es invertible el determinate es

[1] 3.552714e-15

# 4

if (!("Lock5Data" %in% installed.packages())) {  
 install.packages("Lock5Data")  
}  
library(Lock5Data)  
  
# Se cargan los datos del dataset AllCountries  
  
data(AllCountries)  
  
fn\_sample\_mean <- function(sample\_size, df, variable, ...) {  
 # Se escoge una muestra de acuerdo al tamano indicado  
 sm <- sample(1:nrow(df), sample\_size, ...)  
  
 # Se toman las filas y la variable deseada  
 sm <- df[sm, variable]  
  
 # Se imprime un mensaje de que se tenga un NA  
 if (sum(is.na(sm)) > 0) print("El vector ejemplo contenia NA, se han eliminado para estimar el promedio")  
  
 # Se muestra el promedio de la muestra  
 mean(sm, na.rm = TRUE)  
}  
  
fn\_sample\_mean(10, AllCountries, "LandArea", rep = FALSE)

[1] "El vector ejemplo contenia NA, se han eliminado para estimar el promedio"

[1] 411.338

# Se hace un bloxplot de la variable de poblacion  
boxplot(AllCountries$Population)

![](data:image/png;base64,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)

# Se hace un grafico de dispersion de superficie vs poblacion  
plot(AllCountries$LandArea, AllCountries$Population)

![](data:image/png;base64,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)

# 5

df\_ejercicio\_1\_6 <- data.frame(sexo = c("masculino", "masculino", rep("femenino", 4), "masculino", "masculino", "femenino"), profesion = c("oficinista", "obrero", "obrero", "artista", "artista", "oficinista", "artista", "oficinista", "artista"))  
  
fn\_add\_column\_0\_1 <- function(variable) {  
 # We check the name of the variable  
 name\_variable <- colnames(variable)  
  
 # Unique values  
 values <- unique(variable)  
  
 df\_aux <- data.frame(rep(0, length(variable)))  
  
 colnames(df\_aux) <- values[1]  
  
 for (i in values) {  
 df\_aux[[i]] <- ifelse(variable == i, 1, 0)  
 }  
 return(df\_aux)  
}  
  
fn\_add\_column\_0\_1(c("masculino", "masculino", rep("femenino", 4), "masculino", "masculino", "femenino"))

masculino femenino  
1 1 0  
2 1 0  
3 0 1  
4 0 1  
5 0 1  
6 0 1  
7 1 0  
8 1 0  
9 0 1

(list\_disjunctive\_tables <- apply(df\_ejercicio\_1\_6, 2, fn\_add\_column\_0\_1))

$sexo  
 masculino femenino  
1 1 0  
2 1 0  
3 0 1  
4 0 1  
5 0 1  
6 0 1  
7 1 0  
8 1 0  
9 0 1  
  
$profesion  
 oficinista obrero artista  
1 1 0 0  
2 0 1 0  
3 0 1 0  
4 0 0 1  
5 0 0 1  
6 1 0 0  
7 0 0 1  
8 1 0 0  
9 0 0 1

# 6

data(HairEyeColor)  
  
ji\_squared <- function(contingency\_table) {  
 # We sum all to get xdd  
 x\_dot\_dot <- sum(contingency\_table)  
  
 x\_j\_k\_squared <- contingency\_table \* contingency\_table  
  
 q <- apply(contingency\_table, 2, sum)  
 p <- apply(contingency\_table, 1, sum)  
  
 x\_j\_dot\_X\_x\_dot\_k <- sapply(q, FUN = function(x) x \* p)  
  
 elements\_sum <- x\_j\_k\_squared <- x\_j\_k\_squared / x\_j\_dot\_X\_x\_dot\_k  
  
 return(x\_dot\_dot \* sum(elements\_sum) - x\_dot\_dot)  
}  
  
ji\_squared(HairEyeColor[, , 1] + HairEyeColor[, , 2])

[1] 138.2898

T\_squared <- function(contingency\_table) {  
 # Se estima la suma de toda la tabla  
 x\_dot\_dot <- sum(contingency\_table)  
  
 # Se estima el numero de filas que coincide con el numero de modalidades de una de la variables  
 rows <- nrow(contingency\_table)  
  
 # Se estima el numero de columnas que coincide con el numero de modalidades de una de la variables  
 cols <- ncol(contingency\_table)  
  
 # Se retorna el T cuadrado  
 return(ji\_squared(contingency\_table) / (x\_dot\_dot \* (rows - 1) \* (cols - 1)))  
}  
  
# Se estima el T cuadrado de Chuprov sin diferenciar sexo  
T\_squared(HairEyeColor[, , 1] + HairEyeColor[, , 2])

[1] 0.0259553

# 7

# Funcion para estimar el coeficiente de correlacion  
# Recibe la tabla, la variable es el nombre de la variable de la que se quiere estimar el coeficiente  
# modalities son las clases  
eta <- function(df, variable, modalities) {  
 # Se ve cuales modalidades hay  
 different\_modalities <- unique(df[, modalities])  
  
 # Se selecciona el vector de modalidades  
 modalities <- df[, modalities]  
  
 # Se seleccionan los valores de la variable  
 values <- df[, variable]  
  
 # Suma de la media  
 sum\_means <- 0  
  
 # Se estima la sumatoria de la media de las modalidades por su peso  
 for (i in different\_modalities) {  
 # Promedio de la modalidad j  
 mean\_x\_j <- mean(values[modalities == i])  
  
 # Peso del promedio  
 eta\_j <- sum(modalities == i) / nrow(df)  
  
 # Se agrega a la sumatoria  
 sum\_means <- sum\_means + eta\_j \* mean\_x\_j^2  
 }  
  
 # Se estima coeficiente  
 return((sum\_means - mean(values)^2) / ((length(values) - 1) \* var(values) / length(values)))  
}  
  
# Se estima el coeficiente para cada variable cuantitativa  
sapply(colnames(iris)[-ncol(iris)], FUN = eta, df = iris, modalities = "Species")

Sepal.Length Sepal.Width Petal.Length Petal.Width   
 0.6187057 0.4007828 0.9413717 0.9288829