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# 2. CFG TO PDA:

## 2.1 Conversion Steps

1. **Inputting CFG Rules:** The program allows the user to input the context-free grammar rules in the following format: {S -> Aa, S -> c, A -> bc}, etc. This provides the necessary input to generate a pushdown automaton.
2. **Extracting The Start State**: The user has the option to input the starting state or leave it empty. If no starting state is specified, the program automatically selects the first encountered non-terminal in the input CFG rules as the starting state. This ensures that the pushdown automaton is generated correctly based on the provided rules.
3. **Extracting the Terminals & Non-terminals**: The program iterates through the input CFG rules and extracts the terminals, storing them in a list. It then performs the same operation to extract the non-terminals in the CFG rules.
4. **Adding the first two States**: The program adds two initial states to the pushdown automaton. The first state, qstart, is added as (ε, ε -> $), while the second state, q1, is added as (ε, ε -> S). These initial states serve as starting points for the pushdown automaton to begin processing the input strings.
5. **Adding Variable Productions to qloop:** The program adds all variable productions to the qloop state. It does this by popping the variable from the top of the stack and sequentially adding its corresponding productions. This process continues until all variable productions have been added to the qloop state.
6. **Adding Terminals to qloop:** The program adds all terminals to the qloop state. It does this by reading the terminal input from the user and popping it from the stack.
7. **Adding Accepting State (qaccept):** The program adds an accepting state, qaccept, to the pushdown automaton. It transitions to this newly added state by popping the $ symbol from the top of the stack and leaving the qloop state. This finalizes the process of generating the pushdown automaton from the input CFG rules.

## 2.2: Output Screenshots