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**Heap queue (or heapq) in Python**

[Heap data structure is mainly used to represent a priority queue](https://www.geeksforgeeks.org/applications-of-heap-data-structure/). In Python, it is available using “**heapq**” module. The property of this data structure in Python is that each time the **smallest of heap element is popped(min heap)**. Whenever elements are pushed or popped, **heap structure in maintained**. The heap[0] element also returns the smallest element each time.

* **heapify(iterable)** :- This function is used to**convert the iterable into a heap** data structure. i.e. in heap order.
* **heappush(heap, ele)** :- This function is used to **insert the element** mentioned in its arguments into heap. The**order is adjusted**, so as **heap structure is maintained**.
* **heappop(heap)** :- This function is used to **remove and return the smallest element** from heap. The**order is adjusted**, so as **heap structure is maintained**.

# Python code to demonstrate working of

# heapify(), heappush() and heappop()

# importing "heapq" to implement heap queue

import heapq

# initializing list

li = [5, 7, 9, 1, 3]

# using heapify to convert list into heap

heapq.heapify(li)

# printing created heap

print ("The created heap is : ",end="")

print (list(li))

# using heappush() to push elements into heap

# pushes 4

heapq.heappush(li,4)

# printing modified heap

print ("The modified heap after push is : ",end="")

print (list(li))

# using heappop() to pop smallest element

print ("The popped and smallest element is : ",end="")

print (heapq.heappop(li))

**Output :**
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* **heappushpop(heap, ele)**:- This function **combines the functioning of both push and pop operations** in one statement, increasing efficiency. Heap order is maintained after this operation.
* **heapreplace(heap, ele)** :- This function also inserts and pops element in one statement, but it is different from above function. In this, **element is first popped, then the element is pushed.i.e, the value larger than the pushed value can be returned.** heapreplace() returns the smallest value originally in heap regardless of the pushed element as opposed to heappushpop().

# Python code to demonstrate working of

# heappushpop() and heapreplce()

# importing "heapq" to implement heap queue

import heapq

# initializing list 1

li1 = [5, 7, 9, 4, 3]

# initializing list 2

li2 = [5, 7, 9, 4, 3]

# using heapify() to convert list into heap

heapq.heapify(li1)

heapq.heapify(li2)

# using heappushpop() to push and pop items simultaneously

# pops 2

print ("The popped item using heappushpop() is : ",end="")

print (heapq.heappushpop(li1, 2))

# using heapreplace() to push and pop items simultaneously

# pops 3

print ("The popped item using heapreplace() is : ",end="")

print (heapq.heapreplace(li2, 2))

**Output:**

![](data:image/png;base64,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)

* **nlargest(k, iterable, key = fun)**:- This function is used to**return the k largest elements from the iterable specified and satisfying the key if mentioned.**
* **nsmallest(k, iterable, key = fun)**:- This function is used to**return the k smallest elements from the iterable specified and satisfying the key if mentioned.**