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# Lab 11: Implementation of Binary Heap (min heap)

**Introduction**

This lab is based on the Binary Heap (min heap).

**Objectives**

The objective of this lab is to implement binary heap (min heap).

**Tools/Software Requirement**

Visual Studio C++

**Helping Material**

Lecture slides, text book

**Description**

A binary heap is a complete binary tree which satisfies the heap ordering property. The ordering can be one of two types:

 the *min-heap property*: the value of each node is greater than or equal to the value of its parent, with the minimum-value element at the root.

 the *max-heap property*: the value of each node is less than or equal to the value of its parent, with the maximum-value element at the root.
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In a heap the highest (or lowest) priority element is always stored at the root, hence the name "heap". A heap is not a sorted structure and can be regarded as partially ordered.

A heap is a useful data structure when you need to remove the object with the highest (or lowest) priority. A common use of a heap is to implement a priority queue.

**Array Implementation**

A complete binary tree can be uniquely represented by storing its level order traversal in an array.
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The root is the second item in the array. We skip the index zero cell of the array for the convenience of implementation. Consider k-th element of the array,

its left child is located at 2\*k index

its right child is located at 2\*k+1. index

its parent is located at k/2 index

**Insert**

The new element is initially appended to the end of the heap (as the last element of the array). The heap property is repaired by comparing the added element with its parent and moving the added element up a level (swapping positions with the parent).

![](data:image/png;base64,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)

**Delete Min**

The minimum element can be found at the root, which is the first element of the array. We remove the root and replace it with the last element of the heap and then restore the heap property

**Lab Tasks**

Implement a binary heap using an array & implement the following functions.

**Top** - returns min element without removing it from the heap

**Pop** - Make sure that the tree remains a complete binary tree.

**Push** – Insert a number into the heap and make sure the heap maintains its key property

**isEmpty** – return TRUE if the heap is empty

**size** - returns the number of elements in the heap

**height** - returns the height of the tree

**buildHeap(array)** - converts any array of numbers into a heap.

**print** - prints the tree

**Important Note:** Practice your knowledge of OOP with C++ when creating a solution. Remember to comment your code properly. Inappropriate or no comment may result in deduction of marks.

**Solution**

|  |
| --- |
| Solution |
| Lab Task Screen Shots (all functions):                  Lab Task Code:  #include <iostream>  #include <cmath>  using namespace std;  // Function to swap two values  void swap(int &a, int &b)  {  int temp = a;  a = b;  b = temp;  }  // Class definition for Min Heap  class Heap  {  public:  int values[30]; // Array to store heap elements  int size; // Current size of the heap  public:  // Constructor to initialize an empty heap  Heap()  {  size = 0;  }  // Check if the heap is empty  bool isEmpty()  {  return size == 0;  }  // Check if the heap is full  bool isFull()  {  return size == 30;  }  // Get the top element of the heap (minimum element in a Min Heap)  int top()  {  if (isEmpty())  {  cout << "Heap is empty!\n";  return -1;  }  else  {  return values[1];  }  }  // Insert a new element into the heap  void push(int value)  {  if (isFull())  {  cout << "Heap is full!\n";  return;  }  // Increment the size and add the new element to the end  size++;  values[size] = value;  // Move the element up to its correct position to maintain the heap property  int current = size;  while (current > 1 && values[current] < values[current / 2])  {  swap(values[current], values[current / 2]);  current = current / 2;  }  }  // Fix the heap property starting from a given index  void heapify(int index)  {  int left = 2 \* index;  int right = 2 \* index + 1;  int smallest = index;  // Check if the left child is smaller than the current smallest  if (left <= size && values[left] < values[index])  smallest = left;  // Check if the right child is smaller than the current smallest  if (right <= size && values[right] < values[smallest])  smallest = right;  // If the smallest is not the current index, swap and recursively heapify  if (smallest != index)  {  swap(values[index], values[smallest]);  heapify(smallest);  }  }  // Build a heap from the existing elements  void buildheap()  {  // Start from the last non-leaf node and heapify each node  for (int i = size / 2; i >= 1; i--)  {  heapify(i);  }  }  // Build a heap from an array of elements  void buildheapfromarray(int \*arr, int size)  {  // Push each element into the heap and then build the heap  for (int i = 0; i < size; i++)  push(arr[i]);  buildheap();  }  // Delete the minimum element (top element) from the heap  void deleteMin()  {  if (isEmpty())  {  cout << "Heap is empty!\n";  return;  }  // Replace the top element with the last element and heapify  values[1] = values[size];  size--;  heapify(1);  }  // Pop an element from a specific index  int pop(int index)  {  if (index < 1 || index > size)  {  cout << "Invalid index!\n";  return -1;  }  else  {  // Remove the element at the specified index and heapify  int poppedValue = values[index];  values[index] = values[size];  size--;  heapify(index);  return poppedValue;  }  }  // Display the elements of the heap  void print()  {  if (isEmpty())  {  cout << "Heap is empty!\n";  return;  }  for (int i = 1; i <= size; i++)  {  cout << values[i] << " ";  if (i == 1 || i == 3 || i == 7 || i == 15)  cout << endl;  }  cout << endl;  }  // Get the current size of the heap  int getSize()  {  return size;  }  // Get the height of the heap  int getHeight()  {  return log2(size) + 1;  }  };  int main()  {  Heap myHeap = Heap();  const int arraySize = 15;  int array[arraySize];  for (int i = 0; i < arraySize; i++)  array[i] = (rand() % 100) + 1;  myHeap.buildheapfromarray(array, arraySize);  // Menu for all functions  int choice;  do  {  // Display menu options  cout << "1. Top\n2. Pop\n3. Push\n4. Is Empty\n5. Size\n6. Height\n7. Build Heap from Array\n8. Print\n0. Exit\n";  cout << "Enter your choice: ";  cin >> choice;  switch (choice)  {  case 1:  cout << "Top element: " << myHeap.top() << endl;  break;  case 2:  cout << "Enter index to pop: ";  int index;  cin >> index;  cout << "Popped element: " << myHeap.pop(index) << endl;  break;  case 3:  cout << "Enter element to push: ";  int element;  cin >> element;  myHeap.push(element);  cout << "Element pushed.\n";  break;  case 4:  cout << (myHeap.isEmpty() ? "Heap is empty.\n" : "Heap is not empty.\n");  break;  case 5:  cout << "Size of the heap: " << myHeap.getSize() << endl;  break;  case 6:  cout << "Height of the heap: " << myHeap.getHeight() << endl;  break;  case 7:  {  cout << "Enter size of the array: ";  int arrSize;  cin >> arrSize;  int arr[arrSize];  cout << "Enter elements of the array:\n";  for (int i = 0; i < arrSize; i++)  cin >> arr[i];  myHeap.buildheapfromarray(arr, arrSize);  cout << "Heap built from array.\n";  break;  }  case 8:  {  cout << "Heap elements:\n";  myHeap.print();  break;  }  case 0:  cout << "Exiting...\n";  break;  default:  cout << "Invalid choice!\n";  }  } while (choice != 0);  return 0;  } |

### Deliverables

Compile a single word document by filling in the solution part and submit this Word file on LMS. You must show the implementation of the tasks in the designing tool, along with your complete Word document to get your work graded. You must also submit this Word document on the LMS.