SS4850 Final Project

Rui Zhu

4/6/2021

# Explanatory analysis

HCVdata <- read.csv(file = 'hcvdat0.csv')  
suppressMessages(library(dplyr))  
drop <- c("X")  
HCVdata = HCVdata[,!(names(HCVdata) %in% drop)]  
colnames(HCVdata) = c("Category","Age","Sex","ALB","ALP","ALT","AST",  
 "BIL","CHE","CHOL","CREA","GGT","PROT")  
  
# 1 and 2 for blood donor and suspect blood donor, 2,3,4 for hepatitis, fibrosis,cirrhosis respectively  
HCVdata$Category <- factor(HCVdata$Category,labels=c(1,2,3,4,5),  
 levels=c('0=Blood Donor',  
 '0s=suspect Blood Donor',  
 '1=Hepatitis',  
 '2=Fibrosis',   
 '3=Cirrhosis'))  
  
  
# 0 for male, 1 for female  
HCVdata$Sex <- factor(HCVdata$Sex,levels=c("m","f"),labels=c("0","1"))  
HCVdata=na.omit(HCVdata[c("Category","Age","Sex","ALB","ALP","ALT","AST",  
 "BIL","CHE","CHOL","CREA","GGT","PROT")])  
for(var in 1:13)  
{  
 HCVdata[,var]=as.numeric(HCVdata[,var])  
}  
  
tail(HCVdata)

## Category Age Sex ALB ALP ALT AST BIL CHE CHOL CREA GGT PROT  
## 608 5 52 2 39 37.0 1.3 30.4 21 6.33 3.78 158.2 142.5 82.7  
## 609 5 58 2 34 46.4 15.0 150.0 8 6.26 3.98 56.0 49.7 80.6  
## 610 5 59 2 39 51.3 19.6 285.8 40 5.77 4.51 136.1 101.1 70.5  
## 611 5 62 2 32 416.6 5.9 110.3 50 5.57 6.30 55.7 650.9 68.5  
## 612 5 64 2 24 102.8 2.9 44.4 20 1.54 3.02 63.0 35.9 71.3  
## 613 5 64 2 29 87.3 3.5 99.0 48 1.66 3.63 66.7 64.2 82.0

# EDA!!!

#class information, distribution of "category"  
library(dplyr)  
HCVdata %>%   
 group\_by(Category) %>%  
 summarise(no\_rows = length(Category))

## # A tibble: 5 x 2  
## Category no\_rows  
## <dbl> <int>  
## 1 1 526  
## 2 2 7  
## 3 3 20  
## 4 4 12  
## 5 5 24

#mean of each variable  
colMeans(HCVdata)

## Category Age Sex ALB ALP ALT AST BIL   
## 1.303905 47.417657 1.383701 41.624278 68.123090 26.575382 33.772835 11.018166   
## CHE CHOL CREA GGT PROT   
## 8.203633 5.391341 81.669100 38.198472 71.890153

#median of each variable  
apply(HCVdata,2,median)

## Category Age Sex ALB ALP ALT AST BIL   
## 1.00 47.00 1.00 41.90 66.20 22.70 25.70 7.10   
## CHE CHOL CREA GGT PROT   
## 8.26 5.31 77.00 22.80 72.10

## train and test split 7:3

## train and test set 7:3  
HCVdata<-HCVdata[complete.cases(HCVdata),]  
set.seed(4850)  
sample <- sample.int(n = nrow(HCVdata), size = floor(.70\*nrow(HCVdata)), replace = F)  
train <- HCVdata[sample, ]  
test <- HCVdata[-sample, ]

## roc with random forest

#binary category  
#1 for HCV, 0 for donor(regular/suspect)  
set.seed(4850)  
train$binary <- ifelse(as.numeric(train$Category)>2,1,0)  
test$binary <- ifelse(as.numeric(test$Category)>2,1,0)  
#barplot on binary  
counts <- table(train$binary)  
barplot(counts, main="HCV distribution",  
 xlab="Binary")
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#load libraries  
library(randomForest)

## randomForest 4.6-14

## Type rfNews() to see new features/changes/bug fixes.

##   
## Attaching package: 'randomForest'

## The following object is masked from 'package:dplyr':  
##   
## combine

rfmod <- randomForest(formula = binary ~ .-Category, data = train, ntree = 10, maxnodes= 100, norm.votes = F)

## Warning in randomForest.default(m, y, ...): The response has five or fewer  
## unique values. Are you sure you want to do regression?

suppressMessages(library(dplyr))  
testm <- mutate(test,  
 rf\_pred = predict(rfmod,newdata = test,  
 type="response"))  
  
suppressMessages(library(pROC))  
  
rocrf <- roc(testm$binary,testm$rf\_pred)

## Setting levels: control = 0, case = 1

## Setting direction: controls < cases

AUCrf <- auc(rocrf)  
rs <- rocrf[['rocs']]

## Mixed model GLMM

### binary random: AST

suppressMessages(library(ggpubr))  
library(ggplot2)  
agePlot=ggplot(train, aes(x=Age,y=binary))+geom\_point()  
ALPPlot=ggplot(train, aes(x=ALP,y=binary))+geom\_point()  
ALBPlot=ggplot(train, aes(x=ALB,y=binary))+geom\_point()  
  
# regular logistic model  
bmod <- glm(binary ~.-Category,binomial,data=,train)

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

#GLMM model random effect:Age  
library(MASS)

##   
## Attaching package: 'MASS'

## The following object is masked from 'package:dplyr':  
##   
## select

set.seed(4850)  
suppressMessages(modpql1 <- glmmPQL(binary ~Sex+ALB+Age+ALT+ALT+BIL+CHE+CHOL+CREA+GGT+PROT,  
 data=train, random= ~ 1|AST, family=binomial))

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

suppressMessages(drop1(modpql1, test="Chi"))

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Single term deletions  
##   
## Model:  
## binary ~ Sex + ALB + Age + ALT + ALT + BIL + CHE + CHOL + CREA +   
## GGT + PROT  
## Df AIC LRT Pr(>Chi)  
## <none>   
## Sex 1   
## ALB 1   
## Age 1   
## ALT 1   
## BIL 1   
## CHE 1   
## CHOL 1   
## CREA 1   
## GGT 1   
## PROT 1

testm1 <- mutate(test,  
 glmm\_pred = predict(modpql1,newdata = test,  
 type="response"))  
  
suppressMessages(library(pROC))  
  
roc1 <- roc(testm1$binary,testm1$glmm\_pred)

## Setting levels: control = 0, case = 1

## Setting direction: controls < cases

AUC <- auc(roc1)  
rs <- roc1[['rocs']]  
coords(roc1,"best",ret=c("threshold",  
"specificity", "sensitivity", "accuracy","precision"))

## threshold specificity sensitivity accuracy precision  
## threshold 8.117251e-06 0.952381 0.6666667 0.9444444 0.2857143

# Random effect:CHE

#GLMM model random effect:CHE  
library(MASS)  
set.seed(4850)  
suppressMessages(modpql2 <- glmmPQL(binary ~Sex+ALB+Age+ALT+ALT+BIL+AST+CHOL+CREA+GGT+PROT,  
 data=train, random= ~ 1|CHE, family=binomial))

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

suppressMessages(drop1(modpql2, test="Chi"))

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Single term deletions  
##   
## Model:  
## binary ~ Sex + ALB + Age + ALT + ALT + BIL + AST + CHOL + CREA +   
## GGT + PROT  
## Df AIC LRT Pr(>Chi)  
## <none>   
## Sex 1   
## ALB 1   
## Age 1   
## ALT 1   
## BIL 1   
## AST 1   
## CHOL 1   
## CREA 1   
## GGT 1   
## PROT 1

testm2 <- mutate(test,  
 glmm\_pred = predict(modpql2,newdata = test,  
 type="response"))  
  
suppressMessages(library(pROC))  
  
roc2 <- roc(testm2$binary,testm2$glmm\_pred)

## Setting levels: control = 0, case = 1

## Setting direction: controls < cases

coords(roc2,"best",ret=c("threshold",  
"specificity", "sensitivity", "accuracy","precision"))

## threshold specificity sensitivity accuracy precision  
## threshold 0.3358878 1 0.8571429 0.9863014 1

# Random effect:Sex

#GLMM model random effect:Sex  
library(MASS)  
set.seed(4850)  
suppressMessages(modpql3 <- glmmPQL(binary ~CHE+ALB+Age+ALT+ALT+BIL+AST+CHOL+CREA+GGT+PROT,  
 data=train, random= ~ 1|Sex, family=binomial))

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

suppressMessages(drop1(modpql3, test="Chi"))

## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred  
  
## Warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## Single term deletions  
##   
## Model:  
## binary ~ CHE + ALB + Age + ALT + ALT + BIL + AST + CHOL + CREA +   
## GGT + PROT  
## Df AIC LRT Pr(>Chi)  
## <none>   
## CHE 1   
## ALB 1   
## Age 1   
## ALT 1   
## BIL 1   
## AST 1   
## CHOL 1   
## CREA 1   
## GGT 1   
## PROT 1

testm3 <- mutate(test,  
 glmm\_pred = predict(modpql3,newdata = test,  
 type="response"))  
  
suppressMessages(library(pROC))  
  
roc3 <- roc(testm3$binary,testm3$glmm\_pred)

## Setting levels: control = 0, case = 1

## Setting direction: controls < cases

coords(roc3,"best",ret=c("threshold",  
"specificity", "sensitivity", "accuracy","precision"))

## threshold specificity sensitivity accuracy precision  
## threshold 0.4924259 0.9937888 0.9375 0.9887006 0.9375

## Deep learning

### binary

library(dplyr)  
library(keras)  
library(tensorflow)  
library(tfdatasets)  
  
  
  
set.seed(4850)  
# Store the overall correlation in `M`  
M <- cor(train[,1:10])  
  
# Plot the correlation plot with `M`  
library(corrplot)

## corrplot 0.84 loaded

predictorsCorr=corrplot(M, method="circle")
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figure <- ggarrange(agePlot, ALPPlot, ALBPlot,predictorsCorr,  
 labels = c("A", "B", "C","D"),  
 ncol = 2, nrow = 2)

## Warning in as\_grob.default(plot): Cannot convert object of class matrixarray  
## into a grob.

figure
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#normalize   
spec <- feature\_spec(train, binary ~ .-Category ) %>%   
 step\_numeric\_column(all\_numeric(), normalizer\_fn = scaler\_standard()) %>%   
 fit()

## Warning in normalizePath(path.expand(path), winslash, mustWork): path[1]="C:  
## \Users\Admin\.conda\envs\test-env/python.exe": The system cannot find the file  
## specified

## Warning in normalizePath(path.expand(path), winslash, mustWork): path[1]="C:  
## \Users\Admin\.conda\envs\test-env/python.exe": The system cannot find the file  
## specified

spec

## -- Feature Spec ----------------------------------------------------------------   
## A feature\_spec with 12 steps.  
## Fitted: TRUE   
## -- Steps -----------------------------------------------------------------------   
## The feature\_spec has 1 dense features.  
## StepNumericColumn: Age, Sex, ALB, ALP, ALT, AST, BIL, CHE, CHOL, CREA, GGT, PROT   
## -- Dense features --------------------------------------------------------------

layer <- layer\_dense\_features(  
 feature\_columns = dense\_features(spec),   
 dtype = tf$float32  
)  
suppressMessages(layer(train))

## tf.Tensor(  
## [[ 0.653347 -0.6670947 -0.568868 ... -0.4312038 0.7929118  
## -0.76765865]  
## [-0.44780117 -0.22397378 -0.13247223 ... -0.32766175 -0.35917082  
## -0.76765865]  
## [-0.05207561 2.561358 0.41447717 ... 1.2864846 0.079717  
## 1.2995006 ]  
## ...  
## [-0.9811694 -0.68571323 -1.2147336 ... 0.36570016 0.55518115  
## -0.76765865]  
## [-1.1188128 0.05530416 -0.1441094 ... -0.14276527 -2.059866  
## 1.2995006 ]  
## [ 0.08556774 -0.71922666 0.8683287 ... 0.6338001 -0.03000497  
## -0.76765865]], shape=(412, 12), dtype=float32)

input <- layer\_input\_from\_dataset(train[,2:13])  
  
  
output <- input %>%   
 layer\_dense\_features(dense\_features(spec)) %>%   
 layer\_dense(units = 64, activation = "relu") %>%  
 layer\_dense(units = 64, activation = "relu") %>%  
 layer\_dense(units = 1)   
  
dpmod <- keras\_model(input, output)  
  
  
  
  
  
dpmod %>%   
 compile(  
 loss = "mse",  
 optimizer = optimizer\_rmsprop(),  
 metrics = list("mean\_absolute\_error")  
 )  
  
build\_model <- function() {  
 input <- layer\_input\_from\_dataset(train[,2:13])  
   
 output <- input %>%   
 layer\_dense\_features(dense\_features(spec)) %>%   
 layer\_dense(units = 64, activation = "relu") %>%  
 layer\_dense(units = 64, activation = "relu") %>%  
 layer\_dense(units = 1)   
   
 dpmod <- keras\_model(input, output)  
   
 dpmod %>%   
 compile(  
 loss = "mse",  
 optimizer = optimizer\_rmsprop(),  
 metrics = list("mean\_absolute\_error")  
 )  
   
 dpmod  
}  
  
  
# Display training progress by printing a single dot for each completed epoch.  
print\_dot\_callback <- callback\_lambda(  
 on\_epoch\_end = function(epoch, logs) {  
 if (epoch %% 80 == 0) cat("\n")  
 cat(".")  
 }  
)   
  
dpmod <- build\_model()  
  
history <- dpmod %>% fit(  
 x = train[2:13],  
 y = train$binary,  
 epochs = 500,  
 validation\_split = 0.2,  
 verbose = 0,  
 callbacks = list(print\_dot\_callback)  
)

##   
## ................................................................................  
## ................................................................................  
## ................................................................................  
## ................................................................................  
## ................................................................................  
## ................................................................................  
## ....................

library(ggplot2)  
  
plot(history)

## `geom\_smooth()` using formula 'y ~ x'
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# it will stop when no more improvement  
early\_stop <- callback\_early\_stopping(monitor = "val\_loss", patience = 20)  
  
dpmod <- build\_model()  
  
history <- dpmod %>% fit(  
 x = train[2:13],  
 y = train$binary,  
 epochs = 500,  
 validation\_split = 0.2,  
 verbose = 0,  
 callbacks = list(early\_stop)  
)  
  
plot(history)

## `geom\_smooth()` using formula 'y ~ x'

![](data:image/png;base64,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)

suppressMessages(library(dplyr))  
testm <- mutate(test,  
 dp\_pred = dpmod %>% predict(test[,2:13]), type="response")  
  
  
  
rocnn <- roc(testm$binary,testm$dp\_pred)

## Setting levels: control = 0, case = 1

## Warning in roc.default(testm$binary, testm$dp\_pred): Deprecated use a matrix as  
## predictor. Unexpected results may be produced, please pass a numeric vector.

## Setting direction: controls < cases

AUCnn <- auc(rocnn)  
rs <- rocnn[['rocs']]  
suppressMessages(summary(dpmod))

## Model: "model\_2"  
## \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  
## Layer (type) Output Shape Param # Connected to   
## ================================================================================  
## ALB (InputLayer) [(None,)] 0   
## \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  
## ALP (InputLayer) [(None,)] 0   
## \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  
## ALT (InputLayer) [(None,)] 0   
## \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  
## AST (InputLayer) [(None,)] 0   
## \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  
## Age (InputLayer) [(None,)] 0   
## \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  
## BIL (InputLayer) [(None,)] 0   
## \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  
## CHE (InputLayer) [(None,)] 0   
## \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  
## CHOL (InputLayer) [(None,)] 0   
## \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  
## CREA (InputLayer) [(None,)] 0   
## \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  
## GGT (InputLayer) [(None,)] 0   
## \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  
## PROT (InputLayer) [(None,)] 0   
## \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  
## Sex (InputLayer) [(None,)] 0   
## \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  
## dense\_features\_3 (DenseFe (None, 12) 0 ALB[0][0]   
## ALP[0][0]   
## ALT[0][0]   
## AST[0][0]   
## Age[0][0]   
## BIL[0][0]   
## CHE[0][0]   
## CHOL[0][0]   
## CREA[0][0]   
## GGT[0][0]   
## PROT[0][0]   
## Sex[0][0]   
## \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  
## dense\_8 (Dense) (None, 64) 832 dense\_features\_3[0][0]   
## \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  
## dense\_7 (Dense) (None, 64) 4160 dense\_8[0][0]   
## \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_  
## dense\_6 (Dense) (None, 1) 65 dense\_7[0][0]   
## ================================================================================  
## Total params: 5,057  
## Trainable params: 5,057  
## Non-trainable params: 0  
## \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_

#RM,(AST ALT ALP) glmm, nn  
coords(rocrf,"best",ret=c("threshold",  
"specificity", "sensitivity", "accuracy","precision"))##the random forest model

## threshold specificity sensitivity accuracy precision  
## threshold 0.2833333 0.9689441 1 0.9717514 0.7619048

coords(roc1,"best",ret=c("threshold",  
"specificity", "sensitivity", "accuracy","precision"))# the AST GLMM model

## threshold specificity sensitivity accuracy precision  
## threshold 8.117251e-06 0.952381 0.6666667 0.9444444 0.2857143

coords(roc2,"best",ret=c("threshold",  
"specificity", "sensitivity", "accuracy","precision"))#the CHE GLMM model

## threshold specificity sensitivity accuracy precision  
## threshold 0.3358878 1 0.8571429 0.9863014 1

coords(roc3,"best",ret=c("threshold",  
"specificity", "sensitivity", "accuracy","precision"))# the Sex GLMM model

## threshold specificity sensitivity accuracy precision  
## threshold 0.4924259 0.9937888 0.9375 0.9887006 0.9375

coords(rocnn,"best",ret=c("threshold",  
"specificity", "sensitivity", "accuracy","precision"))# the nn GLMM model

## threshold specificity sensitivity accuracy precision  
## threshold 0.2867029 0.9937888 0.9375 0.9887006 0.9375

#importance: impurity gini importance  
c(log(importance(rfmod)),importance(rfmod))

## [1] -1.018644e+00 -4.042568e+01 -8.560265e-01 1.207540e+00 2.027953e+00  
## [6] 2.982227e+00 5.400411e-01 2.264169e-01 -1.000342e+00 -7.677341e-01  
## [11] 9.831243e-01 -3.262736e+01 3.610843e-01 2.775558e-18 4.248468e-01  
## [16] 3.345247e+00 7.598513e+00 1.973172e+01 1.716077e+00 1.254098e+00  
## [21] 3.677537e-01 4.640634e-01 2.672794e+00 6.762646e-15

#neural network and random forest  
plot(rocrf)  
plot(rocnn, add=TRUE, col='blue')  
legend(1.45, 0.5, legend=c("RF", "NN"),  
 col=c( "black","blue"), lty=1, cex=0.8)
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#three glmm roc curve  
plot(roc1)  
plot(roc2, add=TRUE, col='red')  
plot(roc3, add=TRUE, col='blue')  
legend(1.45, 0.5, legend=c("AST", "CHE", "Sex"),  
 col=c( "black","red", "blue"), lty=1, cex=0.8)
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#randomforest best glmm and nn roc curve  
plot(rocrf)  
plot(roc3, add=TRUE, col='red')  
plot(rocnn, add=TRUE, col='blue')  
legend(1.45, 0.5, legend=c("RF", "Sex-GLMM", "NN"),  
 col=c( "black","red", "blue"), lty=1, cex=0.8)
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