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**Цель**: получить навыки использования делегатов и событий.

**Задание.**

**Вариант 10**

1. Подготовить текстовый файл, содержащий информацию о хранящемся на складе товаре: Название товара, поставщик, наценка в процентах, количество товара, поступившего на склад (разделителем в файле служит точка с запятой). Подготовить текстовый файл, содержащий информацию о товаре: название товара, цена.
2. Класс **Склад** должен содержать следующие элементы: поля для хранения названия товара, поставщика, отпускной цены (исходная цена + наценка), количества товара, свойство для определения стоимости товара, метод для вывода информации, методы для реализации шаблона «наблюдатель» (см. ниже).
3. Класс **Товар** должен содержать следующие элементы: поля для хранения названия товара, цены, методы для реализации шаблона «наблюдатель» (см. ниже).
4. Разработать программу, которая выполняет следующие действия:

* Считывает информацию из первого файла в массив объектов класса Склад.
* Считывает информацию из второго файла в массив объектов класса Товар.
* Выводит информацию о наличии на складе заданного товара в виде:

*ИП Петров В.В.*

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| *№* | *Наименование товара* | *Цена* | *Наличие на складе* | *Стоимость* |
| *1* | *Стул* | *23000* | *200* | *4600000* |
| *2* | *Диван «Лагуна»* | *120000* | *15* | *35002000* |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| *2* | *Шкаф* | *120000* | *25* | *43500* |
|  |  |  |  |  |
| *№* | *Наименование товара* | *Цена* | *Наличие на складе* | *Стоимость* |
| *1* | *Стул* | *25000* | *385* | *2800000* |

*ООО «Прогресс»*

1. Реализовать паттерн Наблюдатель
   1. Класс товар реализует объект наблюдателя
   2. Класс Склад реализует объект наблюдения

* На основе делегата - при изменении названия товара автоматически изменяется название товара на складе. Для этого каждый товар на складе должен быть «зарегистрирован» в соответствующем объекте класса **Товар**. Товар, для которого меняется название, выбирается пользователем.

На основе стандартной обработки событий при изменении цены на товар изменяется отпускная цена на складе для товаров, наценка на которые меньше 15%.

**Код программы:**

CollectionMapProducts.cs:

using CsvHelper.Configuration;

namespace Task1

{

public class CollectionMapProducts : ClassMap<Product>

{

public CollectionMapProducts()

{

Map(m => m.Name).Name(nameof(Product.Name));

Map(m => m.Price).Name(nameof(Product.Price));

}

}

}

CollectionMapStorage.cs:

using CsvHelper.Configuration;

namespace Task1

{

public class CollectionMapStorage : ClassMap<Storage>

{

public CollectionMapStorage()

{

Map(m => m.ProductName).Name(nameof(Storage.ProductName));

Map(m => m.Supplier).Name(nameof(Storage.Supplier));

Map(m => m.Markup).Name(nameof(Storage.Markup));

Map(m => m.SellingPrice).Name(nameof(Storage.SellingPrice));

Map(m => m.ProductsAmount).Name(nameof(Storage.ProductsAmount));

}

}

}

FileExtensions.cs:

|  |
| --- |
| using CsvHelper; |
|  | using System; |
|  | using System.IO; |
|  | using System.Linq; |
|  |  |
|  | namespace Task1 |
|  | { |
|  | public static class FileExtensions |
|  | { |
|  | public static Product[] GetProducts(string filePath) |
|  | { |
|  | try |
|  | { |
|  | using (var reader = new StreamReader(filePath)) |
|  | { |
|  | using (var csv = new CsvReader(reader, System.Globalization.CultureInfo.CurrentCulture)) |
|  | { |
|  | csv.Configuration.RegisterClassMap<CollectionMapProducts>(); |
|  | var records = csv.GetRecords<Product>(); |
|  | return records.ToArray(); |
|  | } |
|  | } |
|  | } |
|  | catch (Exception ex) |
|  | { |
|  | Console.WriteLine(ex.Message); |
|  | return null; |
|  | } |
|  | } |
|  |  |
|  | public static Storage[] GetStorage(string filePath) |
|  | { |
|  | try |
|  | { |
|  | using (var reader = new StreamReader(filePath)) |
|  | { |
|  | using (var csv = new CsvReader(reader, System.Globalization.CultureInfo.CurrentCulture)) |
|  | { |
|  | csv.Configuration.RegisterClassMap<CollectionMapStorage>(); |
|  | var records = csv.GetRecords<Storage>(); |
|  | return records.ToArray(); |
|  | } |
|  | } |
|  | } |
|  | catch (Exception ex) |
|  | { |
|  | Console.WriteLine(ex.Message); |
|  | return null; |
|  | } |
|  | } |
|  | } |
|  | } |

Product.cs:

using System;

namespace Task1

{

public class Product

{

private Action<string> NameHandler;

private event Action<decimal> PriceHandler;

private string \_name;

private decimal \_price;

public string Name

{

get => \_name;

set

{

\_name = value;

Notify(\_name);

}

}

public decimal Price

{

get => \_price;

set

{

\_price = value;

Notify(\_price);

}

}

public void AddObserver(Action<string> nameHandler)

{

NameHandler += nameHandler;

}

public void AddObserver(Action<decimal> priceHandler)

{

PriceHandler += priceHandler;

}

public void RemoveObserver(Action<string> nameHandler)

{

NameHandler -= nameHandler;

}

public void RemoveObserver(Action<decimal> priceHandler)

{

PriceHandler -= priceHandler;

}

public void Notify(string key)

{

NameHandler?.Invoke(key);

}

public void Notify(decimal obj)

{

PriceHandler?.Invoke(obj);

}

}

}

Program.cs:

using System;

namespace Task1

{

internal class Program

{

static void Main()

{

const string fileProduct = "Products.csv";

const string fileStorage = "Storage.csv";

Product[] products = FileExtensions.GetProducts(fileProduct);

Storage[] storages = FileExtensions.GetStorage(fileStorage);

products[0].AddObserver(storages[0].UpdateName);

products[0].AddObserver(storages[0].UpdateSellingPrice);

products[0].AddObserver(storages[3].UpdateName);

products[0].AddObserver(storages[3].UpdateSellingPrice);

products[1].AddObserver(storages[1].UpdateName);

products[1].AddObserver(storages[1].UpdateSellingPrice);

products[2].AddObserver(storages[2].UpdateName);

products[2].AddObserver(storages[2].UpdateSellingPrice);

foreach (var storage in storages)

{

Console.WriteLine(storage);

}

Console.WriteLine("\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_");

products[0].Name = "Table";

products[0].Price -= 1.55m;

foreach (var storage in storages)

{

Console.WriteLine(storage);

}

}

}

}

Storage.cs:

namespace Task1

{

public class Storage

{

public string ProductName { get; set; }

public string Supplier { get; set; }

public decimal Markup { get; set; }

public int ProductsAmount { get; set; }

public decimal SellingPrice { get; set; }

public decimal ProductsCost => SellingPrice \* ProductsAmount;

public void UpdateName(string name)

{

ProductName = name;

}

public void UpdateSellingPrice(decimal price)

{

if (Markup < 15m)

{

SellingPrice = price + price \* Markup / 100;

}

}

public override string ToString() => ($"{ProductName};{SellingPrice,6:f2};{ProductsAmount};{ProductsCost,6:f2}");

}

}

**Результат выполнения программы:**

![](data:image/png;base64,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)

Рисунок 1 – Результат выполнения задания 1

**Вывод:** получил навыки использования делегатов и событий.