**# Advanced JavaScript and Web Development MCQ Questions**

---

### \*\*Question 1: Pagination with Async/Await\*\*

```javascript

const data = [1, 2, 3, 4, 5, 6, 7, 8, 9, 10];

const pageSize = 3;

async function fetchPaginatedData(page) {

return new Promise((resolve) => {

setTimeout(() => {

const start = (page - 1) \* pageSize;

const end = start + pageSize;

resolve(data.slice(start, end));

}, 1000);

});

}

(async () => {

const result = await fetchPaginatedData(2);

console.log(result);

})();

Options:

A) [1, 2, 3]

B) [4, 5, 6]

C) [7, 8, 9]

D) [10]

Answer: B) [4, 5, 6]

Explanation: The fetchPaginatedData function calculates the start and end indices for the requested page (page 2). For page 2, the indices are 3 to 6, resulting in [4, 5, 6].

Question 2: String Manipulation with Regex

javascript

Copy

const str = "Hello123World456";

const result = str.replace(/\d+/g, (match) => {

return parseInt(match) \* 2;

});

console.log(result);

Options:

A) Hello123World456

B) Hello246World912

C) Hello123World912

D) Hello246World456

Answer: B) Hello246World912

Explanation: The regex \d+ matches all numbers in the string. The callback function multiplies each matched number by 2, resulting in 246 and 912.

Question 3: Date Manipulation

javascript

Copy

const date = new Date("2023-10-05T12:00:00Z");

date.setHours(date.getHours() + 5);

date.setMinutes(date.getMinutes() + 30);

console.log(date.toISOString());

Options:

A) 2023-10-05T17:30:00.000Z

B) 2023-10-05T12:05:30.000Z

C) 2023-10-05T17:00:00.000Z

D) 2023-10-05T12:30:00.000Z

Answer: A) 2023-10-05T17:30:00.000Z

Explanation: The setHours and setMinutes methods add 5 hours and 30 minutes to the original date, resulting in 2023-10-05T17:30:00.000Z.

Question 4: Async/Await with Error Handling

javascript

Copy

async function fetchData() {

return new Promise((resolve, reject) => {

setTimeout(() => {

reject("Error: Data not found");

}, 1000);

});

}

(async () => {

try {

const data = await fetchData();

console.log(data);

} catch (error) {

console.log(error);

}

})();

Options:

A) Error: Data not found

B) undefined

C) null

D) No output

Answer: A) Error: Data not found

Explanation: The fetchData function rejects the promise after 1 second, and the error is caught and logged in the catch block.

Question 5: Timer Function with ClearTimeout

javascript

Copy

let count = 0;

const timer = setInterval(() => {

count++;

if (count === 3) {

clearInterval(timer);

}

console.log(count);

}, 1000);

Options:

A) 1, 2, 3

B) 1, 2, 3, 4

C) 1, 2

D) 1, 2, 3, 4, 5

Answer: A) 1, 2, 3

Explanation: The setInterval function logs the count every second. When the count reaches 3, the timer is cleared, stopping further execution.

Question 6: Class and Encapsulation

javascript

Copy

class User {

#password;

constructor(username, password) {

this.username = username;

this.#password = password;

}

getPassword() {

return this.#password.replace(/./g, "\*");

}

}

const user = new User("admin", "secret123");

console.log(user.getPassword());

Options:

A) secret123

B) \*\*\*\*\*\*\*\*

C) undefined

D) null

Answer: B) \*\*\*\*\*\*\*\*

Explanation: The #password is a private field, and the getPassword method replaces each character with \*, resulting in \*\*\*\*\*\*\*\*.

Question 7: JSON.stringify with Replacer

javascript

Copy

const data = { name: "John", age: 30, password: "123456" };

const json = JSON.stringify(data, ["name", "age"]);

console.log(json);

Options:

A) {"name":"John","age":30}

B) {"name":"John","age":30,"password":"123456"}

C) {"name":"John"}

D) {"age":30}

Answer: A) {"name":"John","age":30}

Explanation: The replacer array ["name", "age"] ensures only the name and age properties are included in the JSON string.

Question 8: CSS Animation

html

Copy

<style>

@keyframes slide {

from { transform: translateX(0); }

to { transform: translateX(100px); }

}

.box {

width: 50px;

height: 50px;

background: red;

animation: slide 2s infinite;

}

</style>

<div class="box"></div>

Run HTML

Options:

A) The box moves 100px to the
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# Advanced JavaScript and Web Development MCQ Questions
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### \*\*Question 1: Pagination with Async/Await\*\*

```javascript

const data = [1, 2, 3, 4, 5, 6, 7, 8, 9, 10];

const pageSize = 3;

async function fetchPaginatedData(page) {

return new Promise((resolve) => {

setTimeout(() => {

const start = (page - 1) \* pageSize;

const end = start + pageSize;

resolve(data.slice(start, end));

}, 1000);

});

}

(async () => {

const result = await fetchPaginatedData(2);

console.log(result);

})();

Options:

A) [1, 2, 3]

B) [4, 5, 6]

C) [7, 8, 9]

D) [10]

Answer: B) [4, 5, 6]

Explanation: The fetchPaginatedData function calculates the start and end indices for the requested page (page 2). For page 2, the
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Advanced JavaScript and Web Development MCQ Questions

Question 1: Pagination with Async/Await

javascript

Copy

const data = [1, 2, 3, 4, 5, 6, 7, 8, 9, 10];

const pageSize = 3;

async function fetchPaginatedData(page) {

return new Promise((resolve) => {

setTimeout(() => {

const start = (page - 1) \* pageSize;

const end = start + pageSize;

resolve(data.slice(start, end));

}, 1000);

});

}

(async () => {

const result = await fetchPaginatedData(2);

console.log(result);

})();

Options:

A) [1, 2, 3]

B) [4, 5, 6]

C) [7, 8, 9]

D) [10]

Answer: B) [4, 5, 6]

Explanation: The fetchPaginatedData function calculates the start and end indices for the requested page (page 2). For page 2, the indices are 3 to 6, resulting in [4, 5, 6].

Question 2: String Manipulation with Regex

javascript

Copy

const str = "Hello123World456";

const result = str.replace(/\d+/g, (match) => {

return parseInt(match) \* 2;

});

console.log(result);

Options:

A) Hello123World456

B) Hello246World912

C) Hello123World912

D) Hello246World456

Answer: B) Hello246World912

Explanation: The regex \d+ matches all numbers in the string. The callback function multiplies each matched number by 2, resulting in 246 and 912.

Question 3: Date Manipulation

javascript

Copy

const date = new Date("2023-10-05T12:00:00Z");

date.setHours(date.getHours() + 5);

date.setMinutes(date.getMinutes() + 30);

console.log(date.toISOString());

Options:

A) 2023-10-05T17:30:00.000Z

B) 2023-10-05T12:05:30.000Z

C) 2023-10-05T17:00:00.000Z

D) 2023-10-05T12:30:00.000Z

Answer: A) 2023-10-05T17:30:00.000Z

Explanation: The setHours and setMinutes methods add 5 hours and 30 minutes to the original date, resulting in 2023-10-05T17:30:00.000Z.

Question 4: Async/Await with Error Handling

javascript

Copy

async function fetchData() {

return new Promise((resolve, reject) => {

setTimeout(() => {

reject("Error: Data not found");

}, 1000);

});

}

(async () => {

try {

const data = await fetchData();

console.log(data);

} catch (error) {

console.log(error);

}

})();

Options:

A) Error: Data not found

B) undefined

C) null

D) No output

Answer: A) Error: Data not found

Explanation: The fetchData function rejects the promise after 1 second, and the error is caught and logged in the catch block.

Question 5: Timer Function with ClearTimeout

javascript

Copy

let count = 0;

const timer = setInterval(() => {

count++;

if (count === 3) {

clearInterval(timer);

}

console.log(count);

}, 1000);

Options:

A) 1, 2, 3

B) 1, 2, 3, 4

C) 1, 2

D) 1, 2, 3, 4, 5

Answer: A) 1, 2, 3

Explanation: The setInterval function logs the count every second. When the count reaches 3, the timer is cleared, stopping further execution.

Question 6: Class and Encapsulation

javascript

Copy

class User {

#password;

constructor(username, password) {

this.username = username;

this.#password = password;

}

getPassword() {

return this.#password.replace(/./g, "\*");

}

}

const user = new User("admin", "secret123");

console.log(user.getPassword());

Options:

A) secret123

B) \*\*\*\*\*\*\*\*

C) undefined

D) null

Answer: B) \*\*\*\*\*\*\*\*

Explanation: The #password is a private field, and the getPassword method replaces each character with \*, resulting in \*\*\*\*\*\*\*\*.

Question 7: JSON.stringify with Replacer

javascript

Copy

const data = { name: "John", age: 30, password: "123456" };

const json = JSON.stringify(data, ["name", "age"]);

console.log(json);

Options:

A) {"name":"John","age":30}

B) {"name":"John","age":30,"password":"123456"}

C) {"name":"John"}

D) {"age":30}

Answer: A) {"name":"John","age":30}

Explanation: The replacer array ["name", "age"] ensures only the name and age properties are included in the JSON string.

Question 8: CSS Animation

html

Copy

<style>

@keyframes slide {

from { transform: translateX(0); }

to { transform: translateX(100px); }

}

.box {

width: 50px;

height: 50px;

background: red;

animation: slide 2s infinite;

}

</style>

<div class="box"></div>

Run HTML

Options:

A) The box moves 100px to the right and stops.

B) The box moves 100px to the right and repeats.

C) The box moves 100px to the left and stops.

D) The box moves 100px to the left and repeats.

Answer: B) The box moves 100px to the right and repeats.

Explanation: The infinite keyword in the animation property makes the box repeat the animation indefinitely.

Question 9: Media Query

css

Copy

@media (max-width: 600px) {

.container {

flex-direction: column;

}

}

Options:

A) The container flex direction changes to column on screens wider than 600px.

B) The container flex direction changes to column on screens narrower than 600px.

C) The container flex direction changes to row on screens narrower than 600px.

D) The container flex direction changes to row on screens wider than 600px.

Answer: B) The container flex direction changes to column on screens narrower than 600px.

Explanation: The max-width: 600px media query applies the styles only when the screen width is less than or equal to 600px.

Question 10: Form Validation

javascript

Copy

const form = document.querySelector("form");

form.addEventListener("submit", (e) => {

const input = document.querySelector("input");

if (input.value.length < 5) {

e.preventDefault();

console.log("Validation failed");

}

});

Options:

A) The form submits if the input value is less than 5 characters.

B) The form submits if the input value is more than 5 characters.

C) The form does not submit if the input value is less than 5 characters.

D) The form does not submit if the input value is more than 5 characters.

Answer: C) The form does not submit if the input value is less than 5 characters.

Explanation: The preventDefault method stops the form submission if the input value is less than 5 characters.

Question 11: Pagination with Dynamic Page Size

javascript

Copy

const data = [1, 2, 3, 4, 5, 6, 7, 8, 9, 10];

let pageSize = 2;

function paginate(arr, page) {

const start = (page - 1) \* pageSize;

const end = start + pageSize;

return arr.slice(start, end);

}

console.log(paginate(data, 3));

Options:

A) [5, 6]

B) [6, 7]

C) [7, 8]

D) [8, 9]

Answer: A) [5, 6]

Explanation: For page 3, the start index is 4 and the end index is 6, resulting in [5, 6].

Question 12: Async/Await with Fetch API

javascript

Copy

async function fetchData() {

const response = await fetch("https://jsonplaceholder.typicode.com/posts/1");

const data = await response.json();

console.log(data.title);

}

fetchData();

Options:

A) sunt aut facere repellat provident occaecati excepturi optio reprehenderit

B) qui est esse

C) ea molestias quasi exercitationem repellat qui ipsa sit aut

D) eum et est occaecati

Answer: A) sunt aut facere repellat provident occaecati excepturi optio reprehenderit

Explanation: The API returns the title of the first post, which matches option A.

Question 13: Timer Function with setTimeout

javascript

Copy

let count = 0;

function increment() {

count++;

console.log(count);

if (count < 3) {

setTimeout(increment, 1000);

}

}

increment();

Options:

A) 1, 2, 3

B) 1, 2

C) 1

D) 1, 2, 3, 4

Answer: A) 1, 2, 3

Explanation: The setTimeout function calls increment recursively until count reaches 3.

Question 14: Class Inheritance

javascript

Copy

class Animal {

constructor(name) {

this.name = name;

}

speak() {

console.log(`${this.name} makes a noise.`);

}

}

class Dog extends Animal {

speak() {

console.log(`${this.name} barks.`);

}

}

const dog = new Dog("Rex");

dog.speak();

Options:

A) Rex makes a noise.

B) Rex barks.

C) Rex makes a noise. Rex barks.

D) Rex barks. Rex makes a noise.

Answer: B) Rex barks.

Explanation: The Dog class overrides the speak method of the Animal class, so Rex barks. is logged.

Question 15: JSON.parse with Reviver

javascript

Copy

const json = '{"name":"John","age":30,"city":"New York"}';

const obj = JSON.parse(json, (key, value) => {

if (key === "age") {

return value + 5;

}

return value;

});

console.log(obj.age);

Options:

A) 30

B) 35

C) New York

D) John

Answer: B) 35

Explanation: The reviver function increments the age value by 5, resulting in 35.

Question 16: CSS Transition

html

Copy

<style>

.box {

width: 50px;

height: 50px;

background: red;

transition: width 2s;

}

.box:hover {

width: 100px;

}

</style>

<div class="box"></div>

Run HTML

Options:

A) The box width increases instantly on hover.

B) The box width increases gradually over 2 seconds on hover.

C) The box width decreases gradually over 2 seconds on hover.

D) The box width decreases instantly on hover.

Answer: B) The box width increases gradually over 2 seconds on hover.

Explanation: The transition property animates the width change over 2 seconds.

Question 17: Media Query for Print

css

Copy

@media print {

.header {

display: none;

}

}

Options:

A) The header is hidden when the page is printed.

B) The header is hidden on screens narrower than 600px.

C) The header is hidden on screens wider than 600px.

D) The header is hidden when the page is viewed.

Answer: A) The header is hidden when the page is printed.

Explanation: The @media print query applies styles only when the page is printed.

Question 18: Form Validation with Regex

javascript

Copy

const email = "test@example.com";

const regex = /^[^\s@]+@[^\s@]+\.[^\s@]+$/;

console.log(regex.test(email));

Options:

A) true

B) false

C) null

D) undefined

Answer: A) true

Explanation: The regex validates the email format, and test@example.com is a valid email.

Question 19: Pagination with Dynamic Data

javascript

Copy

const data = Array.from({ length: 20 }, (\_, i) => i + 1);

const pageSize = 5;

function paginate(arr, page) {

const start = (page - 1) \* pageSize;

const end = start + pageSize;

return arr.slice(start, end);

}

console.log(paginate(data, 4));

Options:

A) [16, 17, 18, 19, 20]

B) [15, 16, 17, 18, 19]

C) [14, 15, 16, 17, 18]

D) [13, 14, 15, 16, 17]

Answer: A) [16, 17, 18, 19, 20]

Explanation: For page 4, the start index is 15 and the end index is 20, resulting in [16, 17, 18, 19, 20].

Question 20: Async/Await with Multiple Promises

javascript

Copy

async function fetchData() {

const promise1 = Promise.resolve(1);

const promise2 = Promise.resolve(2);

const [result1, result2] = await Promise.all([promise1, promise2]);

console.log(result1 + result2);

}

fetchData();

Options:

A) 1

B) 2

C) 3

D) 4

Answer: C) 3

Explanation: Promise.all resolves both promises, and the sum of 1 and 2 is 3.

Question 21: Timer Function with setInterval

javascript

Copy

let count = 0;

const timer = setInterval(() => {

count++;

if (count === 5) {

clearInterval(timer);

}

console.log(count);

}, 1000);

Options:

A) 1, 2, 3, 4, 5

B) 1, 2, 3, 4

C) 1, 2, 3

D) 1, 2, 3, 4, 5, 6

Answer: A) 1, 2, 3, 4, 5

Explanation: The setInterval function logs the count every second until count reaches 5.

Question 22: Class with Static Method

javascript

Copy

class MathUtils {

static square(x) {

return x \* x;

}

}

console.log(MathUtils.square(4));

Options:

A) 16

B) 8

C) 4

D) 2

Answer: A) 16

Explanation: The static method square calculates the square of 4, which is 16.

Question 23: JSON.stringify with Space

javascript

Copy

const data = { name: "John", age: 30 };

const json = JSON.stringify(data, null, 2);

console.log(json);

Options:

A) {"name":"John","age":30}

B) {"name":"John","age":30} with 2-space indentation

C) {"name":"John","age":30} with no indentation

D) {"name":"John","age":30} with 4-space indentation

Answer: B) {"name":"John","age":30} with 2-space indentation

Explanation: The space parameter in JSON.stringify adds 2-space indentation for readability.

Question 24: CSS Keyframes Animation

html

Copy

<style>

@keyframes rotate {

from { transform: rotate(0deg); }

to { transform: rotate(360deg); }

}

.box {

width: 50px;

height: 50px;

background: red;

animation: rotate 2s linear infinite;

}

</style>

<div class="box"></div>

Run HTML

Options:

A) The box rotates 360 degrees once and stops.

B) The box rotates 360 degrees repeatedly.

C) The box rotates 180 degrees repeatedly.

D) The box rotates 180 degrees once and stops.

Answer: B) The box rotates 360 degrees repeatedly.

Explanation: The infinite keyword makes the animation repeat indefinitely.

Question 25: Media Query for Dark Mode

css

Copy

@media (prefers-color-scheme: dark) {

body {

background: black;

color: white;

}

}

Options:

A) The background turns black and text turns white in dark mode.

B) The background turns white and text turns black in dark mode.

C) The background turns black and text turns white in light mode.

D) The background turns white and text turns black in light mode.

Answer: A) The background turns black and text turns white in dark mode.

Explanation: The prefers-color-scheme: dark media query applies styles when the system is in dark mode.

Question 26: Form Validation with Custom Error

javascript

Copy

const form = document.querySelector("form");

form.addEventListener("submit", (e) => {

const input = document.querySelector("input");

if (!input.value.includes("@")) {

e.preventDefault();

console.log("Invalid email");

}

});

Options:

A) The form submits if the input value contains @.

B) The form submits if the input value does not contain @.

C) The form does not submit if the input value contains @.

D) The form does not submit if the input value does not contain @.

Answer: D) The form does not submit if the input value does not contain @.

Explanation: The preventDefault method stops the form submission if the input value does not contain @.

Question 27: Pagination with Async Data

javascript

Copy

const fetchData = async () => {

return new Promise((resolve) => {

setTimeout(() => {

resolve([1, 2, 3, 4, 5, 6, 7, 8, 9, 10]);

}, 1000);

});

};

const paginate = async (page, pageSize) => {

const data = await fetchData();

const start = (page - 1) \* pageSize;

const end = start + pageSize;

return data.slice(start, end);

};

(async () => {

console.log(await paginate(2, 3));

})();

Options:

A) [1, 2, 3]

B) [4, 5, 6]

C) [7, 8, 9]

D) [10]

Answer: B) [4, 5, 6]

Explanation: For page 2, the start index is 3 and the end index is 6, resulting in [4, 5, 6].

Question 28: Async/Await with Error Handling

javascript

Copy

async function fetchData() {

return new Promise((resolve, reject) => {

setTimeout(() => {

reject("Error: Data not found");

}, 1000);

});

}

(async () => {

try {

const data = await fetchData();

console.log(data);

} catch (error) {

console.log(error);

}

})();

Options:

A) Error: Data not found

B) undefined

C) null

D) No output

Answer: A) Error: Data not found

Explanation: The fetchData function rejects the promise after 1 second, and the error is caught and logged in the catch block.

Question 29: Timer Function with ClearTimeout

javascript

Copy

let count = 0;

const timer = setInterval(() => {

count++;

if (count === 3) {

clearInterval(timer);

}

console.log(count);

}, 1000);

Options:

A) 1, 2, 3

B) 1, 2, 3, 4

C) 1, 2

D) 1, 2, 3, 4, 5

Answer: A) 1, 2, 3

Explanation: The setInterval function logs the count every second. When the count reaches 3, the timer is cleared, stopping further execution.

Question 30: Class and Encapsulation

javascript

Copy

class User {

#password;

constructor(username, password) {

this.username = username;

this.#password = password;

}

getPassword() {

return this.#password.replace(/./g, "\*");

}

}

const user = new User("admin", "secret123");

console.log(user.getPassword());

Options:

A) secret123

B) \*\*\*\*\*\*\*\*

C) undefined

D) null

Answer: B) \*\*\*\*\*\*\*\*

Explanation: The #password is a private field, and the getPassword method replaces each character with \*, resulting in \*\*\*\*\*\*\*\*.

Question 31: JSON.stringify with Replacer

javascript

Copy

const data = { name: "John", age: 30, password: "123456" };

const json = JSON.stringify(data, ["name", "age"]);

console.log(json);

Options:

A) {"name":"John","age":30}

B) {"name":"John","age":30,"password":"123456"}

C) {"name":"John"}

D) {"age":30}

Answer: A) {"name":"John","age":30}

Explanation: The replacer array ["name", "age"] ensures only the name and age properties are included in the JSON string.

Question 32: CSS Animation

html

Copy

<style>

@keyframes slide {

from { transform: translateX(0); }

to { transform: translateX(100px); }

}

.box {

width: 50px;

height: 50px;

background: red;

animation: slide 2s infinite;

}

</style>

<div class="box"></div>

Run HTML

Options:

A) The box moves 100px to the right and stops.

B) The box moves 100px to the right and repeats.

C) The box moves 100px to the left and stops.

D) The box moves 100px to the left and repeats.

Answer: B) The box moves 100px to the right and repeats.

Explanation: The infinite keyword in the animation property makes the box repeat the animation indefinitely.

Question 33: Media Query

css

Copy

@media (max-width: 600px) {

.container {

flex-direction: column;

}

}

Options:

A) The container flex direction changes to column on screens wider than 600px.

B) The container flex direction changes to column on screens narrower than 600px.

C) The container flex direction changes to row on screens narrower than 600px.

D) The container flex direction changes to row on screens wider than 600px.

Answer: B) The container flex direction changes to column on screens narrower than 600px.

Explanation: The max-width: 600px media query applies the styles only when the screen width is less than or equal to 600px.

Question 34: Form Validation

javascript

Copy

const form = document.querySelector("form");

form.addEventListener("submit", (e) => {

const input = document.querySelector("input");

if (input.value.length < 5) {

e.preventDefault();

console.log("Validation failed");

}

});

Options:

A) The form submits if the input value is less than 5 characters.

B) The form submits if the input value is more than 5 characters.

C) The form does not submit if the input value is less than 5 characters.

D) The form does not submit if the input value is more than 5 characters.

Answer: C) The form does not submit if the input value is less than 5 characters.

Explanation: The preventDefault method stops the form submission if the input value is less than 5 characters.

Question 35: Pagination with Dynamic Page Size

javascript

Copy

const data = [1, 2, 3, 4, 5, 6, 7, 8, 9, 10];

let pageSize = 2;

function paginate(arr, page) {

const start = (page - 1) \* pageSize;

const end = start + pageSize;

return arr.slice(start, end);

}

console.log(paginate(data, 3));

Options:

A) [5, 6]

B) [6, 7]

C) [7, 8]

D) [8, 9]

Answer: A) [5, 6]

Explanation: For page 3, the start index is 4 and the end index is 6, resulting in [5, 6].

Question 36: Async/Await with Fetch API

javascript

Copy

async function fetchData() {

const response = await fetch("https://jsonplaceholder.typicode.com/posts/1");

const data = await response.json();

console.log(data.title);

}

fetchData();

Options:

A) sunt aut facere repellat provident occaecati excepturi optio reprehenderit

B) qui est esse

C) ea molestias quasi exercitationem repellat qui ipsa sit aut

D) eum et est occaecati

Answer: A) sunt aut facere repellat provident occaecati excepturi optio reprehenderit

Explanation: The API returns the title of the first post, which matches option A.

Question 37: Timer Function with setTimeout

javascript

Copy

let count = 0;

function increment() {

count++;

console.log(count);

if (count < 3) {

setTimeout(increment, 1000);

}

}

increment();

Options:

A) 1, 2, 3

B) 1, 2

C) 1

D) 1, 2, 3, 4

Answer: A) 1, 2, 3

Explanation: The setTimeout function calls increment recursively until count reaches 3.

Question 38: Class Inheritance

javascript

Copy

class Animal {

constructor(name) {

this.name = name;

}

speak() {

console.log(`${this.name} makes a noise.`);

}

}

class Dog extends Animal {

speak() {

console.log(`${this.name} barks.`);

}

}

const dog = new Dog("Rex");

dog.speak();

Options:

A) Rex makes a noise.

B) Rex barks.

C) Rex makes a noise. Rex barks.

D) Rex barks. Rex makes a noise.

Answer: B) Rex barks.

Explanation: The Dog class overrides the speak method of the Animal class, so Rex barks. is logged.

Question 39: JSON.parse with Reviver

javascript

Copy

const json = '{"name":"John","age":30,"city":"New York"}';

const obj = JSON.parse(json, (key, value) => {

if (key === "age") {

return value + 5;

}

return value;

});

console.log(obj.age);

Options:

A) 30

B) 35

C) New York

D) John

Answer: B) 35

Explanation: The reviver function increments the age value by 5, resulting in 35.

Question 40: CSS Transition

html

Copy

<style>

.box {

width: 50px;

height: 50px;

background: red;

transition: width 2s;

}

.box:hover {

width: 100px;

}

</style>

<div class="box"></div>

Run HTML

Options:

A) The box width increases instantly on hover.

B) The box width increases gradually over 2 seconds on hover.

C) The box width decreases gradually over 2 seconds on hover.

D) The box width decreases instantly on hover.

Answer: B) The box width increases gradually over 2 seconds on hover.

Explanation: The transition property animates the width change over 2 seconds.

Question 41: Media Query for Print

css

Copy

@media print {

.header {

display: none;

}

}

Options:

A) The header is hidden when the page is printed.

B) The header is hidden on screens narrower than 600px.

C) The header is hidden on screens wider than 600px.

D) The header is hidden when the page is viewed.

Answer: A) The header is hidden when the page is printed.

Explanation: The @media print query applies styles only when the page is printed.

Question 42: Form Validation with Regex

javascript

Copy

const email = "test@example.com";

const regex = /^[^\s@]+@[^\s@]+\.[^\s@]+$/;

console.log(regex.test(email));

Options:

A) true

B) false

C) null

D) undefined

Answer: A) true

Explanation: The regex validates the email format, and test@example.com is a valid email.

Question 43: Pagination with Dynamic Data

javascript

Copy

const data = Array.from({ length: 20 }, (\_, i) => i + 1);

const pageSize = 5;

function paginate(arr, page) {

const start = (page - 1) \* pageSize;

const end = start + pageSize;

return arr.slice(start, end);

}

console.log(paginate(data, 4));

Options:

A) [16, 17, 18, 19, 20]

B) [15, 16, 17, 18, 19]

C) [14, 15, 16, 17, 18]

D) [13, 14, 15, 16, 17]

Answer: A) [16, 17, 18, 19, 20]

Explanation: For page 4, the start index is 15 and the end index is 20, resulting in [16, 17, 18, 19, 20].

Question 44: Async/Await with Multiple Promises

javascript

Copy

async function fetchData() {

const promise1 = Promise.resolve(1);

const promise2 = Promise.resolve(2);

const [result1, result2] = await Promise.all([promise1, promise2]);

console.log(result1 + result2);

}

fetchData();

Options:

A) 1

B) 2

C) 3

D) 4

Answer: C) 3

Explanation: Promise.all resolves both promises, and the sum of 1 and 2 is 3.

Question 45: Timer Function with setInterval

javascript

Copy

let count = 0;

const timer = setInterval(() => {

count++;

if (count === 5) {

clearInterval(timer);

}

console.log(count);

}, 1000);

Options:

A) 1, 2, 3, 4, 5

B) 1, 2, 3, 4

C) 1, 2, 3

D) 1, 2, 3, 4, 5, 6

Answer: A) 1, 2, 3, 4, 5

Explanation: The setInterval function logs the count every second until count reaches 5.

Question 46: Class with Static Method

javascript

Copy

class MathUtils {

static square(x) {

return x \* x;

}

}

console.log(MathUtils.square(4));

Options:

A) 16

B) 8

C) 4

D) 2

Answer: A) 16

Explanation: The static method square calculates the square of 4, which is 16.

Question 47: JSON.stringify with Space

javascript

Copy

const data = { name: "John", age: 30 };

const json = JSON.stringify(data, null, 2);

console.log(json);

Options:

A) {"name":"John","age":30}

B) {"name":"John","age":30} with 2-space indentation

C) {"name":"John","age":30} with no indentation

D) {"name":"John","age":30} with 4-space indentation

Answer: B) {"name":"John","age":30} with 2-space indentation

Explanation: The space parameter in JSON.stringify adds 2-space indentation for readability.