# Copyright

The content of this book comes from [geeksforgeeks.org](http://geeksforgeeks.org) and it's licensed under [Creative Commons Attribution-NonCommercial-NoDerivs 2.5 India](http://creativecommons.org/licenses/by-nc-nd/2.5/in/deed.en_US)

Made by [Jing](http://www.jing-zhou.me/). 2015.

Head over to [this github repo](https://github.com/gnijuohz/geeksforgeeks-as-books) to report issues or contribute.

# Sort a linked list of 0s, 1s and 2s

Given a linked list of 0s, 1s and 2s, sort it.

Source: [Microsoft Interview | Set 1](http://www.geeksforgeeks.org/archives/23088)

Following steps can be used to sort the given linked list.  
 1) Traverse the list and count the number of 0s, 1s and 2s. Let the counts be n1, n2 and n3 respectively.  
 2) Traverse the list again, fill the first n1 nodes with 0, then n2 nodes with 1 and finally n3 nodes with 2.

// Program to sort a linked list 0s, 1s or 2s  
#include<stdio.h>  
#include<stdlib.h>  
  
/\* Link list node \*/  
struct node  
{  
 int data;  
 struct node\* next;  
};  
  
// Function to sort a linked list of 0s, 1s and 2s  
void sortList(struct node \*head)  
{  
 int count[3] = {0, 0, 0}; // Initialize count of '0', '1' and '2' as 0  
 struct node \*ptr = head;  
  
 /\* count total number of '0', '1' and '2'  
 \* count[0] will store total number of '0's  
 \* count[1] will store total number of '1's  
 \* count[2] will store total number of '2's \*/  
 while (ptr != NULL)  
 {  
 count[ptr->data] += 1;  
 ptr = ptr->next;  
 }  
  
 int i = 0;  
 ptr = head;  
  
 /\* Let say count[0] = n1, count[1] = n2 and count[2] = n3  
 \* now start traversing list from head node,  
 \* 1) fill the list with 0, till n1 > 0  
 \* 2) fill the list with 1, till n2 > 0  
 \* 3) fill the list with 2, till n3 > 0 \*/  
 while (ptr != NULL)  
 {  
 if (count[i] == 0)  
 ++i;  
 else  
 {  
 ptr->data = i;  
 --count[i];  
 ptr = ptr->next;  
 }  
 }  
}  
  
/\* Function to push a node \*/  
void push (struct node\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node =  
 (struct node\*) malloc(sizeof(struct node));  
  
 /\* put in the data \*/  
 new\_node->data = new\_data;  
  
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);  
  
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
/\* Function to print linked list \*/  
void printList(struct node \*node)  
{  
 while (node != NULL)  
 {  
 printf("%d ", node->data);  
 node = node->next;  
 }  
 printf("\n");  
}  
  
/\* Drier program to test above function\*/  
int main(void)  
{  
 struct node \*head = NULL;  
 push(&head, 0);  
 push(&head, 1);  
 push(&head, 0);  
 push(&head, 2);  
 push(&head, 1);  
 push(&head, 1);  
 push(&head, 2);  
 push(&head, 1);  
 push(&head, 2);  
  
 printf("Linked List Before Sorting\n");  
 printList(head);  
  
 sortList(head);  
  
 printf("Linked List After Sorting\n");  
 printList(head);  
  
 return 0;  
}

Output:

Linked List Before Sorting  
2 1 2 1 1 2 0 1 0  
Linked List After Sorting  
0 0 1 1 1 1 2 2 2

Time Complexity: O(n)  
 Auxiliary Space: O(1)

This article is compiled by **Narendra Kangralkar**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/sort-a-linked-list-of-0s-1s-or-2s/>

# Self Organizing List | Set 1 (Introduction)

The worst case search time for a sorted linked list is O(n). With a Balanced Binary Search Tree, we can skip almost half of the nodes after one comparison with root. For a sorted array, we have random access and we can apply Binary Search on arrays.

One idea to make search faster for Linked Lists is [Skip List](http://www.geeksforgeeks.org/skip-list/). Another idea (which is discussed in this post) is to *place more frequently accessed items closer to head.*. There can be two possibilities. offline (we know the complete search sequence in advance) and online (we don’t know the search sequence).  
 In case of offline, we can put the nodes according to decreasing frequencies of search (The element having maximum search count is put first). For many practical applications, it may be difficult to obtain search sequence in advance. A [Self Organizing list](http://en.wikipedia.org/wiki/Self-organizing_list) reorders its nodes based on searches which are done. The idea is to use locality of reference (In a typical database, 80% of the access are to 20% of the items). Following are different strategies used by Self Organizing Lists.

**1)** ***Move-to-Front Method***: Any node searched is moved to the front. This strategy is easy to implement, but it may over-reward infrequently accessed items as it always move the item to front.

**2) *Count Method***: Each node stores count of the number of times it was searched. Nodes are ordered by decreasing count. This strategy requires extra space for storing count.

**3) *Transpose Method***: Any node searched is swapped with the preceding node. Unlike Move-to-front, this method does not adapt quickly to changing access patterns.

[**Competitive Analysis:**](http://en.wikipedia.org/wiki/Competitive_analysis_(online_algorithm))  
 The worst case time complexity of all methods is O(n). In worst case, the searched element is always the last element in list. For [average case analysis](http://www.geeksforgeeks.org/analysis-of-algorithms-set-2-asymptotic-analysis/), we need probability distribution of search sequences which is not available many times.  
 For online strategies and algorithms like above, we have a totally different way of analyzing them called *competitive analysis* where performance of an online algorithm is compared to the performance of an optimal offline algorithm (that can view the sequence of requests in advance). Competitive analysis is used in many practical algorithms like caching, disk paging, high performance computers. The best thing about competitive analysis is, we don’t need to assume anything about probability distribution of input. The Move-to-front method is 4-competitive, means it never does more than a factor of 4 operations than offline algorithm (See [the MIT video lecture](http://www.youtube.com/watch?v=2RxCCEHlEys) for proof).

We will soon be discussing implementation and proof of the analysis given in the video lecture.

**References:**  
 <http://en.wikipedia.org/wiki/Self-organizing_list>  
 [MIT Video Lecture](http://www.youtube.com/watch?v=2RxCCEHlEys)  
 <http://www.eecs.yorku.ca/course_archive/2003-04/F/2011/2011A/DatStr_071_SOLists.pdf>  
 <http://en.wikipedia.org/wiki/Competitive_analysis_(online_algorithm)>

This article is compiled by **Abhay Rathi**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/self-organizing-list-set-1-introduction/>

# XOR Linked List – A Memory Efficient Doubly Linked List | Set 1

An ordinary Doubly Linked List requires space for two address fields to store the addresses of previous and next nodes. A memory efficient version of Doubly Linked List can be created using only one space for address field with every node. This memory efficient Doubly Linked List is called XOR Linked List or Memory Efficient as the list uses bitwise XOR operation to save space for one address. In the XOR linked list, instead of storing actual memory addresses, every node stores the XOR of addresses of previous and next nodes.

[![doublyll](data:image/gif;base64,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)](http://geeksforgeeks.org/wp-content/uploads/doublyll.gif)

Consider the above Doubly Linked List. Following are the Ordinary and XOR (or Memory Effiecient) representations of the Doubly Linked List.

**Ordinary Representation:**  
 Node A:  
 prev = NULL, next = add(B) // previous is NULL and next is address of B

Node B:  
 prev = add(A), next = add(C) // previous is address of A and next is address of C

Node C:  
 prev = add(B), next = add(D) // previous is address of B and next is address of D

Node D:  
 prev = add(C), next = NULL // previous is address of C and next is NULL

**XOR List Representation:**  
 Let us call the address variable in XOR representation npx (XOR of next and previous)

Node A:  
 npx = 0 XOR add(B) // bitwise XOR of zero and address of B

Node B:  
 npx = add(A) XOR add(C) // bitwise XOR of address of A and address of C

Node C:  
 npx = add(B) XOR add(D) // bitwise XOR of address of B and address of D

Node D:  
 npx = add(C) XOR 0 // bitwise XOR of address of C and 0

**Traversal of XOR Linked List:**  
 We can traverse the XOR list in both forward and reverse direction. While traversing the list we need to remember the address of the previously accessed node in order to calculate the next node’s address. For example when we are at node C, we must have address of B. XOR of add(B) and *npx* of C gives us the add(D). The reason is simple: npx(C) is “add(B) XOR add(D)”. If we do xor of npx(C) with add(B), we get the result as “add(B) XOR add(D) XOR add(B)” which is “add(D) XOR 0″ which is “add(D)”. So we have the address of next node. Similarly we can traverse the list in backward direction.

We have covered more on XOR Linked List in the following post.

[XOR Linked List – A Memory Efficient Doubly Linked List | Set 2](http://www.geeksforgeeks.org/archives/12615)

**References:**  
 <http://en.wikipedia.org/wiki/XOR_linked_list>  
 <http://www.linuxjournal.com/article/6828?page=0,0>

### Source

<http://www.geeksforgeeks.org/xor-linked-list-a-memory-efficient-doubly-linked-list-set-1/>

# Clone a linked list with next and random pointer | Set 2

We have already discussed 2 different ways to clone a linked list. In [this](http://www.geeksforgeeks.org/a-linked-list-with-next-and-arbit-pointer/)post, one more simple method to clone a linked list is discussed.

The idea is to use Hashing. Below is algorithm.  
 1. Traverse the original linked list and make a copy in terms of data.  
 2. Make a hash map of key value pair with original linked list node and copied linked list node.  
 3. Traverse the original linked list again and using the hash map adjust the next and random reference of cloned linked list nodes.

A Java based approach of the above idea is below.

// Java program to clone a linked list with random pointers  
import java.util.HashMap;  
import java.util.Map;  
  
// Linked List Node class  
class Node  
{  
 int data;//Node data  
 Node next, random;//Next and random reference  
  
 //Node constructor  
 public Node(int data)  
 {  
 this.data = data;  
 this.next = this.random = null;  
 }  
}  
  
// linked list class  
class LinkedList  
{  
 Node head;//Linked list head reference  
  
 // Linked list constructor  
 public LinkedList(Node head)  
 {  
 this.head = head;  
 }  
  
 // push method to put data always at the head  
 // in the linked list.  
 public void push(int data)  
 {  
 Node node = new Node(data);  
 node.next = this.head;  
 this.head = node;  
 }  
  
 // Method to print the list.  
 void print()  
 {  
 Node temp = head;  
 while (temp != null)  
 {  
 Node random = temp.random;  
 int randomData = (random != null)? random.data: -1;  
 System.out.println("Data = " + temp.data +  
 ", Random data = "+ randomData);  
 temp = temp.next;  
 }  
 }  
  
 // Actual clone method which returns head  
 // reference of cloned linked list.  
 public LinkedList clone()  
 {  
 // Initialize two references, one with original  
 // list's head.  
 Node origCurr = this.head, cloneCurr = null;  
  
 // Hash map which contains node to node mapping of  
 // original and clone linked list.  
 Map<Node, Node> map = new HashMap<Node, Node>();  
  
 // Traverse the original list and make a copy of that  
 // in the clone linked list.  
 while (origCurr != null)  
 {  
 cloneCurr = new Node(origCurr.data);  
 map.put(origCurr, cloneCurr);  
 origCurr = origCurr.next;  
 }  
  
 // Adjusting the original list reference again.  
 origCurr = this.head;  
  
 // Traversal of original list again to adjust the next  
 // and random references of clone list using hash map.  
 while (origCurr != null)  
 {  
 cloneCurr = map.get(origCurr);  
 cloneCurr.next = map.get(origCurr.next);  
 cloneCurr.random = map.get(origCurr.random);  
 origCurr = origCurr.next;  
 }  
  
 //return the head reference of the clone list.  
 return new LinkedList(map.get(this.head));  
 }  
}  
  
// Driver Class  
class Main  
{  
 // Main method.  
 public static void main(String[] args)  
 {  
 // Pushing data in the linked list.  
 LinkedList list = new LinkedList(new Node(5));  
 list.push(4);  
 list.push(3);  
 list.push(2);  
 list.push(1);  
  
 // Setting up random references.  
 list.head.random = list.head.next.next;  
 list.head.next.random =  
 list.head.next.next.next;  
 list.head.next.next.random =  
 list.head.next.next.next.next;  
 list.head.next.next.next.random =  
 list.head.next.next.next.next.next;  
 list.head.next.next.next.next.random =  
 list.head.next;  
  
 // Making a clone of the original linked list.  
 LinkedList clone = list.clone();  
  
 // Print the original and cloned linked list.  
 System.out.println("Original linked list");  
 list.print();  
 System.out.println("\nCloned linked list");  
 clone.print();  
 }  
}

Output:

Original linked list  
Data = 1, Random data = 3  
Data = 2, Random data = 4  
Data = 3, Random data = 5  
Data = 4, Random data = -1  
Data = 5, Random data = 2  
  
Cloned linked list  
Data = 1, Random data = 3  
Data = 2, Random data = 4  
Data = 3, Random data = 5  
Data = 4, Random data = -1  
Data = 5, Random data = 2

Time complexity : O(n)  
 Auxiliary space : O(n)

This article is contributed by **Kumar Gautam**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/clone-linked-list-next-arbit-pointer-set-2/>

# XOR Linked List – A Memory Efficient Doubly Linked List | Set 2

In the [previous post](http://www.geeksforgeeks.org/archives/12367), we discussed how a Doubly Linked can be created using only one space for address field with every node. In this post, we will discuss implementation of memory efficient doubly linked list. We will mainly discuss following two simple functions.

1) A function to insert a new node at the beginning.  
 2) A function to traverse the list in forward direction.

In the following code, *insert()* function inserts a new node at the beginning. We need to change the head pointer of Linked List, that is why a double pointer is used (See [this](http://www.geeksforgeeks.org/archives/15678)). Let use first discuss few things again that have been discussed in the [previous post](http://www.geeksforgeeks.org/archives/12367). We store XOR of next and previous nodes with every node and we call it npx, which is the only address member we have with every node. When we insert a new node at the beginning, npx of new node will always be XOR of NULL and current head. And npx of current head must be changed to XOR of new node and node next to current head.

*printList()* traverses the list in forward direction. It prints data values from every node. To traverse the list, we need to get pointer to the next node at every point. We can get the address of next node by keeping track of current node and previous node. If we do XOR of curr->npx and prev, we get the address of next node.

/\* C/C++ Implementation of Memory efficient Doubly Linked List \*/  
#include <stdio.h>  
#include <stdlib.h>  
  
// Node structure of a memory efficient doubly linked list  
struct node  
{  
 int data;  
 struct node\* npx; /\* XOR of next and previous node \*/  
};  
  
/\* returns XORed value of the node addresses \*/  
struct node\* XOR (struct node \*a, struct node \*b)  
{  
 return (struct node\*) ((unsigned int) (a) ^ (unsigned int) (b));  
}  
  
/\* Insert a node at the begining of the XORed linked list and makes the  
 newly inserted node as head \*/  
void insert(struct node \*\*head\_ref, int data)  
{  
 // Allocate memory for new node  
 struct node \*new\_node = (struct node \*) malloc (sizeof (struct node) );  
 new\_node->data = data;  
  
 /\* Since new node is being inserted at the begining, npx of new node  
 will always be XOR of current head and NULL \*/  
 new\_node->npx = XOR(\*head\_ref, NULL);  
  
 /\* If linked list is not empty, then npx of current head node will be XOR   
 of new node and node next to current head \*/  
 if (\*head\_ref != NULL)  
 {  
 // \*(head\_ref)->npx is XOR of NULL and next. So if we do XOR of   
 // it with NULL, we get next  
 struct node\* next = XOR((\*head\_ref)->npx, NULL);  
 (\*head\_ref)->npx = XOR(new\_node, next);  
 }  
  
 // Change head  
 \*head\_ref = new\_node;  
}  
  
// prints contents of doubly linked list in forward direction  
void printList (struct node \*head)  
{  
 struct node \*curr = head;  
 struct node \*prev = NULL;  
 struct node \*next;  
  
 printf ("Following are the nodes of Linked List: \n");  
  
 while (curr != NULL)  
 {  
 // print current node  
 printf ("%d ", curr->data);  
  
 // get address of next node: curr->npx is next^prev, so curr->npx^prev  
 // will be next^prev^prev which is next  
 next = XOR (prev, curr->npx);  
  
 // update prev and curr for next iteration  
 prev = curr;  
 curr = next;  
 }  
}  
  
// Driver program to test above functions  
int main ()  
{  
 /\* Create following Doubly Linked List  
 head-->40<-->30<-->20<-->10 \*/  
 struct node \*head = NULL;  
 insert(&head, 10);  
 insert(&head, 20);  
 insert(&head, 30);  
 insert(&head, 40);  
  
 // print the created list  
 printList (head);  
  
 return (0);  
}

Output:

Following are the nodes of Linked List:  
40 30 20 10

Note that XOR of pointers is not defined by C/C++ standard. So the above implementation may not work on all platforms.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/xor-linked-list-a-memory-efficient-doubly-linked-list-set-2/>

# Clone a linked list with next and random pointer | Set 1

You are given a Double Link List with one pointer of each node pointing to the next node just like in a single link list. The second pointer however CAN point to any node in the list and not just the previous node. Now write a program in **O(n) time** to duplicate this list. That is, write a program which will create a copy of this list.

Let us call the second pointer as arbit pointer as it can point to any arbitrary node in the linked list.
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Arbitrary pointers are shown in red and next pointers in black

Figure 1

**Method 1 (Uses O(n) extra space)**  
 This method stores the next and arbitrary mappings (of original list) in an array first, then modifies the original Linked List (to create copy), creates a copy. And finally restores the original list.

1) Create all nodes in copy linked list using next pointers.  
 3) Store the node and its next pointer mappings of original linked list.  
 3) Change next pointer of all nodes in original linked list to point to the corresponding node in copy linked list.  
 Following diagram shows status of both Linked Lists after above 3 steps. The red arrow shows arbit pointers and black arrow shows next pointers.
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4) Change the arbit pointer of all nodes in copy linked list to point to corresponding node in original linked list.  
 5) Now construct the arbit pointer in copy linked list as below and restore the next pointer of nodes in the original linked list.

copy\_list\_node->arbit =  
 copy\_list\_node->arbit->arbit->next;  
 copy\_list\_node = copy\_list\_node->next;

6) Restore the next pointers in original linked list from the stored mappings(in step 2).

Time Complexity:  O(n)  
 Auxiliary Space:  O(n)

**Method 2 (Uses Constant Extra Space)**  
 Thanks to Saravanan Mani for providing this solution. This solution works using constant space.  
 1) Create the copy of node 1 and insert it between node 1 & node 2 in original Linked List, create the copy of 2 and insert it between 2 & 3.. Continue in this fashion, add the copy of N afte the Nth node  
 2) Now copy the arbitrary link in this fashion

original->next->arbitrary = original->arbitrary->next; /\*TRAVERSE   
TWO NODES\*/

This works because original->next is nothing but copy of original and Original->arbitrary->next is nothing but copy of arbitrary.  
 3) Now restore the original and copy linked lists in this fashion in a single loop.

original->next = original->next->next;  
 copy->next = copy->next->next;

4) Make sure that last element of original->next is NULL.

Time Complexity: O(n)  
 Auxiliary Space: O(1)

Refer Following Post for Hashing based Implementation.  
 [Clone a linked list with next and random pointer | Set 2](http://www.geeksforgeeks.org/clone-linked-list-next-arbit-pointer-set-2/)

Asked by Varun Bhatia. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/a-linked-list-with-next-and-arbit-pointer/>

# Add two numbers represented by linked lists | Set 1

Given two numbers represented by two lists, write a function that returns sum list. The sum list is list representation of addition of two input numbers.

Example 1

Input:  
 First List: 5->6->3 // represents number 365  
 Second List: 8->4->2 // represents number 248  
Output  
 Resultant list: 3->1->6 // represents number 613

Example 2

Input:  
 First List: 7->5->9->4->6 // represents number 64957  
 Second List: 8->4 // represents number 48  
Output  
 Resultant list: 5->0->0->5->6 // represents number 65005

**Solution**  
 Traverse both lists. One by one pick nodes of both lists and add the values. If sum is more than 10 then make carry as 1 and reduce sum. If one list has more elements than the other then consider remaining values of this list as 0. Following is C implementation of this approach.

#include<stdio.h>  
#include<stdlib.h>  
  
/\* Linked list node \*/  
struct node  
{  
 int data;  
 struct node\* next;  
};  
  
/\* Function to create a new node with given data \*/  
struct node \*newNode(int data)  
{  
 struct node \*new\_node = (struct node \*) malloc(sizeof(struct node));  
 new\_node->data = data;  
 new\_node->next = NULL;  
 return new\_node;  
}  
  
/\* Function to insert a node at the beginning of the Doubly Linked List \*/  
void push(struct node\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node = newNode(new\_data);  
  
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);  
  
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
/\* Adds contents of two linked lists and return the head node of resultant list \*/  
struct node\* addTwoLists (struct node\* first, struct node\* second)  
{  
 struct node\* res = NULL; // res is head node of the resultant list  
 struct node \*temp, \*prev = NULL;  
 int carry = 0, sum;  
  
 while (first != NULL || second != NULL) //while both lists exist  
 {  
 // Calculate value of next digit in resultant list.   
 // The next digit is sum of following things  
 // (i) Carry  
 // (ii) Next digit of first list (if there is a next digit)  
 // (ii) Next digit of second list (if there is a next digit)  
 sum = carry + (first? first->data: 0) + (second? second->data: 0);  
  
 // update carry for next calulation  
 carry = (sum >= 10)? 1 : 0;  
  
 // update sum if it is greater than 10  
 sum = sum % 10;  
  
 // Create a new node with sum as data  
 temp = newNode(sum);  
  
 // if this is the first node then set it as head of the resultant list  
 if(res == NULL)  
 res = temp;  
 else // If this is not the first node then connect it to the rest.  
 prev->next = temp;  
  
 // Set prev for next insertion  
 prev = temp;  
  
 // Move first and second pointers to next nodes  
 if (first) first = first->next;  
 if (second) second = second->next;  
 }  
  
 if (carry > 0)  
 temp->next = newNode(carry);  
  
 // return head of the resultant list  
 return res;  
}  
  
// A utility function to print a linked list  
void printList(struct node \*node)  
{  
 while(node != NULL)  
 {  
 printf("%d ", node->data);  
 node = node->next;  
 }  
 printf("\n");  
}  
  
/\* Drier program to test above function \*/  
int main(void)  
{  
 struct node\* res = NULL;  
 struct node\* first = NULL;  
 struct node\* second = NULL;  
  
 // create first list 7->5->9->4->6  
 push(&first, 6);  
 push(&first, 4);  
 push(&first, 9);  
 push(&first, 5);  
 push(&first, 7);  
 printf("First List is ");  
 printList(first);  
  
 // create second list 8->4  
 push(&second, 4);  
 push(&second, 8);  
 printf("Second List is ");  
 printList(second);  
  
 // Add the two lists and see result  
 res = addTwoLists(first, second);  
 printf("Resultant list is ");  
 printList(res);  
  
 return 0;  
}

Output:

First List is 7 5 9 4 6  
 Second List is 8 4  
 Resultant list is 5 0 0 5 6

Time Complexity: O(m + n) where m and n are number of nodes in first and second lists respectively.

Please write comments if you find the above codes/algorithms incorrect, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/add-two-numbers-represented-by-linked-lists/>

# Alternating split of a given Singly Linked List

Write a function AlternatingSplit() that takes one list and divides up its nodes to make two smaller lists ‘a’ and ‘b’. The sublists should be made from alternating elements in the original list. So if the original list is 0->1->0->1->0->1 then one sublist should be 0->0->0 and the other should be 1->1->1.

**Method 1(Simple)**  
 The simplest approach iterates over the source list and pull nodes off the source and alternately put them at the front (or beginning) of ‘a’ and b’. The only strange part is that the nodes will be in the reverse order that they occurred in the source list. Method 2 inserts the node at the end by keeping track of last node in sublists.

/\*Program to alternatively split a linked list into two halves \*/  
#include<stdio.h>  
#include<stdlib.h>  
#include<assert.h>  
  
/\* Link list node \*/  
struct node  
{  
 int data;  
 struct node\* next;  
};  
  
/\* pull off the front node of the source and put it in dest \*/  
void MoveNode(struct node\*\* destRef, struct node\*\* sourceRef) ;  
  
/\* Given the source list, split its nodes into two shorter lists.  
 If we number the elements 0, 1, 2, ... then all the even elements  
 should go in the first list, and all the odd elements in the second.  
 The elements in the new lists may be in any order. \*/  
void AlternatingSplit(struct node\* source, struct node\*\* aRef,   
 struct node\*\* bRef)   
{  
 /\* split the nodes of source to these 'a' and 'b' lists \*/  
 struct node\* a = NULL;   
 struct node\* b = NULL;  
   
 struct node\* current = source;  
 while (current != NULL)   
 {  
 MoveNode(&a, &current); /\* Move a node to list 'a' \*/  
 if (current != NULL)   
 {  
 MoveNode(&b, &current); /\* Move a node to list 'b' \*/  
 }  
 }  
 \*aRef = a;  
 \*bRef = b;  
}  
  
/\* Take the node from the front of the source, and move it to the front of the dest.  
 It is an error to call this with the source list empty.   
   
 Before calling MoveNode():  
 source == {1, 2, 3}   
 dest == {1, 2, 3}  
   
 Affter calling MoveNode():  
 source == {2, 3}   
 dest == {1, 1, 2, 3}   
\*/  
void MoveNode(struct node\*\* destRef, struct node\*\* sourceRef)   
{  
 /\* the front source node \*/  
 struct node\* newNode = \*sourceRef;   
 assert(newNode != NULL);  
   
 /\* Advance the source pointer \*/  
 \*sourceRef = newNode->next;  
   
 /\* Link the old dest off the new node \*/  
 newNode->next = \*destRef;   
   
 /\* Move dest to point to the new node \*/  
 \*destRef = newNode;   
}  
  
/\* UTILITY FUNCTIONS \*/  
/\* Function to insert a node at the beginging of the linked list \*/  
void push(struct node\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node =  
 (struct node\*) malloc(sizeof(struct node));  
  
 /\* put in the data \*/  
 new\_node->data = new\_data;  
  
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);   
  
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
/\* Function to print nodes in a given linked list \*/  
void printList(struct node \*node)  
{  
 while(node!=NULL)  
 {  
 printf("%d ", node->data);  
 node = node->next;  
 }  
}   
  
/\* Drier program to test above functions\*/  
int main()  
{  
 /\* Start with the empty list \*/  
 struct node\* head = NULL;  
 struct node\* a = NULL;  
 struct node\* b = NULL;   
  
 /\* Let us create a sorted linked list to test the functions  
 Created linked list will be 0->1->2->3->4->5 \*/  
 push(&head, 5);  
 push(&head, 4);  
 push(&head, 3);  
 push(&head, 2);  
 push(&head, 1);   
 push(&head, 0);   
  
 printf("\n Original linked List: ");  
 printList(head);   
  
 /\* Remove duplicates from linked list \*/  
 AlternatingSplit(head, &a, &b);   
  
 printf("\n Resultant Linked List 'a' ");  
 printList(a);   
  
 printf("\n Resultant Linked List 'b' ");  
 printList(b);   
  
 getchar();  
 return 0;  
}

Time Complexity: O(n) where n is number of node in the given linked list.

**Method 2(Using Dummy Nodes)**  
 Here is an alternative approach which builds the sub-lists in the same order as the source list. The code uses a temporary dummy header nodes for the ‘a’ and ‘b’ lists as they are being built. Each sublist has a “tail” pointer which points to its current last node — that way new nodes can be appended to the end of each list easily. The dummy nodes give the tail pointers something to point to initially. The dummy nodes are efficient in this case because they are temporary and allocated in the stack. Alternately, local “reference pointers” (which always points to the last pointer in the list instead of to the last node) could be used to avoid Dummy nodes.

void AlternatingSplit(struct node\* source, struct node\*\* aRef,   
 struct node\*\* bRef)   
{  
 struct node aDummy;  
 struct node\* aTail = &aDummy; /\* points to the last node in 'a' \*/  
 struct node bDummy;  
 struct node\* bTail = &bDummy; /\* points to the last node in 'b' \*/  
 struct node\* current = source;  
 aDummy.next = NULL;  
 bDummy.next = NULL;  
 while (current != NULL)   
 {  
 MoveNode(&(aTail->next), &current); /\* add at 'a' tail \*/  
 aTail = aTail->next; /\* advance the 'a' tail \*/  
 if (current != NULL)   
 {  
 MoveNode(&(bTail->next), &current);  
 bTail = bTail->next;  
 }  
 }  
 \*aRef = aDummy.next;  
 \*bRef = bDummy.next;  
}

Time Complexity: O(n) where n is number of node in the given linked list.

Source: <http://cslibrary.stanford.edu/105/LinkedListProblems.pdf>

Please write comments if you find the above code/algorithm incorrect, or find better ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/alternating-split-of-a-given-singly-linked-list/>

# Delete a given node in Linked List under given constraints

Given a Singly Linked List, write a function to delete a given node. Your function must follow following constraints:  
 1) It must accept pointer to the start node as first parameter and node to be deleted as second parameter i.e., pointer to head node is not global.  
 2) It should not return pointer to the head node.  
 3) It should not accept pointer to pointer to head node.

You may assume that the Linked List never becomes empty.

Let the function name be deleteNode(). In a straightforward implementation, the function needs to modify head pointer when the node to be deleted is first node. As discussed in [previous post](http://www.geeksforgeeks.org/archives/15678), when a function modifies the head pointer, the function must use one of the [given approaches](http://www.geeksforgeeks.org/archives/15678), we can’t use any of those approaches here.

**Solution**  
 We explicitly handle the case when node to be deleted is first node, we copy the data of next node to head and delete the next node. The cases when deleted node is not the head node can be handled normally by finding the previous node and changing next of previous node. Following is C implementation.

#include <stdio.h>  
#include <stdlib.h>  
  
/\* structure of a linked list node \*/  
struct node  
{  
 int data;  
 struct node \*next;  
};  
  
void deleteNode(struct node \*head, struct node \*n)  
{  
 // When node to be deleted is head node  
 if(head == n)  
 {  
 if(head->next == NULL)  
 {  
 printf("There is only one node. The list can't be made empty ");  
 return;  
 }  
  
 /\* Copy the data of next node to head \*/  
 head->data = head->next->data;  
  
 // store address of next node  
 n = head->next;  
  
 // Remove the link of next node  
 head->next = head->next->next;  
  
 // free memory  
 free(n);  
  
 return;  
 }  
  
  
 // When not first node, follow the normal deletion process  
  
 // find the previous node  
 struct node \*prev = head;  
 while(prev->next != NULL && prev->next != n)  
 prev = prev->next;  
  
 // Check if node really exists in Linked List  
 if(prev->next == NULL)  
 {  
 printf("\n Given node is not present in Linked List");  
 return;  
 }  
  
 // Remove node from Linked List  
 prev->next = prev->next->next;  
  
 // Free memory  
 free(n);  
  
 return;   
}  
  
/\* Utility function to insert a node at the begining \*/  
void push(struct node \*\*head\_ref, int new\_data)  
{  
 struct node \*new\_node =  
 (struct node \*)malloc(sizeof(struct node));  
 new\_node->data = new\_data;  
 new\_node->next = \*head\_ref;  
 \*head\_ref = new\_node;  
}  
  
/\* Utility function to print a linked list \*/  
void printList(struct node \*head)  
{  
 while(head!=NULL)  
 {  
 printf("%d ",head->data);  
 head=head->next;  
 }  
 printf("\n");  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 struct node \*head = NULL;  
  
 /\* Create following linked list  
 12->15->10->11->5->6->2->3 \*/  
 push(&head,3);  
 push(&head,2);  
 push(&head,6);  
 push(&head,5);  
 push(&head,11);  
 push(&head,10);  
 push(&head,15);  
 push(&head,12);  
  
 printf("Given Linked List: ");  
 printList(head);  
  
 /\* Let us delete the node with value 10 \*/  
 printf("\nDeleting node %d: ", head->next->next->data);  
 deleteNode(head, head->next->next);  
  
 printf("\nModified Linked List: ");  
 printList(head);  
  
 /\* Let us delete the the first node \*/  
 printf("\nDeleting first node ");  
 deleteNode(head, head);  
  
 printf("\nModified Linked List: ");  
 printList(head);  
  
 getchar();  
 return 0;  
}

Output:

Given Linked List: 12 15 10 11 5 6 2 3  
  
Deleting node 10:  
Modified Linked List: 12 15 11 5 6 2 3  
  
Deleting first node  
Modified Linked List: 15 11 5 6 2 3

Please write comments if you find the above codes/algorithms incorrect, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/delete-a-given-node-in-linked-list-under-given-constraints/>

# Delete a node in a Doubly Linked List

Write a function to delete a given node in a doubly linked list.

(a) Original Doubly Linked List
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(a) After deletion of head node
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(a) After deletion of middle node
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(a) After deletion of last node
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 Algorithm  
 Let the node to be deleted is *del*.  
 1) If node to be deleted is head node, then change the head pointer to next current head.  
 2) Set *next* of previous to *del*, if previous to *del* exixts.  
 3) Set *prev* of next to *del*, if next to *del* exixts.

#include <stdio.h>  
#include <stdlib.h>  
  
/\* a node of the doubly linked list \*/  
struct node  
{  
 int data;  
 struct node \*next;  
 struct node \*prev;  
};  
  
/\* Function to delete a node in a Doubly Linked List.  
 head\_ref --> pointer to head node pointer.  
 del --> pointer to node to be deleted. \*/  
void deleteNode(struct node \*\*head\_ref, struct node \*del)  
{  
 /\* base case \*/  
 if(\*head\_ref == NULL || del == NULL)  
 return;  
  
 /\* If node to be deleted is head node \*/  
 if(\*head\_ref == del)  
 \*head\_ref = del->next;  
  
 /\* Change next only if node to be deleted is NOT the last node \*/  
 if(del->next != NULL)  
 del->next->prev = del->prev;  
  
 /\* Change prev only if node to be deleted is NOT the first node \*/  
 if(del->prev != NULL)  
 del->prev->next = del->next;   
  
 /\* Finally, free the memory occupied by del\*/  
 free(del);  
 return;  
}   
  
/\* UTILITY FUNCTIONS \*/  
/\* Function to insert a node at the beginning of the Doubly Linked List \*/  
void push(struct node\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node =  
 (struct node\*) malloc(sizeof(struct node));  
  
 /\* put in the data \*/  
 new\_node->data = new\_data;  
  
 /\* since we are adding at the begining,  
 prev is always NULL \*/  
 new\_node->prev = NULL;  
  
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);   
  
 /\* change prev of head node to new node \*/  
 if((\*head\_ref) != NULL)  
 (\*head\_ref)->prev = new\_node ;   
  
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
/\* Function to print nodes in a given doubly linked list  
 This function is same as printList() of singly linked lsit \*/  
void printList(struct node \*node)  
{  
 while(node!=NULL)  
 {  
 printf("%d ", node->data);  
 node = node->next;  
 }  
}  
  
/\* Drier program to test above functions\*/  
int main()  
{  
 /\* Start with the empty list \*/  
 struct node\* head = NULL;  
  
 /\* Let us create the doubly linked list 10<->8<->4<->2 \*/  
 push(&head, 2);  
 push(&head, 4);  
 push(&head, 8);  
 push(&head, 10);  
  
 printf("\n Original Linked list ");  
 printList(head);  
  
 /\* delete nodes from the doubly linked list \*/  
 deleteNode(&head, head); /\*delete first node\*/  
 deleteNode(&head, head->next); /\*delete middle node\*/  
 deleteNode(&head, head->next); /\*delete last node\*/  
  
 /\* Modified linked list will be NULL<-8->NULL \*/  
 printf("\n Modified Linked list ");  
 printList(head);   
  
 getchar();  
}

Time Complexity: O(1)  
 Time Complexity: O(1)

Please write comments if you find any of the above codes/algorithms incorrect, or find better ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/delete-a-node-in-a-doubly-linked-list/>

# Delete alternate nodes of a Linked List

Given a Singly Linked List, starting from the second node delete all alternate nodes of it. For example, if the given linked list is 1->2->3->4->5 then your function should convert it to 1->3->5, and if the given linked list is 1->2->3->4 then convert it to 1->3.

**Method 1 (Iterative)**  
 Keep track of previous of the node to be deleted. First change the next link of previous node and then free the memory allocated for the node.

#include<stdio.h>  
#include<stdlib.h>  
  
/\* A linked list node \*/  
struct node  
{  
 int data;  
 struct node \*next;  
};  
  
/\* deletes alternate nodes of a list starting with head \*/  
void deleteAlt(struct node \*head)  
{  
 if (head == NULL)  
 return;  
  
 /\* Initialize prev and node to be deleted \*/  
 struct node \*prev = head;   
 struct node \*node = head->next;  
  
 while (prev != NULL && node != NULL)  
 {   
 /\* Change next link of previous node \*/  
 prev->next = node->next;   
  
 /\* Free memory \*/  
 free(node);  
  
 /\* Update prev and node \*/  
 prev = prev->next;  
 if(prev != NULL)  
 node = prev->next;  
 }   
}  
  
/\* UTILITY FUNCTIONS TO TEST fun1() and fun2() \*/  
/\* Given a reference (pointer to pointer) to the head  
 of a list and an int, push a new node on the front  
 of the list. \*/  
void push(struct node\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node =  
 (struct node\*) malloc(sizeof(struct node));  
  
 /\* put in the data \*/  
 new\_node->data = new\_data;  
  
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);  
  
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
/\* Function to print nodes in a given linked list \*/  
void printList(struct node \*node)  
{  
 while(node != NULL)  
 {  
 printf("%d ", node->data);  
 node = node->next;  
 }  
}  
  
/\* Drier program to test above functions \*/  
int main()  
{  
 int arr[100];   
  
 /\* Start with the empty list \*/  
 struct node\* head = NULL;  
  
 /\* Using push() to construct below list  
 1->2->3->4->5 \*/  
 push(&head, 5);  
 push(&head, 4);  
 push(&head, 3);  
 push(&head, 2);   
 push(&head, 1);   
  
 printf("\n List before calling deleteAlt() ");  
 printList(head);  
  
 deleteAlt(head);  
  
 printf("\n List after calling deleteAlt() ");  
 printList(head);  
  
 getchar();  
 return 0;  
}

Time Complexity: O(n) where n is the number of nodes in the given Linked List.

**Method 2 (Recursive)**  
 Recursive code uses the same approach as method 1. The recursive coed is simple and short, but causes O(n) recursive function calls for a linked list of size n.

/\* deletes alternate nodes of a list starting with head \*/  
void deleteAlt(struct node \*head)  
{  
 if (head == NULL)  
 return;  
   
 struct node \*node = head->next;  
  
 if (node == NULL)  
 return;  
  
 /\* Change the next link of head \*/  
 head->next = node->next;   
  
 /\* free memory allocated for node \*/  
 free(node);  
  
 /\* Recursively call for the new next of head \*/  
 deleteAlt(head->next);  
}

Time Complexity: O(n)

Please write comments if you find the above code/algorithm incorrect, or find better ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/delete-alternate-nodes-of-a-linked-list/>

# Delete N nodes after M nodes of a linked list

Given a linked list and two integers M and N. Traverse the linked list such that you retain M nodes then delete next N nodes, continue the same till end of the linked list.

Difficulty Level: Rookie

Examples:

Input:  
M = 2, N = 2  
Linked List: 1->2->3->4->5->6->7->8  
Output:  
Linked List: 1->2->5->6  
  
Input:  
M = 3, N = 2  
Linked List: 1->2->3->4->5->6->7->8->9->10  
Output:  
Linked List: 1->2->3->6->7->8  
  
Input:  
M = 1, N = 1  
Linked List: 1->2->3->4->5->6->7->8->9->10  
Output:  
Linked List: 1->3->5->7->9

The main part of the problem is to maintain proper links between nodes, make sure that all corner cases are handled. Following is C implementation of function skipMdeleteN() that skips M nodes and delete N nodes till end of list. It is assumed that M cannot be 0.

// C program to delete N nodes after M nodes of a linked list  
#include <stdio.h>  
#include <stdlib.h>  
  
// A linked list node  
struct node  
{  
 int data;  
 struct node \*next;  
};  
  
/\* Function to insert a node at the beginning \*/  
void push(struct node \*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node = (struct node\*) malloc(sizeof(struct node));  
  
 /\* put in the data \*/  
 new\_node->data = new\_data;  
  
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);  
  
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
/\* Function to print linked list \*/  
void printList(struct node \*head)  
{  
 struct node \*temp = head;  
 while (temp != NULL)  
 {  
 printf("%d ", temp->data);  
 temp = temp->next;  
 }  
 printf("\n");  
}  
  
// Function to skip M nodes and then delete N nodes of the linked list.  
void skipMdeleteN(struct node \*head, int M, int N)  
{  
 struct node \*curr = head, \*t;  
 int count;  
  
 // The main loop that traverses through the whole list  
 while (curr)  
 {  
 // Skip M nodes  
 for (count = 1; count<M && curr!= NULL; count++)  
 curr = curr->next;  
  
 // If we reached end of list, then return  
 if (curr == NULL)  
 return;  
  
 // Start from next node and delete N nodes  
 t = curr->next;  
 for (count = 1; count<=N && t!= NULL; count++)  
 {  
 struct node \*temp = t;  
 t = t->next;  
 free(temp);  
 }  
 curr->next = t; // Link the previous list with remaining nodes  
  
 // Set current pointer for next iteration  
 curr = t;  
 }  
}  
  
// Driver program to test above functions  
int main()  
{  
 /\* Create following linked list  
 1->2->3->4->5->6->7->8->9->10 \*/  
 struct node\* head = NULL;  
 int M=2, N=3;  
 push(&head, 10);  
 push(&head, 9);  
 push(&head, 8);  
 push(&head, 7);  
 push(&head, 6);  
 push(&head, 5);  
 push(&head, 4);  
 push(&head, 3);  
 push(&head, 2);  
 push(&head, 1);  
  
 printf("M = %d, N = %d \nGiven Linked list is :\n", M, N);  
 printList(head);  
  
 skipMdeleteN(head, M, N);  
  
 printf("\nLinked list after deletion is :\n");  
 printList(head);  
  
 return 0;  
}

Output:

M = 2, N = 3  
Given Linked list is :  
1 2 3 4 5 6 7 8 9 10  
  
Linked list after deletion is :  
1 2 6 7

Time Complexity: O(n) where n is number of nodes in linked list.

This article is contributed by [**Chandra Prakash**](https://www.facebook.com/chandra.prakash.52643). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/delete-n-nodes-after-m-nodes-of-a-linked-list/>

# Delete nodes which have a greater value on right side

Given a singly linked list, remove all the nodes which have a greater value on right side.

Examples:  
 **a)** The list 12->15->10->11->5->6->2->3->NULL should be changed to 15->11->6->3->NULL. Note that 12, 10, 5 and 2 have been deleted because there is a greater value on the right side.

When we examine 12, we see that after 12 there is one node with value greater than 12 (i.e. 15), so we delete 12.  
 When we examine 15, we find no node after 15 that has value greater than 15 so we keep this node.  
 When we go like this, we get 15->6->3

**b)** The list 10->20->30->40->50->60->NULL should be changed to 60->NULL. Note that 10, 20, 30, 40 and 50 have been deleted because they all have a greater value on the right side.

**c)** The list 60->50->40->30->20->10->NULL should not be changed.

**Method 1 (Simple)**  
 Use two loops. In the outer loop, pick nodes of the linked list one by one. In the inner loop, check if there exist a node whose value is greater than the picked node. If there exists a node whose value is greater, then delete the picked node.  
 Time Complexity: O(n^2)

**Method 2 (Use Reverse)**  
 Thanks to [Paras](http://geeksforgeeks.org/forum/topic/amazon-interview-question-for-software-engineerdeveloper-about-linked-lists-6#post-20270)for providing the below algorithm.  
 1. Reverse the list.  
 2. Traverse the reversed list. Keep max till now. If next node 3. Reverse the list again to retain the original order.

Time Complexity: O(n)

Thanks to [R.Srinivasan](http://geeksforgeeks.org/forum/topic/amazon-interview-question-for-software-engineerdeveloper-about-linked-lists-6#post-20276) for providing below code.

#include <stdio.h>  
#include <stdlib.h>  
  
/\* structure of a linked list node \*/  
struct node  
{  
 int data;  
 struct node \*next;  
};  
  
/\* prototype for utility functions \*/  
void reverseList(struct node \*\*headref);  
void \_delLesserNodes(struct node \*head);  
  
/\* Deletes nodes which have a node with greater value node  
 on left side \*/  
void delLesserNodes(struct node \*\*head\_ref)  
{  
 /\* 1) Reverse the linked list \*/  
 reverseList(head\_ref);  
  
 /\* 2) In the reversed list, delete nodes which have a node  
 with greater value node on left side. Note that head  
 node is never deleted because it is the leftmost node.\*/  
 \_delLesserNodes(\*head\_ref);  
  
 /\* 3) Reverse the linked list again to retain the  
 original order \*/  
 reverseList(head\_ref);  
}  
  
/\* Deletes nodes which have greater value node(s) on left side \*/  
void \_delLesserNodes(struct node \*head)  
{  
 struct node \*current = head;  
  
 /\* Initialize max \*/  
 struct node \*maxnode = head;  
 struct node \*temp;  
  
 while (current != NULL && current->next != NULL)  
 {  
 /\* If current is smaller than max, then delete current \*/  
 if(current->next->data < maxnode->data)  
 {  
 temp = current->next;  
 current->next = temp->next;  
 free(temp);  
 }  
  
 /\* If current is greater than max, then update max and  
 move current \*/  
 else  
 {  
 current = current->next;  
 maxnode = current;  
 }  
  
 }  
}  
  
/\* Utility function to insert a node at the begining \*/  
void push(struct node \*\*head\_ref, int new\_data)  
{  
 struct node \*new\_node =  
 (struct node \*)malloc(sizeof(struct node));  
 new\_node->data = new\_data;  
 new\_node->next = \*head\_ref;  
 \*head\_ref = new\_node;  
}  
  
/\* Utility function to reverse a linked list \*/  
void reverseList(struct node \*\*headref)  
{  
 struct node \*current = \*headref;  
 struct node \*prev = NULL;  
 struct node \*next;  
 while(current != NULL)  
 {  
 next = current->next;  
 current->next = prev;  
 prev = current;  
 current = next;  
 }  
 \*headref = prev;  
}  
  
/\* Utility function to print a linked list \*/  
void printList(struct node \*head)  
{  
 while(head!=NULL)  
 {  
 printf("%d ",head->data);  
 head=head->next;  
 }  
 printf("\n");  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 struct node \*head = NULL;  
  
 /\* Create following linked list  
 12->15->10->11->5->6->2->3 \*/  
 push(&head,3);  
 push(&head,2);  
 push(&head,6);  
 push(&head,5);  
 push(&head,11);  
 push(&head,10);  
 push(&head,15);  
 push(&head,12);  
  
 printf("Given Linked List: ");  
 printList(head);  
  
 delLesserNodes(&head);  
  
 printf("\nModified Linked List: ");  
 printList(head);  
  
 getchar();  
 return 0;  
}

Output:

Given Linked List: 12 15 10 11 5 6 2 3  
Modified Linked List: 15 11 6 3

Source:  
 <http://geeksforgeeks.org/forum/topic/amazon-interview-question-for-software-engineerdeveloper-about-linked-lists-6>

Please write comments if you find the above code/algorithm incorrect, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/delete-nodes-which-have-a-greater-value-on-right-side/>

# Design a stack with operations on middle element

How to implement a stack which will support following operations in **O(1) time complexity**?  
 1) push() which adds an element to the top of stack.  
 2) pop() which removes an element from top of stack.  
 3) findMiddle() which will return middle element of the stack.  
 4) deleteMiddle() which will delete the middle element.  
 Push and pop are standard stack operations.

The important question is, whether to use a linked list or array for implementation of stack?

Please note that, we need to find and delete middle element. Deleting an element from middle is not O(1) for array. Also, we may need to move the middle pointer up when we push an element and move down when we pop(). In singly linked list, moving middle pointer in both directions is not possible.

The idea is to use Doubly Linked List (DLL). We can delete middle element in O(1) time by maintaining mid pointer. We can move mid pointer in both directions using previous and next pointers.

Following is C implementation of push(), pop() and findMiddle() operations. Implementation of deleteMiddle() is left as an exercise. If there are even elements in stack, findMiddle() returns the first middle element. For example, if stack contains {1, 2, 3, 4}, then findMiddle() would return 2.

/\* Program to implement a stack that supports findMiddle() and deleteMiddle  
 in O(1) time \*/  
#include <stdio.h>  
#include <stdlib.h>  
  
/\* A Doubly Linked List Node \*/  
struct DLLNode  
{  
 struct DLLNode \*prev;  
 int data;  
 struct DLLNode \*next;  
};  
  
/\* Representation of the stack data structure that supports findMiddle()  
 in O(1) time. The Stack is implemented using Doubly Linked List. It  
 maintains pointer to head node, pointer to middle node and count of  
 nodes \*/  
struct myStack  
{  
 struct DLLNode \*head;  
 struct DLLNode \*mid;  
 int count;  
};  
  
/\* Function to create the stack data structure \*/  
struct myStack \*createMyStack()  
{  
 struct myStack \*ms =  
 (struct myStack\*) malloc(sizeof(struct myStack));  
 ms->count = 0;  
 return ms;  
};  
  
/\* Function to push an element to the stack \*/  
void push(struct myStack \*ms, int new\_data)  
{  
 /\* allocate DLLNode and put in data \*/  
 struct DLLNode\* new\_DLLNode =  
 (struct DLLNode\*) malloc(sizeof(struct DLLNode));  
 new\_DLLNode->data = new\_data;  
  
 /\* Since we are adding at the begining,  
 prev is always NULL \*/  
 new\_DLLNode->prev = NULL;  
  
 /\* link the old list off the new DLLNode \*/  
 new\_DLLNode->next = ms->head;  
  
 /\* Increment count of items in stack \*/  
 ms->count += 1;  
  
 /\* Change mid pointer in two cases  
 1) Linked List is empty  
 2) Number of nodes in linked list is odd \*/  
 if (ms->count == 1)  
 {  
 ms->mid = new\_DLLNode;  
 }  
 else  
 {  
 ms->head->prev = new\_DLLNode;  
  
 if (ms->count & 1) // Update mid if ms->count is odd  
 ms->mid = ms->mid->prev;  
 }  
  
 /\* move head to point to the new DLLNode \*/  
 ms->head = new\_DLLNode;  
}  
  
/\* Function to pop an element from stack \*/  
int pop(struct myStack \*ms)  
{  
 /\* Stack underflow \*/  
 if (ms->count == 0)  
 {  
 printf("Stack is empty\n");  
 return -1;  
 }  
  
 struct DLLNode \*head = ms->head;  
 int item = head->data;  
 ms->head = head->next;  
  
 // If linked list doesn't become empty, update prev  
 // of new head as NULL  
 if (ms->head != NULL)  
 ms->head->prev = NULL;  
  
 ms->count -= 1;  
  
 // update the mid pointer when we have even number of  
 // elements in the stack, i,e move down the mid pointer.  
 if (!((ms->count) & 1 ))  
 ms->mid = ms->mid->next;  
  
 free(head);  
  
 return item;  
}  
  
// Function for finding middle of the stack  
int findMiddle(struct myStack \*ms)  
{  
 if (ms->count == 0)  
 {  
 printf("Stack is empty now\n");  
 return -1;  
 }  
  
 return ms->mid->data;  
}  
  
// Driver program to test functions of myStack  
int main()  
{  
 /\* Let us create a stack using push() operation\*/  
 struct myStack \*ms = createMyStack();  
 push(ms, 11);  
 push(ms, 22);  
 push(ms, 33);  
 push(ms, 44);  
 push(ms, 55);  
 push(ms, 66);  
 push(ms, 77);  
  
 printf("Item popped is %d\n", pop(ms));  
 printf("Item popped is %d\n", pop(ms));  
 printf("Middle Element is %d\n", findMiddle(ms));  
 return 0;  
}

Output:

Item popped is 77  
Item popped is 66  
Middle Element is 33

This article is contributed by [**Chandra Prakash**](https://www.facebook.com/chandra.prakash.52643). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

Tags: [stack](http://www.geeksforgeeks.org/tag/stack/)

### Source

<http://www.geeksforgeeks.org/design-a-stack-with-find-middle-operation/>

# Detect and Remove Loop in a Linked List

Write a function *detectAndRemoveLoop()* that checks whether a given Linked List contains loop and if loop is present then removes the loop and returns true. And if the list doesn’t contain loop then returns false. Below diagram shows a linked list with a loop. *detectAndRemoveLoop()* must change the below list to 1->2->3->4->5->NULL.

[![Linked List Loop](data:image/gif;base64,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)](http://geeksforgeeks.org/wp-content/uploads/2009/04/Linked-List-Loop.gif)

We recommend to read following post as a prerequisite.  
  [Write a C function to detect loop in a linked list](http://geeksforgeeks.org/?p=112)

Before trying to remove the loop, we must detect it. Techniques discussed in the above post can be used to detect loop. To remove loop, all we need to do is to get pointer to the last node of the loop. For example, node with value 5 in the above diagram. Once we have pointer to the last node, we can make the next of this node as NULL and loop is gone.  
 We can easily use Hashing or Visited node techniques (discussed in the aobve mentioned post) to get the pointer to the last node. Idea is simple: the very first node whose next is already visited (or hashed) is the last node.  
 We can also use Floyd Cycle Detection algorithm to detect and remove the loop. In the Floyd’s algo, the slow and fast pointers meet at a loop node. We can use this loop node to remove cycle. There are following two different ways of removing loop when Floyd’s algorithm is used for Loop detection.

**Method 1 (Check one by one)**  
 We know that Floyd’s Cycle detection algorithm terminates when fast and slow pointers meet at a common point. We also know that this common point is one of the loop nodes (2 or 3 or 4 or 5 in the above diagram). We store the address of this in a pointer variable say ptr2. Then we start from the head of the Linked List and check for nodes one by one if they are reachable from ptr2. When we find a node that is reachable, we know that this node is the starting node of the loop in Linked List and we can get pointer to the previous of this node.

#include<stdio.h>  
#include<stdlib.h>  
  
/\* Link list node \*/  
struct node  
{  
 int data;  
 struct node\* next;  
};  
  
/\* Function to remove loop. Used by detectAndRemoveLoop() \*/  
void removeLoop(struct node \*, struct node \*);  
  
/\* This function detects and removes loop in the list  
 If loop was there in the list then it returns 1,  
 otherwise returns 0 \*/  
int detectAndRemoveLoop(struct node \*list)  
{  
 struct node \*slow\_p = list, \*fast\_p = list;  
  
 while (slow\_p && fast\_p && fast\_p->next)  
 {  
 slow\_p = slow\_p->next;  
 fast\_p = fast\_p->next->next;  
  
 /\* If slow\_p and fast\_p meet at some point then there  
 is a loop \*/  
 if (slow\_p == fast\_p)  
 {  
 removeLoop(slow\_p, list);  
  
 /\* Return 1 to indicate that loop is found \*/  
 return 1;  
 }  
 }  
  
 /\* Return 0 to indeciate that ther is no loop\*/  
 return 0;  
}  
  
/\* Function to remove loop.  
 loop\_node --> Pointer to one of the loop nodes  
 head --> Pointer to the start node of the linked list \*/  
void removeLoop(struct node \*loop\_node, struct node \*head)  
{  
 struct node \*ptr1;  
 struct node \*ptr2;  
  
 /\* Set a pointer to the beging of the Linked List and  
 move it one by one to find the first node which is  
 part of the Linked List \*/  
 ptr1 = head;  
 while(1)  
 {  
 /\* Now start a pointer from loop\_node and check if it ever  
 reaches ptr2 \*/  
 ptr2 = loop\_node;  
 while(ptr2->next != loop\_node && ptr2->next != ptr1)  
 {  
 ptr2 = ptr2->next;  
 }  
  
 /\* If ptr2 reahced ptr1 then there is a loop. So break the  
 loop \*/  
 if(ptr2->next == ptr1)  
 break;  
  
 /\* If ptr2 did't reach ptr1 then try the next node after ptr1 \*/  
 else  
 ptr1 = ptr1->next;  
 }  
  
 /\* After the end of loop ptr2 is the last node of the loop. So  
 make next of ptr2 as NULL \*/  
 ptr2->next = NULL;  
}  
  
/\* UTILITY FUNCTIONS \*/  
/\* Given a reference (pointer to pointer) to the head  
 of a list and an int, pushes a new node on the front  
 of the list. \*/  
void push(struct node\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node =  
 (struct node\*) malloc(sizeof(struct node));  
  
 /\* put in the data \*/  
 new\_node->data = new\_data;  
  
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);  
  
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
/\* Function to print linked list \*/  
void printList(struct node \*node)  
{  
 while(node != NULL)  
 {  
 printf("%d ", node->data);  
 node = node->next;  
 }  
}  
  
/\* Drier program to test above function\*/  
int main()  
{  
 /\* Start with the empty list \*/  
 struct node\* head = NULL;  
  
 push(&head, 10);  
 push(&head, 4);  
 push(&head, 15);  
 push(&head, 20);  
 push(&head, 50);  
  
 /\* Create a loop for testing \*/  
 head->next->next->next->next->next = head->next->next;  
  
 detectAndRemoveLoop(head);  
  
 printf("Linked List after removing loop \n");  
 printList(head);  
  
 getchar();  
 return 0;  
}

**Method 2 (Efficient Solution)**  
 This method is also dependent on Floyd’s Cycle detection algorithm.  
 1) Detect Loop using Floyd’s Cycle detection algo and get the pointer to a loop node.  
 2) Count the number of nodes in loop. Let the count be k.  
 3) Fix one pointer to the head and another to kth node from head.  
 4) Move both pointers at the same pace, they will meet at loop starting node.  
 5) Get pointer to the last node of loop and make next of it as NULL.

Thanks to WgpShashank for suggesting this method.

#include<stdio.h>  
#include<stdlib.h>  
  
/\* Link list node \*/  
struct node  
{  
 int data;  
 struct node\* next;  
};  
  
/\* Function to remove loop. \*/  
void removeLoop(struct node \*, struct node \*);  
  
/\* This function detects and removes loop in the list  
 If loop was there in the list then it returns 1,  
 otherwise returns 0 \*/  
int detectAndRemoveLoop(struct node \*list)  
{  
 struct node \*slow\_p = list, \*fast\_p = list;  
  
 while (slow\_p && fast\_p && fast\_p->next)  
 {  
 slow\_p = slow\_p->next;  
 fast\_p = fast\_p->next->next;  
  
 /\* If slow\_p and fast\_p meet at some point then there  
 is a loop \*/  
 if (slow\_p == fast\_p)  
 {  
 removeLoop(slow\_p, list);  
  
 /\* Return 1 to indicate that loop is found \*/  
 return 1;  
 }  
 }  
  
 /\* Return 0 to indeciate that ther is no loop\*/  
 return 0;  
}  
  
/\* Function to remove loop.  
 loop\_node --> Pointer to one of the loop nodes  
 head --> Pointer to the start node of the linked list \*/  
void removeLoop(struct node \*loop\_node, struct node \*head)  
{  
 struct node \*ptr1 = loop\_node;  
 struct node \*ptr2 = loop\_node;  
  
 // Count the number of nodes in loop  
 unsigned int k = 1, i;  
 while (ptr1->next != ptr2)  
 {  
 ptr1 = ptr1->next;  
 k++;  
 }  
  
 // Fix one pointer to head  
 ptr1 = head;  
  
 // And the other pointer to k nodes after head  
 ptr2 = head;  
 for(i = 0; i < k; i++)  
 ptr2 = ptr2->next;  
  
 /\* Move both pointers at the same pace,  
 they will meet at loop starting node \*/  
 while(ptr2 != ptr1)  
 {  
 ptr1 = ptr1->next;  
 ptr2 = ptr2->next;  
 }  
  
 // Get pointer to the last node  
 ptr2 = ptr2->next;  
 while(ptr2->next != ptr1)  
 ptr2 = ptr2->next;  
  
 /\* Set the next node of the loop ending node  
 to fix the loop \*/  
 ptr2->next = NULL;  
}  
  
/\* UTILITY FUNCTIONS \*/  
/\* Given a reference (pointer to pointer) to the head  
 of a list and an int, pushes a new node on the front  
 of the list. \*/  
void push(struct node\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node =  
 (struct node\*) malloc(sizeof(struct node));  
  
 /\* put in the data \*/  
 new\_node->data = new\_data;  
  
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);  
  
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
/\* Function to print linked list \*/  
void printList(struct node \*node)  
{  
 while(node != NULL)  
 {  
 printf("%d ", node->data);  
 node = node->next;  
 }  
}  
  
/\* Drier program to test above function\*/  
int main()  
{  
 /\* Start with the empty list \*/  
 struct node\* head = NULL;  
  
 push(&head, 10);  
 push(&head, 4);  
 push(&head, 15);  
 push(&head, 20);  
 push(&head, 50);  
  
 /\* Create a loop for testing \*/  
 head->next->next->next->next->next = head->next->next;  
  
 detectAndRemoveLoop(head);  
  
 printf("Linked List after removing loop \n");  
 printList(head);  
  
 getchar();  
 return 0;  
}

Please write comments if you find the above codes/algorithms incorrect, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/detect-and-remove-loop-in-a-linked-list/>

# Find a triplet from three linked lists with sum equal to a given number

Given three linked lists, say a, b and c, find one node from each list such that the sum of the values of the nodes is equal to a given number.   
 For example, if the three linked lists are 12->6->29, 23->5->8 and 90->20->59, and the given number is 101, the output should be tripel “6 5 90″.

In the following solutions, size of all three linked lists is assumed same for simplicity of analysis. The following solutions work for linked lists of different sizes also.

A simple method to solve this problem is to run three nested loops. The outermost loop picks an element from list a, the middle loop picks an element from b and the innermost loop picks from c. The innermost loop also checks whether the sum of values of current nodes of a, b and c is equal to given number. The time complexity of this method will be O(n^3).

Sorting can be used to reduce the time complexity to O(n\*n). Following are the detailed steps.  
 1) Sort list b in ascending order, and list c in descending order.  
 2) After the b and c are sorted, one by one pick an element from list a and find the pair by traversing both b and c. See isSumSorted() in the following code. The idea is similar to Quadratic algorithm of [3 sum problem](http://en.wikipedia.org/wiki/3SUM).

Following code implements step 2 only. The solution can be easily modified for unsorted lists by adding the merge sort code discussed [here](http://www.geeksforgeeks.org/archives/7740).

#include<stdio.h>  
#include<stdlib.h>  
  
/\* Link list node \*/  
struct node  
{  
 int data;  
 struct node\* next;  
};  
  
/\* A utility function to insert a node at the begining of a linked list\*/  
void push (struct node\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node =  
 (struct node\*) malloc(sizeof(struct node));  
  
 /\* put in the data \*/  
 new\_node->data = new\_data;  
  
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);  
  
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
/\* A function to chech if there are three elements in a, b and c whose sum   
 is equal to givenNumber. The function assumes that the list b is sorted  
 in ascending order and c is sorted in descending order. \*/  
bool isSumSorted(struct node \*headA, struct node \*headB,   
 struct node \*headC, int givenNumber)  
{  
 struct node \*a = headA;  
  
 // Traverse through all nodes of a  
 while (a != NULL)  
 {  
 struct node \*b = headB;  
 struct node \*c = headC;  
  
 // For every node of list a, prick two nodes from lists b abd c  
 while (b != NULL && c != NULL)  
 {  
 // If this a triplet with given sum, print it and return true  
 int sum = a->data + b->data + c->data;  
 if (sum == givenNumber)  
 {  
 printf ("Triplet Found: %d %d %d ", a->data, b->data, c->data);  
 return true;  
 }  
  
 // If sum of this triplet is smaller, look for greater values in b  
 else if (sum < givenNumber)  
 b = b->next;  
 else // If sum is greater, look for smaller values in c  
 c = c->next;  
 }  
 a = a->next; // Move ahead in list a  
 }  
  
 printf ("No such triplet");  
 return false;  
}  
  
  
/\* Drier program to test above function\*/  
int main()  
{  
 /\* Start with the empty list \*/  
 struct node\* headA = NULL;  
 struct node\* headB = NULL;  
 struct node\* headC = NULL;  
  
 /\*create a linked list 'a' 10->15->5->20 \*/  
 push (&headA, 20);  
 push (&headA, 4);  
 push (&headA, 15);  
 push (&headA, 10);  
  
 /\*create a sorted linked list 'b' 2->4->9->10 \*/  
 push (&headB, 10);  
 push (&headB, 9);  
 push (&headB, 4);  
 push (&headB, 2);  
  
 /\*create another sorted linked list 'c' 8->4->2->1 \*/  
 push (&headC, 1);  
 push (&headC, 2);  
 push (&headC, 4);  
 push (&headC, 8);  
  
 int givenNumber = 25;  
  
 isSumSorted (headA, headB, headC, givenNumber);  
  
 return 0;  
}

Output:

Triplet Found: 15 2 8

Time complexity: The linked lists b and c can be sorted in O(nLogn) time using Merge Sort (See [this](http://www.geeksforgeeks.org/archives/7740)). The step 2 takes O(n\*n) time. So the overall time complexity is O(nlogn) + O(nlogn) + O(n\*n) = O(n\*n).

In this approach, the linked lists b and c are sorted first, so their original order will be lost. If we want to retain the original order of b and c, we can create copy of b and c.

This article is compiled by **Abhinav Priyadarshi** and reviewed by GeeksforGeeks team. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/find-a-triplet-from-three-linked-lists-with-sum-equal-to-a-given-number/>

# Flatten a multilevel linked list

Given a linked list where in addition to the next pointer, each node has a child pointer, which may or may not point to a separate list. These child lists may have one or more children of their own, and so on, to produce a multilevel data structure, as shown in below figure.You are given the head of the first level of the list. Flatten the list so that all the nodes appear in a single-level linked list. You need to flatten the list in way that all nodes at first level should come first, then nodes of second level, and so on.

Each node is a C struct with the following definition.

struct list  
{  
 int data;  
 struct list \*next;  
 struct list \*child;  
};
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**The above list should be converted to 10->5->12->7->11->4->20->13->17->6->2->16->9->8->3->19->15**

The problem clearly say that we need to flatten level by level. The idea of solution is, we start from first level, process all nodes one by one, if a node has a child, then we append the child at the end of list, otherwise we don’t do anything. After the first level is processed, all next level nodes will be appended after first level. Same process is followed for the appended nodes.

1) Take "cur" pointer, which will point to head of the fist level of the list  
2) Take "tail" pointer, which will point to end of the first level of the list  
3) Repeat the below procedure while "curr" is not NULL.  
 I) if current node has a child then  
 a) append this new child list to the "tail"  
 tail->next = cur->child  
 b) find the last node of new child list and update "tail"  
 tmp = cur->child;  
 while (tmp->next != NULL)  
 tmp = tmp->next;  
 tail = tmp;  
 II) move to the next node. i.e. cur = cur->next

Following is C implementation of the above algorithm.

// Program to flatten list with next and child pointers  
#include <stdio.h>  
#include <stdlib.h>  
  
// Macro to find number of elements in array  
#define SIZE(arr) (sizeof(arr)/sizeof(arr[0]))  
  
// A linked list node has data, next pointer and child pointer  
struct node  
{  
 int data;  
 struct node \*next;  
 struct node \*child;  
};  
  
// A utility function to create a linked list with n nodes. The data  
// of nodes is taken from arr[]. All child pointers are set as NULL  
struct node \*createList(int \*arr, int n)  
{  
 struct node \*head = NULL;  
 struct node \*p;  
  
 int i;  
 for (i = 0; i < n; ++i) {  
 if (head == NULL)  
 head = p = (struct node \*)malloc(sizeof(\*p));  
 else {  
 p->next = (struct node \*)malloc(sizeof(\*p));  
 p = p->next;  
 }  
 p->data = arr[i];  
 p->next = p->child = NULL;  
 }  
 return head;  
}  
  
// A utility function to print all nodes of a linked list  
void printList(struct node \*head)  
{  
 while (head != NULL) {  
 printf("%d ", head->data);  
 head = head->next;  
 }  
 printf("\n");  
}  
  
// This function creates the input list. The created list is same  
// as shown in the above figure  
struct node \*createList(void)  
{  
 int arr1[] = {10, 5, 12, 7, 11};  
 int arr2[] = {4, 20, 13};  
 int arr3[] = {17, 6};  
 int arr4[] = {9, 8};  
 int arr5[] = {19, 15};  
 int arr6[] = {2};  
 int arr7[] = {16};  
 int arr8[] = {3};  
  
 /\* create 8 linked lists \*/  
 struct node \*head1 = createList(arr1, SIZE(arr1));  
 struct node \*head2 = createList(arr2, SIZE(arr2));  
 struct node \*head3 = createList(arr3, SIZE(arr3));  
 struct node \*head4 = createList(arr4, SIZE(arr4));  
 struct node \*head5 = createList(arr5, SIZE(arr5));  
 struct node \*head6 = createList(arr6, SIZE(arr6));  
 struct node \*head7 = createList(arr7, SIZE(arr7));  
 struct node \*head8 = createList(arr8, SIZE(arr8));  
  
  
 /\* modify child pointers to create the list shown above \*/  
 head1->child = head2;  
 head1->next->next->next->child = head3;  
 head3->child = head4;  
 head4->child = head5;  
 head2->next->child = head6;  
 head2->next->next->child = head7;  
 head7->child = head8;  
  
  
 /\* Return head pointer of first linked list. Note that all nodes are  
 reachable from head1 \*/  
 return head1;  
}  
  
/\* The main function that flattens a multilevel linked list \*/  
void flattenList(struct node \*head)  
{  
 /\*Base case\*/  
 if (head == NULL)  
 return;  
  
 struct node \*tmp;  
  
 /\* Find tail node of first level linked list \*/  
 struct node \*tail = head;  
 while (tail->next != NULL)  
 tail = tail->next;  
  
 // One by one traverse through all nodes of first level  
 // linked list till we reach the tail node  
 struct node \*cur = head;  
 while (cur != tail)  
 {  
 // If current node has a child  
 if (cur->child)  
 {  
 // then append the child at the end of current list  
 tail->next = cur->child;  
  
 // and update the tail to new last node  
 tmp = cur->child;  
 while (tmp->next)  
 tmp = tmp->next;  
 tail = tmp;  
 }  
  
 // Change current node  
 cur = cur->next;  
 }  
}  
  
// A driver program to test above functions  
int main(void)  
{  
 struct node \*head = NULL;  
 head = createList();  
 flattenList(head);  
 printList(head);  
 return 0;  
}

Output:

10 5 12 7 11 4 20 13 17 6 2 16 9 8 3 19 15

Time Complexity: Since every node is visited at most twice, the time complexity is O(n) where n is the number of nodes in given linked list.

This article is compiled by **Narendra Kangralkar**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/flatten-a-linked-list-with-next-and-child-pointers/>

# Flattening a Linked List

Given a linked list where every node represents a linked list and contains two pointers of its type:  
 (i) Pointer to next node in the main list (we call it ‘right’ pointer in below code)  
 (ii) Pointer to a linked list where this node is head (we call it ‘down’ pointer in below code).  
 All linked lists are sorted. See the following example

5 -> 10 -> 19 -> 28  
 | | | |  
 V V V V  
 7 20 22 35  
 | | |  
 V V V  
 8 50 40  
 | |  
 V V  
 30 45

Write a function flatten() to flatten the lists into a single linked list. The flattened linked list should also be sorted. For example, for the above input list, output list should be 5->7->8->10->19->20->22->28->30->35->40->45->50.

The idea is to use Merge() process of [merge sort for linked lists.](http://www.geeksforgeeks.org/archives/7740) We use merge() to merge lists one by one. We recursively merge() the current list with already flattened list.  
 The down pointer is used to link nodes of the flattened list.

Following is C implementation.

#include <stdio.h>  
#include <stdlib.h>  
  
// A Linked List Node  
typedef struct Node  
{  
 int data;  
 struct Node \*right;  
 struct Node \*down;  
} Node;  
  
/\* A utility function to insert a new node at the begining  
 of linked list \*/  
void push (Node\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 Node\* new\_node = (Node \*) malloc(sizeof(Node));  
 new\_node->right = NULL;  
  
 /\* put in the data \*/  
 new\_node->data = new\_data;  
  
 /\* link the old list off the new node \*/  
 new\_node->down = (\*head\_ref);  
  
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
/\* Function to print nodes in the flattened linked list \*/  
void printList(Node \*node)  
{  
 while(node != NULL)  
 {  
 printf("%d ", node->data);  
 node = node->down;  
 }  
}  
  
// A utility function to merge two sorted linked lists  
Node\* merge( Node\* a, Node\* b )  
{  
 // If first list is empty, the second list is result  
 if (a == NULL)  
 return b;  
  
 // If second list is empty, the second list is result  
 if (b == NULL)  
 return a;  
  
 // Compare the data members of head nodes of both lists  
 // and put the smaller one in result  
 Node\* result;  
 if( a->data < b->data )  
 {  
 result = a;  
 result->down = merge( a->down, b );  
 }  
 else  
 {  
 result = b;  
 result->down = merge( a, b->down );  
 }  
  
 return result;  
}  
  
// The main function that flattens a given linked list  
Node\* flatten (Node\* root)  
{  
 // Base cases  
 if ( root == NULL || root->right == NULL )  
 return root;  
  
 // Merge this list with the list on right side  
 return merge( root, flatten(root->right) );  
}  
  
// Driver program to test above functions  
int main()  
{  
 Node\* root = NULL;  
  
 /\* Let us create the following linked list  
 5 -> 10 -> 19 -> 28  
 | | | |  
 V V V V  
 7 20 22 35  
 | | |  
 V V V  
 8 50 40  
 | |  
 V V  
 30 45  
 \*/  
 push( &root, 30 );  
 push( &root, 8 );  
 push( &root, 7 );  
 push( &root, 5 );  
  
 push( &( root->right ), 20 );  
 push( &( root->right ), 10 );  
  
 push( &( root->right->right ), 50 );  
 push( &( root->right->right ), 22 );  
 push( &( root->right->right ), 19 );  
  
 push( &( root->right->right->right ), 45 );  
 push( &( root->right->right->right ), 40 );  
 push( &( root->right->right->right ), 35 );  
 push( &( root->right->right->right ), 20 );  
  
 // Let us flatten the list  
 root = flatten(root);  
  
 // Let us print the flatened linked list  
 printList(root);  
  
 return 0;  
}

Output:

5 7 8 10 19 20 20 22 30 35 40 45 50

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/flattening-a-linked-list/>

# Function to check if a singly linked list is palindrome

Given a singly linked list of characters, write a function that returns true if the given list is palindrome, else false.

![Palindrome Linked List](data:image/gif;base64,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)

**METHOD 1 (Use a Stack)**  
 A simple solution is to use a stack of list nodes. This mainly involves three steps.  
 **1)** Traverse the given list from head to tail and push every visited node to stack.  
 **2)** Traverse the list again. For every visited node, pop a node from stack and compare data of popped node with currently visited node.  
 **3)** If all nodes matched, then return true, else false.

Time complexity of above method is O(n), but it requires O(n) extra space. Following methods solve this with constant extra space.

**METHOD 2 (By reversing the list)**  
 This method takes O(n) time and O(1) extra space.  
 **1)** Get the middle of the linked list.  
 **2)** Reverse the second half of the linked list.  
 **3)** Check if the first half and second half are identical.  
 **4)** Construct the original linked list by reversing the second half again and attaching it back to the first half

To divide the list in two halves, method 2 of [this](http://www.geeksforgeeks.org/write-a-c-function-to-print-the-middle-of-the-linked-list/)post is used.  
 When number of nodes are even, the first and second half contain exactly half nodes. The challenging thing in this method is to handle the case when number of nodes are odd. We don’t want the middle node as part of any of the lists as we are going to compare them for equality. For odd case, we use a separate variable ‘midnode’.

/\* Program to check if a linked list is palindrome \*/  
#include<stdio.h>  
#include<stdlib.h>  
#include<stdbool.h>  
  
/\* Link list node \*/  
struct node  
{  
 char data;  
 struct node\* next;  
};  
  
void reverse(struct node\*\*);  
bool compareLists(struct node\*, struct node \*);  
  
/\* Function to check if given linked list is  
 palindrome or not \*/  
bool isPalindrome(struct node \*head)  
{  
 struct node \*slow\_ptr = head, \*fast\_ptr = head;  
 struct node \*second\_half, \*prev\_of\_slow\_ptr = head;  
 struct node \*midnode = NULL; // To handle odd size list  
 bool res = true; // initialize result  
  
 if (head!=NULL && head->next!=NULL)  
 {  
 /\* Get the middle of the list. Move slow\_ptr by 1  
 and fast\_ptrr by 2, slow\_ptr will have the middle  
 node \*/  
 while (fast\_ptr != NULL && fast\_ptr->next != NULL)  
 {  
 fast\_ptr = fast\_ptr->next->next;  
  
 /\*We need previous of the slow\_ptr for  
 linked lists with odd elements \*/  
 prev\_of\_slow\_ptr = slow\_ptr;  
 slow\_ptr = slow\_ptr->next;  
 }  
  
  
 /\* fast\_ptr would become NULL when there are even elements in list.   
 And not NULL for odd elements. We need to skip the middle node   
 for odd case and store it somewhere so that we can restore the  
 original list\*/  
 if (fast\_ptr != NULL)  
 {  
 midnode = slow\_ptr;  
 slow\_ptr = slow\_ptr->next;  
 }  
  
 // Now reverse the second half and compare it with first half  
 second\_half = slow\_ptr;  
 prev\_of\_slow\_ptr->next = NULL; // NULL terminate first half  
 reverse(&second\_half); // Reverse the second half  
 res = compareLists(head, second\_half); // compare  
  
 /\* Construct the original list back \*/  
 reverse(&second\_half); // Reverse the second half again  
 if (midnode != NULL) // If there was a mid node (odd size case) which   
 // was not part of either first half or second half.  
 {  
 prev\_of\_slow\_ptr->next = midnode;  
 midnode->next = second\_half;  
 }  
 else prev\_of\_slow\_ptr->next = second\_half;  
 }  
 return res;  
}  
  
/\* Function to reverse the linked list Note that this  
 function may change the head \*/  
void reverse(struct node\*\* head\_ref)  
{  
 struct node\* prev = NULL;  
 struct node\* current = \*head\_ref;  
 struct node\* next;  
 while (current != NULL)  
 {  
 next = current->next;  
 current->next = prev;  
 prev = current;  
 current = next;  
 }  
 \*head\_ref = prev;  
}  
  
/\* Function to check if two input lists have same data\*/  
bool compareLists(struct node\* head1, struct node \*head2)  
{  
 struct node\* temp1 = head1;  
 struct node\* temp2 = head2;  
  
 while (temp1 && temp2)  
 {  
 if (temp1->data == temp2->data)  
 {  
 temp1 = temp1->next;  
 temp2 = temp2->next;  
 }  
 else return 0;  
 }  
  
 /\* Both are empty reurn 1\*/  
 if (temp1 == NULL && temp2 == NULL)  
 return 1;  
  
 /\* Will reach here when one is NULL  
 and other is not \*/  
 return 0;  
}  
  
/\* Push a node to linked list. Note that this function  
 changes the head \*/  
void push(struct node\*\* head\_ref, char new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node =  
 (struct node\*) malloc(sizeof(struct node));  
  
 /\* put in the data \*/  
 new\_node->data = new\_data;  
  
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);  
  
 /\* move the head to pochar to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
// A utility function to print a given linked list  
void printList(struct node \*ptr)  
{  
 while (ptr != NULL)  
 {  
 printf("%c->", ptr->data);  
 ptr = ptr->next;  
 }  
 printf("NULL\n");  
}  
  
  
/\* Drier program to test above function\*/  
int main()  
{  
 /\* Start with the empty list \*/  
 struct node\* head = NULL;  
 char str[] = "abacaba";  
 int i;  
  
 for (i = 0; str[i] != '\0'; i++)  
 {  
 push(&head, str[i]);  
 printList(head);  
 isPalindrome(head)? printf("Is Palindrome\n\n"):  
 printf("Not Palindrome\n\n");  
 }  
  
 return 0;  
}

Output:

a->NULL  
Palindrome  
  
b->a->NULL  
Not Palindrome  
  
a->b->a->NULL  
Is Palindrome  
  
c->a->b->a->NULL  
Not Palindrome  
  
a->c->a->b->a->NULL  
Not Palindrome  
  
b->a->c->a->b->a->NULL  
Not Palindrome  
  
a->b->a->c->a->b->a->NULL  
Is Palindrome

Time Complexity O(n)  
 Auxiliary Space: O(1)

**METHOD 3 (Using Recursion)**  
 Use two pointers left and right. Move right and left using recursion and check for following in each recursive call.  
 1) Sub-list is palindrome.  
 2) Value at current left and right are matching.

If both above conditions are true then return true.

The idea is to use function call stack as container. Recursively traverse till the end of list. When we return from last NULL, we will be at last node. The last node to be compared with first node of list.

In order to access first node of list, we need list head to be available in the last call of recursion. Hence we pass head also to the recursive function. If they both match we need to compare (2, n-2) nodes. Again when recursion falls back to (n-2)nd node, we need reference to 2nd node from head. We advance the head pointer in previous call, to refer to next node in the list.

However, the trick in identifying double pointer. Passing single pointer is as good as pass-by-value, and we will pass the same pointer again and again. We need to pass the address of head pointer for reflecting the changes in parent recursive calls.

Thanks to [Sharad Chandra](http://geeksforgeeks.org/?p=1072#comment-864) for suggesting this approach.

// Recursive program to check if a given linked list is palindrome  
#include <stdio.h>  
#include <stdlib.h>  
#include <stdbool.h>  
  
/\* Link list node \*/  
struct node  
{  
 char data;  
 struct node\* next;  
};  
  
// Initial parameters to this function are &head and head  
bool isPalindromeUtil(struct node \*\*left, struct node \*right)  
{  
 /\* stop recursion when right becomes NULL \*/  
 if (right == NULL)  
 return true;  
  
 /\* If sub-list is not palindrome then no need to  
 check for current left and right, return false \*/  
 bool isp = isPalindromeUtil(left, right->next);  
 if (isp == false)  
 return false;  
  
 /\* Check values at current left and right \*/  
 bool isp1 = (right->data == (\*left)->data);  
  
 /\* Move left to next node \*/  
 \*left = (\*left)->next;  
  
 return isp1;  
}  
  
// A wrapper over isPalindromeUtil()  
bool isPalindrome(struct node \*head)  
{  
 isPalindromeUtil(&head, head);  
}  
  
/\* Push a node to linked list. Note that this function  
 changes the head \*/  
void push(struct node\*\* head\_ref, char new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node =  
 (struct node\*) malloc(sizeof(struct node));  
  
 /\* put in the data \*/  
 new\_node->data = new\_data;  
  
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);  
  
 /\* move the head to pochar to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
// A utility function to print a given linked list  
void printList(struct node \*ptr)  
{  
 while (ptr != NULL)  
 {  
 printf("%c->", ptr->data);  
 ptr = ptr->next;  
 }  
 printf("NULL\n");  
}  
  
/\* Drier program to test above function\*/  
int main()  
{  
 /\* Start with the empty list \*/  
 struct node\* head = NULL;  
 char str[] = "abacaba";  
 int i;  
  
 for (i = 0; str[i] != '\0'; i++)  
 {  
 push(&head, str[i]);  
 printList(head);  
 isPalindrome(head)? printf("Is Palindrome\n\n"):  
 printf("Not Palindrome\n\n");  
 }  
  
 return 0;  
}

Output:

a->NULL  
Not Palindrome  
  
b->a->NULL  
Not Palindrome  
  
a->b->a->NULL  
Is Palindrome  
  
c->a->b->a->NULL  
Not Palindrome  
  
a->c->a->b->a->NULL  
Not Palindrome  
  
b->a->c->a->b->a->NULL  
Not Palindrome  
  
a->b->a->c->a->b->a->NULL  
Is Palindrome

Time Complexity: O(n)  
 Auxiliary Space: O(n) if Function Call Stack size is considered, otherwise O(1).

Please comment if you find any bug in the programs/algorithms or a better way to do the same.

### Source

<http://www.geeksforgeeks.org/function-to-check-if-a-singly-linked-list-is-palindrome/>

# Given a linked list which is sorted, how will you insert in sorted way

**Algorithm:**  
 Let input linked list is sorted in increasing order.

1) If Linked list is empty then make the node as head and return it.  
2) If value of the node to be inserted is smaller than value of head node  
 then insert the node at start and make it head.  
3) In a loop, find the appropriate node after which the input node (let 9) is  
 to be inserted. To find the appropriate node start from head, keep moving   
 until you reach a node GN (10 in the below diagram) who's value is   
 greater than the input node. The node just before GN is the appropriate  
 node (7).  
4) Insert the node (9) after the appropriate node (7) found in step 3.

Initial Linked List  
 ![SortedLinked List](data:image/gif;base64,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)

Linked List after insertion of 9  
 ![UpdatedSortedLinked List](data:image/gif;base64,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)

**Implementation:**

/\* Program to insert in a sorted list \*/  
#include<stdio.h>  
#include<stdlib.h>  
  
/\* Link list node \*/  
struct node  
{  
 int data;  
 struct node\* next;  
};  
  
/\* function to insert a new\_node in a list. Note that this  
 function expects a pointer to head\_ref as this can modify the  
 head of the input linked list (similar to push())\*/  
void sortedInsert(struct node\*\* head\_ref, struct node\* new\_node)  
{  
 struct node\* current;  
 /\* Special case for the head end \*/  
 if (\*head\_ref == NULL || (\*head\_ref)->data >= new\_node->data)  
 {  
 new\_node->next = \*head\_ref;  
 \*head\_ref = new\_node;  
 }  
 else  
 {  
 /\* Locate the node before the point of insertion \*/  
 current = \*head\_ref;  
 while (current->next!=NULL &&  
 current->next->data < new\_node->data)  
 {  
 current = current->next;  
 }  
 new\_node->next = current->next;  
 current->next = new\_node;  
 }  
}  
  
/\* BELOW FUNCTIONS ARE JUST UTILITY TO TEST sortedInsert \*/  
  
/\* A utility function to create a new node \*/  
struct node \*newNode(int new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node =  
 (struct node\*) malloc(sizeof(struct node));  
  
 /\* put in the data \*/  
 new\_node->data = new\_data;  
 new\_node->next = NULL;  
  
 return new\_node;  
}  
  
/\* Function to print linked list \*/  
void printList(struct node \*head)  
{  
 struct node \*temp = head;  
 while(temp != NULL)  
 {  
 printf("%d ", temp->data);  
 temp = temp->next;  
 }  
}  
  
/\* Drier program to test count function\*/  
int main()  
{  
 /\* Start with the empty list \*/  
 struct node\* head = NULL;  
 struct node \*new\_node = newNode(5);  
 sortedInsert(&head, new\_node);  
 new\_node = newNode(10);  
 sortedInsert(&head, new\_node);  
 new\_node = newNode(7);  
 sortedInsert(&head, new\_node);  
 new\_node = newNode(3);  
 sortedInsert(&head, new\_node);  
 new\_node = newNode(1);  
 sortedInsert(&head, new\_node);  
 new\_node = newNode(9);  
 sortedInsert(&head, new\_node);  
 printf("\n Created Linked List\n");  
 printList(head);  
  
 getchar();  
 return 0;  
}

**Shorter Implementation using double pointers**  
 Thanks to Murat M Ozturk for providing this solution. Please see Murat M Ozturk’s comment below for complete function. The code uses double pointer to keep track of the next pointer of the previous node (after which new node is being inserted).

Note that below line in code changes *current* to have address of next pointer in a node.

current = &((\*current)->next);

Also, note below comments.

new\_node->next = \*current; /\* Copies the value-at-address current to new\_node's next pointer\*/  
  
 \*current = new\_node; /\* Fix next pointer of the node (using it's address) after which new\_node is being inserted \*/

**Time Complexity:** O(n)

**References:**  
 <http://cslibrary.stanford.edu/105/LinkedListProblems.pdf>

### Source

<http://www.geeksforgeeks.org/given-a-linked-list-which-is-sorted-how-will-you-insert-in-sorted-way/>

# Given a linked list of line segments, remove middle points

Given a linked list of co-ordinates where adjacent points either form a vertical line or a horizontal line. Delete points from the linked list which are in the middle of a horizontal or vertical line.

Examples:

Input: (0,10)->(1,10)->(5,10)->(7,10)  
 |  
 (7,5)->(20,5)->(40,5)  
Output: Linked List should be changed to following  
 (0,10)->(7,10)  
 |  
 (7,5)->(40,5)   
The given linked list represents a horizontal line from (0,10)   
to (7, 10) followed by a vertical line from (7, 10) to (7, 5),   
followed by a horizontal line from (7, 5) to (40, 5).  
  
Input: (2,3)->(4,3)->(6,3)->(10,3)->(12,3)  
Output: Linked List should be changed to following  
 (2,3)->(12,3)   
There is only one vertical line, so all middle points are removed.

Source: [Microsoft Interview Experience](http://www.geeksforgeeks.org/microsoft-interview-experience-set-41-campus/)

**We strongly recommend to minimize the browser and try this yourself first.**

The idea is to keep track of current node, next node and next-next node. While the next node is same as next-next node, keep deleting the next node. In this complete procedure we need to keep an eye on shifting of pointers and checking for NULL values.

Following is C implementation of above idea.

// C program to remove intermediate points in a linked list that represents  
// horizontal and vertical line segments  
#include <stdio.h>  
#include <stdlib.h>  
  
// Node has 3 fields including x, y coordinates and a pointer to next node  
struct node  
{  
 int x, y;  
 struct node \*next;  
};  
  
/\* Function to insert a node at the beginning \*/  
void push(struct node \*\* head\_ref, int x,int y)  
{  
 struct node\* new\_node = (struct node\*) malloc(sizeof(struct node));  
 new\_node->x = x;  
 new\_node->y = y;  
 new\_node->next = (\*head\_ref);  
 (\*head\_ref) = new\_node;  
}  
  
/\* Utility function to print a singly linked list \*/  
void printList(struct node \*head)  
{  
 struct node \*temp = head;  
 while (temp != NULL)  
 {  
 printf("(%d,%d)-> ", temp->x,temp->y);  
 temp = temp->next;  
 }  
 printf("\n");  
  
}  
  
// Utility function to remove Next from linked list and link nodes  
// after it to head  
void deleteNode(struct node \*head, struct node \*Next)  
{  
 head->next = Next->next;  
 Next->next = NULL;  
 free(Next);  
}  
  
// This function deletes middle nodes in a sequence of horizontal and  
// vertical line segments represented by linked list.  
struct node\* deleteMiddle(struct node \*head)  
{  
 // If only one node or no node...Return back  
 if (head==NULL || head->next ==NULL || head->next->next==NULL)  
 return head;  
  
 struct node\* Next = head->next;  
 struct node \*NextNext = Next->next ;  
  
 // Check if this is a vertical line or horizontal line  
 if (head->x == Next->x)  
 {  
 // Find middle nodes with same x value, and delete them  
 while (NextNext !=NULL && Next->x==NextNext->x)  
 {  
 deleteNode(head, Next);  
  
 // Update Next and NextNext for next iteration  
 Next = NextNext;  
 NextNext = NextNext->next;  
 }  
 }  
 else if (head->y==Next->y) // If horizontal line  
 {  
 // Find middle nodes with same y value, and delete them  
 while (NextNext !=NULL && Next->y==NextNext->y)  
 {  
 deleteNode(head, Next);  
  
 // Update Next and NextNext for next iteration  
 Next = NextNext;  
 NextNext = NextNext->next;  
 }  
 }  
 else // Adjacent points must have either same x or same y  
 {  
 puts("Given linked list is not valid");  
 return NULL;  
 }  
  
 // Recur for next segment  
 deleteMiddle(head->next);  
  
 return head;  
}  
  
// Driver program to tsst above functions  
int main()  
{  
 struct node \*head = NULL;  
  
 push(&head, 40,5);  
 push(&head, 20,5);  
 push(&head, 10,5);  
 push(&head, 10,8);  
 push(&head, 10,10);  
 push(&head, 3,10);  
 push(&head, 1,10);  
 push(&head, 0,10);  
 printf("Given Linked List: \n");  
 printList(head);  
  
 if (deleteMiddle(head) != NULL);  
 {  
 printf("Modified Linked List: \n");  
 printList(head);  
 }  
 return 0;  
}

Output:

Given Linked List:  
(0,10)-> (1,10)-> (3,10)-> (10,10)-> (10,8)-> (10,5)-> (20,5)-> (40,5)->  
Modified Linked List:  
(0,10)-> (10,10)-> (10,5)-> (40,5)->

Time Complexity of the above solution is O(n) where n is number of nodes in given linked list.

**Exercise:**  
 The above code is recursive, write an iterative code for the same problem.

This article is contributed by Sanket Jain. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/given-linked-list-line-segments-remove-middle-points/>

# Given a linked list, reverse alternate nodes and append at the end

Given a linked list, reverse alternate nodes and append them to end of list. Extra allowed space is O(1)   
 Examples

Input List: 1->2->3->4->5->6  
Output List: 1->3->5->6->4->2  
  
Input List: 12->14->16->18->20  
Output List: 12->16->20->18->14

***We strongly recommend to minimize the browser and try this yourself first.***

The idea is to maintain two linked lists, one list of all odd positioned nodes (1, 3, 5 in above example) and other list of all even positioned nodes (6, 4 and 2 in above example). Following are detailed steps.  
 **1)** Traverse the given linked list which is considered as odd list. Do following for every visited node.  
 ……**a)** If the node is even node, remove it from odd list and add it to the front of even node list. Nodes are added at front to keep the reverse order.  
 **2)** Append the even node list at the end of odd node list.

#include<stdio.h>  
#include<stdlib.h>  
  
/\* A linked list node \*/  
struct node  
{  
 int data;  
 struct node \*next;  
};  
  
/\* Function to reverse all even positioned node and append at the end  
 odd is the head node of given linked list \*/  
void rearrange(struct node \*odd)  
{  
 // If linked list has less than 3 nodes, no change is required  
 if (odd == NULL || odd->next == NULL || odd->next->next == NULL)  
 return;  
  
 // even points to the beginning of even list  
 struct node \*even = odd->next;  
  
 // Remove the first even node  
 odd->next = odd->next->next;  
  
 // odd points to next node in odd list  
 odd = odd->next;  
  
 // Set terminator for even list  
 even->next = NULL;  
  
 // Traverse the list  
 while (odd && odd->next)  
 {  
 // Store the next node in odd list   
 struct node \*temp = odd->next->next;  
  
 // Link the next even node at the beginning of even list  
 odd->next->next = even;  
 even = odd->next;  
  
 // Remove the even node from middle  
 odd->next = temp;  
  
 // Move odd to the next odd node  
 if (temp != NULL)  
 odd = temp;  
 }  
  
 // Append the even list at the end of odd list  
 odd->next = even;  
}  
  
/\* Function to add a node at the beginning of Linked List \*/  
void push(struct node\*\* head\_ref, int new\_data)  
{  
 struct node\* new\_node = (struct node\*) malloc(sizeof(struct node));  
 new\_node->data = new\_data;  
 new\_node->next = (\*head\_ref);  
 (\*head\_ref) = new\_node;  
}  
  
/\* Function to print nodes in a given linked list \*/  
void printList(struct node \*node)  
{  
 while (node != NULL)  
 {  
 printf("%d ", node->data);  
 node = node->next;  
 }  
}  
  
/\* Druver program to test above function \*/  
int main()  
{  
 struct node \*start = NULL;  
  
 /\* The constructed linked list is:  
 1->2->3->4->5->6->7 \*/  
 push(&start, 7);  
 push(&start, 6);  
 push(&start, 5);  
 push(&start, 4);  
 push(&start, 3);  
 push(&start, 2);  
 push(&start, 1);  
  
 printf("\n Linked list before calling rearrange() ");  
 printList(start);  
  
 rearrange(start);  
  
 printf("\n Linked list after calling rearrange() ");  
 printList(start);  
  
 return 0;  
}

Output:

Linked list before calling rearrange() 1 2 3 4 5 6 7  
 Linked list after calling rearrange() 1 3 5 7 6 4 2

Time Complexity: The above code simply traverses the given linked list. So time complexity is O(n)

Auxiliary Space: O(1)

This article is contributed by **Aman Gupta**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/given-linked-list-reverse-alternate-nodes-append-end/>

# Given only a pointer to a node to be deleted in a singly linked list, how do you delete it?

A **simple solution** is to traverse the linked list until you find the node you want to delete. But this solution requires pointer to the head node which contradicts the problem statement.

**Fast solution** is to copy the data from the next node to the node to be deleted and delete the next node. Something like following.

struct node \*temp = node\_ptr->next;  
 node\_ptr->data = temp->data;  
 node\_ptr->next = temp->next;  
 free(temp);

**Program:**

#include<stdio.h>  
#include<assert.h>  
#include<stdlib.h>  
  
/\* Link list node \*/  
struct node  
{  
 int data;  
 struct node\* next;  
};  
  
/\* Given a reference (pointer to pointer) to the head  
 of a list and an int, push a new node on the front  
 of the list. \*/  
void push(struct node\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node =  
 (struct node\*) malloc(sizeof(struct node));  
  
 /\* put in the data \*/  
 new\_node->data = new\_data;  
  
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);  
  
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
void printList(struct node \*head)  
{  
 struct node \*temp = head;  
 while(temp != NULL)  
 {  
 printf("%d ", temp->data);  
 temp = temp->next;  
 }  
}  
  
void deleteNode(struct node \*node\_ptr)   
{  
 struct node \*temp = node\_ptr->next;  
 node\_ptr->data = temp->data;  
 node\_ptr->next = temp->next;  
 free(temp);  
}  
  
/\* Drier program to test above function\*/  
int main()  
{  
 /\* Start with the empty list \*/  
 struct node\* head = NULL;  
  
 /\* Use push() to construct below list  
 1->12->1->4->1 \*/  
 push(&head, 1);  
 push(&head, 4);  
 push(&head, 1);  
 push(&head, 12);  
 push(&head, 1);  
  
 printf("\n Before deleting \n");  
 printList(head);  
  
 /\* I m deleting the head itself.  
 You can check for more cases \*/  
 deleteNode(head);  
  
 printf("\n After deleting \n");  
 printList(head);  
 getchar();   
 return 0;  
}

**This solution doesn’t work if the node to be deleted is the last node of the list.** To make this solution work we can mark the end node as a dummy node. But the programs/functions that are using this function should also be modified.

You can try this problem for doubly linked list.

Tags: [Linked Lists](http://www.geeksforgeeks.org/tag/linked-list/), [loop](http://www.geeksforgeeks.org/tag/loop/)

### Source

<http://www.geeksforgeeks.org/given-only-a-pointer-to-a-node-to-be-deleted-in-a-singly-linked-list-how-do-you-delete-it/>

# How to write C functions that modify head pointer of a Linked List?

Consider simple representation (without any dummy node) of Linked List. Functions that operate on such Linked lists can be divided in two categories:

**1) Functions that do not modify the head pointer:** Examples of such functions include, printing a linked list, updating data members of nodes like adding given a value to all nodes, or some other operation which access/update data of nodes  
 It is generally easy to decide prototype of functions of this category. We can always pass head pointer as an argument and traverse/update the list. For example, the following function that adds x to data members of all nodes.

void addXtoList(struct node \*node, int x)  
{  
 while(node != NULL)  
 {  
 node->data = node->data + x;  
 node = node->next;  
 }  
}

**2) Functions that modify the head pointer:** Examples include, inserting a node at the beginning (head pointer is always modified in this function), inserting a node at the end (head pointer is modified only when the first node is being inserted), deleting a given node (head pointer is modified when the deleted node is first node). There may be different ways to update the head pointer in these functions. Let us discuss these ways using following simple problem:

*“Given a linked list, write a function deleteFirst() that deletes the first node of a given linked list. For example, if the list is 1->2->3->4, then it should be modified to 2->3->4″*

Algorithm to solve the problem is a simple 3 step process: (a) Store the head pointer (b) change the head pointer to point to next node (c) delete the previous head node.  
 Following are different ways to update head pointer in deleteFirst() so that the list is updated everywhere.

***2.1)*** *Make head pointer global:* We can make the head pointer global so that it can be accessed and updated in our function. Following is C code that uses global head pointer.

// global head pointer   
struct node \*head = NULL;  
  
// function to delete first node: uses approach 2.1  
// See http://ideone.com/ClfQB for complete program and output  
void deleteFirst()  
{  
 if(head != NULL)  
 {  
 // store the old value of head pointer   
 struct node \*temp = head;  
   
 // Change head pointer to point to next node   
 head = head->next;   
  
 // delete memory allocated for the previous head node  
 free(temp);  
 }  
}

See [this](http://ideone.com/ClfQB)for complete running program that uses above function.

This is not a recommended way as it has many problems like following:  
 a) head is globally accessible, so it can be modified anywhere in your project and may lead to unpredictable results.  
 b) If there are multiple linked lists, then multiple global head pointers with different names are needed.

See [this](http://c2.com/cgi/wiki?GlobalVariablesAreBad)to know all reasons why should we avoid global variables in our projects.

***2.2)*** *Return head pointer:* We can write deleteFirst() in such a way that it returns the modified head pointer. Whoever is using this function, have to use the returned value to update the head node.

// function to delete first node: uses approach 2.2  
// See http://ideone.com/P5oLe for complete program and output  
struct node \*deleteFirst(struct node \*head)  
{  
 if(head != NULL)  
 {  
 // store the old value of head pointer  
 struct node \*temp = head;  
  
 // Change head pointer to point to next node  
 head = head->next;  
  
 // delete memory allocated for the previous head node  
 free(temp);  
 }  
  
 return head;  
}

See [this](http://ideone.com/P5oLe)for complete program and output.  
 This approach is much better than the previous 1. There is only one issue with this, if user misses to assign the returned value to head, then things become messy. C/C++ compilers allows to call a function without assigning the returned value.

head = deleteFirst(head); // proper use of deleteFirst()  
 deleteFirst(head); // improper use of deleteFirst(), allowed by compiler

***2.3)*** *Use Double Pointer:* This approach follows the simple C rule: *if you want to modify local variable of one function inside another function, pass pointer to that variable*. So we can pass pointer to the head pointer to modify the head pointer in our deleteFirst() function.

// function to delete first node: uses approach 2.3  
// See http://ideone.com/9GwTb for complete program and output  
void deleteFirst(struct node \*\*head\_ref)  
{  
 if(\*head\_ref != NULL)  
 {  
 // store the old value of pointer to head pointer  
 struct node \*temp = \*head\_ref;  
  
 // Change head pointer to point to next node  
 \*head\_ref = (\*head\_ref)->next;  
  
 // delete memory allocated for the previous head node  
 free(temp);  
 }  
}

See [this](http://ideone.com/9GwTb) for complete program and output.  
 This approach seems to be the best among all three as there are less chances of having problems.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/how-to-write-functions-that-modify-the-head-pointer-of-a-linked-list/>

# Identical Linked Lists

Two Linked Lists are identical when they have same data and arrangement of data is also same. For example Linked lists a (1->2->3) and b(1->2->3) are identical. . Write a function to check if the given two linked lists are identical.

**Method 1 (Iterative)**  
 To identify if two lists are identical, we need to traverse both lists simultaneously, and while traversing we need to compare data.

#include<stdio.h>  
#include<stdlib.h>  
  
/\* Structure for a linked list node \*/  
struct node  
{  
 int data;  
 struct node \*next;  
};  
  
/\* returns 1 if linked lists a and b are identical, otherwise 0 \*/  
bool areIdentical(struct node \*a, struct node \*b)  
{   
 while(1)  
 {  
 /\* base case \*/  
 if(a == NULL && b == NULL)   
 { return 1; }  
 if(a == NULL && b != NULL)   
 { return 0; }  
 if(a != NULL && b == NULL)   
 { return 0; }  
 if(a->data != b->data)  
 { return 0; }  
   
 /\* If we reach here, then a and b are not NULL and their   
 data is same, so move to next nodes in both lists \*/  
 a = a->next;  
 b = b->next;   
 }   
}   
  
/\* UTILITY FUNCTIONS TO TEST fun1() and fun2() \*/  
/\* Given a reference (pointer to pointer) to the head  
 of a list and an int, push a new node on the front  
 of the list. \*/  
void push(struct node\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node =  
 (struct node\*) malloc(sizeof(struct node));  
   
 /\* put in the data \*/  
 new\_node->data = new\_data;  
   
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);  
   
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
/\* Druver program to test above function \*/  
int main()  
{  
 struct node \*a = NULL;   
 struct node \*b = NULL;   
  
 /\* The constructed linked lists are :  
 a: 3->2->1   
 b: 3->2->1 \*/  
 push(&a, 1);  
 push(&a, 2);  
 push(&a, 3);  
   
 push(&b, 1);  
 push(&b, 2);  
 push(&b, 3);   
  
 if(areIdentical(a, b) == 1)   
 printf(" Linked Lists are identical ");  
 else  
 printf(" Linked Lists are not identical ");  
  
 getchar();  
 return 0;  
}

**Method 2 (Recursive)**  
 Recursive solution code is much cleaner than the iterative code. You probably wouldn’t want to use the recursive version for production code however, because it will use stack space which is proportional to the length of the lists

bool areIdentical(struct node \*a, struct node \*b)  
{   
 if (a == NULL && b == NULL)   
 { return 1; }  
 if (a == NULL && b != NULL)   
 { return 0; }  
 if (a != NULL && b == NULL)   
 { return 0; }  
 if (a->data != b->data)  
 { return 0; }  
  
 /\* If we reach here, then a and b are not NULL and their   
 data is same, so move to next nodes in both lists \*/  
 return areIdentical(a->next, b->next);   
}

Time Complexity: O(n) for both iterative and recursive versions. n is the length of the smaller list among a and b.

Please write comments if you find the above codes/algorithms incorrect, or find better ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/identical-linked-lists/>

# Implement LRU Cache

How to implement LRU caching scheme? What data structures should be used?

We are given total possible page numbers that can be referred. We are also given cache (or memory) size (Number of page frames that cache can hold at a time). The LRU caching scheme is to remove the least recently used frame when the cache is full and a new page is referenced which is not there in cache. Please see the Galvin book for more details (see the LRU page replacement slide [here](http://www.wiley.com/college/silberschatz6e/0471417432/slides/pdf2/mod10.2.pdf)).

We use two data structures to implement an LRU Cache.

**1.** A Queue which is implemented using a doubly linked list. The maximum size of the queue will be equal to the total number of frames available (cache size).  
 The most recently used pages will be near front end and least recently pages will be near rear end.

**2.** A Hash with page number as key and address of the corresponding queue node as value.

When a page is referenced, the required page may be in the memory. If it is in the memory, we need to detach the node of the list and bring it to the front of the queue.  
 If the required page is not in the memory, we bring that in memory. In simple words, we add a new node to the front of the queue and update the corresponding node address in the hash. If the queue is full, i.e. all the frames are full, we remove a node from the rear of queue, and add the new node to the front of queue.

Note: Initially no page is in the memory.

Below is C implementation:

// A C program to show implementation of LRU cache  
#include <stdio.h>  
#include <stdlib.h>  
  
// A Queue Node (Queue is implemented using Doubly Linked List)  
typedef struct QNode  
{  
 struct QNode \*prev, \*next;  
 unsigned pageNumber; // the page number stored in this QNode  
} QNode;  
  
// A Queue (A FIFO collection of Queue Nodes)  
typedef struct Queue  
{  
 unsigned count; // Number of filled frames  
 unsigned numberOfFrames; // total number of frames  
 QNode \*front, \*rear;  
} Queue;  
  
// A hash (Collection of pointers to Queue Nodes)  
typedef struct Hash  
{  
 int capacity; // how many pages can be there  
 QNode\* \*array; // an array of queue nodes  
} Hash;  
  
// A utility function to create a new Queue Node. The queue Node  
// will store the given 'pageNumber'  
QNode\* newQNode( unsigned pageNumber )  
{  
 // Allocate memory and assign 'pageNumber'  
 QNode\* temp = (QNode \*)malloc( sizeof( QNode ) );  
 temp->pageNumber = pageNumber;  
  
 // Initialize prev and next as NULL  
 temp->prev = temp->next = NULL;  
  
 return temp;  
}  
  
// A utility function to create an empty Queue.  
// The queue can have at most 'numberOfFrames' nodes  
Queue\* createQueue( int numberOfFrames )  
{  
 Queue\* queue = (Queue \*)malloc( sizeof( Queue ) );  
  
 // The queue is empty  
 queue->count = 0;  
 queue->front = queue->rear = NULL;  
  
 // Number of frames that can be stored in memory  
 queue->numberOfFrames = numberOfFrames;  
  
 return queue;  
}  
  
// A utility function to create an empty Hash of given capacity  
Hash\* createHash( int capacity )  
{  
 // Allocate memory for hash  
 Hash\* hash = (Hash \*) malloc( sizeof( Hash ) );  
 hash->capacity = capacity;  
  
 // Create an array of pointers for refering queue nodes  
 hash->array = (QNode \*\*) malloc( hash->capacity \* sizeof( QNode\* ) );  
  
 // Initialize all hash entries as empty  
 int i;  
 for( i = 0; i < hash->capacity; ++i )  
 hash->array[i] = NULL;  
  
 return hash;  
}  
  
// A function to check if there is slot available in memory  
int AreAllFramesFull( Queue\* queue )  
{  
 return queue->count == queue->numberOfFrames;  
}  
  
// A utility function to check if queue is empty  
int isQueueEmpty( Queue\* queue )  
{  
 return queue->rear == NULL;  
}  
  
// A utility function to delete a frame from queue  
void deQueue( Queue\* queue )  
{  
 if( isQueueEmpty( queue ) )  
 return;  
  
 // If this is the only node in list, then change front  
 if (queue->front == queue->rear)  
 queue->front = NULL;  
  
 // Change rear and remove the previous rear  
 QNode\* temp = queue->rear;  
 queue->rear = queue->rear->prev;  
  
 if (queue->rear)  
 queue->rear->next = NULL;  
  
 free( temp );  
  
 // decrement the number of full frames by 1  
 queue->count--;  
}  
  
// A function to add a page with given 'pageNumber' to both queue  
// and hash  
void Enqueue( Queue\* queue, Hash\* hash, unsigned pageNumber )  
{  
 // If all frames are full, remove the page at the rear  
 if ( AreAllFramesFull ( queue ) )  
 {  
 // remove page from hash  
 hash->array[ queue->rear->pageNumber ] = NULL;  
 deQueue( queue );  
 }  
  
 // Create a new node with given page number,  
 // And add the new node to the front of queue  
 QNode\* temp = newQNode( pageNumber );  
 temp->next = queue->front;  
  
 // If queue is empty, change both front and rear pointers  
 if ( isQueueEmpty( queue ) )  
 queue->rear = queue->front = temp;  
 else // Else change the front  
 {  
 queue->front->prev = temp;  
 queue->front = temp;  
 }  
  
 // Add page entry to hash also  
 hash->array[ pageNumber ] = temp;  
  
 // increment number of full frames  
 queue->count++;  
}  
  
// This function is called when a page with given 'pageNumber' is referenced  
// from cache (or memory). There are two cases:  
// 1. Frame is not there in memory, we bring it in memory and add to the front  
// of queue  
// 2. Frame is there in memory, we move the frame to front of queue  
void ReferencePage( Queue\* queue, Hash\* hash, unsigned pageNumber )  
{  
 QNode\* reqPage = hash->array[ pageNumber ];  
  
 // the page is not in cache, bring it  
 if ( reqPage == NULL )  
 Enqueue( queue, hash, pageNumber );  
  
 // page is there and not at front, change pointer  
 else if (reqPage != queue->front)  
 {  
 // Unlink rquested page from its current location  
 // in queue.  
 reqPage->prev->next = reqPage->next;  
 if (reqPage->next)  
 reqPage->next->prev = reqPage->prev;  
  
 // If the requested page is rear, then change rear  
 // as this node will be moved to front  
 if (reqPage == queue->rear)  
 {  
 queue->rear = reqPage->prev;  
 queue->rear->next = NULL;  
 }  
  
 // Put the requested page before current front  
 reqPage->next = queue->front;  
 reqPage->prev = NULL;  
  
 // Change prev of current front  
 reqPage->next->prev = reqPage;  
  
 // Change front to the requested page  
 queue->front = reqPage;  
 }  
}  
  
// Driver program to test above functions  
int main()  
{  
 // Let cache can hold 4 pages  
 Queue\* q = createQueue( 4 );  
  
 // Let 10 different pages can be requested (pages to be  
 // referenced are numbered from 0 to 9  
 Hash\* hash = createHash( 10 );  
  
 // Let us refer pages 1, 2, 3, 1, 4, 5  
 ReferencePage( q, hash, 1);  
 ReferencePage( q, hash, 2);  
 ReferencePage( q, hash, 3);  
 ReferencePage( q, hash, 1);  
 ReferencePage( q, hash, 4);  
 ReferencePage( q, hash, 5);  
  
 // Let us print cache frames after the above referenced pages  
 printf ("%d ", q->front->pageNumber);  
 printf ("%d ", q->front->next->pageNumber);  
 printf ("%d ", q->front->next->next->pageNumber);  
 printf ("%d ", q->front->next->next->next->pageNumber);  
  
 return 0;  
}

Output:

5 4 1 3

This article is compiled by [Aashish Barnwal](https://www.facebook.com/barnwal.aashish)and reviewed by GeeksforGeeks team. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

Tags: [Advance Data Structures](http://www.geeksforgeeks.org/tag/advance-data-structures/), [Advanced Data Structures](http://www.geeksforgeeks.org/tag/advanced-data-structures/), [Queue](http://www.geeksforgeeks.org/tag/queue/)

### Source

<http://www.geeksforgeeks.org/implement-lru-cache/>

# Given only a pointer to a node to be deleted in a singly linked list, how do you delete it?

A **simple solution** is to traverse the linked list until you find the node you want to delete. But this solution requires pointer to the head node which contradicts the problem statement.

**Fast solution** is to copy the data from the next node to the node to be deleted and delete the next node. Something like following.

struct node \*temp = node\_ptr->next;  
 node\_ptr->data = temp->data;  
 node\_ptr->next = temp->next;  
 free(temp);

**Program:**

#include<stdio.h>  
#include<assert.h>  
#include<stdlib.h>  
  
/\* Link list node \*/  
struct node  
{  
 int data;  
 struct node\* next;  
};  
  
/\* Given a reference (pointer to pointer) to the head  
of a list and an int, push a new node on the front  
of the list. \*/  
void push(struct node\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node =  
 (struct node\*) malloc(sizeof(struct node));  
  
 /\* put in the data \*/  
 new\_node->data = new\_data;  
  
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);  
  
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
void printList(struct node \*head)  
{  
 struct node \*temp = head;  
 while(temp != NULL)  
 {  
 printf("%d ", temp->data);  
 temp = temp->next;  
 }  
}  
  
void deleteNode(struct node \*node\_ptr)  
{  
 struct node \*temp = node\_ptr->next;  
 node\_ptr->data = temp->data;  
 node\_ptr->next = temp->next;  
 free(temp);  
}  
  
/\* Drier program to test above function\*/  
int main()  
{  
 /\* Start with the empty list \*/  
 struct node\* head = NULL;  
  
 /\* Use push() to construct below list  
 1->12->1->4->1 \*/  
 push(&head, 1);  
 push(&head, 4);  
 push(&head, 1);  
 push(&head, 12);  
 push(&head, 1);  
  
 printf("\n Before deleting \n");  
 printList(head);  
  
 /\* I m deleting the head itself.  
 You can check for more cases \*/  
 deleteNode(head);  
  
 printf("\n After deleting \n");  
 printList(head);  
 getchar();  
}

**This solution doesn’t work if the node to be deleted is the last node of the list.** To make this solution work we can mark the end node as a dummy node. But the programs/functions that are using this function should also be modified.

Try this problem for doubly linked list.

### Source

<http://www.geeksforgeeks.org/in-a-linked-list-given-only-a-pointer-to-a-node-to-be-deleted-in-a-singly-linked-list-how-do-you-delete-it/>

# In-place conversion of Sorted DLL to Balanced BST

Given a Doubly Linked List which has data members sorted in ascending order. Construct a [Balanced Binary Search Tree](http://www.geeksforgeeks.org/archives/5230) which has same data members as the given Doubly Linked List. The tree must be constructed in-place (No new node should be allocated for tree conversion)

Examples:

Input: Doubly Linked List 1 2 3  
Output: A Balanced BST   
 2   
 / \   
 1 3   
  
  
Input: Doubly Linked List 1 2 3 4 5 6 7  
Output: A Balanced BST  
 4  
 / \  
 2 6  
 / \ / \  
 1 3 4 7   
  
Input: Doubly Linked List 1 2 3 4  
Output: A Balanced BST  
 3   
 / \   
 2 4   
 /   
1  
  
Input: Doubly Linked List 1 2 3 4 5 6  
Output: A Balanced BST  
 4   
 / \   
 2 6   
 / \ /   
1 3 5

The Doubly Linked List conversion is very much similar to [this Singly Linked List problem](http://www.geeksforgeeks.org/archives/17063) and the method 1 is exactly same as the method 1 of[previous post](http://www.geeksforgeeks.org/archives/17063). Method 2 is also almost same. The only difference in method 2 is, instead of allocating new nodes for BST, we reuse same DLL nodes. We use prev pointer as left and next pointer as right.

**Method 1 (Simple)**  
 Following is a simple algorithm where we first find the middle node of list and make it root of the tree to be constructed.

1) Get the Middle of the linked list and make it root.  
2) Recursively do same for left half and right half.  
 a) Get the middle of left half and make it left child of the root  
 created in step 1.  
 b) Get the middle of right half and make it right child of the  
 root created in step 1.

Time complexity: O(nLogn) where n is the number of nodes in Linked List.

**Method 2 (Tricky)**  
 The method 1 constructs the tree from root to leaves. In this method, we construct from leaves to root. The idea is to insert nodes in BST in the same order as the appear in Doubly Linked List, so that the tree can be constructed in O(n) time complexity. We first count the number of nodes in the given Linked List. Let the count be n. After counting nodes, we take left n/2 nodes and recursively construct the left subtree. After left subtree is constructed, we assign middle node to root and link the left subtree with root. Finally, we recursively construct the right subtree and link it with root.  
 While constructing the BST, we also keep moving the list head pointer to next so that we have the appropriate pointer in each recursive call.  
 Following is C implementation of method 2. The main code which creates Balanced BST is highlighted.

#include<stdio.h>  
#include<stdlib.h>  
  
/\* A Doubly Linked List node that will also be used as a tree node \*/  
struct Node  
{  
 int data;  
  
 // For tree, next pointer can be used as right subtree pointer  
 struct Node\* next;  
  
 // For tree, prev pointer can be used as left subtree pointer  
 struct Node\* prev;  
};  
  
  
// A utility function to count nodes in a Linked List  
int countNodes(struct Node \*head);  
  
struct Node\* sortedListToBSTRecur(struct Node \*\*head\_ref, int n);  
  
/\* This function counts the number of nodes in Linked List and then calls  
 sortedListToBSTRecur() to construct BST \*/  
struct Node\* sortedListToBST(struct Node \*head)  
{  
 /\*Count the number of nodes in Linked List \*/  
 int n = countNodes(head);  
  
 /\* Construct BST \*/  
 return sortedListToBSTRecur(&head, n);  
}  
  
/\* The main function that constructs balanced BST and returns root of it.  
 head\_ref --> Pointer to pointer to head node of Doubly linked list  
 n --> No. of nodes in the Doubly Linked List \*/  
struct Node\* sortedListToBSTRecur(struct Node \*\*head\_ref, int n)  
{  
 /\* Base Case \*/  
 if (n <= 0)  
 return NULL;  
  
 /\* Recursively construct the left subtree \*/  
 struct Node \*left = sortedListToBSTRecur(head\_ref, n/2);  
  
 /\* head\_ref now refers to middle node, make middle node as root of BST\*/  
 struct Node \*root = \*head\_ref;  
  
 // Set pointer to left subtree  
 root->prev = left;  
  
 /\* Change head pointer of Linked List for parent recursive calls \*/  
 \*head\_ref = (\*head\_ref)->next;  
  
 /\* Recursively construct the right subtree and link it with root  
 The number of nodes in right subtree is total nodes - nodes in  
 left subtree - 1 (for root) \*/  
 root->next = sortedListToBSTRecur(head\_ref, n-n/2-1);  
  
 return root;  
}  
  
/\* UTILITY FUNCTIONS \*/  
/\* A utility function that returns count of nodes in a given Linked List \*/  
int countNodes(struct Node \*head)  
{  
 int count = 0;  
 struct Node \*temp = head;  
 while(temp)  
 {  
 temp = temp->next;  
 count++;  
 }  
 return count;  
}  
  
/\* Function to insert a node at the beginging of the Doubly Linked List \*/  
void push(struct Node\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct Node\* new\_node =  
 (struct Node\*) malloc(sizeof(struct Node));  
  
 /\* put in the data \*/  
 new\_node->data = new\_data;  
  
 /\* since we are adding at the begining,  
 prev is always NULL \*/  
 new\_node->prev = NULL;  
  
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);  
  
 /\* change prev of head node to new node \*/  
 if((\*head\_ref) != NULL)  
 (\*head\_ref)->prev = new\_node ;  
  
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
/\* Function to print nodes in a given linked list \*/  
void printList(struct Node \*node)  
{  
 while(node!=NULL)  
 {  
 printf("%d ", node->data);  
 node = node->next;  
 }  
}  
  
/\* A utility function to print preorder traversal of BST \*/  
void preOrder(struct Node\* node)  
{  
 if (node == NULL)  
 return;  
 printf("%d ", node->data);  
 preOrder(node->prev);  
 preOrder(node->next);  
}  
  
/\* Drier program to test above functions\*/  
int main()  
{  
 /\* Start with the empty list \*/  
 struct Node\* head = NULL;  
  
 /\* Let us create a sorted linked list to test the functions  
 Created linked list will be 7->6->5->4->3->2->1 \*/  
 push(&head, 7);  
 push(&head, 6);  
 push(&head, 5);  
 push(&head, 4);  
 push(&head, 3);  
 push(&head, 2);  
 push(&head, 1);  
  
 printf("\n Given Linked List ");  
 printList(head);  
  
 /\* Convert List to BST \*/  
 struct Node \*root = sortedListToBST(head);  
 printf("\n PreOrder Traversal of constructed BST ");  
 preOrder(root);  
  
 return 0;  
}

Time Complexity: O(n)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/in-place-conversion-of-sorted-dll-to-balanced-bst/>

# Intersection of two Sorted Linked Lists

Given two lists sorted in increasing order, create and return a new list representing the intersection of the two lists. The new list should be made with its own memory — the original lists should not be changed.

For example, let the first linked list be 1->2->3->4->6 and second linked list be 2->4->6->8, then your function should create and return a third list as 2->4->6.

**Method 1 (Using Dummy Node)**  
 The strategy here uses a temporary dummy node as the start of the result list. The pointer tail always points to the last node in the result list, so appending new nodes is easy. The dummy node gives tail something to point to initially when the result list is empty. This dummy node is efficient, since it is only temporary, and it is allocated in the stack. The loop proceeds, removing one node from either ‘a’ or ‘b’, and adding it to tail. When we are done, the result is in dummy.next.

#include<stdio.h>  
#include<stdlib.h>  
   
/\* Link list node \*/  
struct node  
{  
 int data;  
 struct node\* next;  
};  
  
void push(struct node\*\* head\_ref, int new\_data);  
  
/\*This solution uses the temporary dummy to build up the result list \*/  
struct node\* sortedIntersect(struct node\* a, struct node\* b)  
{  
 struct node dummy;  
 struct node\* tail = &dummy;  
 dummy.next = NULL;  
   
 /\* Once one or the other list runs out -- we're done \*/  
 while (a != NULL && b != NULL)  
 {  
 if (a->data == b->data)  
 {  
 push((&tail->next), a->data);  
 tail = tail->next;  
 a = a->next;  
 b = b->next;  
 }  
 else if (a->data < b->data) /\* advance the smaller list \*/   
 a = a->next;  
 else  
 b = b->next;  
 }  
 return(dummy.next);  
}  
  
/\* UTILITY FUNCTIONS \*/  
/\* Function to insert a node at the beginging of the linked list \*/  
void push(struct node\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node =  
 (struct node\*) malloc(sizeof(struct node));  
   
 /\* put in the data \*/  
 new\_node->data = new\_data;  
   
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);   
   
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
/\* Function to print nodes in a given linked list \*/  
void printList(struct node \*node)  
{  
 while (node != NULL)  
 {  
 printf("%d ", node->data);  
 node = node->next;  
 }  
}  
   
/\* Drier program to test above functions\*/  
int main()  
{  
 /\* Start with the empty lists \*/  
 struct node\* a = NULL;  
 struct node\* b = NULL;  
 struct node \*intersect = NULL;  
   
 /\* Let us create the first sorted linked list to test the functions  
 Created linked list will be 1->2->3->4->5->6 \*/  
 push(&a, 6);  
 push(&a, 5);  
 push(&a, 4);  
 push(&a, 3);  
 push(&a, 2);  
 push(&a, 1);   
   
 /\* Let us create the second sorted linked list   
 Created linked list will be 2->4->6->8 \*/  
 push(&b, 8);  
 push(&b, 6);  
 push(&b, 4);  
 push(&b, 2);   
   
 /\* Find the intersection two linked lists \*/  
 intersect = sortedIntersect(a, b);  
   
 printf("\n Linked list containing common items of a & b \n ");  
 printList(intersect);   
   
 getchar();  
}

Time Complexity: O(m+n) where m and n are number of nodes in first and second linked lists respectively.

**Method 2 (Using Local References)**  
 This solution is structurally very similar to the above, but it avoids using a dummy node Instead, it maintains a struct node\*\* pointer, lastPtrRef, that always points to the last pointer of the result list. This solves the same case that the dummy node did — dealing with the result list when it is empty. If you are trying to build up a list at its tail, either the dummy node or the struct node\*\* “reference” strategy can be used

#include<stdio.h>  
#include<stdlib.h>  
   
/\* Link list node \*/  
struct node  
{  
 int data;  
 struct node\* next;  
};  
  
void push(struct node\*\* head\_ref, int new\_data);  
  
/\* This solution uses the local reference \*/  
struct node\* sortedIntersect(struct node\* a, struct node\* b)  
{  
 struct node\* result = NULL;  
 struct node\*\* lastPtrRef = &result;  
   
 /\* Advance comparing the first nodes in both lists.  
 When one or the other list runs out, we're done. \*/  
 while (a!=NULL && b!=NULL)  
 {  
 if (a->data == b->data)  
 {  
 /\* found a node for the intersection \*/  
 push(lastPtrRef, a->data);  
 lastPtrRef = &((\*lastPtrRef)->next);  
 a = a->next;  
 b = b->next;  
 }  
 else if (a->data < b->data)  
 a=a->next; /\* advance the smaller list \*/   
 else   
 b=b->next;   
 }  
 return(result);  
}  
  
/\* UTILITY FUNCTIONS \*/  
/\* Function to insert a node at the beginging of the linked list \*/  
void push(struct node\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node =  
 (struct node\*) malloc(sizeof(struct node));  
   
 /\* put in the data \*/  
 new\_node->data = new\_data;  
   
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);   
   
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
/\* Function to print nodes in a given linked list \*/  
void printList(struct node \*node)  
{  
 while(node != NULL)  
 {  
 printf("%d ", node->data);  
 node = node->next;  
 }  
}  
   
/\* Drier program to test above functions\*/  
int main()  
{  
 /\* Start with the empty lists \*/  
 struct node\* a = NULL;  
 struct node\* b = NULL;  
 struct node \*intersect = NULL;  
   
 /\* Let us create the first sorted linked list to test the functions  
 Created linked list will be 1->2->3->4->5->6 \*/  
 push(&a, 6);  
 push(&a, 5);  
 push(&a, 4);  
 push(&a, 3);  
 push(&a, 2);  
 push(&a, 1);   
   
 /\* Let us create the second sorted linked list   
 Created linked list will be 2->4->6->8 \*/  
 push(&b, 8);  
 push(&b, 6);  
 push(&b, 4);  
 push(&b, 2);   
   
 /\* Find the intersection two linked lists \*/  
 intersect = sortedIntersect(a, b);  
   
 printf("\n Linked list containing common items of a & b \n ");  
 printList(intersect);   
   
 getchar();  
}

Time Complexity: O(m+n) where m and n are number of nodes in first and second linked lists respectively.

**Method 3 (Recursive)**  
 Below is the recursive implementation of sortedIntersect().

#include<stdio.h>  
#include<stdlib.h>  
  
/\* Link list node \*/  
struct node  
{  
 int data;  
 struct node\* next;  
};  
  
struct node \*sortedIntersect(struct node \*a, struct node \*b)  
{  
 /\* base case \*/  
 if (a == NULL || b == NULL)  
 return NULL;  
  
 /\* If both lists are non-empty \*/  
  
 /\* advance the smaller list and call recursively \*/  
 if (a->data < b->data)  
 return sortedIntersect(a->next, b);  
  
 if (a->data > b->data)  
 return sortedIntersect(a, b->next);  
  
 // Below lines are executed only when a->data == b->data  
 struct node \*temp = (struct node \*)malloc(sizeof(struct node));  
 temp->data = a->data;  
  
 /\* advance both lists and call recursively \*/  
 temp->next = sortedIntersect(a->next, b->next);  
 return temp;  
}  
  
/\* UTILITY FUNCTIONS \*/  
/\* Function to insert a node at the beginging of the linked list \*/  
void push(struct node\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node = (struct node\*) malloc(sizeof(struct node));  
  
 /\* put in the data \*/  
 new\_node->data = new\_data;  
  
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);  
  
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
/\* Function to print nodes in a given linked list \*/  
void printList(struct node \*node)  
{  
 while (node != NULL)  
 {  
 printf("%d ", node->data);  
 node = node->next;  
 }  
}  
  
/\* Drier program to test above functions\*/  
int main()  
{  
 /\* Start with the empty lists \*/  
 struct node\* a = NULL;  
 struct node\* b = NULL;  
 struct node \*intersect = NULL;  
  
 /\* Let us create the first sorted linked list to test the functions  
 Created linked list will be 1->2->3->4->5->6 \*/  
 push(&a, 6);  
 push(&a, 5);  
 push(&a, 4);  
 push(&a, 3);  
 push(&a, 2);  
 push(&a, 1);  
  
 /\* Let us create the second sorted linked list  
 Created linked list will be 2->4->6->8 \*/  
 push(&b, 8);  
 push(&b, 6);  
 push(&b, 4);  
 push(&b, 2);  
  
 /\* Find the intersection two linked lists \*/  
 intersect = sortedIntersect(a, b);  
  
 printf("\n Linked list containing common items of a & b \n ");  
 printList(intersect);  
  
 return 0;  
}

Time Complexity: O(m+n) where m and n are number of nodes in first and second linked lists respectively.

Please write comments if you find the above codes/algorithms incorrect, or find better ways to solve the same problem.

References:  
 [cslibrary.stanford.edu/105/LinkedListProblems.pdf](http://cslibrary.stanford.edu/105/LinkedListProblems.pdf)

### Source

<http://www.geeksforgeeks.org/intersection-of-two-sorted-linked-lists/>

# Linked List vs Array

**Difficulty Level:** Rookie

Both Arrays and [Linked List](http://en.wikipedia.org/wiki/Linked_list) can be used to store linear data of similar types, but they both have some advantages and disadvantages over each other.

Following are the points in favour of Linked Lists.

(1) The size of the arrays is fixed: So we must know the upper limit on the number of elements in advance. Also, generally, the allocated memory is equal to the upper limit irrespective of the usage, and in practical uses, upper limit is rarely reached.

(2) Inserting a new element in an array of elements is expensive, because room has to be created for the new elements and to create room existing elements have to shifted.

For example, suppose we maintain a sorted list of IDs in an array id[].

id[] = [1000, 1010, 1050, 2000, 2040, …..].

And if we want to insert a new ID 1005, then to maintain the sorted order, we have to move all the elements after 1000 (excluding 1000).

Deletion is also expensive with arrays until unless some special techniques are used. For example, to delete 1010 in id[], everything after 1010 has to be moved.

So Linked list provides following two advantages over arrays  
 1) Dynamic size  
 2) Ease of insertion/deletion

Linked lists have following drawbacks:  
 1) Random access is not allowed. We have to access elements sequentially starting from the first node. So we cannot do binary search with linked lists.  
 2) Extra memory space for a pointer is required with each element of the list.  
 3) Arrays have better cache locality that can make a pretty big difference in performance.

Please also see [this](http://geeksforgeeks.org/forum/topic/tcs-interview-question-for-software-engineerdeveloper-fresher-about-linked-lists#post-18153) thread.

References:  
 <http://cslibrary.stanford.edu/103/LinkedListBasics.pdf>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/linked-list-vs-array/>

# Construct a Maximum Sum Linked List out of two Sorted Linked Lists having some Common nodes

Given two sorted linked lists, construct a linked list that contains maximum sum path from start to end. The result list may contain nodes from both input lists. When constructing the result list, we may switch to the other input list only at the point of intersection (which mean the two node with the same value in the lists). You are allowed to use O(1) extra space.

Input:  
List1 = 1->3->30->90->120->240->511  
List2 = 0->3->12->32->90->125->240->249  
  
Output: Following is maximum sum linked list out of two input lists  
list = 1->3->12->32->90->125->240->511  
we switch at 3 and 240 to get above maximum sum linked list

**We strongly recommend to minimize the browser and try this yourself first.**

The idea here in the below solution is to adjust next pointers after common nodes.  
 1. Start with head of both linked lists and find first common node. Use merging technique of sorted linked list for that.  
 2. Keep track of sum of the elements too while doing this and set head of result list based on greater sum till first common node.  
 3. After this till the current pointers of both lists don’t become NULL we need to adjust the next of prev pointers based on greater sum.

This way it can be done in-place with constant extra space.  
 Time complexity of the below solution is O(n).

// C++ program to construct the maximum sum linked  
// list out of two given sorted lists  
#include<iostream>  
using namespace std;  
  
//A linked list node  
struct Node  
{  
 int data; //data belong to that node  
 Node \*next; //next pointer  
};  
  
// Push the data to the head of the linked list  
void push(Node \*\*head, int data)  
{  
 //Alocation memory to the new node  
 Node \*newnode = new Node;  
  
 //Assigning data to the new node  
 newnode->data = data;  
  
 //Adjusting next pointer of the new node  
 newnode->next = \*head;  
  
 //New node becomes the head of the list  
 \*head = newnode;  
}  
  
// Method that adjusts the pointers and prints the final list  
void finalMaxSumList(Node \*a, Node \*b)  
{  
 Node \*result = NULL;  
  
 // Assigning pre and cur to the head of the  
 // linked list.  
 Node \*pre1 = a, \*curr1 = a;  
 Node \*pre2 = b, \*curr2 = b;  
  
 // Till either of the current pointers is not  
 // NULL execute the loop  
 while (curr1 != NULL || curr2 != NULL)  
 {  
 // Keeping 2 local variables at the start of every  
 // loop run to keep track of the sum between pre  
 // and cur pointer elements.  
 int sum1 = 0, sum2 = 0;  
  
 // Calculating sum by traversing the nodes of linked  
 // list as the merging of two linked list. The loop  
 // stops at a common node  
 while (curr1!=NULL && curr2!=NULL && curr1->data!=curr2->data)  
 {  
 if (curr1->data < curr2->data)  
 {  
 sum1 += curr1->data;  
 curr1 = curr1->next;  
 }  
 else // (curr2->data < curr1->data)  
 {  
 sum2 += curr2->data;  
 curr2 = curr2->next;  
 }  
 }  
  
 // If either of current pointers becomes NULL  
 // carry on the sum calculation for other one.  
 if (curr1 == NULL)  
 {  
 while (curr2 != NULL)  
 {  
 sum2 += curr2->data;  
 curr2 = curr2->next;  
 }  
 }  
 if (curr2 == NULL)  
 {  
 while (curr1 != NULL)  
 {  
 sum1 += curr1->data;  
 curr1 = curr1->next;  
 }  
 }  
  
 // First time adjustment of resultant head based on  
 // the maximum sum.  
 if (pre1 == a && pre2 == b)  
 result = (sum1 > sum2)? pre1 : pre2;  
  
 // If pre1 and pre2 don't contain the head pointers of  
 // lists adjust the next pointers of previous pointers.  
 else  
 {  
 if (sum1 > sum2)  
 pre2->next = pre1->next;  
 else  
 pre1->next = pre2->next;  
 }  
  
 // Adjusting previous pointers  
 pre1 = curr1, pre2 = curr2;  
  
 // If curr1 is not NULL move to the next.  
 if (curr1)  
 curr1 = curr1->next;  
 // If curr2 is not NULL move to the next.  
 if (curr2)  
 curr2 = curr2->next;  
 }  
  
 // Print the resultant list.  
 while (result != NULL)  
 {  
 cout << result->data << " ";  
 result = result->next;  
 }  
}  
  
//Main driver program  
int main()  
{  
 //Linked List 1 : 1->3->30->90->110->120->NULL  
 //Linked List 2 : 0->3->12->32->90->100->120->130->NULL  
 Node \*head1 = NULL, \*head2 = NULL;  
 push(&head1, 120);  
 push(&head1, 110);  
 push(&head1, 90);  
 push(&head1, 30);  
 push(&head1, 3);  
 push(&head1, 1);  
  
 push(&head2, 130);  
 push(&head2, 120);  
 push(&head2, 100);  
 push(&head2, 90);  
 push(&head2, 32);  
 push(&head2, 12);  
 push(&head2, 3);  
 push(&head2, 0);  
  
 finalMaxSumList(head1, head2);  
 return 0;  
}

Output:

1 3 12 32 90 110 120 130

Time complexity = O(n) where n is the length of bigger linked list  
 Auxiliary space = O(1)  
 However a problem in this solution is that the original lists are changed.

Exercise  
 1. Try this problem when auxiliary space is not a constraint.  
 2. Try this problem when we don’t modify the actual list and create the resultant list.

This article is contributed by **Kumar Gautam**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/maximum-sum-linked-list-two-sorted-linked-lists-common-nodes/>

# Memory efficient doubly linked list

Asked by Varun Bhatia.

**Question:**  
 Write a code for implementation of doubly linked list with use of single pointer in each node.  
   
 **Solution:**  
 This question is solved and very well explained at <http://www.linuxjournal.com/article/6828>.

We also recommend to read <http://en.wikipedia.org/wiki/XOR_linked_list>

### Source

<http://www.geeksforgeeks.org/memory-efficient-doubly-linked-list/>

# Merge a linked list into another linked list at alternate positions

Given two linked lists, insert nodes of second list into first list at alternate positions of first list.  
 For example, if first list is 5->7->17->13->11 and second is 12->10->2->4->6, the first list should become 5->12->7->10->17->2->13->4->11->6 and second list should become empty. The nodes of second list should only be inserted when there are positions available. For example, if the first list is 1->2->3 and second list is 4->5->6->7->8, then first list should become 1->4->2->5->3->6 and second list to 7->8.

Use of extra space is not allowed (Not allowed to create additional nodes), i.e., insertion must be done in-place. Expected time complexity is O(n) where n is number of nodes in first list.

The idea is to run a loop while there are available positions in first loop and insert nodes of second list by changing pointers. Following is C implementation of this approach.

// C implementation of above program.  
#include <stdio.h>  
#include <stdlib.h>  
  
// A nexted list node  
struct node  
{  
 int data;  
 struct node \*next;  
};  
  
/\* Function to insert a node at the beginning \*/  
void push(struct node \*\* head\_ref, int new\_data)  
{  
 struct node\* new\_node = (struct node\*) malloc(sizeof(struct node));  
 new\_node->data = new\_data;  
 new\_node->next = (\*head\_ref);  
 (\*head\_ref) = new\_node;  
}  
  
/\* Utility function to print a singly linked list \*/  
void printList(struct node \*head)  
{  
 struct node \*temp = head;  
 while (temp != NULL)  
 {  
 printf("%d ", temp->data);  
 temp = temp->next;  
 }  
 printf("\n");  
}  
  
// Main function that inserts nodes of linked list q into p at alternate  
// positions. Since head of first list never changes and head of second list   
// may change, we need single pointer for first list and double pointer for   
// second list.  
void merge(struct node \*p, struct node \*\*q)  
{  
 struct node \*p\_curr = p, \*q\_curr = \*q;  
 struct node \*p\_next, \*q\_next;  
  
 // While therre are avialable positions in p  
 while (p\_curr != NULL && q\_curr != NULL)  
 {  
 // Save next pointers  
 p\_next = p\_curr->next;  
 q\_next = q\_curr->next;  
  
 // Make q\_curr as next of p\_curr  
 q\_curr->next = p\_next; // Change next pointer of q\_curr  
 p\_curr->next = q\_curr; // Change next pointer of p\_curr  
  
 // Update current pointers for next iteration  
 p\_curr = p\_next;  
 q\_curr = q\_next;  
 }  
  
 \*q = q\_curr; // Update head pointer of second list  
}  
  
// Driver program to test above functions  
int main()  
{  
 struct node \*p = NULL, \*q = NULL;  
 push(&p, 3);  
 push(&p, 2);  
 push(&p, 1);  
 printf("First Linked List:\n");  
 printList(p);  
  
 push(&q, 8);  
 push(&q, 7);  
 push(&q, 6);  
 push(&q, 5);  
 push(&q, 4);  
 printf("Second Linked List:\n");  
 printList(q);  
  
 merge(p, &q);  
  
 printf("Modified First Linked List:\n");  
 printList(p);  
  
 printf("Modified Second Linked List:\n");  
 printList(q);  
  
 getchar();  
 return 0;  
}

Output:

First Linked List:  
1 2 3  
Second Linked List:  
4 5 6 7 8  
Modified First Linked List:  
1 4 2 5 3 6  
Modified Second Linked List:  
7 8

This article is contributed by [**Chandra Prakash**](https://www.facebook.com/chandra.prakash.52643?fref=ts). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/merge-a-linked-list-into-another-linked-list-at-alternate-positions/>

# Merge Sort for Linked Lists

[Merge sort](http://en.wikipedia.org/wiki/Merge_sort) is often preferred for sorting a linked list. The slow random-access performance of a linked list makes some other algorithms (such as quicksort) perform poorly, and others (such as heapsort) completely impossible.

Let head be the first node of the linked list to be sorted and headRef be the pointer to head. Note that we need a reference to head in MergeSort() as the below implementation changes next links to sort the linked lists (not data at the nodes), so head node has to be changed if the data at original head is not the smallest value in linked list.

MergeSort(headRef)  
1) If head is NULL or there is only one element in the Linked List   
 then return.  
2) Else divide the linked list into two halves.   
 FrontBackSplit(head, &a, &b); /\* a and b are two halves \*/  
3) Sort the two halves a and b.  
 MergeSort(a);  
 MergeSort(b);  
4) Merge the sorted a and b (using SortedMerge() discussed here)   
 and update the head pointer using headRef.  
 \*headRef = SortedMerge(a, b);

#include<stdio.h>  
#include<stdlib.h>  
   
/\* Link list node \*/  
struct node  
{  
 int data;  
 struct node\* next;  
};  
  
/\* function prototypes \*/  
struct node\* SortedMerge(struct node\* a, struct node\* b);  
void FrontBackSplit(struct node\* source,  
 struct node\*\* frontRef, struct node\*\* backRef);  
  
/\* sorts the linked list by changing next pointers (not data) \*/  
void MergeSort(struct node\*\* headRef)  
{  
 struct node\* head = \*headRef;  
 struct node\* a;  
 struct node\* b;  
  
 /\* Base case -- length 0 or 1 \*/  
 if ((head == NULL) || (head->next == NULL))  
 {  
 return;  
 }  
  
 /\* Split head into 'a' and 'b' sublists \*/  
 FrontBackSplit(head, &a, &b);   
  
 /\* Recursively sort the sublists \*/  
 MergeSort(&a);  
 MergeSort(&b);  
  
 /\* answer = merge the two sorted lists together \*/  
 \*headRef = SortedMerge(a, b);  
}  
  
/\* See http://geeksforgeeks.org/?p=3622 for details of this   
 function \*/  
struct node\* SortedMerge(struct node\* a, struct node\* b)  
{  
 struct node\* result = NULL;  
  
 /\* Base cases \*/  
 if (a == NULL)  
 return(b);  
 else if (b==NULL)  
 return(a);  
  
 /\* Pick either a or b, and recur \*/  
 if (a->data <= b->data)  
 {  
 result = a;  
 result->next = SortedMerge(a->next, b);  
 }  
 else  
 {  
 result = b;  
 result->next = SortedMerge(a, b->next);  
 }  
 return(result);  
}  
  
/\* UTILITY FUNCTIONS \*/  
/\* Split the nodes of the given list into front and back halves,  
 and return the two lists using the reference parameters.  
 If the length is odd, the extra node should go in the front list.  
 Uses the fast/slow pointer strategy. \*/  
void FrontBackSplit(struct node\* source,  
 struct node\*\* frontRef, struct node\*\* backRef)  
{  
 struct node\* fast;  
 struct node\* slow;  
 if (source==NULL || source->next==NULL)  
 {  
 /\* length < 2 cases \*/  
 \*frontRef = source;  
 \*backRef = NULL;  
 }  
 else  
 {  
 slow = source;  
 fast = source->next;  
  
 /\* Advance 'fast' two nodes, and advance 'slow' one node \*/  
 while (fast != NULL)  
 {  
 fast = fast->next;  
 if (fast != NULL)  
 {  
 slow = slow->next;  
 fast = fast->next;  
 }  
 }  
  
 /\* 'slow' is before the midpoint in the list, so split it in two  
 at that point. \*/  
 \*frontRef = source;  
 \*backRef = slow->next;  
 slow->next = NULL;  
 }  
}  
  
/\* Function to print nodes in a given linked list \*/  
void printList(struct node \*node)  
{  
 while(node!=NULL)  
 {  
 printf("%d ", node->data);  
 node = node->next;  
 }  
}  
  
/\* Function to insert a node at the beginging of the linked list \*/  
void push(struct node\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node =  
 (struct node\*) malloc(sizeof(struct node));  
   
 /\* put in the data \*/  
 new\_node->data = new\_data;  
   
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);   
   
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}   
   
/\* Drier program to test above functions\*/  
int main()  
{  
 /\* Start with the empty list \*/  
 struct node\* res = NULL;  
 struct node\* a = NULL;  
   
 /\* Let us create a unsorted linked lists to test the functions  
 Created lists shall be a: 2->3->20->5->10->15 \*/  
 push(&a, 15);  
 push(&a, 10);  
 push(&a, 5);   
 push(&a, 20);  
 push(&a, 3);  
 push(&a, 2);   
   
 /\* Sort the above created Linked List \*/  
 MergeSort(&a);  
   
 printf("\n Sorted Linked List is: \n");  
 printList(a);   
   
 getchar();  
 return 0;  
}

Time Complexity: O(nLogn)

Sources:  
 <http://en.wikipedia.org/wiki/Merge_sort>  
 <http://cslibrary.stanford.edu/105/LinkedListProblems.pdf>

Please write comments if you find the above code/algorithm incorrect, or find better ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/merge-sort-for-linked-list/>

# Merge two sorted linked lists

Write a SortedMerge() function that takes two lists, each of which is sorted in increasing order, and merges the two together into one list which is in increasing order. SortedMerge() should return the new list. The new list should be made by splicing  
 together the nodes of the first two lists.

For example if the first linked list a is 5->10->15 and the other linked list b is 2->3->20, then SortedMerge() should return a pointer to the head node of the merged list 2->3->5->10->15->20.

There are many cases to deal with: either ‘a’ or ‘b’ may be empty, during processing either ‘a’ or ‘b’ may run out first, and finally there’s the problem of starting the result list empty, and building it up while going through ‘a’ and ‘b’.

**Method 1 (Using Dummy Nodes)**  
 The strategy here uses a temporary dummy node as the start of the result list. The pointer Tail always points to the last node in the result list, so appending new nodes is easy.  
 The dummy node gives tail something to point to initially when the result list is empty. This dummy node is efficient, since it is only temporary, and it is allocated in the stack. The loop proceeds, removing one node from either ‘a’ or ‘b’, and adding it to tail. When  
 we are done, the result is in dummy.next.

/\*Program to alternatively split a linked list into two halves \*/  
#include<stdio.h>  
#include<stdlib.h>  
#include<assert.h>  
  
/\* Link list node \*/  
struct node  
{  
 int data;  
 struct node\* next;  
};  
  
/\* pull off the front node of the source and put it in dest \*/  
void MoveNode(struct node\*\* destRef, struct node\*\* sourceRef);  
  
/\* Takes two lists sorted in increasing order, and splices their nodes together to make one big sorted list which is returned. \*/  
struct node\* SortedMerge(struct node\* a, struct node\* b)   
{  
 /\* a dummy first node to hang the result on \*/   
 struct node dummy;   
   
 /\* tail points to the last result node \*/   
 struct node\* tail = &dummy;   
  
 /\* so tail->next is the place to add new nodes   
 to the result. \*/  
 dummy.next = NULL;  
 while(1)   
 {  
 if(a == NULL)   
 {   
 /\* if either list runs out, use the other list \*/  
 tail->next = b;  
 break;  
 }  
 else if (b == NULL)   
 {  
 tail->next = a;  
 break;  
 }  
 if (a->data <= b->data)   
 {  
 MoveNode(&(tail->next), &a);  
 }  
 else   
 {  
 MoveNode(&(tail->next), &b);  
 }  
 tail = tail->next;  
 }  
 return(dummy.next);  
}   
  
  
/\* UTILITY FUNCTIONS \*/  
/\*MoveNode() function takes the node from the front of the source, and move it to the front of the dest.  
 It is an error to call this with the source list empty.   
  
 Before calling MoveNode():  
 source == {1, 2, 3}  
 dest == {1, 2, 3}  
  
 Affter calling MoveNode():  
 source == {2, 3}  
 dest == {1, 1, 2, 3}  
\*/  
void MoveNode(struct node\*\* destRef, struct node\*\* sourceRef)  
{  
 /\* the front source node \*/  
 struct node\* newNode = \*sourceRef;  
 assert(newNode != NULL);  
  
 /\* Advance the source pointer \*/  
 \*sourceRef = newNode->next;  
  
 /\* Link the old dest off the new node \*/  
 newNode->next = \*destRef;   
  
 /\* Move dest to point to the new node \*/  
 \*destRef = newNode;  
}  
  
  
/\* Function to insert a node at the beginging of the linked list \*/  
void push(struct node\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node =  
 (struct node\*) malloc(sizeof(struct node));  
  
 /\* put in the data \*/  
 new\_node->data = new\_data;  
  
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);   
  
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
/\* Function to print nodes in a given linked list \*/  
void printList(struct node \*node)  
{  
 while(node!=NULL)  
 {  
 printf("%d ", node->data);  
 node = node->next;  
 }  
}   
  
/\* Drier program to test above functions\*/  
int main()  
{  
 /\* Start with the empty list \*/  
 struct node\* res = NULL;  
 struct node\* a = NULL;  
 struct node\* b = NULL;   
  
 /\* Let us create two sorted linked lists to test the functions  
 Created lists shall be a: 5->10->15, b: 2->3->20 \*/  
 push(&a, 15);  
 push(&a, 10);  
 push(&a, 5);  
   
 push(&b, 20);  
 push(&b, 3);  
 push(&b, 2);   
  
 /\* Remove duplicates from linked list \*/  
 res = SortedMerge(a, b);   
  
 printf("\n Merged Linked List is: \n");  
 printList(res);   
  
 getchar();  
 return 0;  
}

**Method 2 (Using Local References)**  
 This solution is structurally very similar to the above, but it avoids using a dummy node. Instead, it maintains a struct node\*\* pointer, lastPtrRef, that always points to the last pointer of the result list. This solves the same case that the dummy node did — dealing with the result list when it is empty. If you are trying to build up a list at its tail, either the dummy node or the struct node\*\* “reference” strategy can be used (see Section 1 for details).

struct node\* SortedMerge(struct node\* a, struct node\* b)   
{  
 struct node\* result = NULL;  
   
 /\* point to the last result pointer \*/  
 struct node\*\* lastPtrRef = &result;   
   
 while(1)   
 {  
 if (a == NULL)   
 {  
 \*lastPtrRef = b;  
 break;  
 }  
 else if (b==NULL)   
 {  
 \*lastPtrRef = a;  
 break;  
 }  
 if(a->data <= b->data)   
 {  
 MoveNode(lastPtrRef, &a);  
 }  
 else   
 {  
 MoveNode(lastPtrRef, &b);  
 }  
   
 /\* tricky: advance to point to the next ".next" field \*/  
 lastPtrRef = &((\*lastPtrRef)->next);   
 }  
 return(result);  
}

**Method 3 (Using Recursion)**  
 Merge is one of those nice recursive problems where the recursive solution code is much cleaner than the iterative code. You probably wouldn’t want to use the recursive version for production code however, because it will use stack space which is proportional to the length of the lists.

struct node\* SortedMerge(struct node\* a, struct node\* b)   
{  
 struct node\* result = NULL;  
  
 /\* Base cases \*/  
 if (a == NULL)   
 return(b);  
 else if (b==NULL)   
 return(a);  
  
 /\* Pick either a or b, and recur \*/  
 if (a->data <= b->data)   
 {  
 result = a;  
 result->next = SortedMerge(a->next, b);  
 }  
 else   
 {  
 result = b;  
 result->next = SortedMerge(a, b->next);  
 }  
 return(result);  
}

Source: <http://cslibrary.stanford.edu/105/LinkedListProblems.pdf>

Please write comments if you find the above code/algorithm incorrect, or find better ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/merge-two-sorted-linked-lists/>

# Move last element to front of a given Linked List

Write a C function that moves last element to front in a given Singly Linked List. For example, if the given Linked List is 1->2->3->4->5, then the function should change the list to 5->1->2->3->4.

Algorithm:  
 Traverse the list till last node. Use two pointers: one to store the address of last node and other for address of second last node. After the end of loop do following operations.  
 i) Make second last as last (secLast->next = NULL).  
 ii) Set next of last as head (last->next = \*head\_ref).  
 iii) Make last as head ( \*head\_ref = last)

/\* Program to move last element to front in a given linked list \*/  
#include<stdio.h>  
#include<stdlib.h>  
  
/\* A linked list node \*/  
struct node  
{  
 int data;  
 struct node \*next;  
};  
  
/\* We are using a double pointer head\_ref here because we change   
 head of the linked list inside this function.\*/  
void moveToFront(struct node \*\*head\_ref)  
{  
 /\* If linked list is empty, or it contains only one node,   
 then nothing needs to be done, simply return \*/   
 if(\*head\_ref == NULL || (\*head\_ref)->next == NULL)  
 return;  
   
 /\* Initialize second last and last pointers \*/   
 struct node \*secLast = NULL;  
 struct node \*last = \*head\_ref;  
   
 /\*After this loop secLast contains address of second last  
 node and last contains address of last node in Linked List \*/  
 while(last->next != NULL)   
 {  
 secLast = last;  
 last = last->next;   
 }   
   
 /\* Set the next of second last as NULL \*/  
 secLast->next = NULL;  
   
 /\* Set next of last as head node \*/  
 last->next = \*head\_ref;  
   
 /\* Change the head pointer to point to last node now \*/  
 \*head\_ref = last;   
}   
  
/\* UTILITY FUNCTIONS \*/  
/\* Function to add a node at the begining of Linked List \*/  
void push(struct node\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node =  
 (struct node\*) malloc(sizeof(struct node));  
  
 /\* put in the data \*/  
 new\_node->data = new\_data;  
  
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);   
  
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
  
/\* Function to print nodes in a given linked list \*/  
void printList(struct node \*node)  
{  
 while(node != NULL)  
 {  
 printf("%d ", node->data);  
 node = node->next;  
 }  
}  
  
/\* Druver program to test above function \*/  
int main()  
{  
 struct node \*start = NULL;   
  
 /\* The constructed linked list is:  
 1->2->3->4->5 \*/  
 push(&start, 5);  
 push(&start, 4);  
 push(&start, 3);  
 push(&start, 2);  
 push(&start, 1);  
  
 printf("\n Linked list before moving last to front ");  
 printList(start);  
  
 moveToFront(&start);  
  
 printf("\n Linked list after removing last to front ");  
 printList(start);  
  
 getchar();  
}

Time Complexity: O(n) where n is the number of nodes in the given Linked List.

Please write comments if you find any bug in above code/algorithm, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/move-last-element-to-front-of-a-given-linked-list/>

# Nth node from the end of a Linked List

Given a Linked List and a number n, write a function that returns the value at the nth node from end of the Linked List.

**Method 1 (Use length of linked list)**  
 1) Calculate the length of Linked List. Let the length be len.  
 2) Print the (len – n + 1)th node from the begining of the Linked List.

#include<stdio.h>  
#include<stdlib.h>  
  
/\* Link list node \*/  
struct node  
{  
 int data;  
 struct node\* next;  
};  
  
/\* Function to get the nth node from the last of a linked list\*/  
void printNthFromLast(struct node\* head, int n)  
{  
 int len = 0, i;  
 struct node \*temp = head;  
  
 // 1) count the number of nodes in Linked List  
 while (temp != NULL)  
 {  
 temp = temp->next;  
 len++;  
 }  
  
 // check if value of n is not more than length of the linked list  
 if (len < n)  
 return;  
  
 temp = head;  
  
 // 2) get the (n-len+1)th node from the begining  
 for (i = 1; i < len-n+1; i++)  
 temp = temp->next;  
  
 printf ("%d", temp->data);  
  
 return;  
}  
  
void push(struct node\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node =  
 (struct node\*) malloc(sizeof(struct node));  
  
 /\* put in the data \*/  
 new\_node->data = new\_data;  
  
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);  
  
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
/\* Drier program to test above function\*/  
int main()  
{  
 /\* Start with the empty list \*/  
 struct node\* head = NULL;  
  
 // create linked 35->15->4->20  
 push(&head, 20);  
 push(&head, 4);  
 push(&head, 15);  
 push(&head, 35);  
  
 printNthFromLast(head, 5);  
 getchar();  
 return 0;   
}

Following is a recursive C code for the same method. Thanks to [Anuj Bansal](http://www.geeksforgeeks.org/archives/824/comment-page-1#comment-6420) for providing following code.

void printNthFromLast(struct node\* head, int n)   
{  
 static int i = 0;  
 if(head == NULL)  
 return;  
 printNthFromLast(head->next, n);  
 if(++i == n)  
 printf("%d", head->data);  
}

**Time Complexity:** O(n) where n is the length of linked list.

**Method 2 (Use two pointers)**  
 Maintain two pointers – reference pointer and main pointer. Initialize both reference and main pointers to head. First move reference pointer to n nodes from head. Now move both pointers one by one until reference pointer reaches end. Now main pointer will point to nth node from the end. Return main pointer.

**Implementation:**

#include<stdio.h>  
#include<stdlib.h>  
  
/\* Link list node \*/  
struct node  
{  
 int data;  
 struct node\* next;  
};  
  
/\* Function to get the nth node from the last of a linked list\*/  
void printNthFromLast(struct node \*head, int n)  
{  
 struct node \*main\_ptr = head;  
 struct node \*ref\_ptr = head;  
  
 int count = 0;  
 if(head != NULL)  
 {  
 while( count < n )  
 {  
 if(ref\_ptr == NULL)  
 {  
 printf("%d is greater than the no. of "  
 "nodes in list", n);  
 return;  
 }  
 ref\_ptr = ref\_ptr->next;  
 count++;  
 } /\* End of while\*/  
  
 while(ref\_ptr != NULL)  
 {  
 main\_ptr = main\_ptr->next;  
 ref\_ptr = ref\_ptr->next;  
 }  
 printf("Node no. %d from last is %d ",   
 n, main\_ptr->data);  
 }  
}  
  
void push(struct node\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node =  
 (struct node\*) malloc(sizeof(struct node));  
  
 /\* put in the data \*/  
 new\_node->data = new\_data;  
  
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);   
  
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
/\* Drier program to test above function\*/  
int main()  
{  
 /\* Start with the empty list \*/  
 struct node\* head = NULL;  
 push(&head, 20);  
 push(&head, 4);  
 push(&head, 15);   
  
 printNthFromLast(head, 3);  
 getchar();  
}

**Time Complexity:** O(n) where n is the length of linked list.

Please write comments if you find the above codes/algorithms incorrect, or find other ways to solve the same problem.

Tags: [Linked Lists](http://www.geeksforgeeks.org/tag/linked-list/)

### Source

<http://www.geeksforgeeks.org/nth-node-from-the-end-of-a-linked-list/>

# Pairwise swap elements of a given linked list by changing links

Given a singly linked list, write a function to swap elements pairwise. For example, if the linked list is 1->2->3->4->5->6->7 then the function should change it to 2->1->4->3->6->5->7, and if the linked list is 1->2->3->4->5->6 then the function should change it to 2->1->4->3->6->5

This problem has been discussed [here](http://www.geeksforgeeks.org/pairwise-swap-elements-of-a-given-linked-list/). The solution provided there swaps data of nodes. If data contains many fields, there will be many swap operations. So changing links is a better idea in general. Following is a C implementation that changes links instead of swapping data.

/\* This program swaps the nodes of linked list rather than swapping the  
field from the nodes.  
Imagine a case where a node contains many fields, there will be plenty  
of unnecessary swap calls. \*/  
  
#include<stdio.h>  
#include<stdlib.h>  
#include<stdbool.h>  
  
/\* A linked list node \*/  
struct node  
{  
 int data;  
 struct node \*next;  
};  
  
/\* Function to pairwise swap elements of a linked list \*/  
void pairWiseSwap(struct node \*\*head)  
{  
 // If linked list is empty or there is only one node in list  
 if (\*head == NULL || (\*head)->next == NULL)  
 return;  
  
 // Initialize previous and current pointers  
 struct node \*prev = \*head;  
 struct node \*curr = (\*head)->next;  
  
 \*head = curr; // Change head before proceeeding  
  
 // Traverse the list  
 while (true)  
 {  
 struct node \*next = curr->next;  
 curr->next = prev; // Change next of current as previous node  
  
 // If next NULL or next is the last node  
 if (next == NULL || next->next == NULL)  
 {  
 prev->next = next;  
 break;  
 }  
  
 // Change next of previous to next next  
 prev->next = next->next;  
  
 // Update previous and curr  
 prev = next;  
 curr = prev->next;  
 }  
}  
  
/\* Function to add a node at the begining of Linked List \*/  
void push(struct node\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node =  
 (struct node\*) malloc(sizeof(struct node));  
  
 /\* put in the data \*/  
 new\_node->data = new\_data;  
  
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);  
  
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
/\* Function to print nodes in a given linked list \*/  
void printList(struct node \*node)  
{  
 while(node != NULL)  
 {  
 printf("%d ", node->data);  
 node = node->next;  
 }  
}  
  
/\* Druver program to test above function \*/  
int main()  
{  
 struct node \*start = NULL;  
  
 /\* The constructed linked list is:  
 1->2->3->4->5->6->7 \*/  
 push(&start, 7);  
 push(&start, 6);  
 push(&start, 5);  
 push(&start, 4);  
 push(&start, 3);  
 push(&start, 2);  
 push(&start, 1);  
  
 printf("\n Linked list before calling pairWiseSwap() ");  
 printList(start);  
  
 pairWiseSwap(&start);  
  
 printf("\n Linked list after calling pairWiseSwap() ");  
 printList(start);  
  
 getchar();  
 return 0;  
}

Output:

Linked list before calling pairWiseSwap() 1 2 3 4 5 6 7  
 Linked list after calling pairWiseSwap() 2 1 4 3 6 5 7

Time Complexity: Time complexity of the above program is O(n) where n is the number of nodes in a given linked list. The while loop does a traversal of the given linked list.

Following is **recursive implementation** of the same approach. We change first two nodes and recur for the remaining list. Thanks to geek and omer salem for suggesting this method.

/\* This program swaps the nodes of linked list rather than swapping the  
field from the nodes.  
Imagine a case where a node contains many fields, there will be plenty  
of unnecessary swap calls. \*/  
  
#include<stdio.h>  
#include<stdlib.h>  
#include<stdbool.h>  
  
/\* A linked list node \*/  
struct node  
{  
 int data;  
 struct node \*next;  
};  
  
/\* Function to pairwise swap elements of a linked list.  
 It returns head of the modified list, so return value  
 of this node must be assigned \*/  
struct node \*pairWiseSwap(struct node\* head)  
{  
 // Base Case: The list is empty or has only one node  
 if (head == NULL || head->next == NULL)  
 return head;  
  
 // Store head of list after two nodes  
 struct node\* remaing = head->next->next;  
  
 // Change head  
 struct node\* newhead = head->next;  
  
 // Change next of second node  
 head->next->next = head;  
  
 // Recur for remaining list and change next of head  
 head->next = pairWiseSwap(remaing);  
  
 // Return new head of modified list  
 return newhead;  
}  
  
/\* Function to add a node at the begining of Linked List \*/  
void push(struct node\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node =  
 (struct node\*) malloc(sizeof(struct node));  
  
 /\* put in the data \*/  
 new\_node->data = new\_data;  
  
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);  
  
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
/\* Function to print nodes in a given linked list \*/  
void printList(struct node \*node)  
{  
 while(node != NULL)  
 {  
 printf("%d ", node->data);  
 node = node->next;  
 }  
}  
  
/\* Druver program to test above function \*/  
int main()  
{  
 struct node \*start = NULL;  
  
 /\* The constructed linked list is:  
 1->2->3->4->5->6->7 \*/  
 push(&start, 7);  
 push(&start, 6);  
 push(&start, 5);  
 push(&start, 4);  
 push(&start, 3);  
 push(&start, 2);  
 push(&start, 1);  
  
 printf("\n Linked list before calling pairWiseSwap() ");  
 printList(start);  
  
 start = pairWiseSwap(start); // NOTE THIS CHANGE  
  
 printf("\n Linked list after calling pairWiseSwap() ");  
 printList(start);  
  
 return 0;  
}

Linked list before calling pairWiseSwap() 1 2 3 4 5 6 7  
 Linked list after calling pairWiseSwap() 2 1 4 3 6 5 7

This article is contributed by **Gautam Kumar**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above
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# Pairwise swap elements of a given linked list

Given a singly linked list, write a function to swap elements pairwise. For example, if the linked list is 1->2->3->4->5 then the function should change it to 2->1->4->3->5, and if the linked list is 1->2->3->4->5->6 then the function should change it to 2->1->4->3->6->5.

**METHOD 1 (Iterative)**  
 Start from the head node and traverse the list. While traversing swap data of each node with its next node’s data.

/\* Program to pairwise swap elements in a given linked list \*/  
#include<stdio.h>  
#include<stdlib.h>  
  
/\* A linked list node \*/  
struct node  
{  
 int data;  
 struct node \*next;  
};  
  
/\*Function to swap two integers at addresses a and b \*/  
void swap(int \*a, int \*b);  
  
/\* Function to pairwise swap elements of a linked list \*/  
void pairWiseSwap(struct node \*head)  
{  
 struct node \*temp = head;  
  
 /\* Traverse further only if there are at-least two nodes left \*/  
 while (temp != NULL && temp->next != NULL)  
 {  
 /\* Swap data of node with its next node's data \*/  
 swap(&temp->data, &temp->next->data);  
  
 /\* Move temp by 2 for the next pair \*/  
 temp = temp->next->next;  
 }  
}  
  
/\* UTILITY FUNCTIONS \*/  
/\* Function to swap two integers \*/  
void swap(int \*a, int \*b)  
{  
 int temp;  
 temp = \*a;  
 \*a = \*b;  
 \*b = temp;  
}  
  
/\* Function to add a node at the begining of Linked List \*/  
void push(struct node\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node =  
 (struct node\*) malloc(sizeof(struct node));  
  
 /\* put in the data \*/  
 new\_node->data = new\_data;  
  
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);  
  
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
/\* Function to print nodes in a given linked list \*/  
void printList(struct node \*node)  
{  
 while (node != NULL)  
 {  
 printf("%d ", node->data);  
 node = node->next;  
 }  
}  
  
/\* Druver program to test above function \*/  
int main()  
{  
 struct node \*start = NULL;  
  
 /\* The constructed linked list is:  
 1->2->3->4->5 \*/  
 push(&start, 5);  
 push(&start, 4);  
 push(&start, 3);  
 push(&start, 2);  
 push(&start, 1);  
  
 printf("\n Linked list before calling pairWiseSwap() ");  
 printList(start);  
  
 pairWiseSwap(start);  
  
 printf("\n Linked list after calling pairWiseSwap() ");  
 printList(start);  
  
 getchar();  
 return 0;  
}

Time complexity: O(n)

**METHOD 2 (Recursive)**  
 If there are 2 or more than 2 nodes in Linked List then swap the first two nodes and recursively call for rest of the list.

/\* Recursive function to pairwise swap elements of a linked list \*/  
void pairWiseSwap(struct node \*head)  
{  
 /\* There must be at-least two nodes in the list \*/  
 if(head != NULL && head->next != NULL)  
 {  
 /\* Swap the node's data with data of next node \*/  
 swap(&head->data, &head->next->data);  
   
 /\* Call pairWiseSwap() for rest of the list \*/  
 pairWiseSwap(head->next->next);  
 }   
}

Time complexity: O(n)

The solution provided there swaps data of nodes. If data contains many fields, there will be many swap operations. See [this](http://www.geeksforgeeks.org/pairwise-swap-elements-of-a-given-linked-list-by-changing-links/)for an implementation that changes links rather than swapping data.

Please write comments if you find any bug in above code/algorithm, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/pairwise-swap-elements-of-a-given-linked-list/>

# Practice questions for Linked List and Recursion

Assume the structure of a Linked List node is as follows.

struct node  
{  
 int data;  
 struct node \*next;  
};

Explain the functionality of following C functions.

**1. What does the following function do for a given Linked List?**

void fun1(struct node\* head)  
{  
 if(head == NULL)  
 return;  
   
 fun1(head->next);  
 printf("%d ", head->data);  
}

fun1() prints the given Linked List in reverse manner. For Linked List 1->2->3->4->5, fun1() prints 5->4->3->2->1.

**2. What does the following function do for a given Linked List ?**

void fun2(struct node\* head)  
{  
 if(head== NULL)  
 return;  
 printf("%d ", head->data);   
  
 if(head->next != NULL )  
 fun2(head->next->next);  
 printf("%d ", head->data);   
}

fun2() prints alternate nodes of the given Linked List, first from head to end, and then from end to head. If Linked List has even number of nodes, then fun2() skips the last node. For Linked List 1->2->3->4->5, fun2() prints 1 3 5 5 3 1. For Linked List 1->2->3->4->5->6, fun2() prints 1 3 5 5 3 1.

Below is a complete running program to test above functions.

#include<stdio.h>  
#include<stdlib.h>  
  
/\* A linked list node \*/  
struct node  
{  
 int data;  
 struct node \*next;  
};  
  
  
/\* Prints a linked list in reverse manner \*/  
void fun1(struct node\* head)  
{  
 if(head == NULL)  
 return;  
  
 fun1(head->next);  
 printf("%d ", head->data);  
}  
  
/\* prints alternate nodes of a Linked List, first   
 from head to end, and then from end to head. \*/  
void fun2(struct node\* start)  
{  
 if(start == NULL)  
 return;  
 printf("%d ", start->data);   
  
 if(start->next != NULL )  
 fun2(start->next->next);  
 printf("%d ", start->data);  
}  
  
/\* UTILITY FUNCTIONS TO TEST fun1() and fun2() \*/  
/\* Given a reference (pointer to pointer) to the head  
 of a list and an int, push a new node on the front  
 of the list. \*/  
void push(struct node\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node =  
 (struct node\*) malloc(sizeof(struct node));  
   
 /\* put in the data \*/  
 new\_node->data = new\_data;  
   
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);  
   
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
   
/\* Drier program to test above functions \*/  
int main()  
{  
 /\* Start with the empty list \*/  
 struct node\* head = NULL;  
  
 /\* Using push() to construct below list  
 1->2->3->4->5 \*/  
 push(&head, 5);  
 push(&head, 4);  
 push(&head, 3);  
 push(&head, 2);  
 push(&head, 1);   
   
 printf("\n Output of fun1() for list 1->2->3->4->5 \n");  
 fun1(head);  
  
 printf("\n Output of fun2() for list 1->2->3->4->5 \n");   
 fun2(head);  
   
 getchar();  
 return 0;  
}

Please write comments if you find any of the answers/explanations incorrect, or you want to share more information about the topics discussed above.
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# QuickSort on Doubly Linked List

Following is a typical recursive implementation of [QuickSort](http://en.wikipedia.org/wiki/Quicksort) for arrays. The implementation uses last element as pivot.

/\* A typical recursive implementation of Quicksort for array\*/  
  
/\* This function takes last element as pivot, places the pivot element at its  
 correct position in sorted array, and places all smaller (smaller than   
 pivot) to left of pivot and all greater elements to right of pivot \*/  
int partition (int arr[], int l, int h)  
{  
 int x = arr[h];  
 int i = (l - 1);  
  
 for (int j = l; j <= h- 1; j++)  
 {  
 if (arr[j] <= x)  
 {  
 i++;  
 swap (&arr[i], &arr[j]);  
 }  
 }  
 swap (&arr[i + 1], &arr[h]);  
 return (i + 1);  
}  
  
/\* A[] --> Array to be sorted, l --> Starting index, h --> Ending index \*/  
void quickSort(int A[], int l, int h)  
{  
 if (l < h)  
 {   
 int p = partition(A, l, h); /\* Partitioning index \*/  
 quickSort(A, l, p - 1);   
 quickSort(A, p + 1, h);  
 }  
}

**Can we use same algorithm for Linked List?**  
 Following is C++ implementation for doubly linked list. The idea is simple, we first find out pointer to last node. Once we have pointer to last node, we can recursively sort the linked list using pointers to first and last nodes of linked list, similar to the above recursive function where we pass indexes of first and last array elements. The partition function for linked list is also similar to partition for arrays. Instead of returning index of the pivot element, it returns pointer to the pivot element. In the following implementation, quickSort() is just a wrapper function, the main recursive function is \_quickSort() which is similar to quickSort() for array implementation.
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// A C++ program to sort a linked list using Quicksort  
#include <iostream>  
#include <stdio.h>  
using namespace std;  
  
/\* a node of the doubly linked list \*/  
struct node  
{  
 int data;  
 struct node \*next;  
 struct node \*prev;  
};  
  
/\* A utility function to swap two elements \*/  
void swap ( int\* a, int\* b )  
{ int t = \*a; \*a = \*b; \*b = t; }  
  
// A utility function to find last node of linked list  
struct node \*lastNode(node \*root)  
{  
 while (root && root->next)  
 root = root->next;  
 return root;  
}  
  
/\* Considers last element as pivot, places the pivot element at its  
 correct position in sorted array, and places all smaller (smaller than  
 pivot) to left of pivot and all greater elements to right of pivot \*/  
node\* partition(node \*l, node \*h)  
{  
 // set pivot as h element  
 int x = h->data;  
  
 // similar to i = l-1 for array implementation  
 node \*i = l->prev;  
  
 // Similar to "for (int j = l; j <= h- 1; j++)"  
 for (node \*j = l; j != h; j = j->next)  
 {  
 if (j->data <= x)  
 {  
 // Similar to i++ for array  
 i = (i == NULL)? l : i->next;  
  
 swap(&(i->data), &(j->data));  
 }  
 }  
 i = (i == NULL)? l : i->next; // Similar to i++  
 swap(&(i->data), &(h->data));  
 return i;  
}  
  
/\* A recursive implementation of quicksort for linked list \*/  
void \_quickSort(struct node\* l, struct node \*h)  
{  
 if (h != NULL && l != h && l != h->next)  
 {  
 struct node \*p = partition(l, h);  
 \_quickSort(l, p->prev);  
 \_quickSort(p->next, h);  
 }  
}  
  
// The main function to sort a linked list. It mainly calls \_quickSort()  
void quickSort(struct node \*head)  
{  
 // Find last node  
 struct node \*h = lastNode(head);  
  
 // Call the recursive QuickSort  
 \_quickSort(head, h);  
}  
  
// A utility function to print contents of arr  
void printList(struct node \*head)  
{  
 while (head)  
 {  
 cout << head->data << " ";  
 head = head->next;  
 }  
 cout << endl;  
}  
  
/\* Function to insert a node at the beginging of the Doubly Linked List \*/  
void push(struct node\*\* head\_ref, int new\_data)  
{  
 struct node\* new\_node = new node; /\* allocate node \*/  
 new\_node->data = new\_data;  
  
 /\* since we are adding at the begining, prev is always NULL \*/  
 new\_node->prev = NULL;  
  
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);  
  
 /\* change prev of head node to new node \*/  
 if ((\*head\_ref) != NULL) (\*head\_ref)->prev = new\_node ;  
  
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 struct node \*a = NULL;  
 push(&a, 5);  
 push(&a, 20);  
 push(&a, 4);  
 push(&a, 3);  
 push(&a, 30);  
  
 cout << "Linked List before sorting \n";  
 printList(a);  
  
 quickSort(a);  
  
 cout << "Linked List after sorting \n";  
 printList(a);  
  
 return 0;  
}

Output :

Linked List before sorting  
30 3 4 20 5  
Linked List after sorting  
3 4 5 20 30

**Time Complexity:** Time complexity of the above implementation is same as time complexity of QuickSort() for arrays. It takes O(n^2) time in worst case and O(nLogn) in average and best cases. The worst case occurs when the linked list is already sorted.

**Exercise:**  
 The above implementation is for doubly linked list. Modify it for singly linked list. Note that we don’t have prev pointer in singly linked list.

Quicksort can be implemented for Linked List only when we can pick a fixed point as pivot (like last element in above implementation). Random QuickSort cannot be efficiently implemented for Linked Lists.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/quicksort-for-linked-list/>

# QuickSort on Singly Linked List

[QuickSort on Doubly Linked List](http://www.geeksforgeeks.org/quicksort-for-linked-list/) is discussed [here](http://www.geeksforgeeks.org/quicksort-for-linked-list/). QuickSort on Singly linked list was given as an exercise. Following is C++ implementation for same. The important things about implementation are, it changes pointers rather swapping data and time complexity is same as the implementation for Doubly Linked List.  
 In **partition()**, we consider last element as pivot. We traverse through the current list and if a node has value greater than pivot, we move it after tail. If the node has smaller value, we keep it at its current position.  
 In **QuickSortRecur()**, we first call partition() which places pivot at correct position and returns pivot. After pivot is placed at correct position, we find tail node of left side (list before pivot) and recur for left list. Finally, we recur for right list.

// C++ program for Quick Sort on Singly Linled List  
#include <iostream>  
#include <cstdio>  
using namespace std;  
  
/\* a node of the singly linked list \*/  
struct node  
{  
 int data;  
 struct node \*next;  
};  
  
/\* A utility function to insert a node at the beginning of linked list \*/  
void push(struct node\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node = new node;  
  
 /\* put in the data \*/  
 new\_node->data = new\_data;  
  
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);  
  
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
/\* A utility function to print linked list \*/  
void printList(struct node \*node)  
{  
 while (node != NULL)  
 {  
 printf("%d ", node->data);  
 node = node->next;  
 }  
 printf("\n");  
}  
  
// Returns the last node of the list  
struct node \*getTail(struct node \*cur)  
{  
 while (cur != NULL && cur->next != NULL)  
 cur = cur->next;  
 return cur;  
}  
  
// Partitions the list taking the last element as the pivot  
struct node \*partition(struct node \*head, struct node \*end,  
 struct node \*\*newHead, struct node \*\*newEnd)  
{  
 struct node \*pivot = end;  
 struct node \*prev = NULL, \*cur = head, \*tail = pivot;  
  
 // During partition, both the head and end of the list might change  
 // which is updated in the newHead and newEnd variables  
 while (cur != pivot)  
 {  
 if (cur->data < pivot->data)  
 {  
 // First node that has a value less than the pivot - becomes  
 // the new head  
 if ((\*newHead) == NULL)  
 (\*newHead) = cur;  
  
 prev = cur;   
 cur = cur->next;  
 }  
 else // If cur node is greater than pivot  
 {  
 // Move cur node to next of tail, and change tail  
 if (prev)  
 prev->next = cur->next;  
 struct node \*tmp = cur->next;  
 cur->next = NULL;  
 tail->next = cur;  
 tail = cur;  
 cur = tmp;  
 }  
 }  
  
 // If the pivot data is the smallest element in the current list,  
 // pivot becomes the head  
 if ((\*newHead) == NULL)  
 (\*newHead) = pivot;  
  
 // Update newEnd to the current last node  
 (\*newEnd) = tail;  
  
 // Return the pivot node  
 return pivot;  
}  
  
  
//here the sorting happens exclusive of the end node  
struct node \*quickSortRecur(struct node \*head, struct node \*end)  
{  
 // base condition  
 if (!head || head == end)  
 return head;  
  
 node \*newHead = NULL, \*newEnd = NULL;  
  
 // Partition the list, newHead and newEnd will be updated  
 // by the partition function  
 struct node \*pivot = partition(head, end, &newHead, &newEnd);  
  
 // If pivot is the smallest element - no need to recur for  
 // the left part.  
 if (newHead != pivot)  
 {  
 // Set the node before the pivot node as NULL  
 struct node \*tmp = newHead;  
 while (tmp->next != pivot)  
 tmp = tmp->next;  
 tmp->next = NULL;  
  
 // Recur for the list before pivot  
 newHead = quickSortRecur(newHead, tmp);  
  
 // Change next of last node of the left half to pivot  
 tmp = getTail(newHead);  
 tmp->next = pivot;  
 }  
  
 // Recur for the list after the pivot element  
 pivot->next = quickSortRecur(pivot->next, newEnd);  
  
 return newHead;  
}  
  
// The main function for quick sort. This is a wrapper over recursive  
// function quickSortRecur()  
void quickSort(struct node \*\*headRef)  
{  
 (\*headRef) = quickSortRecur(\*headRef, getTail(\*headRef));  
 return;  
}  
  
// Driver program to test above functions  
int main()  
{  
 struct node \*a = NULL;  
 push(&a, 5);  
 push(&a, 20);  
 push(&a, 4);  
 push(&a, 3);  
 push(&a, 30);  
  
 cout << "Linked List before sorting \n";  
 printList(a);  
  
 quickSort(&a);  
  
 cout << "Linked List after sorting \n";  
 printList(a);  
  
 return 0;  
}

Output:

Linked List before sorting  
30 3 4 20 5  
Linked List after sorting  
3 4 5 20 30

This article is contributed by [**Balasubramanian.N**](http://in.linkedin.com/pub/balasubramanian-nagasundaram/3a/361/97b). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/quicksort-on-singly-linked-list/>

# Remove duplicates from a sorted linked list

Write a removeDuplicates() function which takes a list sorted in non-decreasing order and deletes any duplicate nodes from the list. The list should only be traversed once.

For example if the linked list is 11->11->11->21->43->43->60 then removeDuplicates() should convert the list to 11->21->43->60.

**Algorithm:**  
 Traverse the list from the head (or start) node. While traversing, compare each node with its next node. If data of next node is same as current node then delete the next node. Before we delete a node, we need to store next pointer of the node

**Implementation:**  
 Functions other than removeDuplicates() are just to create a linked linked list and test removeDuplicates().

/\*Program to remove duplicates from a sorted linked list \*/  
#include<stdio.h>  
#include<stlib.h>  
  
/\* Link list node \*/  
struct node  
{  
 int data;  
 struct node\* next;  
};  
  
/\* The function removes duplicates from a sorted list \*/  
void removeDuplicates(struct node\* head)  
{  
 /\* Pointer to traverse the linked list \*/  
 struct node\* current = head;  
  
 /\* Pointer to store the next pointer of a node to be deleted\*/  
 struct node\* next\_next;   
   
 /\* do nothing if the list is empty \*/  
 if(current == NULL)   
 return;   
  
 /\* Traverse the list till last node \*/  
 while(current->next != NULL)   
 {  
 /\* Compare current node with next node \*/  
 if(current->data == current->next->data)   
 {  
 /\*The sequence of steps is important\*/   
 next\_next = current->next->next;  
 free(current->next);  
 current->next = next\_next;   
 }  
 else /\* This is tricky: only advance if no deletion \*/  
 {  
 current = current->next;   
 }  
 }  
}  
  
/\* UTILITY FUNCTIONS \*/  
/\* Function to insert a node at the beginging of the linked list \*/  
void push(struct node\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node =  
 (struct node\*) malloc(sizeof(struct node));  
   
 /\* put in the data \*/  
 new\_node->data = new\_data;  
   
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);   
   
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
/\* Function to print nodes in a given linked list \*/  
void printList(struct node \*node)  
{  
 while(node!=NULL)  
 {  
 printf("%d ", node->data);  
 node = node->next;  
 }  
}   
  
/\* Drier program to test above functions\*/  
int main()  
{  
 /\* Start with the empty list \*/  
 struct node\* head = NULL;  
   
 /\* Let us create a sorted linked list to test the functions  
 Created linked list will be 11->11->11->13->13->20 \*/  
 push(&head, 20);  
 push(&head, 13);  
 push(&head, 13);   
 push(&head, 11);  
 push(&head, 11);  
 push(&head, 11);   
  
 printf("\n Linked list before duplicate removal ");  
 printList(head);   
  
 /\* Remove duplicates from linked list \*/  
 removeDuplicates(head);   
  
 printf("\n Linked list after duplicate removal ");   
 printList(head);   
   
 getchar();  
}

**Time Complexity:** O(n) where n is number of nodes in the given linked list.

**References:**  
 [cslibrary.stanford.edu/105/LinkedListProblems.pdf](http://cslibrary.stanford.edu/105/LinkedListProblems.pdf)

### Source

<http://www.geeksforgeeks.org/remove-duplicates-from-a-sorted-linked-list/>

# Remove duplicates from an unsorted linked list

Write a removeDuplicates() function which takes a list and deletes any duplicate nodes from the list. The list is not sorted.

For example if the linked list is 12->11->12->21->41->43->21 then removeDuplicates() should convert the list to 12->11->21->41->43.

**METHOD 1 (Using two loops)**  
 This is the simple way where two loops are used. Outer loop is used to pick the elements one by one and inner loop compares the picked element with rest of the elements.

Thanks to Gaurav Saxena for his help in writing this code.

/\* Program to remove duplicates in an unsorted array \*/  
  
#include<stdio.h>  
#include<stdlib.h>  
  
/\* A linked list node \*/  
struct node  
{  
 int data;  
 struct node \*next;  
};  
  
/\* Function to remove duplicates from a unsorted linked list \*/  
void removeDuplicates(struct node \*start)  
{  
 struct node \*ptr1, \*ptr2, \*dup;  
 ptr1 = start;  
  
 /\* Pick elements one by one \*/  
 while(ptr1 != NULL && ptr1->next != NULL)  
 {  
 ptr2 = ptr1;  
  
 /\* Compare the picked element with rest of the elements \*/  
 while(ptr2->next != NULL)  
 {  
 /\* If duplicate then delete it \*/  
 if(ptr1->data == ptr2->next->data)  
 {  
 /\* sequence of steps is important here \*/  
 dup = ptr2->next;  
 ptr2->next = ptr2->next->next;  
 free(dup);  
 }  
 else /\* This is tricky \*/  
 {  
 ptr2 = ptr2->next;  
 }  
 }  
 ptr1 = ptr1->next;  
 }  
}  
  
/\* UTILITY FUNCTIONS \*/  
/\* Function to push a node \*/  
void push(struct node\*\* head\_ref, int new\_data);  
  
/\* Function to print nodes in a given linked list \*/  
void printList(struct node \*node);  
  
/\* Druver program to test above function \*/  
int main()  
{  
 struct node \*start = NULL;  
  
 /\* The constructed linked list is:  
 10->12->11->11->12->11->10\*/  
 push(&start, 10);  
 push(&start, 11);  
 push(&start, 12);  
 push(&start, 11);  
 push(&start, 11);  
 push(&start, 12);  
 push(&start, 10);  
  
 printf("\n Linked list before removing duplicates ");  
 printList(start);  
  
 removeDuplicates(start);  
  
 printf("\n Linked list after removing duplicates ");  
 printList(start);  
  
 getchar();  
}  
  
/\* Function to push a node \*/  
void push(struct node\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node =  
 (struct node\*) malloc(sizeof(struct node));  
  
 /\* put in the data \*/  
 new\_node->data = new\_data;  
  
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);  
  
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
/\* Function to print nodes in a given linked list \*/  
void printList(struct node \*node)  
{  
 while(node != NULL)  
 {  
 printf("%d ", node->data);  
 node = node->next;  
 }  
}

Time Complexity: O(n^2)

**METHOD 2 (Use Sorting)**  
 In general, Merge Sort is the best suited sorting algorithm for sorting linked lists efficiently.  
 1) Sort the elements using Merge Sort. We will soon be writing a post about sorting a linked list. O(nLogn)  
 2) Remove duplicates in linear time using the [algorithm for removing duplicates in sorted Linked List. O(n)](http://geeksforgeeks.org/?p=5075)

Please note that this method doesn’t preserve the original order of elements.

Time Complexity: O(nLogn)

**METHOD 3 (Use Hashing)**  
 We traverse the link list from head to end. For every newly encountered element, we check whether it is in the hash table: if yes, we remove it; otherwise we put it in the hash table.

Thanks to bearwang for suggesting this method.

Time Complexity: O(n) on average (assuming that hash table access time is O(1) on average).

Please write comments if you find any of the above explanations/algorithms incorrect, or a better ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/remove-duplicates-from-an-unsorted-linked-list/>

# Reverse a Doubly Linked List

Write a C function to reverse a given Doubly Linked List

See below diagrams for example.

(a) Original Doubly Linked List
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(b) Reversed Doubly Linked List
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Here is a simple method for reversing a Doubly Linked List. All we need to do is swap prev and next pointers for all nodes, change prev of the head (or start) and change the head pointer in the end.

/\* Program to reverse a doubly linked list \*/  
#include <stdio.h>  
#include <stdlib.h>  
  
/\* a node of the doubly linked list \*/  
struct node  
{  
 int data;  
 struct node \*next;  
 struct node \*prev;   
};  
  
/\* Function to reverse a Doubly Linked List \*/  
void reverse(struct node \*\*head\_ref)  
{  
 struct node \*temp = NULL;   
 struct node \*current = \*head\_ref;  
   
 /\* swap next and prev for all nodes of   
 doubly linked list \*/  
 while (current != NULL)  
 {  
 temp = current->prev;  
 current->prev = current->next;  
 current->next = temp;   
 current = current->prev;  
 }   
   
 /\* Before changing head, check for the cases like empty   
 list and list with only one node \*/  
 if(temp != NULL )  
 \*head\_ref = temp->prev;  
}   
  
  
  
/\* UTILITY FUNCTIONS \*/  
/\* Function to insert a node at the beginging of the Doubly Linked List \*/  
void push(struct node\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node =  
 (struct node\*) malloc(sizeof(struct node));  
   
 /\* put in the data \*/  
 new\_node->data = new\_data;  
   
 /\* since we are adding at the begining,   
 prev is always NULL \*/  
 new\_node->prev = NULL;  
   
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);   
  
 /\* change prev of head node to new node \*/  
 if((\*head\_ref) != NULL)  
 (\*head\_ref)->prev = new\_node ;   
   
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
/\* Function to print nodes in a given doubly linked list   
 This function is same as printList() of singly linked lsit \*/  
void printList(struct node \*node)  
{  
 while(node!=NULL)  
 {  
 printf("%d ", node->data);  
 node = node->next;  
 }  
}   
  
/\* Drier program to test above functions\*/  
int main()  
{  
 /\* Start with the empty list \*/  
 struct node\* head = NULL;  
   
 /\* Let us create a sorted linked list to test the functions  
 Created linked list will be 10->8->4->2 \*/  
 push(&head, 2);  
 push(&head, 4);  
 push(&head, 8);  
 push(&head, 10);  
   
 printf("\n Original Linked list ");  
 printList(head);  
   
 /\* Reverse doubly linked list \*/  
 reverse(&head);  
   
 printf("\n Reversed Linked list ");  
 printList(head);   
   
 getchar();  
}

Time Complexity: O(n)

We can also swap data instead of pointers to reverse the Doubly Linked List. [Method used for reversing array](http://geeksforgeeks.org/?p=2567) can be used to swap data. Swapping data can be costly compared to pointers if size of data item(s) is more.

Please write comments if you find any of the above codes/algorithms incorrect, or find better ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/reverse-a-doubly-linked-list/>

# Reverse a Linked List in groups of given size

Given a linked list, write a function to reverse every k nodes (where k is an input to the function).

Example:  
Inputs: 1->2->3->4->5->6->7->8->NULL and k = 3   
Output: 3->2->1->6->5->4->8->7->NULL.   
  
Inputs: 1->2->3->4->5->6->7->80->NULL and k = 5  
Output: 5->4->3->2->1->8->7->6->NULL.

Algorithm: *reverse(head, k)*  
 1) Reverse the first sub-list of size k. While reversing keep track of the next node and previous node. Let the pointer to the next node be *next* and pointer to the previous node be *prev*. See [this post](http://geeksforgeeks.org/?p=860) for reversing a linked list.  
 2) *head->next = reverse(next, k)* /\* Recursively call for rest of the list and link the two sub-lists \*/  
 3) return *prev* /\* *prev* becomes the new head of the list (see the diagrams of iterative method of [this post)](http://geeksforgeeks.org/?p=860) \*/

#include<stdio.h>  
#include<stdlib.h>  
  
/\* Link list node \*/  
struct node  
{  
 int data;  
 struct node\* next;  
};  
  
/\* Reverses the linked list in groups of size k and returns the   
 pointer to the new head node. \*/  
struct node \*reverse (struct node \*head, int k)  
{  
 struct node\* current = head;  
 struct node\* next = NULL;  
 struct node\* prev = NULL;  
 int count = 0;   
   
 /\*reverse first k nodes of the linked list \*/   
 while (current != NULL && count < k)  
 {  
 next = current->next;  
 current->next = prev;  
 prev = current;  
 current = next;  
 count++;  
 }  
   
 /\* next is now a pointer to (k+1)th node   
 Recursively call for the list starting from current.  
 And make rest of the list as next of first node \*/  
 if(next != NULL)  
 { head->next = reverse(next, k); }  
  
 /\* prev is new head of the input list \*/  
 return prev;  
}  
  
/\* UTILITY FUNCTIONS \*/  
/\* Function to push a node \*/  
void push(struct node\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node =  
 (struct node\*) malloc(sizeof(struct node));  
  
 /\* put in the data \*/  
 new\_node->data = new\_data;  
  
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);   
  
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
/\* Function to print linked list \*/  
void printList(struct node \*node)  
{  
 while(node != NULL)  
 {  
 printf("%d ", node->data);  
 node = node->next;  
 }  
}   
  
/\* Drier program to test above function\*/  
int main(void)  
{  
 /\* Start with the empty list \*/  
 struct node\* head = NULL;  
   
 /\* Created Linked list is 1->2->3->4->5->6->7->8 \*/  
 push(&head, 8);  
 push(&head, 7);  
 push(&head, 6);  
 push(&head, 5);  
 push(&head, 4);  
 push(&head, 3);  
 push(&head, 2);  
 push(&head, 1);   
  
 printf("\n Given linked list \n");  
 printList(head);  
 head = reverse(head, 3);  
  
 printf("\n Reversed Linked list \n");  
 printList(head);  
  
 getchar();  
 return(0);  
}

Time Complexity: O(n) where n is the number of nodes in the given list.

Please write comments if you find the above code/algorithm incorrect, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/reverse-a-list-in-groups-of-given-size/>

# Reverse alternate K nodes in a Singly Linked List

Given a linked list, write a function to reverse every alternate k nodes (where k is an input to the function) in an efficient way. Give the complexity of your algorithm.

Example:  
Inputs: 1->2->3->4->5->6->7->8->9->NULL and k = 3  
Output: 3->2->1->4->5->6->9->8->7->NULL.

**Method 1 (Process 2k nodes and recursively call for rest of the list)**  
 This method is basically an extension of the method discussed in [this](http://geeksforgeeks.org/?p=8014)post.

kAltReverse(struct node \*head, int k)  
 1) Reverse first k nodes.  
 2) In the modified list head points to the kth node. So change next   
 of head to (k+1)th node  
 3) Move the current pointer to skip next k nodes.  
 4) Call the kAltReverse() recursively for rest of the n - 2k nodes.  
 5) Return new head of the list.

#include<stdio.h>  
#include<stdlib.h>  
  
/\* Link list node \*/  
struct node  
{  
 int data;  
 struct node\* next;  
};  
  
/\* Reverses alternate k nodes and  
 returns the pointer to the new head node \*/  
struct node \*kAltReverse(struct node \*head, int k)  
{  
 struct node\* current = head;  
 struct node\* next;  
 struct node\* prev = NULL;  
 int count = 0;   
  
 /\*1) reverse first k nodes of the linked list \*/  
 while (current != NULL && count < k)  
 {  
 next = current->next;  
 current->next = prev;  
 prev = current;  
 current = next;  
 count++;  
 }  
   
 /\* 2) Now head points to the kth node. So change next   
 of head to (k+1)th node\*/   
 if(head != NULL)  
 head->next = current;   
  
 /\* 3) We do not want to reverse next k nodes. So move the current   
 pointer to skip next k nodes \*/  
 count = 0;  
 while(count < k-1 && current != NULL )  
 {  
 current = current->next;  
 count++;  
 }  
  
 /\* 4) Recursively call for the list starting from current->next.  
 And make rest of the list as next of first node \*/  
 if(current != NULL)  
 current->next = kAltReverse(current->next, k);   
  
 /\* 5) prev is new head of the input list \*/  
 return prev;  
}  
  
/\* UTILITY FUNCTIONS \*/  
/\* Function to push a node \*/  
void push(struct node\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node =  
 (struct node\*) malloc(sizeof(struct node));  
  
 /\* put in the data \*/  
 new\_node->data = new\_data;  
  
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);   
  
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
/\* Function to print linked list \*/  
void printList(struct node \*node)  
{  
 int count = 0;  
 while(node != NULL)  
 {  
 printf("%d ", node->data);  
 node = node->next;  
 count++;  
 }  
}   
  
/\* Drier program to test above function\*/  
int main(void)  
{  
 /\* Start with the empty list \*/  
 struct node\* head = NULL;  
  
 // create a list 1->2->3->4->5...... ->20  
 for(int i = 20; i > 0; i--)  
 push(&head, i);  
  
 printf("\n Given linked list \n");  
 printList(head);  
 head = kAltReverse(head, 3);  
  
 printf("\n Modified Linked list \n");  
 printList(head);  
  
 getchar();  
 return(0);  
}

Output:  
 *Given linked list*  
 *1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20*  
 *Modified Linked list*  
 *3 2 1 4 5 6 9 8 7 10 11 12 15 14 13 16 17 18 20 19*

Time Complexity: O(n)

**Method 2 (Process k nodes and recursively call for rest of the list)**  
 The method 1 reverses the first k node and then moves the pointer to k nodes ahead. So method 1 uses two while loops and processes 2k nodes in one recursive call.  
 This method processes only k nodes in a recursive call. It uses a third bool parameter b which decides whether to reverse the k elements or simply move the pointer.

\_kAltReverse(struct node \*head, int k, bool b)  
 1) If b is true, then reverse first k nodes.  
 2) If b is false, then move the pointer k nodes ahead.  
 3) Call the kAltReverse() recursively for rest of the n - k nodes and link   
 rest of the modified list with end of first k nodes.   
 4) Return new head of the list.

#include<stdio.h>  
#include<stdlib.h>  
  
/\* Link list node \*/  
struct node  
{  
 int data;  
 struct node\* next;  
};  
  
/\* Helper function for kAltReverse() \*/  
struct node \* \_kAltReverse(struct node \*node, int k, bool b);  
  
/\* Alternatively reverses the given linked list in groups of   
 given size k. \*/  
struct node \*kAltReverse(struct node \*head, int k)  
{  
 return \_kAltReverse(head, k, true);  
}  
   
/\* Helper function for kAltReverse(). It reverses k nodes of the list only if  
 the third parameter b is passed as true, otherwise moves the pointer k   
 nodes ahead and recursively calls iteself \*/   
struct node \* \_kAltReverse(struct node \*node, int k, bool b)  
{  
 if(node == NULL)  
 return NULL;  
  
 int count = 1;  
 struct node \*prev = NULL;  
 struct node \*current = node;  
 struct node \*next;  
   
 /\* The loop serves two purposes  
 1) If b is true, then it reverses the k nodes   
 2) If b is false, then it moves the current pointer \*/  
 while(current != NULL && count <= k)  
 {  
 next = current->next;  
  
 /\* Reverse the nodes only if b is true\*/  
 if(b == true)  
 current->next = prev;  
   
 prev = current;  
 current = next;  
 count++;  
 }  
   
 /\* 3) If b is true, then node is the kth node.   
 So attach rest of the list after node.   
 4) After attaching, return the new head \*/  
 if(b == true)  
 {  
 node->next = \_kAltReverse(current,k,!b);  
 return prev;   
 }  
   
 /\* If b is not true, then attach rest of the list after prev.   
 So attach rest of the list after prev \*/   
 else  
 {  
 prev->next = \_kAltReverse(current, k, !b);  
 return node;   
 }  
}  
   
  
/\* UTILITY FUNCTIONS \*/  
/\* Function to push a node \*/  
void push(struct node\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node =  
 (struct node\*) malloc(sizeof(struct node));  
   
 /\* put in the data \*/  
 new\_node->data = new\_data;  
   
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);  
   
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
   
/\* Function to print linked list \*/  
void printList(struct node \*node)  
{  
 int count = 0;  
 while(node != NULL)  
 {  
 printf("%d ", node->data);  
 node = node->next;  
 count++;  
 }  
}  
   
/\* Drier program to test above function\*/  
int main(void)  
{  
 /\* Start with the empty list \*/  
 struct node\* head = NULL;  
 int i;  
   
 // create a list 1->2->3->4->5...... ->20  
 for(i = 20; i > 0; i--)  
 push(&head, i);  
   
 printf("\n Given linked list \n");  
 printList(head);  
 head = kAltReverse(head, 3);  
   
 printf("\n Modified Linked list \n");  
 printList(head);  
   
 getchar();  
 return(0);  
}

Output:  
 *Given linked list*  
 *1 2 3 4 5 6 7 8 9 10 11 12 13 14 15 16 17 18 19 20*  
 *Modified Linked list*  
 *3 2 1 4 5 6 9 8 7 10 11 12 15 14 13 16 17 18 20 19*

Time Complexity: O(n)

Source:  
 <http://geeksforgeeks.org/forum/topic/amazon-interview-question-2>

Please write comments if you find the above code/algorithm incorrect, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/reverse-alternate-k-nodes-in-a-singly-linked-list/>

# Rotate a Linked List

Given a singly linked list, rotate the linked list counter-clockwise by k nodes. Where k is a given positive integer. For example, if the given linked list is 10->20->30->40->50->60 and k is 4, the list should be modified to 50->60->10->20->30->40. Assume that k is smaller than the count of nodes in linked list.

To rotate the linked list, we need to change next of kth node to NULL, next of last node to previous head node, and finally change head to (k+1)th node. So we need to get hold of three nodes: kth node, (k+1)th node and last node.  
 Traverse the list from beginning and stop at kth node. Store pointer to kth node. We can get (k+1)th node using kthNode->next. Keep traversing till end and store pointer to last node also. Finally, change pointers as stated above.

// Program to rotate a linked list counter clock wise  
#include<stdio.h>  
#include<stdlib.h>  
  
/\* Link list node \*/  
struct node  
{  
 int data;  
 struct node\* next;  
};  
  
// This function rotates a linked list counter-clockwise and updates the head.  
// The function assumes that k is smaller than size of linked list. It doesn't  
// modify the list if k is greater than or equal to size  
void rotate (struct node \*\*head\_ref, int k)  
{  
 if (k == 0)  
 return;  
  
 // Let us understand the below code for example k = 4 and  
 // list = 10->20->30->40->50->60.  
 struct node\* current = \*head\_ref;  
  
 // current will either point to kth or NULL after this loop.  
 // current will point to node 40 in the above example  
 int count = 1;  
 while (count < k && current != NULL)  
 {  
 current = current->next;  
 count++;  
 }  
  
 // If current is NULL, k is greater than or equal to count  
 // of nodes in linked list. Don't change the list in this case  
 if (current == NULL)  
 return;  
  
 // current points to kth node. Store it in a variable.  
 // kthNode points to node 40 in the above example  
 struct node \*kthNode = current;  
  
 // current will point to last node after this loop  
 // current will point to node 60 in the above example  
 while (current->next != NULL)  
 current = current->next;  
  
 // Change next of last node to previous head  
 // Next of 60 is now changed to node 10  
 current->next = \*head\_ref;  
  
 // Change head to (k+1)th node  
 // head is now changed to node 50  
 \*head\_ref = kthNode->next;  
  
 // change next of kth node to NULL  
 // next of 40 is now NULL  
 kthNode->next = NULL;  
}  
  
/\* UTILITY FUNCTIONS \*/  
/\* Function to push a node \*/  
void push (struct node\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node =  
 (struct node\*) malloc(sizeof(struct node));  
  
 /\* put in the data \*/  
 new\_node->data = new\_data;  
  
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);  
  
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
/\* Function to print linked list \*/  
void printList(struct node \*node)  
{  
 while (node != NULL)  
 {  
 printf("%d ", node->data);  
 node = node->next;  
 }  
}  
  
/\* Drier program to test above function\*/  
int main(void)  
{  
 /\* Start with the empty list \*/  
 struct node\* head = NULL;  
  
 // create a list 10->20->30->40->50->60  
 for (int i = 60; i > 0; i -= 10)  
 push(&head, i);  
  
 printf("Given linked list \n");  
 printList(head);  
 rotate(&head, 4);  
  
 printf("\nRotated Linked list \n");  
 printList(head);  
  
 return (0);  
}

Output:

Given linked list  
10 20 30 40 50 60  
Rotated Linked list  
50 60 10 20 30 40

Time Complexity: O(n) where n is the number of nodes in Linked List. The code traverses the linked list only once.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/rotate-a-linked-list/>

# Segregate even and odd nodes in a Linked List

Given a Linked List of integers, write a function to modify the linked list such that all even numbers appear before all the odd numbers in the modified linked list. Also, keep the order of even and odd numbers same.

Examples:  
 Input: 17->15->8->12->10->5->4->1->7->6->NULL  
 Output: 8->12->10->4->6->17->15->5->1->7->NULL

Input: 8->12->10->5->4->1->6->NULL  
 Output: 8->12->10->4->6->5->1->NULL

// If all numbers are even then do not change the list  
 Input: 8->12->10->NULL  
 Output: 8->12->10->NULL

// If all numbers are odd then do not change the list  
 Input: 1->3->5->7->NULL  
 Output: 1->3->5->7->NULL

**Method 1**  
 The idea is to get pointer to the last node of list. And then traverse the list starting from the head node and move the odd valued nodes from their current position to end of the list.

Thanks to [blunderboy](http://geeksforgeeks.org/forum/topic/amazon-interview-question-for-software-engineerdeveloper-fresher-20#post-21225) for suggesting this method.

Algorithm:  
 …1) Get pointer to the last node.  
 …2) Move all the odd nodes to the end.  
 ……..a) Consider all odd nodes before the first even node and move them to end.  
 ……..b) Change the head pointer to point to the first even node.  
 ……..b) Consider all odd nodes after the first even node and move them to the end.

#include <stdio.h>  
#include <stdlib.h>  
  
/\* a node of the singly linked list \*/  
struct node  
{  
 int data;  
 struct node \*next;  
};  
  
void segregateEvenOdd(struct node \*\*head\_ref)  
{  
 struct node \*end = \*head\_ref;  
  
 struct node \*prev = NULL;  
 struct node \*curr = \*head\_ref;  
  
 /\* Get pointer to the last node \*/  
 while (end->next != NULL)  
 end = end->next;  
  
 struct node \*new\_end = end;  
  
 /\* Consider all odd nodes before the first even node  
 and move then after end \*/  
 while (curr->data %2 != 0 && curr != end)  
 {  
 new\_end->next = curr;  
 curr = curr->next;  
 new\_end->next->next = NULL;  
 new\_end = new\_end->next;  
 }  
  
 // 10->8->17->17->15  
 /\* Do following steps only if there is any even node \*/  
 if (curr->data%2 == 0)  
 {  
 /\* Change the head pointer to point to first even node \*/  
 \*head\_ref = curr;  
  
 /\* now current points to the first even node \*/  
 while (curr != end)  
 {  
 if ( (curr->data)%2 == 0 )  
 {  
 prev = curr;  
 curr = curr->next;  
 }  
 else  
 {  
 /\* break the link between prev and current \*/  
 prev->next = curr->next;  
  
 /\* Make next of curr as NULL \*/  
 curr->next = NULL;  
  
 /\* Move curr to end \*/  
 new\_end->next = curr;  
  
 /\* make curr as new end of list \*/  
 new\_end = curr;  
  
 /\* Update current pointer to next of the moved node \*/  
 curr = prev->next;  
 }  
 }  
 }  
  
 /\* We must have prev set before executing lines following this  
 statement \*/  
 else prev = curr;  
  
 /\* If there are more than 1 odd nodes and end of original list is  
 odd then move this node to end to maintain same order of odd  
 numbers in modified list \*/  
 if (new\_end!=end && (end->data)%2 != 0)  
 {  
 prev->next = end->next;  
 end->next = NULL;  
 new\_end->next = end;  
 }  
 return;  
}  
  
/\* UTILITY FUNCTIONS \*/  
/\* Function to insert a node at the beginning of the Doubly Linked List \*/  
void push(struct node\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node =  
 (struct node\*) malloc(sizeof(struct node));  
  
 /\* put in the data \*/  
 new\_node->data = new\_data;  
  
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);  
  
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
/\* Function to print nodes in a given doubly linked list  
 This function is same as printList() of singly linked lsit \*/  
void printList(struct node \*node)  
{  
 while (node!=NULL)  
 {  
 printf("%d ", node->data);  
 node = node->next;  
 }  
}  
  
/\* Drier program to test above functions\*/  
int main()  
{  
 /\* Start with the empty list \*/  
 struct node\* head = NULL;  
  
 /\* Let us create a sample linked list as following  
 0->2->4->6->8->10->11 \*/  
  
 push(&head, 11);  
 push(&head, 10);  
 push(&head, 8);  
 push(&head, 6);  
 push(&head, 4);  
 push(&head, 2);  
 push(&head, 0);  
  
 printf("\n Original Linked list ");  
 printList(head);  
  
 segregateEvenOdd(&head);  
  
 printf("\n Modified Linked list ");  
 printList(head);  
  
 return 0;  
}

Output:

Original Linked list 0 2 4 6 8 10 11  
 Modified Linked list 0 2 4 6 8 10 11

Time complexity: O(n)

**Method 2**  
 The idea is to split the linked list into two: one containing all even nodes and other containing all odd nodes. And finally attach the odd node linked list after the even node linked list.  
 To split the Linked List, traverse the original Linked List and move all odd nodes to a separate Linked List of all odd nodes. At the end of loop, the original list will have all the even nodes and the odd node list will have all the odd nodes. To keep the ordering of all nodes same, we must insert all the odd nodes at the end of the odd node list. And to do that in constant time, we must keep track of last pointer in the odd node list.

Time complexity: O(n)

Please write comments if you find the above code/algorithm incorrect, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/segregate-even-and-odd-elements-in-a-linked-list/>

# Skip List | Set 1 (Introduction)

**Can we search in a sorted linked list in better than O(n) time?**  
 The worst case search time for a sorted linked list is O(n) as we can only linearly traverse the list and cannot skip nodes while searching. For a Balanced Binary Search Tree, we skip almost half of the nodes after one comparison with root. For a sorted array, we have random access and we can apply Binary Search on arrays.

Can we augment sorted linked lists to make the search faster? The answer is [Skip List](http://en.wikipedia.org/wiki/Skip_list). The idea is simple, we create multiple layers so that we can skip some nodes. See the following example list with 16 nodes and two layers. The upper layer works as an “express lane” which connects only main outer stations, and the lower layer works as a “normal lane” which connects every station. Suppose we want to search for 50, we start from first node of “express lane” and keep moving on “express lane” till we find a node whose next is greater than 50. Once we find such a node (30 is the node in following example) on “express lane”, we move to “normal lane” using pointer from this node, and linearly search for 50 on “normal lane”. In following example, we start from 30 on “normal lane” and with linear search, we find 50.
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**What is the time complexity with two layers?** The worst case time complexity is number of nodes on “express lane” plus number of nodes in a segment (A segment is number of “normal lane” nodes between two “express lane” nodes) of “normal lane”. So if we have n nodes on “normal lane”, ![Rendered by QuickLaTeX.com](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABkAAAASCAQAAAAEJ70rAAAAAmJLR0QA/vCI/CkAAAAJcEhZcwAAAEgAAABIAEbJaz4AAAAJdnBBZwAAABkAAAASAEn/nokAAADsSURBVCjPjZJtdQMhEEUvPRWABupgNbAO0ICErYaVQB30NA4SC6mDjYOe1sHrDz7azYEkM3+A4cyd9wAxSpZ+4ZlBGMss0y0NGYmpX3kaMpw+BwMMGCt+yO8eWo5jW/ryI2sZMPLCFwc8MJN0GgxWGTgCDhGFIOTzjnyzkMpy0gHPRW8AuCafyLZjnHe7D1JlswgBgYAI7UrMY7T9d65hEa45xvGv8xXDIWxpdRaEquWVyUwAJjQdOTwX/QAw81701N7Zjev3YGUtK09iwbanJCAcIQu8nUbV2o0TTjP3459TeoSx+2Ns2Zt7+Qsy/CZVqIg1KgAAACJ0RVh0Y29tbWVudABSZW5kZXJlZCBieSBRdWlja0xhVGVYLmNvbSBJ0LYAAAAldEVYdGRhdGU6Y3JlYXRlADIwMTEtMDUtMzBUMDA6MjE6MTMrMDk6MDA3pWpHAAAAJXRFWHRkYXRlOm1vZGlmeQAyMDExLTA1LTMwVDAwOjIxOjEzKzA5OjAwRvjS+wAAAABJRU5ErkJggg==) nodes on “express lane” and we equally divide the “normal lane”, then there will be ![Rendered by QuickLaTeX.com](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABkAAAASCAQAAAAEJ70rAAAAAmJLR0QA/vCI/CkAAAAJcEhZcwAAAEgAAABIAEbJaz4AAAAJdnBBZwAAABkAAAASAEn/nokAAADsSURBVCjPjZJtdQMhEEUvPRWABupgNbAO0ICErYaVQB30NA4SC6mDjYOe1sHrDz7azYEkM3+A4cyd9wAxSpZ+4ZlBGMss0y0NGYmpX3kaMpw+BwMMGCt+yO8eWo5jW/ryI2sZMPLCFwc8MJN0GgxWGTgCDhGFIOTzjnyzkMpy0gHPRW8AuCafyLZjnHe7D1JlswgBgYAI7UrMY7T9d65hEa45xvGv8xXDIWxpdRaEquWVyUwAJjQdOTwX/QAw81701N7Zjev3YGUtK09iwbanJCAcIQu8nUbV2o0TTjP3459TeoSx+2Ns2Zt7+Qsy/CZVqIg1KgAAACJ0RVh0Y29tbWVudABSZW5kZXJlZCBieSBRdWlja0xhVGVYLmNvbSBJ0LYAAAAldEVYdGRhdGU6Y3JlYXRlADIwMTEtMDUtMzBUMDA6MjE6MTMrMDk6MDA3pWpHAAAAJXRFWHRkYXRlOm1vZGlmeQAyMDExLTA1LTMwVDAwOjIxOjEzKzA5OjAwRvjS+wAAAABJRU5ErkJggg==) nodes in every segment of “normal lane” . ![Rendered by QuickLaTeX.com](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAABkAAAASCAQAAAAEJ70rAAAAAmJLR0QA/vCI/CkAAAAJcEhZcwAAAEgAAABIAEbJaz4AAAAJdnBBZwAAABkAAAASAEn/nokAAADsSURBVCjPjZJtdQMhEEUvPRWABupgNbAO0ICErYaVQB30NA4SC6mDjYOe1sHrDz7azYEkM3+A4cyd9wAxSpZ+4ZlBGMss0y0NGYmpX3kaMpw+BwMMGCt+yO8eWo5jW/ryI2sZMPLCFwc8MJN0GgxWGTgCDhGFIOTzjnyzkMpy0gHPRW8AuCafyLZjnHe7D1JlswgBgYAI7UrMY7T9d65hEa45xvGv8xXDIWxpdRaEquWVyUwAJjQdOTwX/QAw81701N7Zjev3YGUtK09iwbanJCAcIQu8nUbV2o0TTjP3459TeoSx+2Ns2Zt7+Qsy/CZVqIg1KgAAACJ0RVh0Y29tbWVudABSZW5kZXJlZCBieSBRdWlja0xhVGVYLmNvbSBJ0LYAAAAldEVYdGRhdGU6Y3JlYXRlADIwMTEtMDUtMzBUMDA6MjE6MTMrMDk6MDA3pWpHAAAAJXRFWHRkYXRlOm1vZGlmeQAyMDExLTA1LTMwVDAwOjIxOjEzKzA5OjAwRvjS+wAAAABJRU5ErkJggg==) is actually optimal division with two layers. With this arrangement, the number of nodes traversed for a search will be ![Rendered by QuickLaTeX.com](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADQAAAASCAQAAAC+hDVLAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAAAJiS0dEAP+Hj8y/AAABt0lEQVQ4y6WV21HDMBBFj6hAM3TgEhxKSDoQQweiA1OD6UCUEKcD0wEjOkg6CEkHy4ckR3LwYwb7x9qHru7u1RphzYtZ8NsJhx0iVsF06Fm/pp/wVLjwpYT0qJoXzsAjmje5DvaWXj6ZeZTDyfeEz/IjB26McAlbYMslcUDjF/hO8ol+n5UOf4MRBHq6ofp2AahlO+t3mAhEx/Eu+TJAVv/hI2DohFAoGasKhyS1LGzTJD5YWho0DZaOOjvKMQD195vhgw2dmE0C9cN2hhqhiaAZTyQAyT35ZKMeF/WOj0kCErBDwdvU4wT0oDRwGkmyAdq4uJZiVb4IfZFD+JBPYMc+2mu+ijwdTl8qTnMZNFfljNhi8n6OFckl+NBILqFUur68KeV63L/cO8qrkHD7sBxvYyv0+QF4plI2UVSek2wy1t+qKor1Rq1qAGVwhWfLKc6TDQcg5T2xJ4wgpWm5cuYRPR4mquEqH4XF8yM7UL3sCnvLWd7jMHvFsw+wquVLDrPS/XsEYRAqTBDy8hu6vCbQ3S5fSsUtzYPsWM1KICG/E7HZso4PetDvyvDRYMXP/6GyCx3jfgGBWs1f4wtiEgAAACJ0RVh0Y29tbWVudABSZW5kZXJlZCBieSBRdWlja0xhVGVYLmNvbSBJ0LYAAAAldEVYdGRhdGU6Y3JlYXRlADIwMTMtMTEtMjZUMDM6MjY6MzgrMDk6MDBe+RP0AAAAJXRFWHRkYXRlOm1vZGlmeQAyMDEzLTExLTI2VDAzOjI2OjM4KzA5OjAwL6SrSAAAAABJRU5ErkJggg==). Therefore, with ![Rendered by QuickLaTeX.com](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADQAAAASCAQAAAC+hDVLAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAAAJiS0dEAP+Hj8y/AAABt0lEQVQ4y6WV21HDMBBFj6hAM3TgEhxKSDoQQweiA1OD6UCUEKcD0wEjOkg6CEkHy4ckR3LwYwb7x9qHru7u1RphzYtZ8NsJhx0iVsF06Fm/pp/wVLjwpYT0qJoXzsAjmje5DvaWXj6ZeZTDyfeEz/IjB26McAlbYMslcUDjF/hO8ol+n5UOf4MRBHq6ofp2AahlO+t3mAhEx/Eu+TJAVv/hI2DohFAoGasKhyS1LGzTJD5YWho0DZaOOjvKMQD195vhgw2dmE0C9cN2hhqhiaAZTyQAyT35ZKMeF/WOj0kCErBDwdvU4wT0oDRwGkmyAdq4uJZiVb4IfZFD+JBPYMc+2mu+ijwdTl8qTnMZNFfljNhi8n6OFckl+NBILqFUur68KeV63L/cO8qrkHD7sBxvYyv0+QF4plI2UVSek2wy1t+qKor1Rq1qAGVwhWfLKc6TDQcg5T2xJ4wgpWm5cuYRPR4mquEqH4XF8yM7UL3sCnvLWd7jMHvFsw+wquVLDrPS/XsEYRAqTBDy8hu6vCbQ3S5fSsUtzYPsWM1KICG/E7HZso4PetDvyvDRYMXP/6GyCx3jfgGBWs1f4wtiEgAAACJ0RVh0Y29tbWVudABSZW5kZXJlZCBieSBRdWlja0xhVGVYLmNvbSBJ0LYAAAAldEVYdGRhdGU6Y3JlYXRlADIwMTMtMTEtMjZUMDM6MjY6MzgrMDk6MDBe+RP0AAAAJXRFWHRkYXRlOm1vZGlmeQAyMDEzLTExLTI2VDAzOjI2OjM4KzA5OjAwL6SrSAAAAABJRU5ErkJggg==) extra space, we are able to reduce the time complexity to ![Rendered by QuickLaTeX.com](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADQAAAASCAQAAAC+hDVLAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAAAJiS0dEAP+Hj8y/AAABt0lEQVQ4y6WV21HDMBBFj6hAM3TgEhxKSDoQQweiA1OD6UCUEKcD0wEjOkg6CEkHy4ckR3LwYwb7x9qHru7u1RphzYtZ8NsJhx0iVsF06Fm/pp/wVLjwpYT0qJoXzsAjmje5DvaWXj6ZeZTDyfeEz/IjB26McAlbYMslcUDjF/hO8ol+n5UOf4MRBHq6ofp2AahlO+t3mAhEx/Eu+TJAVv/hI2DohFAoGasKhyS1LGzTJD5YWho0DZaOOjvKMQD195vhgw2dmE0C9cN2hhqhiaAZTyQAyT35ZKMeF/WOj0kCErBDwdvU4wT0oDRwGkmyAdq4uJZiVb4IfZFD+JBPYMc+2mu+ijwdTl8qTnMZNFfljNhi8n6OFckl+NBILqFUur68KeV63L/cO8qrkHD7sBxvYyv0+QF4plI2UVSek2wy1t+qKor1Rq1qAGVwhWfLKc6TDQcg5T2xJ4wgpWm5cuYRPR4mquEqH4XF8yM7UL3sCnvLWd7jMHvFsw+wquVLDrPS/XsEYRAqTBDy8hu6vCbQ3S5fSsUtzYPsWM1KICG/E7HZso4PetDvyvDRYMXP/6GyCx3jfgGBWs1f4wtiEgAAACJ0RVh0Y29tbWVudABSZW5kZXJlZCBieSBRdWlja0xhVGVYLmNvbSBJ0LYAAAAldEVYdGRhdGU6Y3JlYXRlADIwMTMtMTEtMjZUMDM6MjY6MzgrMDk6MDBe+RP0AAAAJXRFWHRkYXRlOm1vZGlmeQAyMDEzLTExLTI2VDAzOjI2OjM4KzA5OjAwL6SrSAAAAABJRU5ErkJggg==).

**Can we do better?**  
 The time complexity of skip lists can be reduced further by adding more layers. In fact, the time complexity of search, insert and delete can become O(Logn) in average case. We will soon be publishing more posts on Skip Lists.

**References**  
 [MIT Video Lecture on Skip Lists](http://www.youtube.com/watch?v=IXRzBVUgGl8)  
 <http://en.wikipedia.org/wiki/Skip_list>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/skip-list/>

# Sorted insert for circular linked list

**Difficulty Level:** Rookie  
 Write a C function to insert a new value in a sorted Circular Linked List (CLL). For example, if the input CLL is following.
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After insertion of **7**, the above CLL should be changed to following  
 [![cll](data:image/gif;base64,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)](http://geeksforgeeks.org/wp-content/uploads/cll_inserted.gif)

**Algorithm:**  
 Allocate memory for the newly inserted node and put data in the newly allocated node. Let the pointer to the new node be new\_node. After memory allocation, following are the three cases that need to be handled.

1) Linked List is empty:   
 a) since new\_node is the only node in CLL, make a self loop.   
 new\_node->next = new\_node;   
 b) change the head pointer to point to new node.  
 \*head\_ref = new\_node;  
2) New node is to be inserted just before the head node:   
 (a) Find out the last node using a loop.  
 while(current->next != \*head\_ref)  
 current = current->next;  
 (b) Change the next of last node.   
 current->next = new\_node;  
 (c) Change next of new node to point to head.  
 new\_node->next = \*head\_ref;  
 (d) change the head pointer to point to new node.  
 \*head\_ref = new\_node;  
3) New node is to be inserted somewhere after the head:   
 (a) Locate the node after which new node is to be inserted.  
 while ( current->next!= \*head\_ref &&   
 current->next->data data)  
 { current = current->next; }  
 (b) Make next of new\_node as next of the located pointer  
 new\_node->next = current->next;  
 (c) Change the next of the located pointer  
 current->next = new\_node;

#include<stdio.h>  
#include<stdlib.h>  
  
/\* structure for a node \*/  
struct node  
{  
 int data;  
 struct node \*next;  
};  
  
/\* function to insert a new\_node in a list in sorted way.  
 Note that this function expects a pointer to head node  
 as this can modify the head of the input linked list \*/  
void sortedInsert(struct node\*\* head\_ref, struct node\* new\_node)  
{  
 struct node\* current = \*head\_ref;  
  
 // Case 1 of the above algo  
 if (current == NULL)  
 {  
 new\_node->next = new\_node;  
 \*head\_ref = new\_node;  
 }  
  
 // Case 2 of the above algo  
 else if (current->data >= new\_node->data)  
 {  
 /\* If value is smaller than head's value then  
 we need to change next of last node \*/  
 while(current->next != \*head\_ref)  
 current = current->next;  
 current->next = new\_node;  
 new\_node->next = \*head\_ref;  
 \*head\_ref = new\_node;  
 }  
  
 // Case 3 of the above algo  
 else  
 {  
 /\* Locate the node before the point of insertion \*/  
 while (current->next!= \*head\_ref && current->next->data < new\_node->data)  
 current = current->next;  
  
 new\_node->next = current->next;  
 current->next = new\_node;  
 }  
}  
  
/\* Function to print nodes in a given linked list \*/  
void printList(struct node \*start)  
{  
 struct node \*temp;  
  
 if(start != NULL)  
 {  
 temp = start;  
 printf("\n");  
 do {  
 printf("%d ", temp->data);  
 temp = temp->next;  
 } while(temp != start);  
 }  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 int arr[] = {12, 56, 2, 11, 1, 90};  
 int list\_size, i;  
  
 /\* start with empty linked list \*/  
 struct node \*start = NULL;  
 struct node \*temp;  
  
 /\* Create linked list from the array arr[].  
 Created linked list will be 1->2->11->56->12 \*/  
 for(i = 0; i< 6; i++)  
 {  
 temp = (struct node \*)malloc(sizeof(struct node));  
 temp->data = arr[i];  
 sortedInsert(&start, temp);  
 }  
  
 printList(start);  
 getchar();  
 return 0;  
}

Output:  
 *1 2 11 12 56 90*

Time Complexity: O(n) where n is the number of nodes in the given linked list.

Case 2 of the above algorithm/code can be optimized. Please see [this](http://www.geeksforgeeks.org/archives/10846/comment-page-1#comment-3405)comment from Pavan. To implement the suggested change we need to modify the case 2 to following.

// Case 2 of the above algo  
 else if (current->data >= new\_node->data)  
 {  
 // swap the data part of head node and new node  
 swap(&(current->data), &(new\_node->data)); // assuming that we have a function swap(int \*, int \*)  
  
 new\_node->next = (\*head\_ref)->next;  
 (\*head\_ref)->next = new\_node;  
 }

Please write comments if you find the above code/algorithm incorrect, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/sorted-insert-for-circular-linked-list/>

# Sorted Linked List to Balanced BST

Given a Singly Linked List which has data members sorted in ascending order. Construct a [Balanced Binary Search Tree](http://www.geeksforgeeks.org/archives/5230) which has same data members as the given Linked List.

Examples:

Input: Linked List 1->2->3  
Output: A Balanced BST   
 2   
 / \   
 1 3   
  
  
Input: Linked List 1->2->3->4->5->6->7  
Output: A Balanced BST  
 4  
 / \  
 2 6  
 / \ / \  
 1 3 4 7   
  
Input: Linked List 1->2->3->4  
Output: A Balanced BST  
 3   
 / \   
 2 4   
 /   
1  
  
Input: Linked List 1->2->3->4->5->6  
Output: A Balanced BST  
 4   
 / \   
 2 6   
 / \ /   
1 3 5

**Method 1 (Simple)**  
 Following is a simple algorithm where we first find the middle node of list and make it root of the tree to be constructed.

1) Get the Middle of the linked list and make it root.  
2) Recursively do same for left half and right half.  
 a) Get the middle of left half and make it left child of the root  
 created in step 1.  
 b) Get the middle of right half and make it right child of the  
 root created in step 1.

Time complexity: O(nLogn) where n is the number of nodes in Linked List.

See [this](http://geeksforgeeks.org/forum/topic/convert-a-sorterd-linked-list-in-to-a-balanced-binary-search-tree)forum thread for more details.

**Method 2 (Tricky)**  
 The method 1 constructs the tree from root to leaves. In this method, we construct from leaves to root. The idea is to insert nodes in BST in the same order as the appear in Linked List, so that the tree can be constructed in O(n) time complexity. We first count the number of nodes in the given Linked List. Let the count be n. After counting nodes, we take left n/2 nodes and recursively construct the left subtree. After left subtree is constructed, we allocate memory for root and link the left subtree with root. Finally, we recursively construct the right subtree and link it with root.  
 While constructing the BST, we also keep moving the list head pointer to next so that we have the appropriate pointer in each recursive call.  
 Following is C implementation of method 2. The main code which creates Balanced BST is highlighted.

#include<stdio.h>  
#include<stdlib.h>  
  
/\* Link list node \*/  
struct LNode  
{  
 int data;  
 struct LNode\* next;  
};  
  
/\* A Binary Tree node \*/  
struct TNode  
{  
 int data;  
 struct TNode\* left;  
 struct TNode\* right;  
};  
  
struct TNode\* newNode(int data);  
int countLNodes(struct LNode \*head);  
struct TNode\* sortedListToBSTRecur(struct LNode \*\*head\_ref, int n);  
  
  
/\* This function counts the number of nodes in Linked List and then calls  
 sortedListToBSTRecur() to construct BST \*/  
struct TNode\* sortedListToBST(struct LNode \*head)  
{  
 /\*Count the number of nodes in Linked List \*/  
 int n = countLNodes(head);  
  
 /\* Construct BST \*/  
 return sortedListToBSTRecur(&head, n);  
}  
  
/\* The main function that constructs balanced BST and returns root of it.  
 head\_ref --> Pointer to pointer to head node of linked list  
 n --> No. of nodes in Linked List \*/  
struct TNode\* sortedListToBSTRecur(struct LNode \*\*head\_ref, int n)  
{  
 /\* Base Case \*/  
 if (n <= 0)  
 return NULL;  
  
 /\* Recursively construct the left subtree \*/  
 struct TNode \*left = sortedListToBSTRecur(head\_ref, n/2);  
  
 /\* Allocate memory for root, and link the above constructed left   
 subtree with root \*/  
 struct TNode \*root = newNode((\*head\_ref)->data);  
 root->left = left;  
  
 /\* Change head pointer of Linked List for parent recursive calls \*/  
 \*head\_ref = (\*head\_ref)->next;  
  
 /\* Recursively construct the right subtree and link it with root   
 The number of nodes in right subtree is total nodes - nodes in   
 left subtree - 1 (for root) which is n-n/2-1\*/  
 root->right = sortedListToBSTRecur(head\_ref, n-n/2-1);  
  
 return root;  
}  
  
  
  
/\* UTILITY FUNCTIONS \*/  
  
/\* A utility function that returns count of nodes in a given Linked List \*/  
int countLNodes(struct LNode \*head)  
{  
 int count = 0;  
 struct LNode \*temp = head;  
 while(temp)  
 {  
 temp = temp->next;  
 count++;  
 }  
 return count;  
}  
  
/\* Function to insert a node at the beginging of the linked list \*/  
void push(struct LNode\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct LNode\* new\_node =  
 (struct LNode\*) malloc(sizeof(struct LNode));  
 /\* put in the data \*/  
 new\_node->data = new\_data;  
  
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);  
  
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
/\* Function to print nodes in a given linked list \*/  
void printList(struct LNode \*node)  
{  
 while(node!=NULL)  
 {  
 printf("%d ", node->data);  
 node = node->next;  
 }  
}  
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct TNode\* newNode(int data)  
{  
 struct TNode\* node = (struct TNode\*)  
 malloc(sizeof(struct TNode));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
  
 return node;  
}  
  
/\* A utility function to print preorder traversal of BST \*/  
void preOrder(struct TNode\* node)  
{  
 if (node == NULL)  
 return;  
 printf("%d ", node->data);  
 preOrder(node->left);  
 preOrder(node->right);  
}  
  
/\* Drier program to test above functions\*/  
int main()  
{  
 /\* Start with the empty list \*/  
 struct LNode\* head = NULL;  
  
 /\* Let us create a sorted linked list to test the functions  
 Created linked list will be 1->2->3->4->5->6->7 \*/  
 push(&head, 7);  
 push(&head, 6);  
 push(&head, 5);  
 push(&head, 4);  
 push(&head, 3);  
 push(&head, 2);  
 push(&head, 1);  
  
 printf("\n Given Linked List ");  
 printList(head);  
  
 /\* Convert List to BST \*/  
 struct TNode \*root = sortedListToBST(head);  
 printf("\n PreOrder Traversal of constructed BST ");  
 preOrder(root);  
  
 return 0;  
}

Time Complexity: O(n)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/sorted-linked-list-to-balanced-bst/>

# Split a Circular Linked List into two halves

Asked by [Bharani](http://geeksforgeeks.org/forum/topic/splitting-a-circular-doubly-linked-list)
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Result Linked List 2

Thanks to [Geek4u](http://geeksforgeeks.org/forum/topic/splitting-a-circular-doubly-linked-list#post-335) for suggesting the algorithm.  
 1) Store the mid and last pointers of the circular linked list using tortoise and hare algorithm.  
 2) Make the second half circular.  
 3) Make the first half circular.  
 4) Set head (or start) pointers of the two linked lists.

In the below implementation, if there are odd nodes in the given circular linked list then the first result list has 1 more node than the second result list.

/\* Program to split a circular linked list into two halves \*/  
#include<stdio.h>   
#include<stdlib.h>   
  
/\* structure for a node \*/  
struct node  
{  
 int data;  
 struct node \*next;  
};   
  
/\* Function to split a list (starting with head) into two lists.  
 head1\_ref and head2\_ref are references to head nodes of   
 the two resultant linked lists \*/  
void splitList(struct node \*head, struct node \*\*head1\_ref,   
 struct node \*\*head2\_ref)  
{  
 struct node \*slow\_ptr = head;  
 struct node \*fast\_ptr = head;   
  
 if(head == NULL)  
 return;  
   
 /\* If there are odd nodes in the circular list then  
 fast\_ptr->next becomes head and for even nodes   
 fast\_ptr->next->next becomes head \*/  
 while(fast\_ptr->next != head &&  
 fast\_ptr->next->next != head)   
 {  
 fast\_ptr = fast\_ptr->next->next;  
 slow\_ptr = slow\_ptr->next;  
 }   
  
 /\* If there are even elements in list then move fast\_ptr \*/  
 if(fast\_ptr->next->next == head)  
 fast\_ptr = fast\_ptr->next;   
   
 /\* Set the head pointer of first half \*/  
 \*head1\_ref = head;   
   
 /\* Set the head pointer of second half \*/  
 if(head->next != head)  
 \*head2\_ref = slow\_ptr->next;  
   
 /\* Make second half circular \*/   
 fast\_ptr->next = slow\_ptr->next;  
   
 /\* Make first half circular \*/   
 slow\_ptr->next = head;   
}  
  
/\* UTILITY FUNCTIONS \*/  
/\* Function to insert a node at the begining of a Circular   
 linked lsit \*/  
void push(struct node \*\*head\_ref, int data)  
{  
 struct node \*ptr1 = (struct node \*)malloc(sizeof(struct node));  
 struct node \*temp = \*head\_ref;   
 ptr1->data = data;   
 ptr1->next = \*head\_ref;   
   
 /\* If linked list is not NULL then set the next of   
 last node \*/  
 if(\*head\_ref != NULL)  
 {  
 while(temp->next != \*head\_ref)  
 temp = temp->next;   
 temp->next = ptr1;   
 }  
 else  
 ptr1->next = ptr1; /\*For the first node \*/  
  
 \*head\_ref = ptr1;   
}   
  
/\* Function to print nodes in a given Circular linked list \*/  
void printList(struct node \*head)  
{  
 struct node \*temp = head;   
 if(head != NULL)  
 {  
 printf("\n");  
 do {  
 printf("%d ", temp->data);  
 temp = temp->next;  
 } while(temp != head);  
 }  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 int list\_size, i;   
   
 /\* Initialize lists as empty \*/  
 struct node \*head = NULL;  
 struct node \*head1 = NULL;  
 struct node \*head2 = NULL;   
  
 /\* Created linked list will be 12->56->2->11 \*/  
 push(&head, 12);   
 push(&head, 56);   
 push(&head, 2);   
 push(&head, 11);   
  
 printf("Original Circular Linked List");  
 printList(head);   
   
 /\* Split the list \*/   
 splitList(head, &head1, &head2);  
   
 printf("\nFirst Circular Linked List");  
 printList(head1);   
  
 printf("\nSecond Circular Linked List");  
 printList(head2);   
   
 getchar();  
 return 0;  
}

Time Complexity: O(n)

Please write comments if you find any bug in above code/algorithm, or find other ways to solve the same problem

### Source

<http://www.geeksforgeeks.org/split-a-circular-linked-list-into-two-halves/>

# Add two numbers represented by linked lists | Set 2

Given two numbers represented by two linked lists, write a function that returns sum list. The sum list is linked list representation of addition of two input numbers. It is not allowed to modify the lists. Also, not allowed to use explicit extra space (Hint: Use Recursion).

Example

Input:  
 First List: 5->6->3 // represents number 563  
 Second List: 8->4->2 // represents number 842  
Output  
 Resultant list: 1->4->0->5 // represents number 1405

We have discussed a solution [here](http://www.geeksforgeeks.org/archives/15194)which is for linked lists where least significant digit is first node of lists and most significant digit is last node. In this problem, most significant node is first node and least significant digit is last node and we are not allowed to modify the lists. Recursion is used here to calculate sum from right to left.

Following are the steps.  
 **1)** Calculate sizes of given two linked lists.  
 **2)** If sizes are same, then calculate sum using recursion. Hold all nodes in recursion call stack till the rightmost node, calculate sum of rightmost nodes and forward carry to left side.  
 **3)** If size is not same, then follow below steps:  
 ….**a)** Calculate difference of sizes of two linked lists. Let the difference be *diff*  
 ….**b)** Move *diff* nodes ahead in the bigger linked list. Now use step 2 to calculate sum of smaller list and right sub-list (of same size) of larger list. Also, store the carry of this sum.  
 ….**c)** Calculate sum of the carry (calculated in previous step) with the remaining left sub-list of larger list. Nodes of this sum are added at the beginning of sum list obtained previous step.

Following is C implementation of the above approach.

// A recursive program to add two linked lists  
  
#include <stdio.h>  
#include <stdlib.h>  
  
// A linked List Node  
struct node  
{  
 int data;  
 struct node\* next;  
};  
  
typedef struct node node;  
  
/\* A utility function to insert a node at the beginning of linked list \*/  
void push(struct node\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node = (struct node\*) malloc(sizeof(struct node));  
  
 /\* put in the data \*/  
 new\_node->data = new\_data;  
  
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);  
  
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
/\* A utility function to print linked list \*/  
void printList(struct node \*node)  
{  
 while (node != NULL)  
 {  
 printf("%d ", node->data);  
 node = node->next;  
 }  
 printf("\n");  
}  
  
// A utility function to swap two pointers  
void swapPointer( node\*\* a, node\*\* b )  
{  
 node\* t = \*a;  
 \*a = \*b;  
 \*b = t;  
}  
  
/\* A utility function to get size of linked list \*/  
int getSize(struct node \*node)  
{  
 int size = 0;  
 while (node != NULL)  
 {  
 node = node->next;  
 size++;  
 }  
 return size;  
}  
  
// Adds two linked lists of same size represented by head1 and head2 and returns  
// head of the resultant linked list. Carry is propagated while returning from  
// the recursion  
node\* addSameSize(node\* head1, node\* head2, int\* carry)  
{  
 // Since the function assumes linked lists are of same size,  
 // check any of the two head pointers  
 if (head1 == NULL)  
 return NULL;  
  
 int sum;  
  
 // Allocate memory for sum node of current two nodes  
 node\* result = (node \*)malloc(sizeof(node));  
  
 // Recursively add remaining nodes and get the carry  
 result->next = addSameSize(head1->next, head2->next, carry);  
  
 // add digits of current nodes and propagated carry  
 sum = head1->data + head2->data + \*carry;  
 \*carry = sum / 10;  
 sum = sum % 10;  
  
 // Assigne the sum to current node of resultant list  
 result->data = sum;  
  
 return result;  
}  
  
// This function is called after the smaller list is added to the bigger  
// lists's sublist of same size. Once the right sublist is added, the carry  
// must be added toe left side of larger list to get the final result.  
void addCarryToRemaining(node\* head1, node\* cur, int\* carry, node\*\* result)  
{  
 int sum;  
  
 // If diff. number of nodes are not traversed, add carry  
 if (head1 != cur)  
 {  
 addCarryToRemaining(head1->next, cur, carry, result);  
  
 sum = head1->data + \*carry;  
 \*carry = sum/10;  
 sum %= 10;  
  
 // add this node to the front of the result  
 push(result, sum);  
 }  
}  
  
// The main function that adds two linked lists represented by head1 and head2.  
// The sum of two lists is stored in a list referred by result  
void addList(node\* head1, node\* head2, node\*\* result)  
{  
 node \*cur;  
  
 // first list is empty  
 if (head1 == NULL)  
 {  
 \*result = head2;  
 return;  
 }  
  
 // second list is empty  
 else if (head2 == NULL)  
 {  
 \*result = head1;  
 return;  
 }  
  
 int size1 = getSize(head1);  
 int size2 = getSize(head2) ;  
  
 int carry = 0;  
  
 // Add same size lists  
 if (size1 == size2)  
 \*result = addSameSize(head1, head2, &carry);  
  
 else  
 {  
 int diff = abs(size1 - size2);  
  
 // First list should always be larger than second list.  
 // If not, swap pointers  
 if (size1 < size2)  
 swapPointer(&head1, &head2);  
  
 // move diff. number of nodes in first list  
 for (cur = head1; diff--; cur = cur->next);  
  
 // get addition of same size lists  
 \*result = addSameSize(cur, head2, &carry);  
  
 // get addition of remaining first list and carry  
 addCarryToRemaining(head1, cur, &carry, result);  
 }  
  
 // if some carry is still there, add a new node to the fron of  
 // the result list. e.g. 999 and 87  
 if (carry)  
 push(result, carry);  
}  
  
// Driver program to test above functions  
int main()  
{  
 node \*head1 = NULL, \*head2 = NULL, \*result = NULL;  
  
 int arr1[] = {9, 9, 9};  
 int arr2[] = {1, 8};  
  
 int size1 = sizeof(arr1) / sizeof(arr1[0]);  
 int size2 = sizeof(arr2) / sizeof(arr2[0]);  
  
 // Create first list as 9->9->9  
 int i;  
 for (i = size1-1; i >= 0; --i)  
 push(&head1, arr1[i]);  
  
 // Create second list as 1->8  
 for (i = size2-1; i >= 0; --i)  
 push(&head2, arr2[i]);  
  
 addList(head1, head2, &result);  
  
 printList(result);  
  
 return 0;  
}

Output:

1 0 1 7

Time Complexity: O(m+n) where m and n are the sizes of given two linked lists.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/sum-of-two-linked-lists/>

# Swap Kth node from beginning with Kth node from end in a Linked List

Given a singly linked list, swap kth node from beginning with kth node from end. **Swapping of data is not allowed, only pointers should be changed.** This requirement may be logical in many situations where the linked list data part is huge (For example student details line Name, RollNo, Address, ..etc). The pointers are always fixed (4 bytes for most of the compilers).
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The problem seems simple at first look, but it has many interesting cases.

Let X be the kth node from beginning and Y be the kth node from end. Following are the interesting cases that must be handled.  
 **1)** Y is next to X  
 **2)** X is next to Y  
 **3)** X and Y are same  
 **4)** X and Y don’t exist (k is more than number of nodes in linked list)

We strongly recommend you to try it yourself first, then see the below solution. It will be a good exercise of pointers.

// A C++ program to swap Kth node from beginning with kth node from end  
#include <iostream>  
#include <stdlib.h>  
using namespace std;  
  
// A Linked List node  
struct node  
{  
 int data;  
 struct node \*next;  
};  
  
/\* Utility function to insert a node at the beginning \*/  
void push(struct node \*\*head\_ref, int new\_data)  
{  
 struct node \*new\_node = (struct node \*) malloc(sizeof(struct node));  
 new\_node->data = new\_data;  
 new\_node->next = (\*head\_ref);  
 (\*head\_ref) = new\_node;  
}  
  
/\* Utility function for displaying linked list \*/  
void printList(struct node \*node)  
{  
 while (node != NULL)  
 {  
 cout << node->data << " ";  
 node = node->next;  
 }  
 cout << endl;  
}  
  
/\* Utility function for calculating length of linked list \*/  
int countNodes(struct node \*s)  
{  
 int count = 0;  
 while (s != NULL)  
 {  
 count++;  
 s = s->next;  
 }  
 return count;  
}  
  
/\* Function for swapping kth nodes from both ends of linked list \*/  
void swapKth(struct node \*\*head\_ref, int k)  
{  
 // Count nodes in linked list  
 int n = countNodes(\*head\_ref);  
  
 // Check if k is valid  
 if (n < k) return;  
  
 // If x (kth node from start) and y(kth node from end) are same  
 if (2\*k - 1 == n) return;  
  
 // Find the kth node from beginning of linked list. We also find  
 // previous of kth node because we need to update next pointer of  
 // the previous.  
 node \*x = \*head\_ref;  
 node \*x\_prev = NULL;  
 for (int i = 1; i < k; i++)  
 {  
 x\_prev = x;  
 x = x->next;  
 }  
  
 // Similarly, find the kth node from end and its previous. kth node  
 // from end is (n-k+1)th node from beginning  
 node \*y = \*head\_ref;  
 node \*y\_prev = NULL;  
 for (int i = 1; i < n-k+1; i++)  
 {  
 y\_prev = y;  
 y = y->next;  
 }  
  
 // If x\_prev exists, then new next of it will be y. Consider the case  
 // when y->next is x, in this case, x\_prev and y are same. So the statement  
 // "x\_prev->next = y" creates a self loop. This self loop will be broken  
 // when we change y->next.  
 if (x\_prev)  
 x\_prev->next = y;  
  
 // Same thing applies to y\_prev  
 if (y\_prev)  
 y\_prev->next = x;  
  
 // Swap next pointers of x and y. These statements also break self  
 // loop if x->next is y or y->next is x  
 node \*temp = x->next;  
 x->next = y->next;  
 y->next = temp;  
  
 // Change head pointers when k is 1 or n  
 if (k == 1)  
 \*head\_ref = y;  
 if (k == n)  
 \*head\_ref = x;  
}  
  
// Driver program to test above functions  
int main()  
{  
 // Let us create the following linked list for testing  
 // 1->2->3->4->5->6->7->8  
 struct node \*head = NULL;  
 for (int i = 8; i >= 1; i--)  
 push(&head, i);  
  
 cout << "Original Linked List: ";  
 printList(head);  
  
 for (int k = 1; k < 10; k++)  
 {  
 swapKth(&head, k);  
 cout << "\nModified List for k = " << k << endl;  
 printList(head);  
 }  
  
 return 0;  
}

Output:

Original Linked List: 1 2 3 4 5 6 7 8  
  
Modified List for k = 1  
8 2 3 4 5 6 7 1  
  
Modified List for k = 2  
8 7 3 4 5 6 2 1  
  
Modified List for k = 3  
8 7 6 4 5 3 2 1  
  
Modified List for k = 4  
8 7 6 5 4 3 2 1  
  
Modified List for k = 5  
8 7 6 4 5 3 2 1  
  
Modified List for k = 6  
8 7 3 4 5 6 2 1  
  
Modified List for k = 7  
8 2 3 4 5 6 7 1  
  
Modified List for k = 8  
1 2 3 4 5 6 7 8  
  
Modified List for k = 9  
1 2 3 4 5 6 7 8

Please note that the above code runs three separate loops to count nodes, find x and x prev, and to find y and y\_prev. These three things can be done in a single loop. The code uses three loops to keep things simple and readable.

Thanks to [Chandra Prakash](https://www.facebook.com/chandra.prakash.52643?fref=ts) for initial solution. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/swap-kth-node-from-beginning-with-kth-node-from-end-in-a-linked-list/>

# The Great Tree-List Recursion Problem.

Asked by Varun Bhatia.

**Question:**  
 Write a recursive function treeToList(Node root) that takes an ordered binary tree and rearranges the internal pointers to make a circular doubly linked list out of the tree nodes. The”previous” pointers should be stored in the “small” field and the “next” pointers should be stored in the “large” field. The list should be arranged so that the nodes are in increasing order. Return the head pointer to the new list.

This is very well explained and implemented at <http://cslibrary.stanford.edu/109/TreeListRecursion.html>

### Source

<http://www.geeksforgeeks.org/the-great-tree-list-recursion-problem/>

# Union and Intersection of two Linked Lists

Given two Linked Lists, create union and intersection lists that contain union and intersection of the elements present in the given lists. Order of elments in output lists doesn’t matter.

Example:

Input:  
 List1: 10->15->4->20  
 lsit2: 8->4->2->10  
Output:  
 Intersection List: 4->10  
 Union List: 2->8->20->4->15->10

**Method 1 (Simple)**  
 Following are simple algorithms to get union and intersection lists respectively.

*Intersection (list1, list2)*  
 Initialize result list as NULL. Traverse list1 and look for its each element in list2, if the element is present in list2, then add the element to result.

Unio*n (list1, list2):*  
 Initialize result list as NULL. Traverse list1 and add all of its elements to the result.  
 Traverse list2. If an element of list2 is already present in result then do not insert it to result, otherwise insert.

This method assumes that there are no duplicates in the given lists.

Thanks to [Shekhu](http://geeksforgeeks.org/forum/topic/union-intersection-of-unsorted-lists#post-36766)for suggesting this method. Following is C implementation of this method.

#include<stdio.h>  
#include<stdlib.h>  
  
/\* Link list node \*/  
struct node  
{  
 int data;  
 struct node\* next;  
};  
  
/\* A utility function to insert a node at the begining of a linked list\*/  
void push (struct node\*\* head\_ref, int new\_data);  
  
/\* A utilty function to chec if given data is present in a list \*/  
bool isPresent (struct node \*head, int data);  
  
/\* Function to get union of two linked lists head1 and head2 \*/  
struct node \*getUnion (struct node \*head1, struct node \*head2)  
{  
 struct node \*result = NULL;  
 struct node \*t1 = head1, \*t2 = head2;  
  
 // Insert all elements of list1 to the result list  
 while (t1 != NULL)  
 {  
 push(&result, t1->data);  
 t1 = t1->next;  
 }  
  
 // Insert those elements of list2 which are not present in result list  
 while (t2 != NULL)  
 {  
 if (!isPresent(result, t2->data))  
 push(&result, t2->data);  
 t2 = t2->next;  
 }  
  
 return result;  
}  
  
/\* Function to get intersection of two linked lists head1 and head2 \*/  
struct node \*getIntersection (struct node \*head1, struct node \*head2)  
{  
 struct node \*result = NULL;  
 struct node \*t1 = head1;  
  
 // Traverse list1 and search each element of it in list2. If the element  
 // is present in list 2, then insert the element to result  
 while (t1 != NULL)  
 {  
 if (isPresent(head2, t1->data))  
 push (&result, t1->data);  
 t1 = t1->next;  
 }  
  
 return result;  
}  
  
/\* A utility function to insert a node at the begining of a linked list\*/  
void push (struct node\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node =  
 (struct node\*) malloc(sizeof(struct node));  
  
 /\* put in the data \*/  
 new\_node->data = new\_data;  
  
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);  
  
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
/\* A utility function to print a linked list\*/  
void printList (struct node \*node)  
{  
 while (node != NULL)  
 {  
 printf ("%d ", node->data);  
 node = node->next;  
 }  
}  
  
/\* A utilty function that returns true if data is present in linked list  
else return false \*/  
bool isPresent (struct node \*head, int data)  
{  
 struct node \*t = head;  
 while (t != NULL)  
 {  
 if (t->data == data)  
 return 1;  
 t = t->next;  
 }  
 return 0;  
}  
  
/\* Drier program to test above function\*/  
int main()  
{  
 /\* Start with the empty list \*/  
 struct node\* head1 = NULL;  
 struct node\* head2 = NULL;  
 struct node\* intersecn = NULL;  
 struct node\* unin = NULL;  
  
 /\*create a linked lits 10->15->5->20 \*/  
 push (&head1, 20);  
 push (&head1, 4);  
 push (&head1, 15);  
 push (&head1, 10);  
  
 /\*create a linked lits 8->4->2->10 \*/  
 push (&head2, 10);  
 push (&head2, 2);  
 push (&head2, 4);  
 push (&head2, 8);  
  
 intersecn = getIntersection (head1, head2);  
 unin = getUnion (head1, head2);  
  
 printf ("\n First list is \n");  
 printList (head1);  
  
 printf ("\n Second list is \n");  
 printList (head2);  
  
 printf ("\n Intersection list is \n");  
 printList (intersecn);  
  
 printf ("\n Union list is \n");  
 printList (unin);  
  
 return 0;  
}

Output:

First list is  
10 15 4 20  
 Second list is  
8 4 2 10  
 Intersection list is  
4 10  
 Union list is  
2 8 20 4 15 10

Time Complexity: O(mn) for both union and intersection operations. Here m is the number of elements in first list and n is the number of elements in second list.

**Method 2 (Use Merge Sort)**  
 In this method, algorithms for Union and Intersection are very similar. First we sort the given lists, then we traverse the sorted lists to get union and intersection.  
 Following are the steps to be followed to get union and intersection lists.

1) Sort the first Linked List using merge sort. This step takes O(mLogm) time. Refer [this post](http://www.geeksforgeeks.org/archives/7740) for details of this step.  
 2) Sort the second Linked List using merge sort. This step takes O(nLogn) time. Refer [this post](http://www.geeksforgeeks.org/archives/7740) for details of this step.  
 3) Linearly scan both sorted lists to get the union and intersection. This step takes O(m + n) time. This step can be implemented using the same algorithm as sorted arrays algorithm discussed [here](http://www.geeksforgeeks.org/archives/6873).

Time complexity of this method is O(mLogm + nLogn) which is better than method 1’s time complexity.

**Method 3 (Use Hashing)**  
 *Union (list1, list2)*  
 Initialize the result list as NULL and create an empty hash table. Traverse both lists one by one, for each element being visited, look the element in hash table. If the element is not present, then insert the element to result list. If the element is present, then ignore it.

*Intersection (list1, list2)*  
 Initialize the result list as NULL and create an empty hash table. Traverse list1. For each element being visited in list1, insert the element in hash table. Traverse list2, for each element being visited in list2, look the element in hash table. If the element is present, then insert the element to result list. If the element is not present, then ignore it.

Both of the above methods assume that there are no duplicates.

Time complexity of this method depends on the hashing technique used and the distribution of elements in input lists. In practical, this approach may turn out to be better than above 2 methods.

Source: <http://geeksforgeeks.org/forum/topic/union-intersection-of-unsorted-lists>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/union-and-intersection-of-two-linked-lists/>

# Write a C function to detect loop in a linked list

Below diagram shows a linked list with a loop

[![Linked List Loop](data:image/gif;base64,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)](http://geeksforgeeks.org/wp-content/uploads/2009/04/Linked-List-Loop.gif)

Following are different ways of doing this  
 **Use Hashing:**  
 Traverse the list one by one and keep putting the node addresses in a Hash Table. At any point, if NULL is reached then return false and if next of current node points to any of the previously stored nodes in Hash then return true.

**Mark Visited Nodes:**  
 This solution requires modifications to basic linked list data structure.  Have a visited flag with each node.  Traverse the linked list and keep marking visited nodes.  If you see a visited node again then there is a loop. This solution works in O(n) but requires additional information with each node.  
 A variation of this solution that doesn’t require modification to basic data structure can be implemented using hash.  Just store the addresses of visited nodes in a hash and if you see an address that already exists in hash then there is a loop.

**Floyd’s Cycle-Finding Algorithm:**  
 This is the fastest method. Traverse linked list using two pointers.  Move one pointer by one and other pointer by two.  If these pointers meet at some node then there is a loop.  If pointers do not meet then linked list doesn’t have loop.

**Implementation of Floyd’s Cycle-Finding Algorithm:**

#include<stdio.h>  
#include<stdlib.h>  
  
/\* Link list node \*/  
struct node  
{  
 int data;  
 struct node\* next;  
};  
  
void push(struct node\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node =  
 (struct node\*) malloc(sizeof(struct node));  
  
 /\* put in the data \*/  
 new\_node->data = new\_data;  
  
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);  
  
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
int detectloop(struct node \*list)  
{  
 struct node \*slow\_p = list, \*fast\_p = list;  
  
 while(slow\_p && fast\_p &&  
 fast\_p->next )  
 {  
 slow\_p = slow\_p->next;  
 fast\_p = fast\_p->next->next;  
 if (slow\_p == fast\_p)  
 {  
 printf("Found Loop");  
 return 1;  
 }  
 }  
 return 0;  
}  
  
/\* Drier program to test above function\*/  
int main()  
{  
 /\* Start with the empty list \*/  
 struct node\* head = NULL;  
  
 push(&head, 20);  
 push(&head, 4);  
 push(&head, 15);  
 push(&head, 10);  
  
 /\* Create a loop for testing \*/  
 head->next->next->next->next = head;  
 detectloop(head);  
  
 getchar();  
}

**Time Complexity:** O(n)  
 **Auxiliary Space:** O(1)

**References:**  
 <http://en.wikipedia.org/wiki/Cycle_detection>  
 <http://ostermiller.org/find_loop_singly_linked_list.html>

Tags: [Linked Lists](http://www.geeksforgeeks.org/tag/linked-list/), [loop](http://www.geeksforgeeks.org/tag/loop/)

### Source

<http://www.geeksforgeeks.org/write-a-c-function-to-detect-loop-in-a-linked-list/>

# Write a C function to print the middle of a given linked list

**Method 1:**  
 Traverse the whole linked list and count the no. of nodes. Now traverse the list again till count/2 and return the node at count/2.

**Method 2:**  
 Traverse linked list using two pointers. Move one pointer by one and other pointer by two. When the fast pointer reaches end slow pointer will reach middle of the linked list.

#include<stdio.h>  
#include<stdlib.h>  
  
/\* Link list node \*/  
struct node  
{  
 int data;  
 struct node\* next;  
};  
  
/\* Function to get the middle of the linked list\*/  
void printMiddle(struct node \*head)  
{  
 struct node \*slow\_ptr = head;  
 struct node \*fast\_ptr = head;  
  
 if (head!=NULL)  
 {  
 while (fast\_ptr != NULL && fast\_ptr->next != NULL)  
 {  
 fast\_ptr = fast\_ptr->next->next;  
 slow\_ptr = slow\_ptr->next;  
 }  
 printf("The middle element is [%d]\n\n", slow\_ptr->data);  
 }  
}  
  
void push(struct node\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node =  
 (struct node\*) malloc(sizeof(struct node));  
  
 /\* put in the data \*/  
 new\_node->data = new\_data;  
  
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);  
  
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
// A utility function to print a given linked list  
void printList(struct node \*ptr)  
{  
 while (ptr != NULL)  
 {  
 printf("%d->", ptr->data);  
 ptr = ptr->next;  
 }  
 printf("NULL\n");  
}  
  
/\* Drier program to test above function\*/  
int main()  
{  
 /\* Start with the empty list \*/  
 struct node\* head = NULL;  
 int i;  
  
 for (i=5; i>0; i--)  
 {  
 push(&head, i);  
 printList(head);  
 printMiddle(head);  
 }  
  
 return 0;  
}

Output:

5->NULL  
The middle element is [5]  
  
4->5->NULL  
The middle element is [5]  
  
3->4->5->NULL  
The middle element is [4]  
  
2->3->4->5->NULL  
The middle element is [4]  
  
1->2->3->4->5->NULL  
The middle element is [3]

**Method 3:**  
 Initialize mid element as head and initialize a counter as 0. Traverse the list from head, while traversing increment the counter and change mid to mid->next whenever the counter is odd. So the mid will move only half of the total length of the list.  
 Thanks to Narendra Kangralkar for suggesting this method.

#include<stdio.h>  
#include<stdlib.h>  
  
/\* Link list node \*/  
struct node  
{  
 int data;  
 struct node\* next;  
};  
  
/\* Function to get the middle of the linked list\*/  
void printMiddle(struct node \*head)  
{  
 int count = 0;  
 struct node \*mid = head;  
  
 while (head != NULL)  
 {  
 /\* update mid, when 'count' is odd number \*/  
 if (count & 1)  
 mid = mid->next;  
  
 ++count;  
 head = head->next;  
 }  
  
 /\* if empty list is provided \*/  
 if (mid != NULL)  
 printf("The middle element is [%d]\n\n", mid->data);  
}  
  
  
void push(struct node\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node =  
 (struct node\*) malloc(sizeof(struct node));  
  
 /\* put in the data \*/  
 new\_node->data = new\_data;  
  
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);  
  
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
// A utility function to print a given linked list  
void printList(struct node \*ptr)  
{  
 while (ptr != NULL)  
 {  
 printf("%d->", ptr->data);  
 ptr = ptr->next;  
 }  
 printf("NULL\n");  
}  
  
/\* Drier program to test above function\*/  
int main()  
{  
 /\* Start with the empty list \*/  
 struct node\* head = NULL;  
 int i;  
  
 for (i=5; i>0; i--)  
 {  
 push(&head, i);  
 printList(head);  
 printMiddle(head);  
 }  
  
 return 0;  
}

Output:

5->NULL  
The middle element is [5]  
  
4->5->NULL  
The middle element is [5]  
  
3->4->5->NULL  
The middle element is [4]  
  
2->3->4->5->NULL  
The middle element is [4]  
  
1->2->3->4->5->NULL  
The middle element is [3]

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/write-a-c-function-to-print-the-middle-of-the-linked-list/>

# Write a function that counts the number of times a given int occurs in a Linked List

Here is a solution.

**Algorithm:**

1. Initialize count as zero.  
2. Loop through each element of linked list:  
 a) If element data is equal to the passed number then  
 increment the count.  
3. Return count.

**Implementation:**

#include<stdio.h>  
#include<stdlib.h>  
  
/\* Link list node \*/  
struct node   
{  
 int data;  
 struct node\* next;  
};  
  
/\* Given a reference (pointer to pointer) to the head  
 of a list and an int, push a new node on the front   
 of the list. \*/  
void push(struct node\*\* head\_ref, int new\_data)   
{  
 /\* allocate node \*/  
 struct node\* new\_node =   
 (struct node\*) malloc(sizeof(struct node));   
  
 /\* put in the data \*/  
 new\_node->data = new\_data;   
   
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);   
   
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;   
}  
  
/\* Counts the no. of occurences of a node   
 (search\_for) in a linked list (head)\*/  
int count(struct node\* head, int search\_for)   
{  
 struct node\* current = head;  
 int count = 0;  
 while (current != NULL)   
 {  
 if (current->data == search\_for)  
 count++;  
 current = current->next;  
 }  
 return count;  
}  
  
/\* Drier program to test count function\*/  
int main()  
{  
 /\* Start with the empty list \*/  
 struct node\* head = NULL;  
   
 /\* Use push() to construct below list  
 1->2->1->3->1 \*/  
 push(&head, 1);   
 push(&head, 3);   
 push(&head, 1);   
 push(&head, 2);  
 push(&head, 1);   
   
 /\* Check the count function \*/  
 printf("count of 1 is %d", count(head, 1));   
 getchar();  
}

**Time Complexity:** O(n)  
 **Auxiliary Space:** O(1)

Tags: [Linked Lists](http://www.geeksforgeeks.org/tag/linked-list/)

### Source

<http://www.geeksforgeeks.org/write-a-function-that-counts-the-number-of-times-a-given-int-occurs-in-a-linked-list/>

# Write a function to delete a Linked List

**Algorithm:** Iterate through the linked list and delete all the nodes one by one. Main point here is not to access next of the current pointer if current pointer is deleted.

**Implementation:**

#include<stdio.h>  
#include<stdlib.h>  
#include<assert.h>  
  
/\* Link list node \*/  
struct node  
{  
 int data;  
 struct node\* next;  
};  
  
/\* Function to delete the entire linked list \*/  
void deleteList(struct node\*\* head\_ref)  
{  
 /\* deref head\_ref to get the real head \*/  
 struct node\* current = \*head\_ref;  
 struct node\* next;  
  
 while (current != NULL)   
 {  
 next = current->next;  
 free(current);  
 current = next;  
 }  
   
 /\* deref head\_ref to affect the real head back  
 in the caller. \*/  
 \*head\_ref = NULL;  
}  
  
/\* Given a reference (pointer to pointer) to the head  
 of a list and an int, push a new node on the front  
 of the list. \*/  
void push(struct node\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node =  
 (struct node\*) malloc(sizeof(struct node));  
  
 /\* put in the data \*/  
 new\_node->data = new\_data;  
   
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);  
   
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
/\* Drier program to test count function\*/  
int main()  
{  
 /\* Start with the empty list \*/  
 struct node\* head = NULL;  
   
 /\* Use push() to construct below list  
 1->12->1->4->1 \*/  
 push(&head, 1);  
 push(&head, 4);  
 push(&head, 1);   
 push(&head, 12);  
 push(&head, 1);   
   
 printf("\n Deleting linked list");  
 deleteList(&head);   
   
 printf("\n Linked list deleted");  
 getchar();  
}

**Time Complexity:** O(n)  
 **Space Complexity:** O(1)

Tags: [Delete a Linked List](http://www.geeksforgeeks.org/tag/delete-a-linked-list/), [Linked Lists](http://www.geeksforgeeks.org/tag/linked-list/)

### Source

<http://www.geeksforgeeks.org/write-a-function-to-delete-a-linked-list/>

# Write a function to get Nth node in a Linked List

**Write a GetNth() function that takes a linked list and an integer index and returns the data value stored in the node at that index position.**

**Algorithm:**

1. Initialize count = 0  
2. Loop through the link list  
 a. if count is equal to the passed index then return current  
 node  
 b. Increment count  
 c. change current to point to next of the current.

**Implementation:**

#include <stdio.h>  
#include <stdlib.h>  
#include <assert.h>  
  
/\* Link list node \*/  
struct node  
{  
 int data;  
 struct node\* next;  
};  
  
/\* Given a reference (pointer to pointer) to the head  
 of a list and an int, push a new node on the front  
 of the list. \*/  
void push(struct node\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node =  
 (struct node\*) malloc(sizeof(struct node));  
  
 /\* put in the data \*/  
 new\_node->data = new\_data;  
   
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);  
   
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
/\* Takes head pointer of the linked list and index  
 as arguments and return data at index\*/  
int GetNth(struct node\* head, int index)  
{  
 struct node\* current = head;  
 int count = 0; /\* the index of the node we're currently  
 looking at \*/  
 while (current != NULL)  
 {  
 if (count == index)  
 return(current->data);  
 count++;  
 current = current->next;  
 }  
   
 /\* if we get to this line, the caller was asking  
 for a non-existent element so we assert fail \*/  
 assert(0);   
}  
  
/\* Drier program to test above function\*/  
int main()  
{  
 /\* Start with the empty list \*/  
 struct node\* head = NULL;  
   
 /\* Use push() to construct below list  
 1->12->1->4->1 \*/  
 push(&head, 1);  
 push(&head, 4);  
 push(&head, 1);  
 push(&head, 12);  
 push(&head, 1);   
   
 /\* Check the count function \*/  
 printf("Element at index 3 is %d", GetNth(head, 3));   
 getchar();  
}

**Time Complexity:** O(n)

Tags: [GetNth](http://www.geeksforgeeks.org/tag/getnth/), [Linked Lists](http://www.geeksforgeeks.org/tag/linked-list/)

### Source

<http://www.geeksforgeeks.org/write-a-function-to-get-nth-node-in-a-linked-list/>

# Write a function to get the intersection point of two Linked Lists.

There are two singly linked lists in a system. By some programming error the end node of one of the linked list got linked into the second list, forming a inverted Y shaped list. Write a program to get the point where two linked list merge.

![Y ShapedLinked List](data:image/gif;base64,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)  
 Above diagram shows an example with two linked list having 15 as intersection point.

**Method 1(Simply use two loops)**  
 Use 2 nested for loops. Outer loop will be for each node of the 1st list and inner loop will be for 2nd list. In the inner loop, check if any of nodes of 2nd list is same as the current node of first linked list. Time complexity of this method will be O(mn) where m and n are the number of nodes in two lists.

**Method 2 (Mark Visited Nodes)**  
 This solution requires modifications to basic linked list data structure. Have a visited flag with each node. Traverse the first linked list and keep marking visited nodes. Now traverse second linked list, If you see a visited node again then there is an intersection point, return the intersecting node. This solution works in O(m+n) but requires additional information with each node. A variation of this solution that doesn’t require modification to basic data structure can be implemented using hash. Traverse the first linked list and store the addresses of visited nodes in a hash. Now traverse the second linked list and if you see an address that already exists in hash then return the intersecting node.

**Method 3(Using difference of node counts)**  
 1) Get count of the nodes in first list, let count be c1.  
 2) Get count of the nodes in second list, let count be c2.  
 3) Get the difference of counts d = abs(c1 – c2)  
 4) Now traverse the bigger list from the first node till d nodes so that from here onwards both the lists have equal no of nodes.  
 5) Then we can traverse both the lists in parallel till we come across a common node. (Note that getting a common node is done by comparing the address of the nodes)

#include<stdio.h>  
#include<stdlib.h>  
  
/\* Link list node \*/  
struct node  
{  
 int data;  
 struct node\* next;  
};  
  
/\* Function to get the counts of node in a linked list \*/  
int getCount(struct node\* head);  
  
/\* function to get the intersection point of two linked  
 lists head1 and head2 where head1 has d more nodes than  
 head2 \*/  
int \_getIntesectionNode(int d, struct node\* head1, struct node\* head2);  
  
/\* function to get the intersection point of two linked  
 lists head1 and head2 \*/  
int getIntesectionNode(struct node\* head1, struct node\* head2)  
{  
 int c1 = getCount(head1);  
 int c2 = getCount(head2);  
 int d;  
  
 if(c1 > c2)  
 {  
 d = c1 - c2;  
 return \_getIntesectionNode(d, head1, head2);  
 }  
 else  
 {  
 d = c2 - c1;  
 return \_getIntesectionNode(d, head2, head1);  
 }  
}  
  
/\* function to get the intersection point of two linked  
 lists head1 and head2 where head1 has d more nodes than  
 head2 \*/  
int \_getIntesectionNode(int d, struct node\* head1, struct node\* head2)  
{  
 int i;  
 struct node\* current1 = head1;  
 struct node\* current2 = head2;  
  
 for(i = 0; i < d; i++)  
 {  
 if(current1 == NULL)  
 { return -1; }  
 current1 = current1->next;  
 }  
  
 while(current1 != NULL && current2 != NULL)  
 {  
 if(current1 == current2)  
 return current1->data;  
 current1= current1->next;  
 current2= current2->next;  
 }  
  
 return -1;  
}  
  
/\* Takes head pointer of the linked list and  
 returns the count of nodes in the list \*/  
int getCount(struct node\* head)  
{  
 struct node\* current = head;  
 int count = 0;  
  
 while (current != NULL)  
 {  
 count++;  
 current = current->next;  
 }  
  
 return count;  
}  
  
/\* IGNORE THE BELOW LINES OF CODE. THESE LINES  
 ARE JUST TO QUICKLY TEST THE ABOVE FUNCTION \*/  
int main()  
{  
 /\*  
 Create two linked lists  
  
 1st 3->6->9->15->30  
 2nd 10->15->30  
  
 15 is the intersection point  
 \*/  
  
 struct node\* newNode;  
 struct node\* head1 =  
 (struct node\*) malloc(sizeof(struct node));  
 head1->data = 10;  
  
 struct node\* head2 =  
 (struct node\*) malloc(sizeof(struct node));  
 head2->data = 3;  
  
 newNode = (struct node\*) malloc (sizeof(struct node));  
 newNode->data = 6;  
 head2->next = newNode;  
  
 newNode = (struct node\*) malloc (sizeof(struct node));  
 newNode->data = 9;  
 head2->next->next = newNode;  
  
 newNode = (struct node\*) malloc (sizeof(struct node));  
 newNode->data = 15;  
 head1->next = newNode;  
 head2->next->next->next = newNode;  
  
 newNode = (struct node\*) malloc (sizeof(struct node));  
 newNode->data = 30;  
 head1->next->next= newNode;  
  
 head1->next->next->next = NULL;  
  
 printf("\n The node of intersection is %d \n",  
 getIntesectionNode(head1, head2));  
  
 getchar();  
}

**Time Complexity:** O(m+n)  
 **Auxiliary Space:** O(1)

**Method 4(Make circle in first list)**  
 Thanks to [Saravanan Man](http://geeksforgeeks.org/?p=2405#comment-264) for providing below solution.  
 1. Traverse the first linked list(count the elements) and make a circular linked list. (Remember last node so that we can break the circle later on).  
 2. Now view the problem as find the loop in the second linked list. So the problem is solved.  
 3. Since we already know the length of the loop(size of first linked list) we can traverse those many number of nodes in second list, and then start another pointer from the beginning of second list. we have to traverse until they are equal, and that is the required intersection point.  
 4. remove the circle from the linked list.  
   
 **Time Complexity:** O(m+n)  
 **Auxiliary Space:** O(1)

**Method 5 (Reverse the first list and make equations)**  
 Thanks to [Saravanan Mani](http://geeksforgeeks.org/?p=2405#comment-266) for providing this method.

1) Let X be the length of the first linked list until intersection point.  
 Let Y be the length of the second linked list until the intersection point.  
 Let Z be the length of the linked list from intersection point to End of  
 the linked list including the intersection node.  
 We Have  
 X + Z = C1;  
 Y + Z = C2;  
2) Reverse first linked list.  
3) Traverse Second linked list. Let C3 be the length of second list - 1.   
 Now we have  
 X + Y = C3  
 We have 3 linear equations. By solving them, we get  
 X = (C1 + C3 – C2)/2;  
 Y = (C2 + C3 – C1)/2;  
 Z = (C1 + C2 – C3)/2;  
 WE GOT THE INTERSECTION POINT.  
4) Reverse first linked list.

Advantage: No Comparison of pointers.  
 Disadvantage : Modifying linked list(Reversing list).  
   
 **Time complexity:** O(m+n)  
 **Auxiliary Space:** O(1)

**Method 6 (Traverse both lists and compare addresses of last nodes)** This method is only to detect if there is an intersection point or not. (Thanks to NeoTheSaviour for suggesting this)

1) Traverse the list 1, store the last node address  
2) Traverse the list 2, store the last node address.  
3) If nodes stored in 1 and 2 are same then they are intersecting.

Time complexity of this method is O(m+n) and used Auxiliary space is O(1)

Please write comments if you find any bug in the above algorithm or a better way to solve the same problem.

### Source

<http://www.geeksforgeeks.org/write-a-function-to-get-the-intersection-point-of-two-linked-lists/>

# Write a function to reverse a linked list

**Iterative Method**  
 Iterate trough the linked list. In loop, change next to prev, prev to current and current to next.

**Implementation of Iterative Method**

#include<stdio.h>  
#include<stdlib.h>  
  
/\* Link list node \*/  
struct node  
{  
 int data;  
 struct node\* next;  
};  
  
/\* Function to reverse the linked list \*/  
static void reverse(struct node\*\* head\_ref)  
{  
 struct node\* prev = NULL;  
 struct node\* current = \*head\_ref;  
 struct node\* next;  
 while (current != NULL)  
 {  
 next = current->next;   
 current->next = prev;   
 prev = current;  
 current = next;  
 }  
 \*head\_ref = prev;  
}  
  
/\* Function to push a node \*/  
void push(struct node\*\* head\_ref, int new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node =  
 (struct node\*) malloc(sizeof(struct node));  
   
 /\* put in the data \*/  
 new\_node->data = new\_data;  
   
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);   
   
 /\* move the head to point to the new node \*/  
 (\*head\_ref) = new\_node;  
}  
  
/\* Function to print linked list \*/  
void printList(struct node \*head)  
{  
 struct node \*temp = head;  
 while(temp != NULL)  
 {  
 printf("%d ", temp->data);   
 temp = temp->next;   
 }  
}   
  
/\* Drier program to test above function\*/  
int main()  
{  
 /\* Start with the empty list \*/  
 struct node\* head = NULL;  
   
 push(&head, 20);  
 push(&head, 4);  
 push(&head, 15);   
 push(&head, 85);   
   
 printList(head);   
 reverse(&head);   
 printf("\n Reversed Linked list \n");  
 printList(head);   
 getchar();  
}

**Time Complexity:** O(n)  
 **Space Complexity:** O(1)

**Recursive Method:**

1) Divide the list in two parts - first node and rest of the linked list.  
 2) Call reverse for the rest of the linked list.  
 3) Link rest to first.  
 4) Fix head pointer
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void recursiveReverse(struct node\*\* head\_ref)  
{  
 struct node\* first;  
 struct node\* rest;  
   
 /\* empty list \*/  
 if (\*head\_ref == NULL)  
 return;   
  
 /\* suppose first = {1, 2, 3}, rest = {2, 3} \*/  
 first = \*head\_ref;   
 rest = first->next;  
  
 /\* List has only one node \*/  
 if (rest == NULL)  
 return;   
  
 /\* reverse the rest list and put the first element at the end \*/  
 recursiveReverse(&rest);  
 first->next->next = first;   
   
 /\* tricky step -- see the diagram \*/  
 first->next = NULL;   
  
 /\* fix the head pointer \*/  
 \*head\_ref = rest;   
}

**Time Complexity:** O(n)  
 **Space Complexity:** O(1)

**References:**  
 <http://cslibrary.stanford.edu/105/LinkedListProblems.pdf>

### Source

<http://www.geeksforgeeks.org/write-a-function-to-reverse-the-nodes-of-a-linked-list/>

# Write a recursive function to print reverse of a Linked List

Note that the question is only about printing the reverse. To reverse the list itself see [this](http://geeksforgeeks.org/?p=860)  
   
 **Difficulty Level:** Rookie

**Algorithm**

printReverse(head)  
 1. call print reverse for hed->next  
 2. print head->data

**Implementation:**

#include<stdio.h>  
#include<stdlib.h>  
   
/\* Link list node \*/  
struct node  
{  
 int data;  
 struct node\* next;  
};  
   
/\* Function to reverse the linked list \*/  
void printReverse(struct node\* head)  
{  
 // Base case   
 if(head == NULL)  
 return;  
  
 // print the list after head node  
 printReverse(head->next);  
  
 // After everything else is printed, print head  
 printf("%d ", head->data);  
}  
   
/\*UTILITY FUNCTIONS\*/  
/\* Push a node to linked list. Note that this function  
 changes the head \*/  
void push(struct node\*\* head\_ref, char new\_data)  
{  
 /\* allocate node \*/  
 struct node\* new\_node =  
 (struct node\*) malloc(sizeof(struct node));  
   
 /\* put in the data \*/  
 new\_node->data = new\_data;  
   
 /\* link the old list off the new node \*/  
 new\_node->next = (\*head\_ref);   
   
 /\* move the head to pochar to the new node \*/  
 (\*head\_ref) = new\_node;  
}   
   
/\* Drier program to test above function\*/  
int main()  
{  
  
 struct node\* head = NULL;  
   
 push(&head, 1);  
 push(&head, 2);  
 push(&head, 3);  
 push(&head, 4);  
   
 printReverse(head);  
 getchar();  
}

**Time Complexity:** O(n)

### Source

<http://www.geeksforgeeks.org/write-a-recursive-function-to-print-reverse-of-a-linked-list/>