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# Construct Tree from given Inorder and Preorder traversals

Let us consider the below traversals:

Inorder sequence: D B E A F C  
 Preorder sequence: A B D E C F

In a Preorder sequence, leftmost element is the root of the tree. So we know ‘A’ is root for given sequences. By searching ‘A’ in Inorder sequence, we can find out all elements on left side of ‘A’ are in left subtree and elements on right are in right subtree. So we know below structure now.

A  
 / \  
 / \  
 D B E F C

We recursively follow above steps and get the following tree.

A  
 / \  
 / \  
 B C  
 / \ /  
 / \ /  
D E F

Algorithm: buildTree()  
 1) Pick an element from Preorder. Increment a Preorder Index Variable (preIndex in below code) to pick next element in next recursive call.  
 2) Create a new tree node tNode with the data as picked element.  
 3) Find the picked element’s index in Inorder. Let the index be inIndex.  
 4) Call buildTree for elements before inIndex and make the built tree as left subtree of tNode.  
 5) Call buildTree for elements after inIndex and make the built tree as right subtree of tNode.  
 6) return tNode.

Thanks to Rohini and [Tushar](http://geeksforgeeks.org/forum/topic/given-inorder-and-postorder-traversals-construct-a-binary-tree#post-377) for suggesting the code.

/\* program to construct tree using inorder and preorder traversals \*/  
#include<stdio.h>  
#include<stdlib.h>  
  
/\* A binary tree node has data, pointer to left child  
 and a pointer to right child \*/  
struct node  
{  
 char data;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\* Prototypes for utility functions \*/  
int search(char arr[], int strt, int end, char value);  
struct node\* newNode(char data);  
  
/\* Recursive function to construct binary of size len from  
 Inorder traversal in[] and Preorder traversal pre[]. Initial values  
 of inStrt and inEnd should be 0 and len -1. The function doesn't  
 do any error checking for cases where inorder and preorder  
 do not form a tree \*/  
struct node\* buildTree(char in[], char pre[], int inStrt, int inEnd)  
{  
 static int preIndex = 0;  
  
 if(inStrt > inEnd)  
 return NULL;  
  
 /\* Pick current node from Preorder traversal using preIndex  
 and increment preIndex \*/  
 struct node \*tNode = newNode(pre[preIndex++]);  
  
 /\* If this node has no children then return \*/  
 if(inStrt == inEnd)  
 return tNode;  
  
 /\* Else find the index of this node in Inorder traversal \*/  
 int inIndex = search(in, inStrt, inEnd, tNode->data);  
  
 /\* Using index in Inorder traversal, construct left and  
 right subtress \*/  
 tNode->left = buildTree(in, pre, inStrt, inIndex-1);  
 tNode->right = buildTree(in, pre, inIndex+1, inEnd);  
  
 return tNode;  
}  
  
/\* UTILITY FUNCTIONS \*/  
/\* Function to find index of value in arr[start...end]  
 The function assumes that value is present in in[] \*/  
int search(char arr[], int strt, int end, char value)  
{  
 int i;  
 for(i = strt; i <= end; i++)  
 {  
 if(arr[i] == value)  
 return i;  
 }  
}  
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct node\* newNode(char data)  
{  
 struct node\* node = (struct node\*)malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
  
 return(node);  
}  
  
/\* This funtcion is here just to test buildTree() \*/  
void printInorder(struct node\* node)  
{  
 if (node == NULL)  
 return;  
  
 /\* first recur on left child \*/  
 printInorder(node->left);  
  
 /\* then print the data of node \*/  
 printf("%c ", node->data);  
  
 /\* now recur on right child \*/  
 printInorder(node->right);  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 char in[] = {'D', 'B', 'E', 'A', 'F', 'C'};  
 char pre[] = {'A', 'B', 'D', 'E', 'C', 'F'};  
 int len = sizeof(in)/sizeof(in[0]);  
 struct node \*root = buildTree(in, pre, 0, len - 1);  
  
 /\* Let us test the built tree by printing Insorder traversal \*/  
 printf("\n Inorder traversal of the constructed tree is \n");  
 printInorder(root);  
 getchar();  
}

Time Complexity: O(n^2). Worst case occurs when tree is left skewed. Example Preorder and Inorder traversals for worst case are {A, B, C, D} and {D, C, B, A}.

Please write comments if you find any bug in above codes/algorithms, or find other ways to solve the same problem.

Tags: [Inorder Traversal](http://www.geeksforgeeks.org/tag/inorder-traversal/), [Preorder Traversal](http://www.geeksforgeeks.org/tag/preorder-traversal/), [Tree Traveral](http://www.geeksforgeeks.org/tag/tree-traveral/)

### Source

<http://www.geeksforgeeks.org/construct-tree-from-given-inorder-and-preorder-traversal/>

# If you are given two traversal sequences, can you construct the binary tree?

It depends on what traversals are given. If one of the traversal methods is Inorder then the tree can be constructed, otherwise not.  
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 **Therefore, following combination can uniquely identify a tree.**

Inorder and Preorder.  
 Inorder and Postorder.  
 Inorder and Level-order.  
   
 **And following do not.**  
 Postorder and Preorder.  
 Preorder and Level-order.  
 Postorder and Level-order.

For example, Preorder, Level-order and Postorder traversals are same for the trees given in above diagram.

Preorder Traversal = AB  
 Postorder Traversal = BA  
 Level-Order Traversal = AB

So, even if three of them (Pre, Post and Level) are given, the tree can not be constructed.

Tags: [Binary Tree](http://www.geeksforgeeks.org/tag/binary-tree/), [Tree Traveral](http://www.geeksforgeeks.org/tag/tree-traveral/)

### Source

<http://www.geeksforgeeks.org/if-you-are-given-two-traversal-sequences-can-you-construct-the-binary-tree/>

# Inorder Tree Traversal without recursion and without stack!

Using Morris Traversal, we can traverse the tree without using stack and recursion. The idea of Morris Traversal is based on [Threaded Binary Tree](http://en.wikipedia.org/wiki/Threaded_binary_tree). In this traversal, we first create links to Inorder successor and print the data using these links, and finally revert the changes to restore original tree.

1. Initialize current as root   
2. While current is not NULL  
 If current does not have left child  
 a) Print current’s data  
 b) Go to the right, i.e., current = current->right  
 Else  
 a) Make current as right child of the rightmost node in current's left subtree  
 b) Go to this left child, i.e., current = current->left

Although the tree is modified through the traversal, it is reverted back to its original shape after the completion. Unlike [Stack based traversal](http://geeksforgeeks.org/?p=5592), no extra space is required for this traversal.

#include<stdio.h>  
#include<stdlib.h>  
  
/\* A binary tree tNode has data, pointer to left child  
 and a pointer to right child \*/  
struct tNode  
{  
 int data;  
 struct tNode\* left;  
 struct tNode\* right;  
};  
  
/\* Function to traverse binary tree without recursion and   
 without stack \*/  
void MorrisTraversal(struct tNode \*root)  
{  
 struct tNode \*current,\*pre;  
  
 if(root == NULL)  
 return;   
  
 current = root;  
 while(current != NULL)  
 {   
 if(current->left == NULL)  
 {  
 printf(" %d ", current->data);  
 current = current->right;   
 }   
 else  
 {  
 /\* Find the inorder predecessor of current \*/   
 pre = current->left;  
 while(pre->right != NULL && pre->right != current)  
 pre = pre->right;  
  
 /\* Make current as right child of its inorder predecessor \*/  
 if(pre->right == NULL)  
 {  
 pre->right = current;  
 current = current->left;  
 }  
   
 /\* Revert the changes made in if part to restore the original   
 tree i.e., fix the right child of predecssor \*/   
 else   
 {  
 pre->right = NULL;  
 printf(" %d ",current->data);  
 current = current->right;   
 } /\* End of if condition pre->right == NULL \*/  
 } /\* End of if condition current->left == NULL\*/  
 } /\* End of while \*/  
}  
  
/\* UTILITY FUNCTIONS \*/  
/\* Helper function that allocates a new tNode with the  
 given data and NULL left and right pointers. \*/  
struct tNode\* newtNode(int data)  
{  
 struct tNode\* tNode = (struct tNode\*)  
 malloc(sizeof(struct tNode));  
 tNode->data = data;  
 tNode->left = NULL;  
 tNode->right = NULL;  
  
 return(tNode);  
}  
  
/\* Driver program to test above functions\*/  
int main()  
{  
  
 /\* Constructed binary tree is  
 1  
 / \  
 2 3  
 / \  
 4 5  
 \*/  
 struct tNode \*root = newtNode(1);  
 root->left = newtNode(2);  
 root->right = newtNode(3);  
 root->left->left = newtNode(4);  
 root->left->right = newtNode(5);   
  
 MorrisTraversal(root);  
  
 getchar();  
 return 0;  
}

References:  
 [www.liacs.nl/~deutz/DS/september28.pdf](http://www.liacs.nl/~deutz/DS/september28.pdf)  
 <http://comsci.liu.edu/~murali/algo/Morris.htm>  
 [www.scss.tcd.ie/disciplines/software\_systems/…/HughGibbonsSlides.pdf](http://www.scss.tcd.ie/disciplines/software_systems/fmg/fmg_web/IFMSIG/winter2000/HughGibbonsSlides.pdf)

Please write comments if you find any bug in above code/algorithm, or want to share more information about stack Morris Inorder Tree Traversal.

Tags: [Tree Traveral](http://www.geeksforgeeks.org/tag/tree-traveral/)

### Source

<http://www.geeksforgeeks.org/inorder-tree-traversal-without-recursion-and-without-stack/>

# Inorder Tree Traversal without Recursion

Using [Stack](http://en.wikipedia.org/wiki/Stack_%28data_structure%29)is the obvious way to traverse tree without recursion. Below is an algorithm for traversing binary tree using stack. See [this](http://neural.cs.nthu.edu.tw/jang/courses/cs2351/slide/animation/Iterative%20Inorder%20Traversal.pps) for step wise step execution of the algorithm.

1) Create an empty stack S.  
2) Initialize current node as root  
3) Push the current node to S and set current = current->left until current is NULL  
4) If current is NULL and stack is not empty then   
 a) Pop the top item from stack.  
 b) Print the popped item, set current = popped\_item->right   
 c) Go to step 3.  
5) If current is NULL and stack is empty then we are done.

Let us consider the below tree for example

1  
 / \  
 2 3  
 / \  
 4 5  
  
Step 1 Creates an empty stack: S = NULL  
  
Step 2 sets current as address of root: current -> 1  
  
Step 3 Pushes the current node and set current = current->left until current is NULL  
 current -> 1  
 push 1: Stack S -> 1  
 current -> 2  
 push 2: Stack S -> 2, 1  
 current -> 4  
 push 4: Stack S -> 4, 2, 1  
 current = NULL  
  
Step 4 pops from S  
 a) Pop 4: Stack S -> 2, 1  
 b) print "4"  
 c) current = NULL /\*right of 4 \*/ and go to step 3  
Since current is NULL step 3 doesn't do anything.   
  
Step 4 pops again.  
 a) Pop 2: Stack S -> 1  
 b) print "2"  
 c) current -> 5/\*right of 2 \*/ and go to step 3  
  
Step 3 pushes 5 to stack and makes current NULL  
 Stack S -> 5, 1  
 current = NULL  
  
Step 4 pops from S  
 a) Pop 5: Stack S -> 1  
 b) print "5"  
 c) current = NULL /\*right of 5 \*/ and go to step 3  
Since current is NULL step 3 doesn't do anything  
  
Step 4 pops again.  
 a) Pop 1: Stack S -> NULL  
 b) print "1"  
 c) current -> 3 /\*right of 5 \*/   
  
Step 3 pushes 3 to stack and makes current NULL  
 Stack S -> 3  
 current = NULL  
  
Step 4 pops from S  
 a) Pop 3: Stack S -> NULL  
 b) print "3"  
 c) current = NULL /\*right of 3 \*/   
  
Traversal is done now as stack S is empty and current is NULL.

Implementation:

#include<stdio.h>  
#include<stdlib.h>  
#define bool int  
  
/\* A binary tree tNode has data, pointer to left child  
 and a pointer to right child \*/  
struct tNode  
{  
 int data;  
 struct tNode\* left;  
 struct tNode\* right;  
};  
  
/\* Structure of a stack node. Linked List implementation is used for   
 stack. A stack node contains a pointer to tree node and a pointer to   
 next stack node \*/  
struct sNode  
{  
 struct tNode \*t;  
 struct sNode \*next;  
};  
  
/\* Stack related functions \*/  
void push(struct sNode\*\* top\_ref, struct tNode \*t);  
struct tNode \*pop(struct sNode\*\* top\_ref);  
bool isEmpty(struct sNode \*top);  
  
/\* Iterative function for inorder tree traversal \*/  
void inOrder(struct tNode \*root)  
{  
 /\* set current to root of binary tree \*/  
 struct tNode \*current = root;  
 struct sNode \*s = NULL; /\* Initialize stack s \*/  
 bool done = 0;  
  
 while (!done)  
 {  
 /\* Reach the left most tNode of the current tNode \*/  
 if(current != NULL)  
 {  
 /\* place pointer to a tree node on the stack before traversing   
 the node's left subtree \*/  
 push(&s, current);   
 current = current->left;   
 }  
   
 /\* backtrack from the empty subtree and visit the tNode   
 at the top of the stack; however, if the stack is empty,  
 you are done \*/  
 else   
 {  
 if (!isEmpty(s))  
 {  
 current = pop(&s);  
 printf("%d ", current->data);  
  
 /\* we have visited the node and its left subtree.  
 Now, it's right subtree's turn \*/  
 current = current->right;  
 }  
 else  
 done = 1;   
 }  
 } /\* end of while \*/   
}   
  
/\* UTILITY FUNCTIONS \*/  
/\* Function to push an item to sNode\*/  
void push(struct sNode\*\* top\_ref, struct tNode \*t)  
{  
 /\* allocate tNode \*/  
 struct sNode\* new\_tNode =  
 (struct sNode\*) malloc(sizeof(struct sNode));  
  
 if(new\_tNode == NULL)  
 {  
 printf("Stack Overflow \n");  
 getchar();  
 exit(0);  
 }   
  
 /\* put in the data \*/  
 new\_tNode->t = t;  
  
 /\* link the old list off the new tNode \*/  
 new\_tNode->next = (\*top\_ref);   
  
 /\* move the head to point to the new tNode \*/  
 (\*top\_ref) = new\_tNode;  
}  
  
/\* The function returns true if stack is empty, otherwise false \*/  
bool isEmpty(struct sNode \*top)  
{  
 return (top == NULL)? 1 : 0;  
}   
  
/\* Function to pop an item from stack\*/  
struct tNode \*pop(struct sNode\*\* top\_ref)  
{  
 struct tNode \*res;  
 struct sNode \*top;  
  
 /\*If sNode is empty then error \*/  
 if(isEmpty(\*top\_ref))  
 {  
 printf("Stack Underflow \n");  
 getchar();  
 exit(0);  
 }  
 else  
 {  
 top = \*top\_ref;  
 res = top->t;  
 \*top\_ref = top->next;  
 free(top);  
 return res;  
 }  
}  
  
/\* Helper function that allocates a new tNode with the  
 given data and NULL left and right pointers. \*/  
struct tNode\* newtNode(int data)  
{  
 struct tNode\* tNode = (struct tNode\*)  
 malloc(sizeof(struct tNode));  
 tNode->data = data;  
 tNode->left = NULL;  
 tNode->right = NULL;  
  
 return(tNode);  
}  
  
/\* Driver program to test above functions\*/  
int main()  
{  
  
 /\* Constructed binary tree is  
 1  
 / \  
 2 3  
 / \  
 4 5  
 \*/  
 struct tNode \*root = newtNode(1);  
 root->left = newtNode(2);  
 root->right = newtNode(3);  
 root->left->left = newtNode(4);  
 root->left->right = newtNode(5);   
  
 inOrder(root);  
  
 getchar();  
 return 0;  
}

Time Complexity: O(n)

References:  
 <http://web.cs.wpi.edu/~cs2005/common/iterative.inorder>  
 <http://neural.cs.nthu.edu.tw/jang/courses/cs2351/slide/animation/Iterative%20Inorder%20Traversal.pps>

See [this post](http://geeksforgeeks.org/?p=6358) for another approach of Inorder Tree Traversal without recursion and without stack!

Please write comments if you find any bug in above code/algorithm, or want to share more information about stack based Inorder Tree Traversal.

Tags: [Tree Traveral](http://www.geeksforgeeks.org/tag/tree-traveral/)

### Source

<http://www.geeksforgeeks.org/inorder-tree-traversal-without-recursion/>

# Write a C program to Delete a Tree.

To delete a tree we must traverse all the nodes of the tree and delete them one by one. So which traversal we should use – Inorder or Preorder or Postorder. Answer is simple – Postorder, because before deleting the parent node we should delete its children nodes first

We can delete tree with other traversals also with extra space complexity but why should we go for other traversals if we have Postorder available which does the work without storing anything in same time complexity.

For the following tree nodes are deleted in order – 4, 5, 2, 3, 1
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Example Tree

**Program**

#include<stdio.h>  
#include<stdlib.h>  
  
/\* A binary tree node has data, pointer to left child   
 and a pointer to right child \*/  
struct node   
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct node\* newNode(int data)   
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;   
 return(node);  
}  
  
/\* This function traverses tree in post order to   
 to delete each and every node of the tree \*/  
void deleteTree(struct node\* node)   
{  
 if (node == NULL) return;  
  
 /\* first delete both subtrees \*/  
 deleteTree(node->left);  
 deleteTree(node->right);  
   
 /\* then delete the node \*/  
 printf("\n Deleting node: %d", node->data);  
 free(node);  
}   
  
  
/\* Driver program to test deleteTree function\*/   
int main()  
{  
 struct node \*root = newNode(1);   
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);   
   
 deleteTree(root);   
 root = NULL;  
  
 printf("\n Tree deleted ");  
   
 getchar();  
 return 0;  
}

The above deleteTree() function deletes the tree, but doesn’t change root to NULL which may cause problems if the user of deleteTree() doesn’t change root to NULL and tires to access values using root pointer. We can modify the deleteTree() function to take reference to the root node so that this problem doesn’t occur. See the following code.

#include<stdio.h>  
#include<stdlib.h>  
  
/\* A binary tree node has data, pointer to left child  
 and a pointer to right child \*/  
struct node  
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct node\* newNode(int data)  
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
 return(node);  
}  
  
/\* This function is same as deleteTree() in the previous program \*/  
void \_deleteTree(struct node\* node)  
{  
 if (node == NULL) return;  
  
 /\* first delete both subtrees \*/  
 \_deleteTree(node->left);  
 \_deleteTree(node->right);  
  
 /\* then delete the node \*/  
 printf("\n Deleting node: %d", node->data);  
 free(node);  
}  
  
/\* Deletes a tree and sets the root as NULL \*/  
void deleteTree(struct node\*\* node\_ref)  
{  
 \_deleteTree(\*node\_ref);  
 \*node\_ref = NULL;  
}  
  
/\* Driver program to test deleteTree function\*/  
int main()  
{  
 struct node \*root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);  
  
 // Note that we pass the address of root here  
 deleteTree(&root);  
 printf("\n Tree deleted ");  
  
 getchar();  
 return 0;  
}

**Time Complexity:** O(n)  
 **Space Complexity:** If we don’t consider size of stack for function calls then O(1) otherwise O(n)

Tags: [Delete Tree](http://www.geeksforgeeks.org/tag/delete-tree/), [Tree Traveral](http://www.geeksforgeeks.org/tag/tree-traveral/), [Trees](http://www.geeksforgeeks.org/tag/tree/)

### Source

<http://www.geeksforgeeks.org/write-a-c-program-to-delete-a-tree/>

# Write a C Program to Find the Maximum Depth or Height of a Tree

Maximum depth or height of the below tree is 3.
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Example Tree

Recursively calculate height of left and right subtrees of a node and assign height to the node as max of the heights of two children plus 1. See below pseudo code and program for details.

**Algorithm:**

maxDepth()  
1. If tree is empty then return 0  
2. Else  
 (a) Get the max depth of left subtree recursively i.e.,   
 call maxDepth( tree->left-subtree)  
 (a) Get the max depth of right subtree recursively i.e.,   
 call maxDepth( tree->right-subtree)  
 (c) Get the max of max depths of left and right   
 subtrees and add 1 to it for the current node.  
 max\_depth = max(max dept of left subtree,   
 max depth of right subtree)   
 + 1  
 (d) Return max\_depth

**See the below diagram for more clarity about execution of the recursive function maxDepth() for above example tree.**

maxDepth('1') = max(maxDepth('2'), maxDepth('3')) + 1  
 = 2 + 1  
 / \  
 / \  
 / \  
 / \  
 / \  
 maxDepth('1') maxDepth('3') = 1  
= max(maxDepth('4'), maxDepth('5')) + 1  
= 1 + 1 = 2   
 / \  
 / \  
 / \  
 / \  
 / \  
 maxDepth('4') = 1 maxDepth('5') = 1

**Implementation:**

#include<stdio.h>  
#include<stdlib.h>  
  
  
/\* A binary tree node has data, pointer to left child   
 and a pointer to right child \*/  
struct node   
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\* Compute the "maxDepth" of a tree -- the number of   
 nodes along the longest path from the root node   
 down to the farthest leaf node.\*/  
int maxDepth(struct node\* node)   
{  
 if (node==NULL)   
 return 0;  
 else   
 {  
 /\* compute the depth of each subtree \*/  
 int lDepth = maxDepth(node->left);  
 int rDepth = maxDepth(node->right);  
  
 /\* use the larger one \*/  
 if (lDepth > rDepth)   
 return(lDepth+1);  
 else return(rDepth+1);  
 }  
}   
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct node\* newNode(int data)   
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
   
 return(node);  
}  
   
int main()  
{  
 struct node \*root = newNode(1);  
  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);   
   
 printf("Hight of tree is %d", maxDepth(root));  
   
 getchar();  
 return 0;  
}

**Time Complexity:** O(n) (Please see our post [Tree Traversal](http://geeksforgeeks.org/?p=618)for details)

**References:**  
 <http://cslibrary.stanford.edu/110/BinaryTrees.html>

Tags: [Height of a Tree](http://www.geeksforgeeks.org/tag/height-of-a-tree/), [Tree Traveral](http://www.geeksforgeeks.org/tag/tree-traveral/), [Trees](http://www.geeksforgeeks.org/tag/tree/)

### Source

<http://www.geeksforgeeks.org/write-a-c-program-to-find-the-maximum-depth-or-height-of-a-tree/>

# Write an Efficient C Function to Convert a Binary Tree into its Mirror Tree

Mirror of a Tree: Mirror of a Binary Tree T is another Binary Tree M(T) with left and right children of all non-leaf nodes interchanged.  
   
 ![MirrorTree1](data:image/gif;base64,R0lGODlhbgGtAHAAACwAAAAAbgGtAIcAAAAEBAQMDAwQDAwUEBAUFBQcGBQcGBggGBgkGBgcHBwkHBwoHBwQJEAkICAoIBwoICAkJCQoJCQsJCAsJCQoKCgsKCgwKCQwKCgsLCwwLCw0LCw4LCwwMDA0MDA4MCw4MDA0NDQsNExAMDA4NDQ8NDRANDA4ODhENDA8ODRENDQ8ODg8PDxIODhMODhAQEA8QFVEQEBVPDxIRERVQDxMRERZQEBISEhMSEhdREBhREBQSFlhRERhSERlSERQUFBVUFBpSEhtSEhpTEhVVVVtTEhdUGFtTExtUExZWVltUFBxUExdWVl1UExdXV11VVB5VVB5VVVtWWVhYWF5WVVlYWF9WVWBWVVlZWWBWVmBXVlpaWl5YWmJXVltaWmJYV1tbW2NYWGNZWFxcXF1cXGFaXF1dXWVaWV5dXWRbXV5eXl9eXmdbWl9fX2hcW2BgYGddXmFgYGqdXGFhYWleX2yeXWNiYmNjY26fXmygYGVkZGVlZW+hYG+hYWdmZnGiYWdnZ3GjYnOjYmhoaHSkY2lpaXalZGurq6ysrK2tra+vr7GxsbOzs7S0tLW1tba2tre3t7m5ubu7u7y8vL29vb///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAI/wArCRxIsKDBgwgTHmSk6E6bRIoUSpxIsaLFixgzatzIsaNHjJIUFWqzRxGkjyhTqoQ0xwEEDjqEjOAgAMsilThz6tzJs2fPQkAEcHAhxAYHAysASfLJNCcgCkHwGJpKVdCVC0yWNt3KtavXrwcdeXARhqpZNzIcJALLVqGkGDIEmZ079YsDRm3z6t3L92AhDHLozv0zgkzftpRqnBEs+M8HvIcjS56M048LuYznPmFCeWtiNpkFC3rcubTp0wf90Agt+Atn1DqBiGEtekEk2Lhz81XEgbbgIXF0oyzkwrdgNjGEK1/OlJIDPsbnEprgiLnGSBT+RKcrA5D17+A7Vv/Jsn2uHA/hLZppUn5wgfTw4yeMdIBQe7MqDslPSOmA9vtU5bffgPGtByBVbqxAoEGAyHAgggouKOFy/f33IASQTYjDYg9OJYBWE4YIG28dTlVEGyIKgFlmRhhBm4AixmhaG0WwRgcMfbCWYIiMQMCaEQ3AQBsUYMhoJGUruBFaHiI0kAdrhAhAyYQNZkYIDA0ESduOR3bZVwD2McaFCE0+ydoFN0nYhhCZ5QEDHSIIyRofB3hpZ16UBBDaDlJI4SRtI6wlIRhQ0BYnbYIIcOeiX0FiAG1c/MladxMy0YWhcrIGAKOcbrXIBZBKGpoPc1R6KWuH0rZpp6zy9GmoZo7/WuqghaKaaWaJtqprTo7CShulEs7hA6a04eHArsimBICvrHEQkYTEQVoGbcgla21HKtrIRZihYThhryUacuK15Ga0Ybi5hphtiSqoUe67FQkbLhsknKQhhx0KYAaK8PaLEIklFgFGByAS6MQDJZ6BQyU/6OfvwwIdMkYBFh5oACSKvCBhIjdQ3GGglUhyQnUQ9wsJwXfw0KHCAt0xBoEnS5Lyg3VYMJAjJxRcsrWUdFAdfdzeB7JASRSyX8/VOQcdgENH/MPO5TY80BpIHFjtQJSckGF6UgsEcHuuGdQGv1AjO4e7WHtQx32C2FZQzPCdXZAXVLTHBwU6C9R12a1y/2wQIxgEbRywBWWcnt8GMfHFdnyAYK9BIpPMN6dwG5RIC4KzpsQaCbkMHs55CwRE3b7J4bhCoE/OKNIJJTJCxVb2wLlCU3jHXOT8efE6a0+k8HhChzyt+p17/+vA4qHJMYEdE1HyQprKFY9QIge4gC9VeARhABlTUjT28F7KPZEkTCwABeyEdDGCB5JLBMkJtwn3PUWUFIIDAC9xwEEADszxO0XSA9+EEFcRR4ChAELRnwECwARBWUQRN+geboKnEYYoQhESBMnIBCiiyoHkgibhiOdwk7q2lJCDBGKdXmoHG9zphYIoJFAAweI86JVmhmCZXwzjIz6+vC9+ndEhX/9wuEPlELAvEMxgZGB4GBcW0ToePMwIJXPCw1TxibpR4WRYGBknSoaJWNQNEfdSw8iMcS9CDCNqetiZH/ZFDbMyzRnV2JcjlmYRL1AiWMBYGi/ScTJRNM0etqAXR3RAj5254h/7okXYbGEPbZFEB/53Gj4u0ieR2MMKVgCAAKwAB4DI4BwlU0ZItGEFFgCAAFYABIdtRBJ7OOUKYtCGUArkBg7MTRovqZNI4IAANnCDkgjhhjPIQABVWAobcxOJCGjAAEVww9oE4YYwqKAA3MPIIoJiAyEIkw1COCYTsBBH4YySlxoBxAKuJ50sOOANN2DOGhbAgMxN5Q9PsED7FEL/CTJcoCyCSR8CgrMcSYQglkxYARba4Ep0bsQLcaHNHxKgB+VQIgZVuwKbMoOHCeQSIZLwwBNoQ4ghxACRpoEEFgggAyF0wQ0avaYZgOhQi6xBCduhgR+yWAPQTMWeZiFECz5aEEmUYG3GYUMNUEqZOCzgCisyyx+asADb1ZQiN22PTnMTA59GhxAjeBbkjloepTL1MJTwwBCAWhUZvOaqCvnadqazz87EYQj34YMDEKm4+yBhdqX5THTCBleEKA1A50GNIybAVtZkoQqWGwGACIGBrZGyp+UhbGELAoYoPIgHdzhNVy+0tQodqGalGc99gLNZglCCAFFtj7FM06OV/y1sIDN7UNMi86r7EGIBlLxqbh8EI8pg4QodIsQBgGgBpB6IZaS0gFQAxKXWeiAwHQoDEDpDCQE01jjjqoTrwnUxyUSLtK2VhABYk4c8BII16ZqMXAXT3i1FiEbhIlxfmpvd7W72ECpoU5MaIII0sMZbk8EvY/owYBHkyEpSqkSSMpMGMhWYNV14K19qm9zlbpZQmYGBCOAABzKxRgehncyEGbODEaehATtoFga9y5hAxGlMInhvZugUGQV3SL81PZeYpmUIEbOGSJQ5wNIE04ccEUIEMQ5NdxyxACtxIUd+ihVjAnBWr6xYMBUmkxQwrOGaflnAtxJMhikDJtaUgf9MD84MqeYrmDGlWTDl5Ut3gdqHIHEBSwbecZ0Kq2T2NokOOopQZPJEGymIONCZWQIazpsZGzeAC7RBU1+oTOE3GSIPl2YNlwm9ZPo2CdKZqe5hwEUbI4cmw3uwgW/K0AAiZ8ZZSOxNqGzNmDxftdA1JhOi7TsZRmeGC2MucgPiLBhJV4kxhKCDfUAd5VuLVS+UprCWzmRDh555LjsgMAxgUG3GrHky6xJMuLlA6zvPBcV0psqLXQQkXuM5uGB5trZFoGXG4BquQACoYCxsYdZIOsmlpkuL48RswXSHw4wBUpPKzZgP9UXfYA5Sw/19bYf6+MdWjYyQK63jAzNCvaz/6QMX+i0aRdVRssFugBG4wIVhZ2YBdeXleMOFc8rcQQfocjl/E3ZbvvS2zllKOqZDQwCaOhTlJYqvZOLdHi6BuEQoPkwkCJCZPrT3640lRACsi90HaZe7sC0RaAWS7QMhuC/A7pCqr9r2+2i6M53tcPxMSzObRcZS4QpvYfkOINSWhtUAugIWCGKgBwF5Lxg/0L83O9z7FLczI28PZbcGtAP94QBd/golBhBb2R6rtZVIq3PLmpzTRGIBpTfOXw1y1wO5wGiSSYQCPPugHKQY9Yy4wHdr4/TORN44dfCAHlV/n6tF5mSPqI/nB4A21FciAygoDyFMQNTS9HU7gsBA/84r4QgMxD40fNhA8fXCOqodqDvnpCMcVfNVE2QA3535vm9GY9mCMOID5ycYjYN/bdE1lCBd97EjjXRVMGQHHAA7gtFRicAILxA63hdRrMEGC9B/BrEIFFB2ocEGG0CAbMFGi8ABwzcXgkAB9hJI6GRIEqQIDhAFEDgVfHAE+iQQjHACoRcZ6tQFQIUHLhAD6xcWahWAfyADRDgZdiRemBMd/EcQTXhJkvQ/knBAKuBN3yQEHHAAbZBBifADPah1TCAAMrAEwlRNQrAADoB7FxEHAmA9S4YHYTACBRByq0YwB5EIHDBdrCEHlWUQy3RJuAQ8sjRLbdBxAzGFp0EJgP+ABpvESm0wfhVhPwcAAJjoAEDQfXrmMwmxCBbwBGwlCEPAPggRfxwERyoBCFNgfRVxRv0ETF5lCIRgTARAUIbliZdkSR4xRa6IEIMIUnsQA5h4AZ0ESqHngk8EgzqxS7/oNBvRbRTBiDFUhTzxSM9YEIrkE8EYQ4XYE1yUjX60Fai4M6roE5TwA5y4WeWYEgvIQbyoE5RwA4q4Wc7IFcqoOsy4FZLwAhzIgMKTF9RYNtbYFQW5Wdv4Fd1YNt/oFZDwAiRIR+NYgA01OecIFgm5SO3YE++4M/HIFRRogXR0j3mRj/6yjwIphg71kXoxkO9ykC0ZT7yUkXuxkO/SkHz/wYpUuEFyVJH9cpFS9DJ/tJFe0ZHkwpJ5kYjgkwhMkEqYWAAxsAdLQZKS0QhEEAOXiIkW0Ep34ghmsAIBgImeZAbVgZKdsQhY4AGYqEorcAdFuCuAUAAj0AXO9QdsYAMCMAMy2YhkYIZssGR1YE13eCSOsAIL0ARuECbERFUrUAERmRegeAFXUHbUpAMEgANvySmSgAMyUINUYQUSII1UFIpslYRLKCJxMAFKkmoQgIuk5E+rRxdnsADruCiSYAHsxBh8wAG1qRce6IchOIIhwgRrRVJDUGZ6VgMjhSgjsFO6YlSxGRpC1Zts8X8BSBcDKCH65xualZyzSBtbxSrM/zdXYUVF5lcedyOS31EFWtAeVOAFhzFa5XF7rKJa7fEHDqCeRak299Gd8LFz7TF5eRFrvgVcnEJ13ImcbeF+TEOduiEJDuCZtKFXY8gTkLAAKSgYc+clQwcgb5cXnQcgn1ehqJF3BxIFRZIXmdcel9clAGZbfGGiB9Ki1vFa1ylRoNcWW9chhmcnK6p5HoYn/tEhiZUelQcgNgBJbCGjbvePIYJ4ByJ4bHF899Fz4XFdJVKkYOExHXJuXUKlVPF1ebBxZ6FobAF4KUemZpF14AF17PVdFvcVEMdkYop+g9YlV8dkSbdtjCF1YNGhjAEHfGpuCiocCEoVfrJ01pZvDv+SGQNGYKwRp0cCqHPxYlJAc/ZGFx/qFW4KbU3ibmbBY+DxcYJBB1miqIwhpVyBpoJhYztAc6gqGDSaIgE4JvX1Ij4Jkj4SGkbwqaoSHqzKGCIWaq9WqD7xbWYBamXAcoLBpkZibMJKYATGrGaRpG0BoIIhqBUGqmbRdOAhn4whBSNGrJnhfF3hAMA5F5HSJBcWGgd3JFAKbjuQB+3GGkJANl8BprQoAmOWKt3ipLhBqWZhqnAAarFKFz3aFelGF45GYmRScmpmrAsSr8IqAvaKr16hry12qWRysHMhoMsRd3TRsX6yA5kaqnfaFcviG5FCrVPhpTKyo9DGblPhanL/Vk5eUXdUgSV7arGh4WvMgaxU8ahZwq2GsKFNIbLqunRZFhqK5yUrW7FpQGsuImV42BUI6nXtFScu6yH6iRo/GqbtZalqOhXQ5RUCSxVAwgUlZrSGcK9ewqX0JWJQBigOuhOcZigUJxir8h3ByhhM4rFmAbNcIbRU0WJB0rWGYK1dYrhUEQgQmxlAW5Q0ViIJyxw/Fy6G4Kxdkadd5xsgGyOkCiCi2haOux1IBh5zil5f8aIlEiUkCh+HGh2E+xWja3m5qhwLCyB+yhWdeiBIKyI2WiL0CZmgklwE8LWwEXAlcnZsgaUdEgQ4ayRMeh8juhdpux1Pmx6z6xt3x6h6/3cnFLsdqjqljdqk8ZG9yOd3bEF491G7RyIbB9I2mckVhwUgZ5seOhsds9oVtTdZgbgo2CGhk3K1bdG90Gag8gGurEdG/OlXgLUo+hoawdsW2xkdjCsfr3ejxLdhgSNbFhC7C3LBE3o6XURW2+Gf8XE5GfpTQ3UY9Ad+pNEqJMxRJiwZ0DlYEhseLGwc0ykZMewbjgGwdsIEGBga+fSYbBFSyxkaguBWIlIIEwCCjKE8d+sVdnAB6doad2Et6nQ+jBEGF5BNptFPFwCEonEFVSUjYmEDWzwVeGADpniWFhAECUcVbDACWUEukXBARHEGwrQElgkEonmWTABMaFhMQv/gAjVRvwOyBw6wAC4lTBrFhkpaxnNwACMgBGEgTFDgAwYQA1fMKSOBA5uEBm5ZUHsAiZ/UBm5oJ47QBgmlUJMoHInQBkCwSWDgP9nYy778y8AczMI8zMRczMZ8zMiczMq8zMzczM78zNAczdI8zdRczdZ8zdiczdq8zdzczd78zafBCBEQAU5nBhEgPBEwvR8xzuzczkQMzlDDCJh4yQIRAQDAAnpDzykxB/w8B+fcz5MAzzEkzyyAzwOhCBFQ0FyRzgL9RPK8B+Q8EFMwBQrNMJC0B1NgzizwCD8wCOP8CJXgz+N8yT+ACCwQAYOAEAw9EBit0QIxBePMAtcG0wn/LVbmPM7q3NBGIs/ifMkRoAgVzdD+zAL8LM8RYAZmUAkwPQiMsAcAMCvjnNFFuNICMdT8XAkFrQiMANMgjdUyvdURANLmrNVOndI6bSc8bQYGjdBeXc+lMgcA0NUPLRCPAABmHdIRUM8BqdLlBNdd7dFA9ANPA9gDIdhYHZB70NVn3SU8/QgRndFtXQlCndc6CACQAdEEwdOSndMDQdV4PRDm3M9z8AN5Hdr9TNohfc9m8M6LvSCaHQGQFNaRPdkDodmfXduWvdkS4dn+PBAnXdDA/TS/DdwsIDyIQNoAEAGs3dryodlqzdaz/daUXQm2TdiVjReefRC8Pd29PRDxqtPdAgFEAV0Jj1DRzC0jmu3YP5DU0X3b1J3bldBMcQTTbr3bfT3dimDXvv00+X3XxY3VrfjSBn3eMWLb9tzVQS3duJ0hgwAAUzDaEYAI9a0Q200QU+Dgc3DSXX3hD67hldDgD37hd03gITIJczDeiHDJe6CkcxARihBHJj7eXqPWMzUQLS4RN37QODsIFD0HNMXjRA1EikDj9UjiRn7kSJ7kSr7kTN7kzhwQADs=)  
 Trees in the below figure are mirror of each other  
   
 **Algorithm** - Mirror(tree):

(1) Call Mirror for left-subtree i.e., Mirror(left-subtree)  
(2) Call Mirror for right-subtree i.e., Mirror(left-subtree)  
(3) Swap left and right subtrees.  
 temp = left-subtree  
 left-subtree = right-subtree  
 right-subtree = temp

**Program:**

#include<stdio.h>  
#include<stdlib.h>  
  
/\* A binary tree node has data, pointer to left child   
 and a pointer to right child \*/  
struct node   
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct node\* newNode(int data)  
  
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
   
 return(node);  
}  
  
  
/\* Change a tree so that the roles of the left and   
 right pointers are swapped at every node.  
  
 So the tree...  
 4  
 / \  
 2 5  
 / \  
 1 3  
  
 is changed to...  
 4  
 / \  
 5 2  
 / \  
 3 1  
\*/  
void mirror(struct node\* node)   
{  
 if (node==NULL)   
 return;   
 else   
 {  
 struct node\* temp;  
   
 /\* do the subtrees \*/  
 mirror(node->left);  
 mirror(node->right);  
  
 /\* swap the pointers in this node \*/  
 temp = node->left;  
 node->left = node->right;  
 node->right = temp;  
 }  
}   
  
  
/\* Helper function to test mirror(). Given a binary  
 search tree, print out its data elements in   
 increasing sorted order.\*/  
void inOrder(struct node\* node)   
{  
 if (node == NULL)   
 return;  
   
 inOrder(node->left);  
 printf("%d ", node->data);  
  
 inOrder(node->right);  
}   
  
  
/\* Driver program to test mirror() \*/  
int main()  
{  
 struct node \*root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);   
   
 /\* Print inorder traversal of the input tree \*/  
 printf("\n Inorder traversal of the constructed tree is \n");  
 inOrder(root);  
   
 /\* Convert tree to its mirror \*/  
 mirror(root);   
   
 /\* Print inorder traversal of the mirror tree \*/  
 printf("\n Inorder traversal of the mirror tree is \n");   
 inOrder(root);  
   
 getchar();  
 return 0;   
}

**Time & Space Complexities:** This program is similar to traversal of tree space and time complexities will be same as Tree traversal (Please see our [Tree Traversal](http://geeksforgeeks.org/?p=618) post for details)

Tags: [Convert to Mirror](http://www.geeksforgeeks.org/tag/convert-to-mirror/), [Get the Mirror](http://www.geeksforgeeks.org/tag/get-the-mirror/), [Mirror Tree](http://www.geeksforgeeks.org/tag/mirror-tree/), [Tree Traveral](http://www.geeksforgeeks.org/tag/tree-traveral/), [Trees](http://www.geeksforgeeks.org/tag/tree/)

### Source

<http://www.geeksforgeeks.org/write-an-efficient-c-function-to-convert-a-tree-into-its-mirror-tree/>

# Write C Code to Determine if Two Trees are Identical

Two trees are identical when they have same data and arrangement of data is also same.

To identify if two trees are identical, we need to traverse both trees simultaneously, and while traversing we need to compare data and children of the trees.

**Algorithm:**

sameTree(tree1, tree2)  
1. If both trees are empty then return 1.  
2. Else If both trees are non -empty  
 (a) Check data of the root nodes (tree1->data == tree2->data)  
 (b) Check left subtrees recursively i.e., call sameTree(   
 tree1->left\_subtree, tree2->left\_subtree)  
 (c) Check right subtrees recursively i.e., call sameTree(   
 tree1->right\_subtree, tree2->right\_subtree)  
 (d) If a,b and c are true then return 1.  
3 Else return 0 (one is empty and other is not)

#include <stdio.h>  
#include <stdlib.h>  
  
/\* A binary tree node has data, pointer to left child  
 and a pointer to right child \*/  
struct node  
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct node\* newNode(int data)  
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
  
 return(node);  
}  
  
/\* Given two trees, return true if they are  
 structurally identical \*/  
int identicalTrees(struct node\* a, struct node\* b)  
{  
 /\*1. both empty \*/  
 if (a==NULL && b==NULL)  
 return 1;  
  
 /\* 2. both non-empty -> compare them \*/  
 if (a!=NULL && b!=NULL)  
 {  
 return  
 (  
 a->data == b->data &&  
 identicalTrees(a->left, b->left) &&  
 identicalTrees(a->right, b->right)  
 );  
 }  
   
 /\* 3. one empty, one not -> false \*/  
 return 0;  
}   
  
/\* Driver program to test identicalTrees function\*/  
int main()  
{  
 struct node \*root1 = newNode(1);  
 struct node \*root2 = newNode(1);  
 root1->left = newNode(2);  
 root1->right = newNode(3);  
 root1->left->left = newNode(4);  
 root1->left->right = newNode(5);   
  
 root2->left = newNode(2);  
 root2->right = newNode(3);  
 root2->left->left = newNode(4);  
 root2->left->right = newNode(5);   
  
 if(identicalTrees(root1, root2))  
 printf("Both tree are identical.");  
 else  
 printf("Trees are not identical.");  
  
 getchar();  
 return 0;  
}

**Time Complexity:**  
 Complexity of the identicalTree() will be according to the tree with lesser number of nodes. Let number of nodes in two trees be m and n then complexity of sameTree() is O(m) where m

Tags: [Tree Traveral](http://www.geeksforgeeks.org/tag/tree-traveral/), [Trees](http://www.geeksforgeeks.org/tag/tree/)

### Source

<http://www.geeksforgeeks.org/write-c-code-to-determine-if-two-trees-are-identical/>

# Tree Traversals

Unlike linear data structures (Array, Linked List, Queues, Stacks, etc) which have only one logical way to traverse them, trees can be traversed in different ways. Following are the generally used ways for traversing trees.
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Example Tree

Depth First Traversals:  
 (a) Inorder  
 (b) Preorder  
 (c) Postorder

Breadth First or Level Order Traversal  
 Please see [this](http://geeksforgeeks.org/?p=2686)post for Breadth First Traversal.

**Inorder Traversal:**

Algorithm Inorder(tree)  
 1. Traverse the left subtree, i.e., call Inorder(left-subtree)  
 2. Visit the root.  
 3. Traverse the right subtree, i.e., call Inorder(right-subtree)

Uses of Inorder  
 In case of binary search trees (BST), Inorder traversal gives nodes in non-decreasing order. To get nodes of BST in non-increasing order, a variation of Inorder traversal where Inorder itraversal s reversed, can be used.  
 Example: Inorder traversal for the above given figure is 4 2 5 1 3.  
   
 **Preorder Traversal:**

Algorithm Preorder(tree)  
 1. Visit the root.  
 2. Traverse the left subtree, i.e., call Preorder(left-subtree)  
 3. Traverse the right subtree, i.e., call Preorder(right-subtree)

Uses of Preorder  
 Preorder traversal is used to create a copy of the tree. Preorder traversal is also used to get prefix expression on of an expression tree. Please see <http://en.wikipedia.org/wiki/Polish_notation> to know why prefix expressions are useful.  
 Example: Preorder traversal for the above given figure is 1 2 4 5 3.  
   
 **Postorder Traversal:**

Algorithm Postorder(tree)  
 1. Traverse the left subtree, i.e., call Postorder(left-subtree)  
 2. Traverse the right subtree, i.e., call Postorder(right-subtree)  
 3. Visit the root.

Uses of Postorder  
 Postorder traversal is used to delete the tree. Please see [the question for deletion of tree](http://geeksforgeeks.org/?p=654) for details. Postorder traversal is also useful to get the postfix expression of an expression tree. Please see <http://en.wikipedia.org/wiki/Reverse_Polish_notation> to for the usage of postfix expression.

Example: Postorder traversal for the above given figure is 4 5 2 3 1.

#include <stdio.h>  
#include <stdlib.h>  
  
/\* A binary tree node has data, pointer to left child  
 and a pointer to right child \*/  
struct node  
{  
 int data;  
 struct node\* left;  
 struct node\* right;  
};  
  
/\* Helper function that allocates a new node with the  
 given data and NULL left and right pointers. \*/  
struct node\* newNode(int data)  
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
  
 return(node);  
}  
  
/\* Given a binary tree, print its nodes according to the  
 "bottom-up" postorder traversal. \*/  
void printPostorder(struct node\* node)  
{  
 if (node == NULL)  
 return;  
  
 // first recur on left subtree  
 printPostorder(node->left);  
  
 // then recur on right subtree  
 printPostorder(node->right);  
  
 // now deal with the node  
 printf("%d ", node->data);  
}  
  
/\* Given a binary tree, print its nodes in inorder\*/  
void printInorder(struct node\* node)  
{  
 if (node == NULL)  
 return;  
  
 /\* first recur on left child \*/  
 printInorder(node->left);  
  
 /\* then print the data of node \*/  
 printf("%d ", node->data);   
  
 /\* now recur on right child \*/  
 printInorder(node->right);  
}  
  
/\* Given a binary tree, print its nodes in inorder\*/  
void printPreorder(struct node\* node)  
{  
 if (node == NULL)  
 return;  
  
 /\* first print data of node \*/  
 printf("%d ", node->data);   
  
 /\* then recur on left sutree \*/  
 printPreorder(node->left);   
  
 /\* now recur on right subtree \*/  
 printPreorder(node->right);  
}   
  
/\* Driver program to test above functions\*/  
int main()  
{  
 struct node \*root = newNode(1);  
 root->left = newNode(2);  
 root->right = newNode(3);  
 root->left->left = newNode(4);  
 root->left->right = newNode(5);   
  
 printf("\n Preorder traversal of binary tree is \n");  
 printPreorder(root);  
  
 printf("\n Inorder traversal of binary tree is \n");  
 printInorder(root);   
  
 printf("\n Postorder traversal of binary tree is \n");  
 printPostorder(root);  
  
 getchar();  
 return 0;  
}

**Time Complexity:** O(n)  
 Let us prove it:

Complexity function T(n) — for all problem where tree traversal is involved — can be defined as:

T(n) = T(k) + T(n – k – 1) + c

Where k is the number of nodes on one side of root and n-k-1 on the other side.

Let’s do analysis of boundary conditions

Case 1: Skewed tree (One of the subtrees is empty and other subtree is non-empty )

k is 0 in this case.  
 T(n) = T(0) + T(n-1) + c  
 T(n) = 2T(0) + T(n-2) + 2c  
 T(n) = 3T(0) + T(n-3) + 3c  
 T(n) = 4T(0) + T(n-4) + 4c

…………………………………………  
 ………………………………………….  
 T(n) = (n-1)T(0) + T(1) + (n-1)c  
 T(n) = nT(0) + (n)c

Value of T(0) will be some constant say d. (traversing a empty tree will take some constants time)

T(n) = n(c+d)  
 T(n) = (-)(n) (Theta of n)

Case 2: Both left and right subtrees have equal number of nodes.

T(n) = 2T(|\_n/2\_|) + c

This recursive function is in the standard form (T(n) = aT(n/b) + (-)(n) ) for master method <http://en.wikipedia.org/wiki/Master_theorem>. If we solve it by master method we get (-)(n)

**Auxiliary Space :** If we don’t consider size of stack for function calls then O(1) otherwise O(n).
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