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# Tug of War

Given a set of n integers, divide the set in two subsets of n/2 sizes each such that the difference of the sum of two subsets is as minimum as possible. If n is even, then sizes of two subsets must be strictly n/2 and if n is odd, then size of one subset must be (n-1)/2 and size of other subset must be (n+1)/2.

For example, let given set be {3, 4, 5, -3, 100, 1, 89, 54, 23, 20}, the size of set is 10. Output for this set should be {4, 100, 1, 23, 20} and {3, 5, -3, 89, 54}. Both output subsets are of size 5 and sum of elements in both subsets is same (148 and 148).  
 Let us consider another example where n is odd. Let given set be {23, 45, -34, 12, 0, 98, -99, 4, 189, -1, 4}. The output subsets should be {45, -34, 12, 98, -1} and {23, 0, -99, 4, 189, 4}. The sums of elements in two subsets are 120 and 121 respectively.

The following solution tries every possible subset of half size. If one subset of half size is formed, the remaining elements form the other subset. We initialize current set as empty and one by one build it. There are two possibilities for every element, either it is part of current set, or it is part of the remaining elements (other subset). We consider both possibilities for every element. When the size of current set becomes n/2, we check whether this solutions is better than the best solution available so far. If it is, then we update the best solution.

Following is C++ implementation for Tug of War problem. It prints the required arrays.

#include <iostream>  
#include <stdlib.h>  
#include <limits.h>  
using namespace std;  
  
// function that tries every possible solution by calling itself recursively  
void TOWUtil(int\* arr, int n, bool\* curr\_elements, int no\_of\_selected\_elements,  
 bool\* soln, int\* min\_diff, int sum, int curr\_sum, int curr\_position)  
{  
 // checks whether the it is going out of bound  
 if (curr\_position == n)  
 return;  
  
 // checks that the numbers of elements left are not less than the  
 // number of elements required to form the solution  
 if ((n/2 - no\_of\_selected\_elements) > (n - curr\_position))  
 return;  
  
 // consider the cases when current element is not included in the solution  
 TOWUtil(arr, n, curr\_elements, no\_of\_selected\_elements,  
 soln, min\_diff, sum, curr\_sum, curr\_position+1);  
  
 // add the current element to the solution  
 no\_of\_selected\_elements++;  
 curr\_sum = curr\_sum + arr[curr\_position];  
 curr\_elements[curr\_position] = true;  
  
 // checks if a solution is formed  
 if (no\_of\_selected\_elements == n/2)  
 {  
 // checks if the solution formed is better than the best solution so far  
 if (abs(sum/2 - curr\_sum) < \*min\_diff)  
 {  
 \*min\_diff = abs(sum/2 - curr\_sum);  
 for (int i = 0; i<n; i++)  
 soln[i] = curr\_elements[i];  
 }  
 }  
 else  
 {  
 // consider the cases where current element is included in the solution  
 TOWUtil(arr, n, curr\_elements, no\_of\_selected\_elements, soln,  
 min\_diff, sum, curr\_sum, curr\_position+1);  
 }  
  
 // removes current element before returning to the caller of this function  
 curr\_elements[curr\_position] = false;  
}  
  
// main function that generate an arr  
void tugOfWar(int \*arr, int n)  
{  
 // the boolen array that contains the inclusion and exclusion of an element  
 // in current set. The number excluded automatically form the other set  
 bool\* curr\_elements = new bool[n];  
  
 // The inclusion/exclusion array for final solution  
 bool\* soln = new bool[n];  
  
 int min\_diff = INT\_MAX;  
  
 int sum = 0;  
 for (int i=0; i<n; i++)  
 {  
 sum += arr[i];  
 curr\_elements[i] = soln[i] = false;  
 }  
  
 // Find the solution using recursive function TOWUtil()  
 TOWUtil(arr, n, curr\_elements, 0, soln, &min\_diff, sum, 0, 0);  
  
 // Print the solution  
 cout << "The first subset is: ";  
 for (int i=0; i<n; i++)  
 {  
 if (soln[i] == true)  
 cout << arr[i] << " ";  
 }  
 cout << "\nThe second subset is: ";  
 for (int i=0; i<n; i++)  
 {  
 if (soln[i] == false)  
 cout << arr[i] << " ";  
 }  
}  
  
// Driver program to test above functions  
int main()  
{  
 int arr[] = {23, 45, -34, 12, 0, 98, -99, 4, 189, -1, 4};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 tugOfWar(arr, n);  
 return 0;  
}

Output:

The first subset is: 45 -34 12 98 -1  
The second subset is: 23 0 -99 4 189 4
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# Write a C program to print all permutations of a given string

A permutation, also called an “arrangement number” or “order,” is a rearrangement of the elements of an ordered list S into a one-to-one correspondence with S itself. A string of length n has n! permutation.  
 Source: Mathword(<http://mathworld.wolfram.com/Permutation.html>)

Below are the permutations of string ABC.  
 ABC, ACB, BAC, BCA, CAB, CBA

Here is a solution using backtracking.
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# include <stdio.h>  
  
/\* Function to swap values at two pointers \*/  
void swap (char \*x, char \*y)  
{  
 char temp;  
 temp = \*x;  
 \*x = \*y;  
 \*y = temp;  
}  
   
/\* Function to print permutations of string  
 This function takes three parameters:  
 1. String  
 2. Starting index of the string  
 3. Ending index of the string. \*/  
void permute(char \*a, int i, int n)   
{  
 int j;   
 if (i == n)  
 printf("%s\n", a);  
 else  
 {  
 for (j = i; j <= n; j++)  
 {  
 swap((a+i), (a+j));  
 permute(a, i+1, n);  
 swap((a+i), (a+j)); //backtrack  
 }  
 }  
}   
  
/\* Driver program to test above functions \*/  
int main()  
{  
 char a[] = "ABC";   
 permute(a, 0, 2);  
 getchar();  
 return 0;  
}

Output:

ABC  
ACB  
BAC  
BCA  
CBA  
CAB

**Algorithm Paradigm:** Backtracking  
 **Time Complexity:** O(n\*n!)

Please write comments if you find the above codes/algorithms incorrect, or find other ways to solve the same problem.

Tags: [Backtracking](http://www.geeksforgeeks.org/tag/backtracking/), [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

### Source

<http://www.geeksforgeeks.org/write-a-c-program-to-print-all-permutations-of-a-given-string/>

# Backtracking | Set 1 (The Knight’s tour problem)

Backtracking is an algorithmic paradigm that tries different solutions until finds a solution that “works”. Problems which are typically solved using backtracking technique have following property in common. These problems can only be solved by trying every possible configuration and each configuration is tried only once. A Naive solution for these problems is to try all configurations and output a configuration that follows given problem constraints. Backtracking works in incremental way and is an optimization over the Naive solution where all possible configurations are generated and tried.

For example, consider the following [Knight’s Tour](http://en.wikipedia.org/wiki/Knight%27s_tour) problem.  
 *The knight is placed on the first block of an empty board and, moving according to the rules of chess, must visit each square exactly once.*

Let us first discuss the Naive algorithm for this problem and then the Backtracking algorithm.

**Naive Algorithm for Knight’s tour**  
 The Naive Algorithm is to generate all tours one by one and check if the generated tour satisfies the constraints.

while there are untried tours  
{   
 generate the next tour   
 if this tour covers all squares   
 {   
 print this path;  
 }  
}

**Backtracking** works in an incremental way to attack problems. Typically, we start from an empty solution vector and one by one add items (Meaning of item varies from problem to problem. In context of Knight’s tour problem, an item is a Knight’s move). When we add an item, we check if adding the current item violates the problem constraint, if it does then we remove the item and try other alternatives. If none of the alternatives work out then we go to previous stage and remove the item added in the previous stage. If we reach the initial stage back then we say that no solution exists. If adding an item doesn’t violate constraints then we recursively add items one by one. If the solution vector becomes complete then we print the solution.

**Backtracking Algorithm for Knight’s tour**  
 Following is the Backtracking algorithm for Knight’s tour problem.

If all squares are visited   
 print the solution  
Else  
 a) Add one of the next moves to solution vector and recursively   
 check if this move leads to a solution. (A Knight can make maximum   
 eight moves. We choose one of the 8 moves in this step).  
 b) If the move chosen in the above step doesn't lead to a solution  
 then remove this move from the solution vector and try other   
 alternative moves.  
 c) If none of the alternatives work then return false (Returning false   
 will remove the previously added item in recursion and if false is   
 returned by the initial call of recursion then "no solution exists" )

Following is C implementation for Knight’s tour problem. It prints one of the possible solutions in 2D matrix form. Basically, the output is a 2D 8\*8 matrix with numbers from 0 to 63 and these numbers show steps made by Knight.

#include<stdio.h>  
#define N 8  
  
int solveKTUtil(int x, int y, int movei, int sol[N][N], int xMove[],  
 int yMove[]);  
  
/\* A utility function to check if i,j are valid indexes for N\*N chessboard \*/  
int isSafe(int x, int y, int sol[N][N])  
{  
 if ( x >= 0 && x < N && y >= 0 && y < N && sol[x][y] == -1)  
 return 1;  
 return 0;  
}  
  
/\* A utility function to print solution matrix sol[N][N] \*/  
void printSolution(int sol[N][N])  
{  
 for (int x = 0; x < N; x++)  
 {  
 for (int y = 0; y < N; y++)  
 printf(" %2d ", sol[x][y]);  
 printf("\n");  
 }  
}  
  
/\* This function solves the Knight Tour problem using Backtracking. This  
function mainly uses solveKTUtil() to solve the problem. It returns false if  
no complete tour is possible, otherwise return true and prints the tour.  
Please note that there may be more than one solutions, this function  
prints one of the feasible solutions. \*/  
bool solveKT()  
{  
 int sol[N][N];  
  
 /\* Initialization of solution matrix \*/  
 for (int x = 0; x < N; x++)  
 for (int y = 0; y < N; y++)  
 sol[x][y] = -1;  
  
 /\* xMove[] and yMove[] define next move of Knight.  
 xMove[] is for next value of x coordinate  
 yMove[] is for next value of y coordinate \*/  
 int xMove[8] = { 2, 1, -1, -2, -2, -1, 1, 2 };  
 int yMove[8] = { 1, 2, 2, 1, -1, -2, -2, -1 };  
  
 // Since the Knight is initially at the first block  
 sol[0][0] = 0;  
  
 /\* Start from 0,0 and explore all tours using solveKTUtil() \*/  
 if(solveKTUtil(0, 0, 1, sol, xMove, yMove) == false)  
 {  
 printf("Solution does not exist");  
 return false;  
 }  
 else  
 printSolution(sol);  
  
 return true;  
}  
  
/\* A recursive utility function to solve Knight Tour problem \*/  
int solveKTUtil(int x, int y, int movei, int sol[N][N], int xMove[N],  
 int yMove[N])  
{  
 int k, next\_x, next\_y;  
 if (movei == N\*N)  
 return true;  
  
 /\* Try all next moves from the current coordinate x, y \*/  
 for (k = 0; k < 8; k++)  
 {  
 next\_x = x + xMove[k];  
 next\_y = y + yMove[k];  
 if (isSafe(next\_x, next\_y, sol))  
 {  
 sol[next\_x][next\_y] = movei;  
 if (solveKTUtil(next\_x, next\_y, movei+1, sol, xMove, yMove) == true)  
 return true;  
 else  
 sol[next\_x][next\_y] = -1;// backtracking  
 }  
 }  
  
 return false;  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 solveKT();  
 getchar();  
 return 0;  
}

Output:

0 59 38 33 30 17 8 63  
 37 34 31 60 9 62 29 16  
 58 1 36 39 32 27 18 7  
 35 48 41 26 61 10 15 28  
 42 57 2 49 40 23 6 19  
 47 50 45 54 25 20 11 14  
 56 43 52 3 22 13 24 5  
 51 46 55 44 53 4 21 12

Note that Backtracking is not the best solution for the Knight’s tour problem. See [this](http://en.wikipedia.org/wiki/Knight%27s_tour#Computer_algorithms)for other better solutions. The purpose of this post is to explain Backtracking with an example.

References:  
 <http://see.stanford.edu/materials/icspacs106b/H19-RecBacktrackExamples.pdf>  
 <http://www.cis.upenn.edu/~matuszek/cit594-2009/Lectures/35-backtracking.ppt>  
 <http://mathworld.wolfram.com/KnightsTour.html>  
 <http://en.wikipedia.org/wiki/Knight%27s_tour>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

Tags: [Backtracking](http://www.geeksforgeeks.org/tag/backtracking/)

### Source

<http://www.geeksforgeeks.org/backtracking-set-1-the-knights-tour-problem/>

# Fill two instances of all numbers from 1 to n in a specific way

Given a number n, create an array of size 2n such that the array contains 2 instances of every number from 1 to n, and the number of elements between two instances of a number i is equal to i. If such a configuration is not possible, then print the same.

Examples:

Input: n = 3  
Output: res[] = {3, 1, 2, 1, 3, 2}  
  
Input: n = 2  
Output: Not Possible  
  
Input: n = 4  
Output: res[] = {4, 1, 3, 1, 2, 4, 3, 2}

**We strongly recommend to minimize the browser and try this yourself first.**

One solution is to Backtracking. The idea is simple, we place two instances of n at a place, then recur for n-1. If recurrence is successful, we return true, else we backtrack and try placing n at different location. Following is C implementation of the idea.

// A backtracking based C Program to fill two instances of all numbers   
// from 1 to n in a specific way  
#include <stdio.h>  
#include <stdbool.h>  
  
// A recursive utility function to fill two instances of numbers from   
// 1 to n in res[0..2n-1]. 'curr' is current value of n.  
bool fillUtil(int res[], int curr, int n)  
{  
 // If current number becomes 0, then all numbers are filled  
 if (curr == 0) return true;  
  
 // Try placing two instances of 'curr' at all possible locations  
 // till solution is found  
 int i;  
 for (i=0; i<2\*n-curr-1; i++)  
 {  
 // Two 'curr' should be placed at 'curr+1' distance  
 if (res[i] == 0 && res[i + curr + 1] == 0)  
 {  
 // Plave two instances of 'curr'  
 res[i] = res[i + curr + 1] = curr;  
  
 // Recur to check if the above placement leads to a solution  
 if (fillUtil(res, curr-1, n))  
 return true;  
  
 // If solution is not possible, then backtrack  
 res[i] = res[i + curr + 1] = 0;  
 }  
 }  
 return false;  
}  
  
// This function prints the result for input number 'n' using fillUtil()  
void fill(int n)  
{  
 // Create an array of size 2n and initialize all elements in it as 0  
 int res[2\*n], i;  
 for (i=0; i<2\*n; i++)  
 res[i] = 0;  
  
 // If solution is possible, then print it.  
 if (fillUtil(res, n, n))  
 {  
 for (i=0; i<2\*n; i++)  
 printf("%d ", res[i]);  
 }  
 else  
 puts("Not Possible");  
}  
  
// Driver program  
int main()  
{  
 fill(7);  
 return 0;  
}

Output:

7 3 6 2 5 3 2 4 7 6 5 1 4 1

The above solution may not be the best possible solution. There seems to be a pattern in the output. I an Looking for a better solution from other geeks.

This article is contributed by **Asif**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

Tags: [Backtracking](http://www.geeksforgeeks.org/tag/backtracking/)

### Source

<http://www.geeksforgeeks.org/fill-two-instances-numbers-1-n-specific-way/>

# Backtracking | Set 2 (Rat in a Maze)

We have discussed Backtracking and Knight’s tour problem in [Set 1](http://geeksforgeeks.org/?p=12916). Let us discuss Rat in a [Maze](http://en.wikipedia.org/wiki/Maze)as another example problem that can be solved using Backtracking.

A Maze is given as N\*N binary matrix of blocks where source block is the upper left most block i.e., maze[0][0] and destination block is lower rightmost block i.e., maze[N-1][N-1]. A rat starts from source and has to reach destination. The rat can move only in two directions: forward and down.  
 In the maze matrix, 0 means the block is dead end and 1 means the block can be used in the path from source to destination. Note that this is a simple version of the typical Maze problem. For example, a more complex version can be that the rat can move in 4 directions and a more complex version can be with limited number of moves.

Following is an example maze.

Gray blocks are dead ends (value = 0).

[![ratinmaze_filled1](data:image/png;base64,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)](http://geeksforgeeks.org/wp-content/uploads/ratinmaze_filled11.png)

Following is binary matrix representation of the above maze.

{1, 0, 0, 0}  
 {1, 1, 0, 1}  
 {0, 1, 0, 0}  
 {1, 1, 1, 1}

Following is maze with highlighted solution path.

[![ratinmaze_filled_path](data:image/png;base64,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)](http://geeksforgeeks.org/wp-content/uploads/ratinmaze_filled_path1.png)

Following is the solution matrix (output of program) for the above input matrx.

{1, 0, 0, 0}  
 {1, 1, 0, 0}  
 {0, 1, 0, 0}  
 {0, 1, 1, 1}  
 All enteries in solution path are marked as 1.

**Naive Algorithm**  
 The Naive Algorithm is to generate all paths from source to destination and one by one check if the generated path satisfies the constraints.

while there are untried paths  
{  
 generate the next path  
 if this path has all blocks as 1  
 {  
 print this path;  
 }  
}

**Backtrackng Algorithm**

If destination is reached  
 print the solution matrix  
Else  
 a) Mark current cell in solution matrix as 1.   
 b) Move forward in horizontal direction and recursively check if this   
 move leads to a solution.   
 c) If the move chosen in the above step doesn't lead to a solution  
 then move down and check if this move leads to a solution.   
 d) If none of the above solutions work then unmark this cell as 0   
 (BACKTRACK) and return false.

**Implementation of Backtracking solution**

#include<stdio.h>  
  
// Maze size  
#define N 4   
  
bool solveMazeUtil(int maze[N][N], int x, int y, int sol[N][N]);  
  
/\* A utility function to print solution matrix sol[N][N] \*/  
void printSolution(int sol[N][N])  
{  
 for (int i = 0; i < N; i++)  
 {  
 for (int j = 0; j < N; j++)  
 printf(" %d ", sol[i][j]);  
 printf("\n");  
 }  
}  
  
/\* A utility function to check if x,y is valid index for N\*N maze \*/  
bool isSafe(int maze[N][N], int x, int y)  
{  
 // if (x,y outside maze) return false  
 if(x >= 0 && x < N && y >= 0 && y < N && maze[x][y] == 1)  
 return true;  
  
 return false;  
}  
  
/\* This function solves the Maze problem using Backtracking. It mainly uses  
solveMazeUtil() to solve the problem. It returns false if no path is possible,  
otherwise return true and prints the path in the form of 1s. Please note that  
there may be more than one solutions, this function prints one of the feasible  
solutions.\*/  
bool solveMaze(int maze[N][N])  
{  
 int sol[N][N] = { {0, 0, 0, 0},  
 {0, 0, 0, 0},  
 {0, 0, 0, 0},  
 {0, 0, 0, 0}  
 };  
  
 if(solveMazeUtil(maze, 0, 0, sol) == false)  
 {  
 printf("Solution doesn't exist");  
 return false;  
 }  
  
 printSolution(sol);  
 return true;  
}  
  
/\* A recursive utility function to solve Maze problem \*/  
bool solveMazeUtil(int maze[N][N], int x, int y, int sol[N][N])  
{  
 // if (x,y is goal) return true  
 if(x == N-1 && y == N-1)  
 {  
 sol[x][y] = 1;  
 return true;  
 }  
  
 // Check if maze[x][y] is valid  
 if(isSafe(maze, x, y) == true)  
 {  
 // mark x,y as part of solution path  
 sol[x][y] = 1;  
  
 /\* Move forward in x direction \*/  
 if (solveMazeUtil(maze, x+1, y, sol) == true)  
 return true;  
  
 /\* If moving in x direction doesn't give solution then  
 Move down in y direction \*/  
 if (solveMazeUtil(maze, x, y+1, sol) == true)  
 return true;  
  
 /\* If none of the above movements work then BACKTRACK:   
 unmark x,y as part of solution path \*/  
 sol[x][y] = 0;  
 return false;  
 }   
  
 return false;  
}  
  
// driver program to test above function  
int main()  
{  
 int maze[N][N] = { {1, 0, 0, 0},  
 {1, 1, 0, 1},  
 {0, 1, 0, 0},  
 {1, 1, 1, 1}  
 };  
  
 solveMaze(maze);  
 getchar();  
 return 0;  
}

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

Tags: [Backtracking](http://www.geeksforgeeks.org/tag/backtracking/)

### Source

<http://www.geeksforgeeks.org/backttracking-set-2-rat-in-a-maze/>

# Backtracking | Set 3 (N Queen Problem)

We have discussed Knight’s tour and Rat in a Maze problems in [Set 1](http://geeksforgeeks.org/?p=12916) and [Set 2](http://geeksforgeeks.org/?p=13376) respectively. Let us discuss N Queen as another example problem that can be solved using Backtracking.

The N Queen is the problem of placing N chess queens on an N×N chessboard so that no two queens attack each other. For example, following is a solution for 4 Queen problem.
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The expected output is a binary matrix which has 1s for the blocks where queens are placed. For example following is the output matrix for above 4 queen solution.

{ 0, 1, 0, 0}  
 { 0, 0, 0, 1}  
 { 1, 0, 0, 0}  
 { 0, 0, 1, 0}

**Naive Algorithm**  
 Generate all possible configurations of queens on board and print a configuration that satisfies the given constraints.

while there are untried conflagrations  
{  
 generate the next configuration  
 if queens don't attack in this configuration then  
 {  
 print this configuration;  
 }  
}

**Backtracking Algorithm**  
 The idea is to place queens one by one in different columns, starting from the leftmost column. When we place a queen in a column, we check for clashes with already placed queens. In the current column, if we find a row for which there is no clash, we mark this row and column as part of the solution. If we do not find such a row due to clashes then we backtrack and return false.

1) Start in the leftmost column  
2) If all queens are placed  
 return true  
3) Try all rows in the current column. Do following for every tried row.  
 a) If the queen can be placed safely in this row then mark this [row,   
 column] as part of the solution and recursively check if placing   
 queen here leads to a solution.  
 b) If placing queen in [row, column] leads to a solution then return   
 true.  
 c) If placing queen doesn't lead to a solution then umark this [row,   
 column] (Backtrack) and go to step (a) to try other rows.  
3) If all rows have been tried and nothing worked, return false to trigger   
 backtracking.

**Implementation of Backtracking solution**

#define N 4  
#include<stdio.h>  
  
/\* A utility function to print solution \*/  
void printSolution(int board[N][N])  
{  
 for (int i = 0; i < N; i++)  
 {  
 for (int j = 0; j < N; j++)  
 printf(" %d ", board[i][j]);  
 printf("\n");  
 }  
}  
  
/\* A utility function to check if a queen can be placed on board[row][col]  
 Note that this function is called when "col" queens are already placeed  
 in columns from 0 to col -1. So we need to check only left side for  
 attacking queens \*/  
bool isSafe(int board[N][N], int row, int col)  
{  
 int i, j;  
  
 /\* Check this row on left side \*/  
 for (i = 0; i < col; i++)  
 {  
 if (board[row][i])  
 return false;  
 }  
  
 /\* Check upper diagonal on left side \*/  
 for (i = row, j = col; i >= 0 && j >= 0; i--, j--)  
 {  
 if (board[i][j])  
 return false;  
 }  
  
 /\* Check lower diagonal on left side \*/  
 for (i = row, j = col; j >= 0 && i < N; i++, j--)  
 {  
 if (board[i][j])  
 return false;  
 }  
  
 return true;  
}  
  
/\* A recursive utility function to solve N Queen problem \*/  
bool solveNQUtil(int board[N][N], int col)  
{  
 /\* base case: If all queens are placed then return true \*/  
 if (col >= N)  
 return true;  
  
 /\* Consider this column and try placing this queen in all rows  
 one by one \*/  
 for (int i = 0; i < N; i++)  
 {  
 /\* Check if queen can be placed on board[i][col] \*/  
 if ( isSafe(board, i, col) )  
 {  
 /\* Place this queen in board[i][col] \*/  
 board[i][col] = 1;  
  
 /\* recur to place rest of the queens \*/  
 if ( solveNQUtil(board, col + 1) == true )  
 return true;  
  
 /\* If placing queen in board[i][col] doesn't lead to a solution  
 then remove queen from board[i][col] \*/  
 board[i][col] = 0; // BACKTRACK  
 }  
 }  
  
 /\* If queen can not be place in any row in this colum col  
 then return false \*/  
 return false;  
}  
  
/\* This function solves the N Queen problem using Backtracking. It mainly uses  
solveNQUtil() to solve the problem. It returns false if queens cannot be placed,  
otherwise return true and prints placement of queens in the form of 1s. Please  
note that there may be more than one solutions, this function prints one of the  
feasible solutions.\*/  
bool solveNQ()  
{  
 int board[N][N] = { {0, 0, 0, 0},  
 {0, 0, 0, 0},  
 {0, 0, 0, 0},  
 {0, 0, 0, 0}  
 };  
  
 if ( solveNQUtil(board, 0) == false )  
 {  
 printf("Solution does not exist");  
 return false;  
 }  
  
 printSolution(board);  
 return true;  
}  
  
// driver program to test above function  
int main()  
{  
 solveNQ();  
  
 getchar();  
 return 0;  
}

**Sources:**  
 <http://see.stanford.edu/materials/icspacs106b/H19-RecBacktrackExamples.pdf>  
 <http://en.literateprograms.org/Eight_queens_puzzle_%28C%29>  
 <http://en.wikipedia.org/wiki/Eight_queens_puzzle>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

Tags: [Backtracking](http://www.geeksforgeeks.org/tag/backtracking/)

### Source

<http://www.geeksforgeeks.org/backtracking-set-3-n-queen-problem/>

# Backtracking | Set 4 (Subset Sum)

Subset sum problem is to find subset of elements that are selected from a given set whose sum adds up to a given number K. We are considering the set contains non-negative values. It is assumed that the input set is unique (no duplicates are presented).

**Exhaustive Search Algorithm for Subset Sum**

One way to find subsets that sum to K is to consider all possible subsets. A [power set](http://en.wikipedia.org/wiki/Power_set) contains all those subsets generated from a given set. The size of such a power set is 2N.

**Backtracking Algorithm for Subset Sum**

Using exhaustive search we consider all subsets irrespective of whether they satisfy given constraints or not. Backtracking can be used to make a systematic consideration of the elements to be selected.

Assume given set of 4 elements, say **w[1] … w[4]**. Tree diagrams can be used to design backtracking algorithms. The following tree diagram depicts approach of generating variable sized tuple.
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In the above tree, a node represents function call and a branch represents candidate element. The root node contains 4 children. In other words, root considers every element of the set as different branch. The next level sub-trees correspond to the subsets that includes the parent node. The branches at each level represent tuple element to be considered. For example, if we are at level 1, tuple\_vector[1] can take any value of four branches generated. If we are at level 2 of left most node, tuple\_vector[2] can take any value of three branches generated, and so on…

For example the left most child of root generates all those subsets that include w[1]. Similarly the second child of root generates all those subsets that includes w[2] and excludes w[1].

As we go down along depth of tree we add elements so far, and if the added sum is satisfying explicit constraints, we will continue to generate child nodes further. Whenever the constraints are not met, we stop further generation of sub-trees of that node, and backtrack to previous node to explore the nodes not yet explored. In many scenarios, it saves considerable amount of processing time.

The tree should trigger a clue to implement the backtracking algorithm (try yourself). It prints all those subsets whose sum add up to given number. We need to explore the nodes along the breadth and depth of the tree. Generating nodes along breadth is controlled by loop and nodes along the depth are generated using recursion (post order traversal). Pseudo code given below,

if(subset is satisfying the constraint)  
 print the subset  
 exclude the current element and consider next element  
else  
 generate the nodes of present level along breadth of tree and  
 recur for next levels

Following is C implementation of subset sum using variable size tuple vector. Note that the following program explores all possibilities similar to exhaustive search. It is to demonstrate how backtracking can be used. See next code to verify, how we can optimize the backtracking solution.

#include <stdio.h>  
#include <stdlib.h>  
  
#define ARRAYSIZE(a) (sizeof(a))/(sizeof(a[0]))  
  
static int total\_nodes;  
// prints subset found  
void printSubset(int A[], int size)  
{  
 for(int i = 0; i < size; i++)  
 {  
 printf("%\*d", 5, A[i]);  
 }  
  
 printf("\n");  
}  
  
// inputs  
// s - set vector  
// t - tuplet vector  
// s\_size - set size  
// t\_size - tuplet size so far  
// sum - sum so far  
// ite - nodes count  
// target\_sum - sum to be found  
void subset\_sum(int s[], int t[],  
 int s\_size, int t\_size,  
 int sum, int ite,  
 int const target\_sum)  
{  
 total\_nodes++;  
 if( target\_sum == sum )  
 {  
 // We found subset  
 printSubset(t, t\_size);  
 // Exclude previously added item and consider next candidate  
 subset\_sum(s, t, s\_size, t\_size-1, sum - s[ite], ite + 1, target\_sum);  
 return;  
 }  
 else  
 {  
 // generate nodes along the breadth  
 for( int i = ite; i < s\_size; i++ )  
 {  
 t[t\_size] = s[i];  
 // consider next level node (along depth)  
 subset\_sum(s, t, s\_size, t\_size + 1, sum + s[i], i + 1, target\_sum);  
 }  
 }  
}  
  
// Wrapper to print subsets that sum to target\_sum  
// input is weights vector and target\_sum  
void generateSubsets(int s[], int size, int target\_sum)  
{  
 int \*tuplet\_vector = (int \*)malloc(size \* sizeof(int));  
  
 subset\_sum(s, tuplet\_vector, size, 0, 0, 0, target\_sum);  
  
 free(tuplet\_vector);  
}  
  
int main()  
{  
 int weights[] = {10, 7, 5, 18, 12, 20, 15};  
 int size = ARRAYSIZE(weights);  
  
 generateSubsets(weights, size, 35);  
 printf("Nodes generated %d\n", total\_nodes);  
 return 0;  
}

The power of backtracking appears when we combine explicit and implicit constraints, and we stop generating nodes when these checks fail. We can improve the above algorithm by strengthening the constraint checks and presorting the data. By sorting the initial array, we need not to consider rest of the array, once the sum so far is greater than target number. We can backtrack and check other possibilities.

Similarly, assume the array is presorted and we found one subset. We can generate next node excluding the present node only when inclusion of next node satisfies the constraints. Given below is optimized implementation (it prunes the subtree if it is not satisfying contraints).

#include <stdio.h>  
#include <stdlib.h>  
  
#define ARRAYSIZE(a) (sizeof(a))/(sizeof(a[0]))  
  
static int total\_nodes;  
  
// prints subset found  
void printSubset(int A[], int size)  
{  
 for(int i = 0; i < size; i++)  
 {  
 printf("%\*d", 5, A[i]);  
 }  
  
 printf("\n");  
}  
  
// qsort compare function  
int comparator(const void \*pLhs, const void \*pRhs)  
{  
 int \*lhs = (int \*)pLhs;  
 int \*rhs = (int \*)pRhs;  
  
 return \*lhs > \*rhs;  
}  
  
// inputs  
// s - set vector  
// t - tuplet vector  
// s\_size - set size  
// t\_size - tuplet size so far  
// sum - sum so far  
// ite - nodes count  
// target\_sum - sum to be found  
void subset\_sum(int s[], int t[],  
 int s\_size, int t\_size,  
 int sum, int ite,  
 int const target\_sum)  
{  
 total\_nodes++;  
  
 if( target\_sum == sum )  
 {  
 // We found sum  
 printSubset(t, t\_size);  
  
 // constraint check  
 if( ite + 1 < s\_size && sum - s[ite] + s[ite+1] <= target\_sum )  
 {  
 // Exclude previous added item and consider next candidate  
 subset\_sum(s, t, s\_size, t\_size-1, sum - s[ite], ite + 1, target\_sum);  
 }  
 return;  
 }  
 else  
 {  
 // constraint check  
 if( ite < s\_size && sum + s[ite] <= target\_sum )  
 {  
 // generate nodes along the breadth  
 for( int i = ite; i < s\_size; i++ )  
 {  
 t[t\_size] = s[i];  
  
 if( sum + s[i] <= target\_sum )  
 {  
 // consider next level node (along depth)  
 subset\_sum(s, t, s\_size, t\_size + 1, sum + s[i], i + 1, target\_sum);  
 }  
 }  
 }  
 }  
}  
  
// Wrapper that prints subsets that sum to target\_sum  
void generateSubsets(int s[], int size, int target\_sum)  
{  
 int \*tuplet\_vector = (int \*)malloc(size \* sizeof(int));  
  
 int total = 0;  
  
 // sort the set  
 qsort(s, size, sizeof(int), &comparator);  
  
 for( int i = 0; i < size; i++ )  
 {  
 total += s[i];  
 }  
  
 if( s[0] <= target\_sum && total >= target\_sum )  
 {  
  
 subset\_sum(s, tuplet\_vector, size, 0, 0, 0, target\_sum);  
  
 }  
  
 free(tuplet\_vector);  
}  
  
int main()  
{  
 int weights[] = {15, 22, 14, 26, 32, 9, 16, 8};  
 int target = 53;  
  
 int size = ARRAYSIZE(weights);  
  
 generateSubsets(weights, size, target);  
  
 printf("Nodes generated %d\n", total\_nodes);  
  
 return 0;  
}

As another approach, we can generate the tree in fixed size tuple analogs to binary pattern. We will kill the sub-trees when the constraints are not satisfied.

– – – [**Venki**](http://www.linkedin.com/in/ramanawithu). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

Tags: [Backtracking](http://www.geeksforgeeks.org/tag/backtracking/)

### Source

<http://www.geeksforgeeks.org/backttracking-set-4-subset-sum/>

# Backtracking | Set 5 (m Coloring Problem)

Given an undirected graph and a number m, determine if the graph can be colored with at most m colors such that no two adjacent vertices of the graph are colored with same color. Here coloring of a graph means assignment of colors to all vertices.

*Input:*  
 1) A 2D array graph[V][V] where V is the number of vertices in graph and graph[V][V] is adjacency matrix representation of the graph. A value graph[i][j] is 1 if there is a direct edge from i to j, otherwise graph[i][j] is 0.  
 2) An integer m which is maximum number of colors that can be used.

*Output:*  
 An array color[V] that should have numbers from 1 to m. color[i] should represent the color assigned to the ith vertex. The code should also return false if the graph cannot be colored with m colors.

Following is an example graph (from [Wiki page](http://en.wikipedia.org/wiki/Graph_coloring)) that can be colored with 3 colors.  
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**Naive Algorithm**  
 Generate all possible configurations of colors and print a configuration that satisfies the given constraints.

while there are untried conflagrations  
{  
 generate the next configuration  
 if no adjacent vertices are colored with same color  
 {  
 print this configuration;  
 }  
}

There will be V^m configurations of colors.

**Backtracking Algorithm**  
 The idea is to assign colors one by one to different vertices, starting from the vertex 0. Before assigning a color, we check for safety by considering already assigned colors to the adjacent vertices. If we find a color assignment which is safe, we mark the color assignment as part of solution. If we do not a find color due to clashes then we backtrack and return false.

**Implementation of Backtracking solution**

#include<stdio.h>  
  
// Number of vertices in the graph  
#define V 4  
  
void printSolution(int color[]);  
  
/\* A utility function to check if the current color assignment  
 is safe for vertex v \*/  
bool isSafe (int v, bool graph[V][V], int color[], int c)  
{  
 for (int i = 0; i < V; i++)  
 if (graph[v][i] && c == color[i])  
 return false;  
 return true;  
}  
  
/\* A recursive utility function to solve m coloring problem \*/  
bool graphColoringUtil(bool graph[V][V], int m, int color[], int v)  
{  
 /\* base case: If all vertices are assigned a color then  
 return true \*/  
 if (v == V)  
 return true;  
  
 /\* Consider this vertex v and try different colors \*/  
 for (int c = 1; c <= m; c++)  
 {  
 /\* Check if assignment of color c to v is fine\*/  
 if (isSafe(v, graph, color, c))  
 {  
 color[v] = c;  
  
 /\* recur to assign colors to rest of the vertices \*/  
 if (graphColoringUtil (graph, m, color, v+1) == true)  
 return true;  
  
 /\* If assigning color c doesn't lead to a solution  
 then remove it \*/  
 color[v] = 0;  
 }  
 }  
  
 /\* If no color can be assigned to this vertex then return false \*/  
 return false;  
}  
  
/\* This function solves the m Coloring problem using Backtracking.  
 It mainly uses graphColoringUtil() to solve the problem. It returns  
 false if the m colors cannot be assigned, otherwise return true and  
 prints assignments of colors to all vertices. Please note that there  
 may be more than one solutions, this function prints one of the  
 feasible solutions.\*/  
bool graphColoring(bool graph[V][V], int m)  
{  
 // Initialize all color values as 0. This initialization is needed  
 // correct functioning of isSafe()  
 int \*color = new int[V];  
 for (int i = 0; i < V; i++)  
 color[i] = 0;  
  
 // Call graphColoringUtil() for vertex 0  
 if (graphColoringUtil(graph, m, color, 0) == false)  
 {  
 printf("Solution does not exist");  
 return false;  
 }  
  
 // Print the solution  
 printSolution(color);  
 return true;  
}  
  
/\* A utility function to print solution \*/  
void printSolution(int color[])  
{  
 printf("Solution Exists:"  
 " Following are the assigned colors \n");  
 for (int i = 0; i < V; i++)  
 printf(" %d ", color[i]);  
 printf("\n");  
}  
  
// driver program to test above function  
int main()  
{  
 /\* Create following graph and test whether it is 3 colorable  
 (3)---(2)  
 | / |  
 | / |  
 | / |  
 (0)---(1)  
 \*/  
 bool graph[V][V] = {{0, 1, 1, 1},  
 {1, 0, 1, 0},  
 {1, 1, 0, 1},  
 {1, 0, 1, 0},  
 };  
 int m = 3; // Number of colors  
 graphColoring (graph, m);  
 return 0;  
}

Output:

Solution Exists: Following are the assigned colors  
 1 2 3 2

**References:**  
 <http://en.wikipedia.org/wiki/Graph_coloring>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

Tags: [Backtracking](http://www.geeksforgeeks.org/tag/backtracking/)

### Source

<http://www.geeksforgeeks.org/backttracking-set-5-m-coloring-problem/>

# Backtracking | Set 6 (Hamiltonian Cycle)

[Hamiltonian Path](http://en.wikipedia.org/wiki/Hamiltonian_path) in an undirected graph is a path that visits each vertex exactly once. A Hamiltonian cycle (or Hamiltonian circuit) is a Hamiltonian Path such that there is an edge (in graph) from the last vertex to the first vertex of the Hamiltonian Path. Determine whether a given graph contains Hamiltonian Cycle or not. If it contains, then print the path. Following are the input and output of the required function.

*Input:*  
 A 2D array graph[V][V] where V is the number of vertices in graph and graph[V][V] is adjacency matrix representation of the graph. A value graph[i][j] is 1 if there is a direct edge from i to j, otherwise graph[i][j] is 0.

*Output:*  
 An array path[V] that should contain the Hamiltonian Path. path[i] should represent the ith vertex in the Hamiltonian Path. The code should also return false if there is no Hamiltonian Cycle in the graph.

For example, a Hamiltonian Cycle in the following graph is {0, 1, 2, 4, 3, 0}. There are more Hamiltonian Cycles in the graph like {0, 3, 4, 2, 1, 0}

(0)--(1)--(2)  
 | / \ |  
 | / \ |   
 | / \ |  
(3)-------(4)

And the following graph doesn’t contain any Hamiltonian Cycle.

(0)--(1)--(2)  
 | / \ |  
 | / \ |   
 | / \ |  
(3) (4)

**Naive Algorithm**  
 Generate all possible configurations of vertices and print a configuration that satisfies the given constraints. There will be n! (n factorial) configurations.

while there are untried conflagrations  
{  
 generate the next configuration  
 if ( there are edges between two consecutive vertices of this  
 configuration and there is an edge from the last vertex to   
 the first ).  
 {  
 print this configuration;  
 break;  
 }  
}

**Backtracking Algorithm**  
 Create an empty path array and add vertex 0 to it. Add other vertices, starting from the vertex 1. Before adding a vertex, check for whether it is adjacent to the previously added vertex and not already added. If we find such a vertex, we add the vertex as part of the solution. If we do not find a vertex then we return false.

**Implementation of Backtracking solution**  
 Following is C/C++ implementation of the Backtracking solution.

// Program to print Hamiltonian cycle  
#include<stdio.h>  
  
// Number of vertices in the graph  
#define V 5  
  
void printSolution(int path[]);  
  
/\* A utility function to check if the vertex v can be added at index 'pos'  
 in the Hamiltonian Cycle constructed so far (stored in 'path[]') \*/  
bool isSafe(int v, bool graph[V][V], int path[], int pos)  
{  
 /\* Check if this vertex is an adjacent vertex of the previously  
 added vertex. \*/  
 if (graph [ path[pos-1] ][ v ] == 0)  
 return false;  
  
 /\* Check if the vertex has already been included.  
 This step can be optimized by creating an array of size V \*/  
 for (int i = 0; i < pos; i++)  
 if (path[i] == v)  
 return false;  
  
 return true;  
}  
  
/\* A recursive utility function to solve hamiltonian cycle problem \*/  
bool hamCycleUtil(bool graph[V][V], int path[], int pos)  
{  
 /\* base case: If all vertices are included in Hamiltonian Cycle \*/  
 if (pos == V)  
 {  
 // And if there is an edge from the last included vertex to the  
 // first vertex  
 if ( graph[ path[pos-1] ][ path[0] ] == 1 )  
 return true;  
 else  
 return false;  
 }  
  
 // Try different vertices as a next candidate in Hamiltonian Cycle.  
 // We don't try for 0 as we included 0 as starting point in in hamCycle()  
 for (int v = 1; v < V; v++)  
 {  
 /\* Check if this vertex can be added to Hamiltonian Cycle \*/  
 if (isSafe(v, graph, path, pos))  
 {  
 path[pos] = v;  
  
 /\* recur to construct rest of the path \*/  
 if (hamCycleUtil (graph, path, pos+1) == true)  
 return true;  
  
 /\* If adding vertex v doesn't lead to a solution,  
 then remove it \*/  
 path[pos] = -1;  
 }  
 }  
  
 /\* If no vertex can be added to Hamiltonian Cycle constructed so far,  
 then return false \*/  
 return false;  
}  
  
/\* This function solves the Hamiltonian Cycle problem using Backtracking.  
 It mainly uses hamCycleUtil() to solve the problem. It returns false  
 if there is no Hamiltonian Cycle possible, otherwise return true and  
 prints the path. Please note that there may be more than one solutions,  
 this function prints one of the feasible solutions. \*/  
bool hamCycle(bool graph[V][V])  
{  
 int \*path = new int[V];  
 for (int i = 0; i < V; i++)  
 path[i] = -1;  
  
 /\* Let us put vertex 0 as the first vertex in the path. If there is  
 a Hamiltonian Cycle, then the path can be started from any point  
 of the cycle as the graph is undirected \*/  
 path[0] = 0;  
 if ( hamCycleUtil(graph, path, 1) == false )  
 {  
 printf("\nSolution does not exist");  
 return false;  
 }  
  
 printSolution(path);  
 return true;  
}  
  
/\* A utility function to print solution \*/  
void printSolution(int path[])  
{  
 printf ("Solution Exists:"  
 " Following is one Hamiltonian Cycle \n");  
 for (int i = 0; i < V; i++)  
 printf(" %d ", path[i]);  
  
 // Let us print the first vertex again to show the complete cycle  
 printf(" %d ", path[0]);  
 printf("\n");  
}  
  
// driver program to test above function  
int main()  
{  
 /\* Let us create the following graph  
 (0)--(1)--(2)  
 | / \ |  
 | / \ |  
 | / \ |  
 (3)-------(4) \*/  
 bool graph1[V][V] = {{0, 1, 0, 1, 0},  
 {1, 0, 1, 1, 1},  
 {0, 1, 0, 0, 1},  
 {1, 1, 0, 0, 1},  
 {0, 1, 1, 1, 0},  
 };  
  
 // Print the solution  
 hamCycle(graph1);  
  
 /\* Let us create the following graph  
 (0)--(1)--(2)  
 | / \ |  
 | / \ |  
 | / \ |  
 (3) (4) \*/  
 bool graph2[V][V] = {{0, 1, 0, 1, 0},  
 {1, 0, 1, 1, 1},  
 {0, 1, 0, 0, 1},  
 {1, 1, 0, 0, 0},  
 {0, 1, 1, 0, 0},  
 };  
  
 // Print the solution  
 hamCycle(graph2);  
  
 return 0;  
}

Output:

Solution Exists: Following is one Hamiltonian Cycle  
 0 1 2 4 3 0  
  
Solution does not exist

Note that the above code always prints cycle starting from 0. Starting point should not matter as cycle can be started from any point. If you want to change the starting point, you should make two changes to above code.  
 Change “path[0] = 0;” to “path[0] = s;” where s is your new starting point. Also change loop “for (int v = 1; v

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

Tags: [Backtracking](http://www.geeksforgeeks.org/tag/backtracking/), [Graph](http://www.geeksforgeeks.org/tag/graph/)

### Source

<http://www.geeksforgeeks.org/backtracking-set-7-hamiltonian-cycle/>

# Backtracking | Set 7 (Sudoku)

Given a partially filled 9×9 2D array ‘grid[9][9]’, the goal is to assign digits (from 1 to 9) to the empty cells so that every row, column, and subgrid of size 3×3 contains exactly one instance of the digits from 1 to 9.

[![suduku](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAARgAAAENCAIAAABb9+3zAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABuLSURBVHhe7V0xsiTHbqQtm47uwAiFHPmrQ6xseZQpc7/1bTqynyF/j8DQARg6AU/AfwDqAivwY1nbU9ODzMI0Xlf15ARj4/G9akxVIhOoRs+gvvuilxAQAk8j8N3TFmRACAiBLxKSSCAEDkAgEtJ3egkBIfAnArHagJAOkOqdCZvYKmYbiw6fcAUIRTYdhCUQsElWTJUxKyFFDJGQ1kKAYXwuIkB9SkgS0nUQkJByYeLmKhgzEu+xVjwWAhJSguT9JaKREJCQJCQhcAACEtIBICoeC4FVhfT7/335j//88g///PW/f/v3L7/8L5ZEhb8ZBH/77bcff/yx3fZ8/Pjx119/BQ8H0DOEDx8+7D5ogShUgMDY/OWXX2zhPucffvjB/vdJBLrLDWSyXM7MFsJ4P+Ass/mqnanoH//lm4qanH7+H7D8U5ZqmtllfKwlWGz4/vvvFxLSLgixliACnbNbZIEaOIUGcFaPBsDZ5oX003/9oaJ/+tevWei3v32xjOS/gUEuvZ7gwnip7mCLwRYyzYj9az/bbyw8xzbj+EpG3/cJnNDZnossLf/+95fnZ8PhGQS21/7000+88OBscyQ5y2xeSCYYk802/1iO8rw0m5As6Bq+lj2MPW1uzCYkpoUHeDObcHmFv6FNX04DwX6AgYAXRpfuICZwttDC7oCzzOaFdK+ZaYX06dMnw/ft7W3UNzGNfv75ZxtguW7ULHNHV2GzTkimSd/lOiYMm5kxFSAkbDL+ygupm1ArPPzlr9NlJN/XWci0vYf72/61n7cJ6lF4C2jhOxlTaathuFnGVRU0gjZ9nt3Wzub//NauWXbOwZkw1GRgfJ89MzPbY4TUKg1WxIMvBmVoZAhBd63npe3Lbg9iLcUZaVsD7MzC+VeAAG3aYjsQbAlwHw6F4Vmo7ZzheH9HOFuI4UW2dttlNCHZDxNmpMbyz58/+7TbDiRmUiwkT3T2rxe+jKZm3y+BeamCRtCmrfq+zBjveGMEbNXtVrPVPyWkXuHQMd0FVnjwCkSspVGzZGQKzLprjUZbU076uFQAaXQ/N8ZsUTyOgW15o+HQdBVoCSLg0WQbOCSkZ4X0R3z6Gy7cnSWk3d1gPBlIo0e7C7hGOIAMH9thsU3PRd1To1bPfPR2EIE2YPeHYBUVCBRFKMZs/h7Jt3NWY+hesAL+/gj6I6NunscWf5txxizjmMOF9ChRxAlEQnJHQNLmhXT/HMnezz4iZEKyTzxMFYq8KtBukHxuvgd75oGsk8yf8LaXbZOgWcYxRULqMpLf4QT7WyikRJ4nqZlAoAhYxmxeSP7Jhu0zWbtH8t/Yn6YSUrshvi82dDdO3bRjGrVPBjR2tmID8xm2HFHSwLYa4/YeyXN1UBqRkEjZ54VkmzpPSt1/c35EqFF8u5V/svjb9NndHkCzTIRLyCzeftie02XTveJnABJSuZDsDfwhbPvoqkno7b8xAeB2E5vYGwHNdh987nZ6u28KaeRPZlpN2UpYjNlThPSHv37/3ZJPkxPzVBoioK3dV6Wltwo5uhdxqMhsgkYkLFD2pJ3tsCKbcTUiMU8yxucsV4DAsCu/tcutk5lTznIFghLSWgicyC4JKZLtWjRSKJGQckno5irRSAhISBKSEDgAAQnpABAVj4XAvEK6f+yg3wiB10QgDvYqNqjYcB0E5s1IB2y57kxU7ECKEFTVbi0EimjAmFVGuk48rohQEhL5+FhCkpCugwCTOnKbLBikJKTr0Ag6O8EhZSRlpARt+kvWopGEtGpGynW+hv72Dym3j1TbD95BCtQfa45nXOgjmxDYRGhZK5SsKqRc5+vY37mvzRQhuBaNJKQiGjBmn7pHykXr2N+tf/T9Fzlh66xExIVZLrdGOJMi0sP3HR2wVihhGD+KQPk9Urrzdcwh/9pZ9w1wb3YTX1hETfi+RY5JmBUCSwop3fka6mF3ACS0aCQElhRSuvN1wt+ekeABJIkorq3dlRBYUkjpztejQmr7OtjxR0J6cQSWFFK68zUvpG3T97O6acMtZY67PAi8/SKbCyGwpJB2Hcx0vib97Z0W7WVFdtgmrgjBtWpWJLC8Mh1VCYlh11Pl712XQNyhv7ePkvjTwaDZIQK1oidcTsIs45iEWSFQBCxj9mAhMZ2vY383FVkzYfhphi3bRCMhwDA+EaEYs3kheahOdL6O/e07usR5kqKREGAYP52Q0p2vY397DaPTJ7N40UgILCmkdOfr2N/t7nb3h0BRopEQWFJINulc52sJqcjfElIRsIzZ/D0Ss916VNZLX6uMJARi8lREEwnpWcGu9RSlgkNrIcAwPscJiK0yUgTsWjSCzk5waC0EJKSEi/tLRCMhICFJSELgAAQkpANAVDwWAhKShCQEDkBgXiHFj0f1VyHwOgiAsvs7P5c4MWYkIt5aNStt7U5kl8rfKn9fBwEJKZEtVP4WAju0qUjLjD6Vka4Tjys4tNbmlmF8LmZDbCUkCek6CEhIuTBxcxWMGYn3WCseCwEJqSe5dTuxr5o7j62d3ZPNT+ISbVy39GsTIgTV0nVsnoKAfUNn2+/NyMBwgBfSp0+fhtwKB8+4tfNmyN0L4hgsVUJKB4JTcrKpaPd8hrixoa8RMt6HuX0eFjh4RiF5LvKjXFpkitus8gg27LzJuPUPU0aaDQFv4tt2IvZdbKcE5ACkgdHJ1NiOI7q4kDwKthZCTGciiGAHWeu3DDdgp2xseAdvR8KomTB7Ska6P0iB5ACkQbc34QGB2M6YkaqF5N0mLLnDdl+n0Ij3bjcSOjth+RQE7oPXUUJqCIzGR4jtjELyu8xua2d3hzB7kETxzE5uuEcRJ+cAHUPauWRG6tbetveQAzAjvZaQti2/ncfxEWOODklNb8lP9s07JR4nJDSEwJD90xFoE2A4wNNgND5Cds2YkSxX3BdtYO9iuFQnEJ+O3CujiJM0JWdLWnsFIRliykg3fIg55OeXmZC2R1+6rmItMdRsd0ckQSWkSRAwMngFAmqJoUELkSQNmEQ3XUZyzXRPjXw/Zn8KVs4g6I/hYHLrdtKMZd4lpdljdBpw/CRCsnm2hqTxnElnjW40oNnphPRohXDlcKnmAFcp3w95HhpBxjNRkzHSjTkFAX/T+5oq5AAPAmNqCwVk16RC6jISsyWDS/UPTDAP9ZSRzkUgOJA73pVISN/E3z5htb1HcmTjQ/ugkMiHsF0cGg1dZNSHsyXtDEXNnM33R8A9Za8tB/w3Rx3cOLoo6K/pMtL2lLG2r/BMEj8/hUsdqte1O5lRxEmywtmSdi4ppIADEBYS2FG3QrPTCcmQMhwt8HgWspdlc/tf5lMI8DbUrPE3SL5PGEUcelrFBgYBfwjbnoIYGcgSEWT8NkSSzmJ2jDMKiV/eJeNxbvmMsxOW1wolRSAwZiWkiF1r0YgMxkNyWgsBhvFDy2+DIbYSkoR0HQQkpFyYuLkKxozEe6wVj4WAhJQgeX+JaCQEJCQJSQgcgMC8Qto+ydHPQuCVEYiFDooNrwyc1i4EtghISOKDEDgAgaeEdMy+9dZKxT1x0eZYVbu1ECiiAWNWz5Gu8xSlIkJJSM4PiK2EJCFdBwGG8blNloSUw+3rVWvFY+jsBBZrISAhJVysB7JCYIc2FdGE0eerbO1yTdlPj8dDvd4rOHQiAomDFBjG52I2xPYlhJRuyn4ijdzfQ73eobMTHDoLgdxBChJSwsUDG5t0U/azaJTr9X4lIeUOUpCQaoWUbsp+lpC6x4ckOlcSkiMwepCChERSBRRqH/3ZvbL9K9mU/SwhtanezzyAQEKSkGqF1Fnnm7JLSGchkDtIQUJ6PyE1ZjBN2c+ikTJS7iAFCekEIZlImEbSQ5srfhnkNmzo3Umb/CSdl0Nz4I3Hs80dpCAh8fg/HDlEI7Ip+1k0evGMlD5IQUJ6byHZ+zFN2SWkUxBIH6QgIdUKqaul8vH+FBptsRjaVg3lZBLxUxB4tGoGjQoQGH2+xCcb0k3ZT6GRhOSwJw5SYBhPRpBuGNTnSwgp3ZRdQjoFgfRBChJSLkzcXBXEjHRT9lNopIyUPkhBQqoVklnPNWWXkM5CIHeQgoRULqTcG5xFo/RscxcGV62FgIR0AAHg7WDiPdaikRCQkBIk7y8RjYSAhCQhCYEDEJCQDgBR8VgISEgSkhA4AAEJ6QAQFY+FwLxCamUr/SAEXhyBONi/xEeE0vlO5e+1EJg3I6UpGD/jW8XsWjTS1k5COkBZopEQkJAkJCFwAAIS0gEgKh4LAQlJQhICByCwsJDsO3P+DXt7ffjwwdpWQDwqAmcRgkyxoajXu7WUaN9vs2lYC19rhw0qsLdNMO8HJ04SYBCAHt8dcAoNjKK7RXy4BDjbp8rfW0+3+X3+/PlJf8NVvZtjII2Ker3vmrXJxFqKnZ07SQAikHNWUeCDZlvQ7+QEV1EoJBOMz6Ypx7so2cui6YuUv4t6vXvgtFYTjqT9620n7O3SwOZOEriYkHw5UDb3A+BV+Yzkzu7yj2spbrwI55RYJwxFaZsx9P7XY3u9217RbFrsbGZdS5AEMbC5kwSuJCTP8wZsggyQtHkhPfKr/d40lg6ciUX6JXCpCcuQRhVC8sPF3t7eRiccI3DvL+YkAYjA6CTb+Ap/xTTwKB+T89Fy4GxLhAQ9mkb/nfUJaVTR691TvYXPVsixIGo/bxPU83eJ5EkCEIG0KyE1c5YDs765tTjV7u0dWOaN4GzzQvL7tq5M126T3pnxZ2Wkil7vzl3PS9uX7c1iLUFnb7OBW4YnCVxJSLu1MVugAQu1BLHNC+m+WVwrP7xORqro9d64e1/FiXkPnX0vJFdsHPV8PpBqowMqbMbx1FO9/eutJy0qNcbCvARnmxfSbvOxJvpXyEhFvd6duF2qd5fHN8rQ2Z1TmJMErpSRdjnJAMvsd/JCck2bcnyP59tNrzi9SLGhqNf7owwAM8OokMyDsBh4eSG5SCB0eMCxqcN39nC3MLoNYMbDpTJGujExjdKMjyOc16m7mZAVNrhJu7/Liml0eSExwNZmJId465g2p2cewCfo7pecJaTDe7379rh7QOc7kGceyOZOEriSkHwt3acF7DEDBJZhV35r5w/1bRfnMzPxuKtgnb6C8cxSExKNaVTU671tt+6LDfFHGWNgcycJXElI7i9jaYt9rdjQRcN7qkDS5oX06PNg8eeDihhfZDamUV2v9239s82BKVUHwSJ3ksCVhNQiVFuU/wCBZdiVF5JnIc9LbULwoSEzp0TqKDILaVTX6737UDn8KDCDQOIkAYhAzlnMbHOW49Thz/2231dggGVm+5SQKpaas8ksNWF5LRrB7cflESiiAWNWQorYJSGthQDD+EQ0YcxKSBLSdRBgGC8hAQS0sRECElIuTNxcJRoJAQlJQhICByAwr5C6irv+Vwi8LAKx0FVsuM6ttrZ282akY9LtrZUKfxchuFbxtwLYtRAoogFjVhlJGek6CDCMz+UGGKQkpOvQCDo7wSFlJAcNYishSUjXQYBhfCKaMGYlpOvQCEbNBIeUkZSRErTpL1mLRhISkzpytIDYzpiRcp3O4VITCJ4opElOJyARqGj5n/CXhHQDWq7T+ZWENM/pBIyQKlr+51QkId3g5s4bhTJxCXwLhkbQyO6AYLZTnU7AIFDR8j+HqoT0Dbd0p/PLCGmq0wmgkIpa/ktIGIGY8elO55cR0qOEbL9//4aBUEhFLf8xjR6MqKABk+imKzakO51XIAhpVOHvQEjxGk9B4H1a/vM4V4CwpJDSnc4rEDxFSFOdTgAR8AGlLf95FTGMH7LWBkN2TZeR0p3O4VITCEIaJWz6JcFspzqdACLQBtS1/B8CuYIGjD6nE9Iuakyn8woEIY2GfLwdHMx2qtMJIAI+4B1a/pNQV9DgOkLylUx4h0B6935YvJZ5TicghbS7wPf3F8P4nMugPtfISEync7jUBIKQRgmbcGu3a/Os0wkgAkUt/98NWPKNILumE5J7LtHpHC6VhKzbgMFMmDAbB05/x0lOJ4BCKmr5n0NVGekbbulO55cR0lSnE0AhFbX8l5AwAjHj053OLyOkqU4ngEIyf1e0/Mc0ejCiggZMoptua2eTznU6r0CQoVHO5fFs5zmdgESgouV/BbA5m6sKKbfaKwlJCOQQYBifswzZNWNGKlpqwiwZj3OWE1fFl0BnJ95xLQQkpISL+0tEIyEgIUlIQuAABCSkA0BUPBYC8wqpbZH1gxB4cQTADWrw5xcHTssXAlsEJCTxQQgcgMBTQjrg3uXORMVWvmhzvFbxtwLYtRAoogFjVs+RolixFo0kJIbxudwAsZWQJKTrICAh5cLEzVUwZiTeQxlpLQQkpATJ9ckGIbBDm4p4yujzmK2df3+TVAMc6V+0brHQvp9jHy6GxqFZaOF+wFrx+CwEzF/bTuXWBcnct/1i4i7y8Wxz/d8ZxidowJg9RkjeQYqcYjzSHLDb+7trr7FLenIC/DAJCSKw26rFrrKvoMdaimmQ6//OMJ73/nYkpPdTQjKkjN8teJBTjOfkzajMDZ6F7Ht+/o1R+01sHy6VnF4HnzMpce0ps62YZ4zAffMwo4Q3crC8FMwnRjUNe4WzGH0+JaQWroaWHS/VfbDNP0znE2apCZLBeJyw6ZdU+LvIZuzce3/Z6rwhOJTKI/TS/d+LgGXMPiWkBgREjc+S96YkJFKupwjpkeshJYLZpvu/M4wnweyGQWynE1K3gFZ4sHrGKZslSIgixyTMQmfnbCYQ8IwU78aD2ab7v0tI+y5uO6t4t126WUrQiOFrEemZtx4ak9jctn1dXB8KEEj3f5eQgJAMdGUkKIAicfKhxLvW+HjLKukdRLr/u4QUYd6qQLGWTqcRJDp/ozhkanunmrswuIrPSG9vbz7YKtcVz/2Y/u8SEiBAa3YXu/xEGo2+dZHsR6cBxzNC2j5KMjlBm+mtOJMbK4Bl9DldscHBun+WB0GsQJChEcmbbljRbHOTeSYjNRXZ4z74aYZncvKJxdslhRQ8l7A9gzLSbAj4ji4+k3N3zkEo8fiV6P/OMD4Xa2Dgmy4j7T4pZ+5f4VITCCojQQS8MNCRnoE68Fe6/7uE9A354LNbsXskpFMQaErb/SGXP9P93yWkG8C3x2yZe2yzx9zCnkIjJvSObmxmsxnfnVYIyRDI9X9fXkhDvq9gfBGCcGMztPBnbrWZN6oAdi0EimjAmD3mHolxcxtT4W9mqUOT9MFr0agC2LUQKKIBY1ZCivS1Fo0kJIbxiXjKmJWQJKTrIMAwXkICCCgeCwEJKRcmbq4SjYSAhCQhCYEDEJhXSPFTAv1VCLwOArHQVWy4zq22tnbzZqRj0u2tlQp/FyGo8vdaCBTRgDGrjKSMdB0EGMbncgOM/hLSdWgEnZ3gkDKSgwaxlZAkpOsgwDA+EU0YsxLSdWgEo2aCQ8pIykgJ2vSXrEWjywgp/dUMJnU0HzONQNpgiK0ykjLSdAi8j5CGetZLSE/lJWWkeRDwZh7WlCv2KGS8X946GpDj4TBlpOnicVr60NkJy5MIqTUxhktgQPAm/UNLg2YlJAlpdgT8ZsZ6SDHtviDj2wFc3qofjlexAQYvPGAoaGFzmxGk/2awybOtaLZ+MwNPmiMZ7y2KvJs8vzToL2Wk2eMxz07obN7UtlrFs23IPjlbb8nP982LzXoWasmNXxqcrYQkIU2NwFA68iTzaD2t3m33SC19QYWQiU5CmppGFTF+1CYftkctw/Ht7giO3KbQR4Ndk9tjMvilQb1JSBLSvAj4ITFMV0NGSJtC3c6PsVYlJD6W7YxUseFcBPxs86F+yAHjJSRKDDBmUFZuB51Lo9EJXwwBf9oDT7PvUBoCQVu7/ewxyjw4XkI6EQH+IezWjxISZDUYMIQg+WYn0oicYZpDpP0TERit15HltQ4xkjZwmIoN895qk1xn7rNHTW1t8vufoXfB1Pz7Gw/dINkEoFkJSRlJCGCpDgkJm/tzBDSrjKSMdB0ERjOShKRigxDYVwFMHbx4hu4/lZGuE48rOHRisaGI8UVmJSQJ6ToIaGuXCxM3VykeCwEJSUISAgcgMK+Q4o8n6a9C4HUQiIWue6Tr3CFoazdvRjom3d5aqfB3EYJr1awqgF0LgSIaMGaVkZSRroMAw/hcboBBSkK6Do2gsxMcUkZy0CC2EpKEdB0EGMYnogljVkK6Do1g1ExwSBlJGemGNq3Rc1euBTXNP0c/GmbdBu37Z/6NaHvZD9Yw7ZA+hjnSw6vsWwne2M1fHz9+bC11dq9lhGTr7WxaDy04kwrZM6kDTuwRDoAqwZ+vtNTG9QOFZATyhtTdy34JtVSBLbTZtept0w60BIXUGpd2IMB+jnC2RYwvMvsqWzt38yiIMY1aI/ZGGvvBpeWNPN85SMEFelq2Gfq35exfn63lpUdThUJyEMyOZyGzadb8N++PgDLSKMN3xgc08khsSWn0bWIaOQu70OudQSGn4YDRqUIO+cS6DtrwjCAopHsQLEedhQAEIYGq7pG+geaNavm2t+3KmEaP6HIWjWJxJnrEOS/j5dz/VULq5VoRNU+JGa0fTbsntsC87biZ3tjcX+iB/5SNTewv39dZcm7VEQchvp2DQuoQaIUH0622dl8RuIyQtjWlxgyS7kx6aYxp+7pTbrVjf/lCPC91IARaGhJSGwxvEU+Jp+l9HTPblyg2eDC2f/2G2HhjB7+51+O8xNPIbDaOkrnuGb/uXssIyca0Q+/aAUEB73kEtvtAV6wy0tUy0q5HXUtxBYKkkTWn9pFmjXmEwkS4hMwYIXWpEoJAIrCdbStdxlqKZ5tYPlkVyFmGs32JjBTfAgXIQhptHyUd1es952koTl/LvfFHv2+8jAfszhYWA+Fsi0CoM/u6QmKKS7GQmorsyQl8Atu5EEa4hMtjm16nvq8NPCkkv/x++VB+FQicqM+XEJI7tevZ6fux4FnkdtO/S2u3kKiqF/k7pqZXXLpTwX1r98wD2eBhGtw2J4IFvOQsfb6EkJxD7em7OaMVG+JbmjgjeQ1jtKdu3VY+5lDbbt0XG4IaI9zc7n68w6+ChRyoisQACSkB2s0lAYKNQ40W/gOs0sY06qx1/xuvp8Lf0GYLH9upxiBAIQUfOHx/BIpSPWP2JTKSAeHl6fbRVUsm3SZn1+sXE5Kt0TKwfxbOUzQEAQrJsTU1NmzNLFN3gbLPRdazzL6KkNJecSblLg+uWsjmQggwqSPnSugvCSkClonHRY5JmIXOztmUkBh9SkgS0nUQYBifiCaMWQnpOjRSRmIYLyEBBEQjISAh5cIEW/5OW9c90loISEhpqn+7UPFYCMwrpPiZo/4qBF4HgTjYH/+E5IDkIhNCYDUEJKTVPKb5TomAhDSlWzSp1RCQkFbzmOY7JQIS0pRu0aRWQ+D/AZd6Pf51aHV0AAAAAElFTkSuQmCC)](http://d2o58evtke57tz.cloudfront.net/wp-content/uploads/suduku.png)

**Naive Algorithm**  
 The Naive Algorithm is to generate all possible configurations of numbers from 1 to 9 to fill the empty cells. Try every configuration one by one until the correct configuration is found.

**Backtracking Algorithm**  
 Like all other [Backtracking problems](http://www.geeksforgeeks.org/archives/tag/backtracking), we can solve Sudoku by one by one assigning numbers to empty cells. Before assigning a number, we check whether it is safe to assign. We basically check that the same number is not present in current row, current column and current 3X3 subgrid. After checking for safety, we assign the number, and recursively check whether this assignment leads to a solution or not. If the assignment doesn’t lead to a solution, then we try next number for current empty cell. And if none of number (1 to 9) lead to solution, we return false.

Find row, col of an unassigned cell  
 If there is none, return true  
 For digits from 1 to 9  
 a) If there is no conflict for digit at row,col  
 assign digit to row,col and recursively try fill in rest of grid  
 b) If recursion successful, return true  
 c) Else, remove digit and try another  
 If all digits have been tried and nothing worked, return false

Following is C++ implementation for Sudoku problem. It prints the completely filled grid as output.

// A Backtracking program in C++ to solve Sudoku problem  
#include <stdio.h>  
  
// UNASSIGNED is used for empty cells in sudoku grid  
#define UNASSIGNED 0  
  
// N is used for size of Sudoku grid. Size will be NxN  
#define N 9  
  
// This function finds an entry in grid that is still unassigned  
bool FindUnassignedLocation(int grid[N][N], int &row, int &col);  
  
// Checks whether it will be legal to assign num to the given row,col  
bool isSafe(int grid[N][N], int row, int col, int num);  
  
/\* Takes a partially filled-in grid and attempts to assign values to  
 all unassigned locations in such a way to meet the requirements  
 for Sudoku solution (non-duplication across rows, columns, and boxes) \*/  
bool SolveSudoku(int grid[N][N])  
{  
 int row, col;  
  
 // If there is no unassigned location, we are done  
 if (!FindUnassignedLocation(grid, row, col))  
 return true; // success!  
  
 // consider digits 1 to 9  
 for (int num = 1; num <= 9; num++)  
 {  
 // if looks promising  
 if (isSafe(grid, row, col, num))  
 {  
 // make tentative assignment  
 grid[row][col] = num;  
  
 // return, if success, yay!  
 if (SolveSudoku(grid))  
 return true;  
  
 // failure, unmake & try again  
 grid[row][col] = UNASSIGNED;  
 }  
 }  
 return false; // this triggers backtracking  
}  
  
/\* Searches the grid to find an entry that is still unassigned. If  
 found, the reference parameters row, col will be set the location  
 that is unassigned, and true is returned. If no unassigned entries  
 remain, false is returned. \*/  
bool FindUnassignedLocation(int grid[N][N], int &row, int &col)  
{  
 for (row = 0; row < N; row++)  
 for (col = 0; col < N; col++)  
 if (grid[row][col] == UNASSIGNED)  
 return true;  
 return false;  
}  
  
/\* Returns a boolean which indicates whether any assigned entry  
 in the specified row matches the given number. \*/  
bool UsedInRow(int grid[N][N], int row, int num)  
{  
 for (int col = 0; col < N; col++)  
 if (grid[row][col] == num)  
 return true;  
 return false;  
}  
  
/\* Returns a boolean which indicates whether any assigned entry  
 in the specified column matches the given number. \*/  
bool UsedInCol(int grid[N][N], int col, int num)  
{  
 for (int row = 0; row < N; row++)  
 if (grid[row][col] == num)  
 return true;  
 return false;  
}  
  
/\* Returns a boolean which indicates whether any assigned entry  
 within the specified 3x3 box matches the given number. \*/  
bool UsedInBox(int grid[N][N], int boxStartRow, int boxStartCol, int num)  
{  
 for (int row = 0; row < 3; row++)  
 for (int col = 0; col < 3; col++)  
 if (grid[row+boxStartRow][col+boxStartCol] == num)  
 return true;  
 return false;  
}  
  
/\* Returns a boolean which indicates whether it will be legal to assign  
 num to the given row,col location. \*/  
bool isSafe(int grid[N][N], int row, int col, int num)  
{  
 /\* Check if 'num' is not already placed in current row,  
 current column and current 3x3 box \*/  
 return !UsedInRow(grid, row, num) &&  
 !UsedInCol(grid, col, num) &&  
 !UsedInBox(grid, row - row%3 , col - col%3, num);  
}  
  
/\* A utility function to print grid \*/  
void printGrid(int grid[N][N])  
{  
 for (int row = 0; row < N; row++)  
 {  
 for (int col = 0; col < N; col++)  
 printf("%2d", grid[row][col]);  
 printf("\n");  
 }  
}  
  
/\* Driver Program to test above functions \*/  
int main()  
{  
 // 0 means unassigned cells  
 int grid[N][N] = {{3, 0, 6, 5, 0, 8, 4, 0, 0},  
 {5, 2, 0, 0, 0, 0, 0, 0, 0},  
 {0, 8, 7, 0, 0, 0, 0, 3, 1},  
 {0, 0, 3, 0, 1, 0, 0, 8, 0},  
 {9, 0, 0, 8, 6, 3, 0, 0, 5},  
 {0, 5, 0, 0, 9, 0, 6, 0, 0},  
 {1, 3, 0, 0, 0, 0, 2, 5, 0},  
 {0, 0, 0, 0, 0, 0, 0, 7, 4},  
 {0, 0, 5, 2, 0, 6, 3, 0, 0}};  
 if (SolveSudoku(grid) == true)  
 printGrid(grid);  
 else  
 printf("No solution exists");  
  
 return 0;  
}

Output:

3 1 6 5 7 8 4 9 2  
 5 2 9 1 3 4 7 6 8  
 4 8 7 6 2 9 5 3 1  
 2 6 3 4 1 5 9 8 7  
 9 7 4 8 6 3 1 2 5  
 8 5 1 7 9 2 6 4 3  
 1 3 8 9 4 7 2 5 6  
 6 9 2 3 5 1 8 7 4  
 7 4 5 2 8 6 3 1 9

References:  
 <http://see.stanford.edu/materials/icspacs106b/H19-RecBacktrackExamples.pdf>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

Tags: [Backtracking](http://www.geeksforgeeks.org/tag/backtracking/)

### Source

<http://www.geeksforgeeks.org/backtracking-set-7-suduku/>

# Backtracking | Set 8 (Solving Cryptarithmetic Puzzles)

Newspapers and magazines often have crypt-arithmetic puzzles of the form:

SEND  
+ MORE  
--------  
 MONEY  
--------

The goal here is to assign each letter a digit from 0 to 9 so that the arithmetic works out correctly. The rules are that all occurrences of a letter must be assigned the same digit, and no digit can be assigned to more than one letter.

* First, create a list of all the characters that need assigning to pass to Solve
* If all characters are assigned, return true if puzzle is solved, false otherwise
* Otherwise, consider the first unassigned character
* for (every possible choice among the digits not in use)
* If all digits have been tried and nothing worked, return false to trigger backtracking

/\* ExhaustiveSolve  
\* ---------------  
\* This is the "not-very-smart" version of cryptarithmetic solver. It takes  
\* the puzzle itself (with the 3 strings for the two addends and sum) and a  
\* string of letters as yet unassigned. If no more letters to assign  
\* then we've hit a base-case, if the current letter-to-digit mapping solves  
\* the puzzle, we're done, otherwise we return false to trigger backtracking  
\* If we have letters to assign, we take the first letter from that list, and  
\* try assigning it the digits from 0 to 9 and then recursively working  
\* through solving puzzle from here. If we manage to make a good assignment  
\* that works, we've succeeded, else we need to unassign that choice and try  
\* another digit. This version is easy to write, since it uses a simple  
\* approach (quite similar to permutations if you think about it) but it is  
\* not so smart because it doesn't take into account the structure of the  
\* puzzle constraints (for example, once the two digits for the addends have  
\* been assigned, there is no reason to try anything other than the correct  
\* digit for the sum) yet it tries a lot of useless combos regardless  
\*/  
bool ExhaustiveSolve(puzzleT puzzle, string lettersToAssign)  
{  
 if (lettersToAssign.empty()) // no more choices to make  
 return PuzzleSolved(puzzle); // checks arithmetic to see if works  
 for (int digit = 0; digit <= 9; digit++) // try all digits  
 {  
 if (AssignLetterToDigit(lettersToAssign[0], digit))  
 {  
 if (ExhaustiveSolve(puzzle, lettersToAssign.substr(1)))  
 return true;  
 UnassignLetterFromDigit(lettersToAssign[0], digit);  
 }  
 }  
 return false; // nothing worked, need to backtrack  
}

The algorithm above actually has a lot in common with the permutations algorithm, it pretty much just creates all arrangements of the mapping from characters to digits and tries each until one works or all have been successfully tried. For a large puzzle, this could take a while.  
 A smarter algorithm could take into account the structure of the puzzle and avoid going down dead-end paths. For example, if we assign the characters starting from the ones place and moving to the left, at each stage, we can verify the correctness of what we have so far before we continue onwards. This definitely complicates the code but leads to a tremendous improvement in efficiency, making it much more feasible to solve large puzzles.

Below pseudocode in this case has more special cases, but the same general design

* Start by examining the rightmost digit of the topmost row, with a carry of 0
* If we are beyond the leftmost digit of the puzzle, return true if no carry, false otherwise
* If we are currently trying to assign a char in one of the addends  
   If char already assigned, just recur on row beneath this one, adding value into sum  
   If not assigned, then
  + for (every possible choice among the digits not in use)  
     make that choice and then on row beneath this one, if successful, return true  
     if !successful, unmake assignment and try another digit
  + return false if no assignment worked to trigger backtracking
* Else if trying to assign a char in the sum
* If char assigned & matches correct,  
   recur on next column to the left with carry, if success return true,
* If char assigned & doesn’t match, return false
* If char unassigned & correct digit already used, return false
* If char unassigned & correct digit unused,  
   assign it and recur on next column to left with carry, if success return true
* return false to trigger backtracking

**Source:**  
 <http://see.stanford.edu/materials/icspacs106b/H19-RecBacktrackExamples.pdf>

Tags: [Backtracking](http://www.geeksforgeeks.org/tag/backtracking/)

### Source

<http://www.geeksforgeeks.org/backtracking-set-8-solving-cryptarithmetic-puzzles/>