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# Create a matrix with alternating rectangles of O and X

Write a code which inputs two numbers m and n and creates a matrix of size m x n (m rows and n columns) in which every elements is either X or 0. The Xs and 0s must be filled alternatively, the matrix should have outermost rectangle of Xs, then a rectangle of 0s, then a rectangle of Xs, and so on.

Examples:

Input: m = 3, n = 3  
Output: Following matrix   
X X X  
X 0 X  
X X X  
  
Input: m = 4, n = 5  
Output: Following matrix  
X X X X X  
X 0 0 0 X  
X 0 0 0 X  
X X X X X  
  
Input: m = 5, n = 5  
Output: Following matrix  
X X X X X  
X 0 0 0 X  
X 0 X 0 X  
X 0 0 0 X  
X X X X X  
  
Input: m = 6, n = 7  
Output: Following matrix  
X X X X X X X  
X 0 0 0 0 0 X  
X 0 X X X 0 X  
X 0 X X X 0 X  
X 0 0 0 0 0 X  
X X X X X X X

***We strongly recommend to minimize the browser and try this yourself first.***

This question was asked in campus recruitment of Shreepartners Gurgaon. I followed the following approach.

**1)** Use the [code for Printing Matrix in Spiral form](http://www.geeksforgeeks.org/print-a-given-matrix-in-spiral-form/).  
 **2)** Instead of printing the array, inserted the element ‘X’ or ‘0’ alternatively in the array.

Following is C implementation of the above approach.

#include <stdio.h>  
  
// Function to print alternating rectangles of 0 and X  
void fill0X(int m, int n)  
{  
 /\* k - starting row index  
 m - ending row index  
 l - starting column index  
 n - ending column index  
 i - iterator \*/  
 int i, k = 0, l = 0;  
  
 // Store given number of rows and columns for later use  
 int r = m, c = n;  
  
 // A 2D array to store the output to be printed  
 char a[m][n];  
 char x = 'X'; // Iniitialize the character to be stoed in a[][]  
  
 // Fill characters in a[][] in spiral form. Every iteration fills  
 // one rectangle of either Xs or Os  
 while (k < m && l < n)  
 {  
 /\* Fill the first row from the remaining rows \*/  
 for (i = l; i < n; ++i)  
 a[k][i] = x;  
 k++;  
  
 /\* Fill the last column from the remaining columns \*/  
 for (i = k; i < m; ++i)  
 a[i][n-1] = x;  
 n--;  
  
 /\* Fill the last row from the remaining rows \*/  
 if (k < m)  
 {  
 for (i = n-1; i >= l; --i)  
 a[m-1][i] = x;  
 m--;  
 }  
  
 /\* Print the first column from the remaining columns \*/  
 if (l < n)  
 {  
 for (i = m-1; i >= k; --i)  
 a[i][l] = x;  
 l++;  
 }  
  
 // Flip character for next iteration  
 x = (x == '0')? 'X': '0';  
 }  
  
 // Print the filled matrix  
 for (i = 0; i < r; i++)  
 {  
 for (int j = 0; j < c; j++)  
 printf("%c ", a[i][j]);  
 printf("\n");  
 }  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 puts("Output for m = 5, n = 6");  
 fill0X(5, 6);  
  
 puts("\nOutput for m = 4, n = 4");  
 fill0X(4, 4);  
  
 puts("\nOutput for m = 3, n = 4");  
 fill0X(3, 4);  
  
 return 0;  
}

Output:

Output for m = 5, n = 6  
X X X X X X  
X 0 0 0 0 X  
X 0 X X 0 X  
X 0 0 0 0 X  
X X X X X X  
  
Output for m = 4, n = 4  
X X X X  
X 0 0 X  
X 0 0 X  
X X X X  
  
Output for m = 3, n = 4  
X X X X  
X 0 0 X  
X X X X

Time Complexity: O(mn)  
 Auxiliary Space: O(mn)

Please suggest if someone has a better solution which is more efficient in terms of space and time.

This article is contributed by **Deepak Bisht**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/create-a-matrix-with-alternating-rectangles-of-0-and-x/>

# Find if there is a subarray with 0 sum

Given an array of positive and negative numbers, find if there is a subarray with 0 sum.

Examples:

Input: {4, 2, -3, 1, 6}  
Output: true   
There is a subarray with zero sum from index 1 to 3.  
  
Input: {4, 2, 0, 1, 6}  
Output: true   
There is a subarray with zero sum from index 2 to 2.  
  
Input: {-3, 2, 3, 1, 6}  
Output: false  
There is no subarray with zero sum.

***We strongly recommend to minimize the browser and try this yourself first.***

A **simple solution** is to consider all subarrays one by one and check the sum of every subarray. We can run two loops: the outer loop picks a starting point i and the inner loop tries all subarrays starting from i (See [this](http://www.geeksforgeeks.org/find-subarray-with-given-sum/)for implementation). Time complexity of this method is O(n2).

We can also **use hashing**. The idea is to iterate through the array and for every element arr[i], calculate sum of elements form 0 to i (this can simply be done as sum += arr[i]). If the current sum has been seen before, then there is a zero sum array. Hashing is used to store the sum values, so that we can quickly store sum and find out whether the current sum is seen before or not.

Following is Java implementation of the above approach.

// A Java program to find if there is a zero sum subarray  
import java.util.HashMap;  
   
class ZeroSumSubarray {  
   
 // Returns true if arr[] has a subarray with sero sum  
 static Boolean printZeroSumSubarray(int arr[])  
 {  
 // Creates an empty hashMap hM  
 HashMap<Integer, Integer> hM = new HashMap<Integer, Integer>();  
   
 // Initialize sum of elements  
 int sum = 0;   
   
 // Traverse through the given array  
 for (int i = 0; i < arr.length; i++)  
 {   
 // Add current element to sum  
 sum += arr[i];  
   
 // Return true in following cases  
 // a) Current element is 0  
 // b) sum of elements from 0 to i is 0  
 // c) sum is already present in hash map  
 if (arr[i] == 0 || sum == 0 || hM.get(sum) != null)   
 return true;  
   
 // Add sum to hash map  
 hM.put(sum, i);  
 }   
   
 // We reach here only when there is no subarray with 0 sum  
 return false;  
 }   
   
 public static void main(String arg[])  
 {  
 int arr[] = {4, 2, -3, 1, 6};  
 if (printZeroSumSubarray(arr))  
 System.out.println("Found a subarray with 0 sum");  
 else  
 System.out.println("No Subarray with 0 sum");   
 }   
}

Output:

Found a subarray with 0 sum

Time Complexity of this solution can be considered as O(n) under the assumption that we have good hashing function that allows insertion and retrieval operations in O(1) time.

**Exercise:**  
 Extend the above program to print starting and ending indexes of all subarrays with 0 sum.

This article is contributed by **Chirag Gupta**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

Tags: [Hashing](http://www.geeksforgeeks.org/tag/hashing/)

### Source

<http://www.geeksforgeeks.org/find-if-there-is-a-subarray-with-0-sum/>

# Find Index of 0 to be replaced with 1 to get longest continuous sequence of 1s in a binary array

Given an array of 0s and 1s, find the position of 0 to be replaced with 1 to get longest continuous sequence of 1s. Expected time complexity is O(n) and auxiliary space is O(1).  
 Example:

Input:   
 arr[] = {1, 1, 0, 0, 1, 0, 1, 1, 1, 0, 1, 1, 1}  
Output:  
 Index 9  
Assuming array index starts from 0, replacing 0 with 1 at index 9 causes  
the maximum continuous sequence of 1s.  
  
Input:   
 arr[] = {1, 1, 1, 1, 0}  
Output:  
 Index 4

**We strongly recommend to minimize the browser and try this yourself first.**

A **Simple Solution** is to traverse the array, for every 0, count the number of 1s on both sides of it. Keep track of maximum count for any 0. Finally return index of the 0 with maximum number of 1s around it. The time complexity of this solution is O(n2).

Using an **Efficient Solution**, the problem can solved in O(n) time. The idea is to keep track of three indexes, current index (*curr*), previous zero index (*prev\_zero*) and previous to previous zero index (*prev\_prev\_zero*). Traverse the array, if current element is 0, calculate the difference between *curr* and *prev\_prev\_zero* (This difference minus one is the number of 1s around the prev\_zero). If the difference between *curr* and *prev\_prev\_zero* is more than maximum so far, then update the maximum. Finally return index of the prev\_zero with maximum difference.

Following is C++ implementation of the above algorithm.

// C++ program to find Index of 0 to be replaced with 1 to get  
// longest continuous sequence of 1s in a binary array  
#include<iostream>  
using namespace std;  
  
// Returns index of 0 to be replaced with 1 to get longest  
// continuous sequence of 1s. If there is no 0 in array, then  
// it returns -1.  
int maxOnesIndex(bool arr[], int n)  
{  
 int max\_count = 0; // for maximum number of 1 around a zero  
 int max\_index; // for storing result  
 int prev\_zero = -1; // index of previous zero  
 int prev\_prev\_zero = -1; // index of previous to previous zero  
  
 // Traverse the input array  
 for (int curr=0; curr<n; ++curr)  
 {  
 // If current element is 0, then calculate the difference  
 // between curr and prev\_prev\_zero  
 if (arr[curr] == 0)  
 {  
 // Update result if count of 1s around prev\_zero is more  
 if (curr - prev\_prev\_zero > max\_count)  
 {  
 max\_count = curr - prev\_prev\_zero;  
 max\_index = prev\_zero;  
 }  
  
 // Update for next iteration  
 prev\_prev\_zero = prev\_zero;  
 prev\_zero = curr;  
 }  
 }  
  
 // Check for the last encountered zero  
 if (n-prev\_prev\_zero > max\_count)  
 max\_index = prev\_zero;  
  
 return max\_index;  
}  
  
// Driver program  
int main()  
{  
 bool arr[] = {1, 1, 0, 0, 1, 0, 1, 1, 1, 0, 1, 1, 1};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 cout << "Index of 0 to be replaced is "  
 << maxOnesIndex(arr, n);  
 return 0;  
}

Output:

Index of 0 to be replaced is 9

Time Complexity: O(n)  
 Auxiliary Space: O(1)

This article is contributed by **Ankur Singh**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/find-index-0-replaced-1-get-longest-continuous-sequence-1s-binary-array/>

# Largest subarray with equal number of 0s and 1s

Given an array containing only 0s and 1s, find the largest subarray which contain equal no of 0s and 1s. Expected time complexity is O(n).

Examples:

Input: arr[] = {1, 0, 1, 1, 1, 0, 0}  
Output: 1 to 6 (Starting and Ending indexes of output subarray)  
  
Input: arr[] = {1, 1, 1, 1}  
Output: No such subarray  
  
Input: arr[] = {0, 0, 1, 1, 0}  
Output: 0 to 3 Or 1 to 4

Source:[Largest subarray with equal number of 0s and 1s](http://geeksforgeeks.org/forum/topic/array-13#post-38000)

**Method 1 (Simple)**  
 A simple method is to use two nested loops. The outer loop picks a starting point i. The inner loop considers all subarrays starting from i. If size of a subarray is greater than maximum size so far, then update the maximum size.  
 In the below code, 0s are considered as -1 and sum of all values from i to j is calculated. If sum becomes 0, then size of this subarray is compared with largest size so far.

// A simple program to find the largest subarray with equal number of 0s and 1s  
#include <stdio.h>  
  
// This function Prints the starting and ending indexes of the largest subarray   
// with equal number of 0s and 1s. Also returns the size of such subarray.  
int findSubArray(int arr[], int n)  
{  
 int sum = 0;  
 int maxsize = -1, startindex;  
  
 // Pick a starting point as i  
 for (int i = 0; i < n-1; i++)  
 {  
 sum = (arr[i] == 0)? -1 : 1;  
  
 // Consider all subarrays starting from i  
 for (int j = i+1; j < n; j++)  
 {  
 (arr[j] == 0)? sum += -1: sum += 1;  
  
 // If this is a 0 sum subarray, then compare it with  
 // maximum size subarray calculated so far  
 if(sum == 0 && maxsize < j-i+1)  
 {  
 maxsize = j - i + 1;  
 startindex = i;  
 }  
 }  
 }  
 if ( maxsize == -1 )  
 printf("No such subarray");  
 else  
 printf("%d to %d", startindex, startindex+maxsize-1);  
  
 return maxsize;  
}  
  
/\* Driver program to test above functions\*/  
int main()  
{  
 int arr[] = {1, 0, 0, 1, 0, 1, 1};  
 int size = sizeof(arr)/sizeof(arr[0]);  
  
 findSubArray(arr, size);  
 return 0;  
}

Output:

0 to 5

Time Complexity: O(n^2)  
 Auxiliary Space: O(1)

**Method 2 (Tricky)**  
 Following is a solution that uses O(n) extra space and solves the problem in O(n) time complexity.  
 Let input array be arr[] of size n and maxsize be the size of output subarray.  
 **1)** Consider all 0 values as -1. The problem now reduces to find out the maximum length subarray with sum = 0.  
 **2)** Create a temporary array sumleft[] of size n. Store the sum of all elements from arr[0] to arr[i] in sumleft[i]. This can be done in O(n) time.  
 **3)** There are two cases, the output subarray may start from 0th index or may start from some other index. We will return the max of the values obtained by two cases.  
 **4)** To find the maximum length subarray starting from 0th index, scan the sumleft[] and find the maximum i where sumleft[i] = 0.  
 **5)** Now, we need to find the subarray where subarray sum is 0 and start index is not 0. This problem is equivalent to finding two indexes i & j in sumleft[] such that sumleft[i] = sumleft[j] and j-i is maximum. To solve this, we can create a hash table with size = max-min+1 where min is the minimum value in the sumleft[] and max is the maximum value in the sumleft[]. The idea is to hash the leftmost occurrences of all different values in sumleft[]. The size of hash is chosen as max-min+1 because there can be these many different possible values in sumleft[]. Initialize all values in hash as -1  
 **6)** To fill and use hash[], traverse sumleft[] from 0 to n-1. If a value is not present in hash[], then store its index in hash. If the value is present, then calculate the difference of current index of sumleft[] and previously stored value in hash[]. If this difference is more than maxsize, then update the maxsize.  
 **7)** To handle corner cases (all 1s and all 0s), we initialize maxsize as -1. If the maxsize remains -1, then print there is no such subarray.

// A O(n) program to find the largest subarray with equal number of 0s and 1s  
#include <stdio.h>  
#include <stdlib.h>  
   
// A utility function to get maximum of two integers  
int max(int a, int b) { return a>b? a: b; }  
   
// This function Prints the starting and ending indexes of the largest subarray   
// with equal number of 0s and 1s. Also returns the size of such subarray.  
int findSubArray(int arr[], int n)  
{  
 int maxsize = -1, startindex; // variables to store result values  
   
 // Create an auxiliary array sunmleft[]. sumleft[i] will be sum of array   
 // elements from arr[0] to arr[i]  
 int sumleft[n];  
 int min, max; // For min and max values in sumleft[]  
 int i;  
   
 // Fill sumleft array and get min and max values in it.   
 // Consider 0 values in arr[] as -1  
 sumleft[0] = ((arr[0] == 0)? -1: 1);  
 min = arr[0]; max = arr[0];  
 for (i=1; i<n; i++)  
 {   
 sumleft[i] = sumleft[i-1] + ((arr[i] == 0)? -1: 1);  
 if (sumleft[i] < min)  
 min = sumleft[i];  
 if (sumleft[i] > max)  
 max = sumleft[i];  
 }  
   
 // Now calculate the max value of j - i such that sumleft[i] = sumleft[j].   
 // The idea is to create a hash table to store indexes of all visited values.   
 // If you see a value again, that it is a case of sumleft[i] = sumleft[j]. Check   
 // if this j-i is more than maxsize.   
 // The optimum size of hash will be max-min+1 as these many different values   
 // of sumleft[i] are possible. Since we use optimum size, we need to shift  
 // all values in sumleft[] by min before using them as an index in hash[].  
 int hash[max-min+1];  
   
 // Initialize hash table  
 for (i=0; i<max-min+1; i++)  
 hash[i] = -1;  
   
 for (i=0; i<n; i++)  
 {  
 // Case 1: when the subarray starts from index 0  
 if (sumleft[i] == 0)  
 {  
 maxsize = i+1;  
 startindex = 0;  
 }  
   
 // Case 2: fill hash table value. If already filled, then use it  
 if (hash[sumleft[i]-min] == -1)  
 hash[sumleft[i]-min] = i;  
 else  
 {  
 if ( (i - hash[sumleft[i]-min]) > maxsize )  
 {  
 maxsize = i - hash[sumleft[i]-min];  
 startindex = hash[sumleft[i]-min] + 1;  
 }  
 }  
 }  
 if ( maxsize == -1 )  
 printf("No such subarray");  
 else  
 printf("%d to %d", startindex, startindex+maxsize-1);  
   
 return maxsize;  
}  
   
/\* Driver program to test above functions \*/  
int main()  
{  
 int arr[] = {1, 0, 0, 1, 0, 1, 1};  
 int size = sizeof(arr)/sizeof(arr[0]);  
   
 findSubArray(arr, size);  
 return 0;  
}

Output:

0 to 5

Time Complexity: O(n)  
 Auxiliary Space: O(n)

Thanks to [Aashish Barnwal](http://geeksforgeeks.org/forum/topic/array-13#post-38157) for suggesting this solution.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/largest-subarray-with-equal-number-of-0s-and-1s/>

# Segregate 0s and 1s in an array

Asked by [kapil](http://geeksforgeeks.org/forum/topic/segregate-0-on-left-and-1-on-right-in-0n).

You are given an array of 0s and 1s in random order. Segregate 0s on left side and 1s on right side of the array. Traverse array only once.

Input array = [0, 1, 0, 1, 0, 0, 1, 1, 1, 0]   
Output array = [0, 0, 0, 0, 0, 1, 1, 1, 1, 1]

**Method 1 (Count 0s or 1s)**  
 Thanks to [Naveen](http://geeksforgeeks.org/forum/topic/segregate-0-on-left-and-1-on-right-in-0n)for suggesting this method.  
 1) Count the number of 0s. Let count be C.  
 2) Once we have count, we can put C 0s at the beginning and 1s at the remaining n – C positions in array.

Time Complexity: O(n)

The method 1 traverses the array two times. Method 2 does the same in a single pass.

**Method 2 (Use two indexes to traverse)**  
 Maintain two indexes. Initialize first index *left* as 0 and second index *right* as n-1.

Do following while *left* right  
 a) Keep incrementing index *left* while there are 0s at it  
 b) Keep decrementing index *right* while there are 1s at it  
 c) If left

Implementation:

#include<stdio.h>  
  
/\*Function to put all 0s on left and all 1s on right\*/  
void segregate0and1(int arr[], int size)  
{  
 /\* Initialize left and right indexes \*/  
 int left = 0, right = size-1;   
  
 while(left < right)  
 {  
 /\* Increment left index while we see 0 at left \*/  
 while(arr[left] == 0 && left < right)  
 left++;  
  
 /\* Decrement right index while we see 1 at right \*/  
 while(arr[right] == 1 && left < right)  
 right–;  
  
 /\* If left is smaller than right then there is a 1 at left  
 and a 0 at right. Exchange arr[left] and arr[right]\*/  
 if(left < right)  
 {  
 arr[left] = 0;  
 arr[right] = 1;  
 left++;  
 right–;  
 }  
 }  
}   
  
/\* driver program to test \*/  
int main()  
{  
 int arr[] = {0, 1, 0, 1, 1, 1};  
 int arr\_size = 6, i = 0;  
  
 segregate0and1(arr, arr\_size);  
  
 printf("array after segregation ");  
 for(i = 0; i < 6; i++)  
 printf("%d ", arr[i]);  
  
 getchar();  
 return 0;  
}

Time Complexity: O(n)

Please write comments if you find any of the above algorithms/code incorrect, or a better ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/segregate-0s-and-1s-in-an-array-by-traversing-array-once/>

# Sort an array of 0s, 1s and 2s

Given an array A[] consisting 0s, 1s and 2s, write a function that sorts A[]. The functions should put all 0s first, then all 1s and all 2s in last.

Example  
 Input = {0, 1, 1, 0, 1, 2, 1, 2, 0, 0, 0, 1};  
 Output = {0, 0, 0, 0, 0, 1, 1, 1, 1, 1, 2, 2}

The problem is similar to our old post [Segregate 0s and 1s in an array](http://geeksforgeeks.org/?p=5234), and both of these problems are variation of famous [Dutch national flag problem](http://www.csse.monash.edu.au/~lloyd/tildeAlgDS/Sort/Flag/).

The problem was posed with three colours, here `0′, `1′ and `2′. The array is divided into four sections:

1. a[1..Lo-1] zeroes (red)
2. a[Lo..Mid-] ones (white)
3. a[Mid..Hi] unknown
4. a[Hi+1..N] twos (blue)

The unknown region is shrunk while maintaining these conditions

1. Lo := 1; Mid := 1; Hi := N;
2. while Mid <= Hi do
   1. Invariant: a[1..Lo-1]=0 and a[Lo..Mid-1]=1 and a[Hi+1..N]=2; a[Mid..Hi] are unknown.
   2. case a[Mid] in
      * 0: swap a[Lo] and a[Mid]; Lo++; Mid++
      * 1: Mid++
      * 2: swap a[Mid] and a[Hi]; Hi–

**— Dutch National Flag Algorithm, or 3-way Partitioning —**

Part way through the process, some red, white and blue elements are known and are in the “right” place. The section of unknown elements, a[Mid..Hi], is shrunk by examining a[Mid]:

|  |
| --- |
| **| 0 0 0 1 1 1 ? ? ? ? 2 2 2 ^     ^     ^ |     |     | Lo    Mid   Hi** |

Examine a[Mid]. There are three possibilities: a[Mid] is (0) red, (1) white or (2) blue.  
 Case (0) a[Mid] is red, swap a[Lo] and a[Mid]; Lo++; Mid++

|  |
| --- |
| **0 0 0 0 1 1 1 ? ? ? 2 2 2 ^     ^   ^ |     |   | Lo    Mid Hi** |

Case (1) a[Mid] is white, Mid++

|  |
| --- |
| **0 0 0 1 1 1 1 ? ? ? 2 2 2 ^       ^   ^ |       |   | Lo      Mid Hi** |

Case (2) a[Mid] is blue, swap a[Mid] and a[Hi]; Hi–

|  |
| --- |
| **0 0 0 1 1 1 ? ? ? 2 2 2 2 ^     ^   ^ |     |   | Lo    Mid Hi** |

Continue until Mid>Hi.

#include<stdio.h>  
  
/\* Function to swap \*a and \*b \*/  
void swap(int \*a, int \*b);  
  
void sort012(int a[], int arr\_size)  
{  
 int lo = 0;  
 int hi = arr\_size - 1;  
 int mid = 0;  
  
 while(mid <= hi)  
 {  
 switch(a[mid])  
 {  
 case 0:  
 swap(&a[lo++], &a[mid++]);  
 break;  
 case 1:  
 mid++;  
 break;  
 case 2:  
 swap(&a[mid], &a[hi--]);  
 break;  
 }  
 }  
}  
  
/\* UTILITY FUNCTIONS \*/  
void swap(int \*a, int \*b)  
{  
 int temp = \*a;  
 \*a = \*b;  
 \*b = temp;  
}  
  
/\* Utility function to print array arr[] \*/  
void printArray(int arr[], int arr\_size)  
{  
 int i;  
 for (i = 0; i < arr\_size; i++)  
 printf("%d ", arr[i]);  
 printf("\n");  
}  
  
/\* driver program to test \*/  
int main()  
{  
 int arr[] = {0, 1, 1, 0, 1, 2, 1, 2, 0, 0, 0, 1};  
 int arr\_size = sizeof(arr)/sizeof(arr[0]);  
 int i;  
  
 sort012(arr, arr\_size);  
  
 printf("array after segregation ");  
 printArray(arr, arr\_size);  
  
 getchar();  
 return 0;  
}

Time Complexity: O(n)

The above code performs unnecessary swaps for inputs like 0 0 0 0 1 1 1 2 2 2 2 2 : lo=4 and mid=7 and hi=11. In present code: first 7 exchanged with 11 and hi become 10 and mid is still pointing to 7. again same operation is till the mid

while ((a[hi]==2) && hi >= mid)  
 –hi;  
if (hi < mid)  
 break;

Thanks to [rka](http://www.geeksforgeeks.org/archives/8133/comment-page-1#comment-1665)for suggesting this change.

Source:  
 <http://www.csse.monash.edu.au/~lloyd/tildeAlgDS/Sort/Flag/>

Please write comments if you find the above code/algorithm incorrect, or find better ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/sort-an-array-of-0s-1s-and-2s/>

# Sort n numbers in range from 0 to n^2 – 1 in linear time

Given an array of numbers of size n. It is also given that the array elements are in range from 0 to n2 – 1. Sort the given array in linear time.

Examples:  
Since there are 5 elements, the elements can be from 0 to 24.  
Input: arr[] = {0, 23, 14, 12, 9}  
Output: arr[] = {0, 9, 12, 14, 23}  
  
Since there are 3 elements, the elements can be from 0 to 8.  
Input: arr[] = {7, 0, 2}  
Output: arr[] = {0, 2, 7}

***We strongly recommend to minimize the browser and try this yourself first.***

**Solution:** If we use [Counting Sort](http://www.geeksforgeeks.org/counting-sort/), it would take O(n^2) time as the given range is of size n^2. Using any comparison based sorting like[Merge Sort](http://geeksquiz.com/merge-sort/), [Heap Sort](http://geeksquiz.com/heap-sort/), .. etc would take O(nLogn) time.  
 Now question arises how to do this in 0(n)? Firstly, is it possible? Can we use data given in question? n numbers in range from 0 to n2 – 1?  
 The idea is to use [Radix Sort](http://www.geeksforgeeks.org/radix-sort/). Following is standard Radix Sort algorithm.

1) Do following for each digit i where i varies from least   
 significant digit to the most significant digit.  
…………..a) Sort input array using counting sort (or any stable   
 sort) according to the i’th digit
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arr[] = {0, 10, 13, 12, 7}  
  
Let us consider the elements in base 5. For example 13 in  
base 5 is 23, and 7 in base 5 is 12.  
arr[] = {00(0), 20(10), 23(13), 22(12), 12(7)}  
  
After first iteration (Sorting according to the last digit in   
base 5), we get.  
arr[] = {00(0), 20(10), 12(7), 22(12), 23(13)}  
  
After second iteration, we get  
arr[] = {00(0), 12(7), 20(10), 22(12), 23(13)}

Following is C++ implementation to sort an array of size n where elements are in range from 0 to n2 – 1.

#include<iostream>  
using namespace std;  
  
// A function to do counting sort of arr[] according to  
// the digit represented by exp.  
int countSort(int arr[], int n, int exp)  
{  
  
 int output[n]; // output array  
 int i, count[n] ;  
 for (int i=0; i < n; i++)  
 count[i] = 0;  
  
 // Store count of occurrences in count[]  
 for (i = 0; i < n; i++)  
 count[ (arr[i]/exp)%n ]++;  
  
 // Change count[i] so that count[i] now contains actual  
 // position of this digit in output[]  
 for (i = 1; i < n; i++)  
 count[i] += count[i - 1];  
  
 // Build the output array  
 for (i = n - 1; i >= 0; i--)  
 {  
 output[count[ (arr[i]/exp)%n] - 1] = arr[i];  
 count[(arr[i]/exp)%n]--;  
 }  
  
 // Copy the output array to arr[], so that arr[] now  
 // contains sorted numbers according to curent digit  
 for (i = 0; i < n; i++)  
 arr[i] = output[i];  
}  
  
  
// The main function to that sorts arr[] of size n using Radix Sort  
void sort(int arr[], int n)  
{  
 // Do counting sort for first digit in base n. Note that  
 // instead of passing digit number, exp (n^0 = 0) is passed.  
 countSort(arr, n, 1);  
  
 // Do counting sort for second digit in base n. Note that  
 // instead of passing digit number, exp (n^1 = n) is passed.  
 countSort(arr, n, n);  
}  
  
// A utility function to print an array  
void printArr(int arr[], int n)  
{  
 for (int i = 0; i < n; i++)  
 cout << arr[i] << " ";  
}  
  
// Driver program to test above functions  
int main()  
{  
 // Since array size is 7, elements should be from 0 to 48  
 int arr[] = {40, 12, 45, 32, 33, 1, 22};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 cout << "Given array is \n";  
 printArr(arr, n);  
  
 sort(arr, n);  
  
 cout << "\nSorted array is \n";  
 printArr(arr, n);  
 return 0;  
}

Output:

Given array is  
40 12 45 32 33 1 22  
Sorted array is  
1 12 22 32 33 40 45

**How to sort if range is from 1 to n2?**  
 If range is from 1 to n n2, the above process can not be directly applied, it must be changed. Consider n = 100 and range from 1 to 10000. Since the base is 100, a digit must be from 0 to 99 and there should be 2 digits in the numbers. But the number 10000 has more than 2 digits. So to sort numbers in a range from 1 to n2, we can use following process.  
 1) Subtract all numbers by 1.  
 2) Since the range is now 0 to n2, do counting sort twice as done in the above implementation.  
 3) After the elements are sorted, add 1 to all numbers to obtain the original numbers.

**How to sort if range is from 0 to n^3 -1?**  
 Since there can be 3 digits in base n, we need to call counting sort 3 times.

This article is contributed by **Bateesh**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/sort-n-numbers-range-0-n2-1-linear-time/>

# Count number of binary strings without consecutive 1’s

Given a positive integer N, count all possible distinct binary strings of length N such that there are no consecutive 1’s.

Examples:

Input: N = 2  
Output: 3  
// The 3 strings are 00, 01, 10  
  
Input: N = 3  
Output: 5  
// The 5 strings are 000, 001, 010, 100, 101

This problem can be solved using Dynamic Programming. Let a[i] be the number of binary strings of length i which do not contain any two consecutive 1’s and which end in 0. Similarly, let b[i] be the number of such strings which end in 1. We can append either 0 or 1 to a string ending in 0, but we can only append 0 to a string ending in 1. This yields the recurrence relation:

a[i] = a[i - 1] + b[i - 1]  
b[i] = a[i - 1]

The base cases of above recurrence are a[1] = b[1] = 1. The total number of strings of length i is just a[i] + b[i].

Following is C++ implementation of above solution. In the following implementation, indexes start from 0. So a[i] represents the number of binary strings for input length i+1. Similarly, b[i] represents binary strings for input length i+1.

// C++ program to count all distinct binary strings  
// without two consecutive 1's  
#include <iostream>  
using namespace std;  
  
int countStrings(int n)  
{  
 int a[n], b[n];  
 a[0] = b[0] = 1;  
 for (int i = 1; i < n; i++)  
 {  
 a[i] = a[i-1] + b[i-1];  
 b[i] = a[i-1];  
 }  
 return a[n-1] + b[n-1];  
}  
  
  
// Driver program to test above functions  
int main()  
{  
 cout << countStrings(3) << endl;  
 return 0;  
}

Output:

5

**Source:**  
 [courses.csail.mit.edu/6.006/oldquizzes/solutions/q2-f2009-sol.pdf](http://courses.csail.mit.edu/6.006/oldquizzes/solutions/q2-f2009-sol.pdf)

This article is contributed by **Rahul Jain**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)

### Source

<http://www.geeksforgeeks.org/count-number-binary-strings-without-consecutive-1s/>

# Fill two instances of all numbers from 1 to n in a specific way

Given a number n, create an array of size 2n such that the array contains 2 instances of every number from 1 to n, and the number of elements between two instances of a number i is equal to i. If such a configuration is not possible, then print the same.

Examples:

Input: n = 3  
Output: res[] = {3, 1, 2, 1, 3, 2}  
  
Input: n = 2  
Output: Not Possible  
  
Input: n = 4  
Output: res[] = {4, 1, 3, 1, 2, 4, 3, 2}

**We strongly recommend to minimize the browser and try this yourself first.**

One solution is to Backtracking. The idea is simple, we place two instances of n at a place, then recur for n-1. If recurrence is successful, we return true, else we backtrack and try placing n at different location. Following is C implementation of the idea.

// A backtracking based C Program to fill two instances of all numbers   
// from 1 to n in a specific way  
#include <stdio.h>  
#include <stdbool.h>  
  
// A recursive utility function to fill two instances of numbers from   
// 1 to n in res[0..2n-1]. 'curr' is current value of n.  
bool fillUtil(int res[], int curr, int n)  
{  
 // If current number becomes 0, then all numbers are filled  
 if (curr == 0) return true;  
  
 // Try placing two instances of 'curr' at all possible locations  
 // till solution is found  
 int i;  
 for (i=0; i<2\*n-curr-1; i++)  
 {  
 // Two 'curr' should be placed at 'curr+1' distance  
 if (res[i] == 0 && res[i + curr + 1] == 0)  
 {  
 // Plave two instances of 'curr'  
 res[i] = res[i + curr + 1] = curr;  
  
 // Recur to check if the above placement leads to a solution  
 if (fillUtil(res, curr-1, n))  
 return true;  
  
 // If solution is not possible, then backtrack  
 res[i] = res[i + curr + 1] = 0;  
 }  
 }  
 return false;  
}  
  
// This function prints the result for input number 'n' using fillUtil()  
void fill(int n)  
{  
 // Create an array of size 2n and initialize all elements in it as 0  
 int res[2\*n], i;  
 for (i=0; i<2\*n; i++)  
 res[i] = 0;  
  
 // If solution is possible, then print it.  
 if (fillUtil(res, n, n))  
 {  
 for (i=0; i<2\*n; i++)  
 printf("%d ", res[i]);  
 }  
 else  
 puts("Not Possible");  
}  
  
// Driver program  
int main()  
{  
 fill(7);  
 return 0;  
}

Output:

7 3 6 2 5 3 2 4 7 6 5 1 4 1

The above solution may not be the best possible solution. There seems to be a pattern in the output. I an Looking for a better solution from other geeks.

This article is contributed by **Asif**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

Tags: [Backtracking](http://www.geeksforgeeks.org/tag/backtracking/)

### Source

<http://www.geeksforgeeks.org/fill-two-instances-numbers-1-n-specific-way/>

# Find the row with maximum number of 1s

Given a boolean 2D array, where each row is sorted. Find the row with the maximum number of 1s.

Example  
Input matrix  
0 1 1 1  
0 0 1 1  
1 1 1 1 // this row has maximum 1s  
0 0 0 0  
  
Output: 2

**A simple method** is to do a row wise traversal of the matrix, count the number of 1s in each row and compare the count with max. Finally, return the index of row with maximum 1s. The time complexity of this method is O(m\*n) where m is number of rows and n is number of columns in matrix.

We can do better. Since each row is sorted, we can **use Binary Search** to count of 1s in each row. We find the index of first instance of 1 in each row. The count of 1s will be equal to total number of columns minus the index of first 1.

See the following code for implementation of the above approach.

#include <stdio.h>  
#define R 4  
#define C 4  
  
/\* A function to find the index of first index of 1 in a boolean array arr[] \*/  
int first(bool arr[], int low, int high)  
{  
 if(high >= low)  
 {  
 // get the middle index   
 int mid = low + (high - low)/2;   
  
 // check if the element at middle index is first 1  
 if ( ( mid == 0 || arr[mid-1] == 0) && arr[mid] == 1)  
 return mid;  
  
 // if the element is 0, recur for right side  
 else if (arr[mid] == 0)  
 return first(arr, (mid + 1), high);  
  
 else // If element is not first 1, recur for left side  
 return first(arr, low, (mid -1));  
 }  
 return -1;  
}  
  
// The main function that returns index of row with maximum number of 1s.   
int rowWithMax1s(bool mat[R][C])  
{  
 int max\_row\_index = 0, max = -1; // Initialize max values  
  
 // Traverse for each row and count number of 1s by finding the index   
 // of first 1  
 int i, index;  
 for (i = 0; i < R; i++)  
 {  
 index = first (mat[i], 0, C-1);  
 if (index != -1 && C-index > max)  
 {  
 max = C - index;  
 max\_row\_index = i;  
 }  
 }  
  
 return max\_row\_index;  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 bool mat[R][C] = { {0, 0, 0, 1},  
 {0, 1, 1, 1},  
 {1, 1, 1, 1},  
 {0, 0, 0, 0}  
 };  
  
 printf("Index of row with maximum 1s is %d \n", rowWithMax1s(mat));  
  
 return 0;  
}

Output:

Index of row with maximum 1s is 2

Time Complexity: O(mLogn) where m is number of rows and n is number of columns in matrix.

The above solution **can be optimized further**. Instead of doing binary search in every row, we first check whether the row has more 1s than max so far. If the row has more 1s, then only count 1s in the row. Also, to count 1s in a row, we don’t do binary search in complete row, we do search in before the index of last max.

Following is an optimized version of the above solution.

// The main function that returns index of row with maximum number of 1s.  
int rowWithMax1s(bool mat[R][C])  
{  
 int i, index;  
  
 // Initialize max using values from first row.   
 int max\_row\_index = 0;  
 int max = C - first(mat[0], 0, C-1);  
  
 // Traverse for each row and count number of 1s by finding the index  
 // of first 1  
 for (i = 1; i < R; i++)  
 {  
 // Count 1s in this row only if this row has more 1s than  
 // max so far  
 if (mat[i][C-max-1] == 1)  
 {  
 // Note the optimization here also  
 index = first (mat[i], 0, C-max);  
  
 if (index != -1 && C-index > max)  
 {  
 max = C - index;  
 max\_row\_index = i;  
 }  
 }  
 }  
 return max\_row\_index;  
}

The worst case time complexity of the above optimized version is also O(mLogn), the will solution work better on average. Thanks to [Naveen Kumar Singh](http://www.geeksforgeeks.org/archives/23485) for suggesting the above solution.

Sources: [this](http://www.geeksforgeeks.org/forum/topic/amazons-question-please-suggest-best-approach) and [this](http://www.geeksforgeeks.org/archives/23485)

The worst case of the above solution occurs for a matrix like following.  
 0 0 0 … 0 1  
 0 0 0 ..0 1 1  
 0 … 0 1 1 1  
 ….0 1 1 1 1

**Following method works in O(m+n) time complexity in worst case**.

Step1: Get the index of first (or leftmost) 1 in the first row.

Step2: Do following for every row after the first row  
 …IF the element on left of previous leftmost 1 is 0, ignore this row.  
 …ELSE Move left until a 0 is found. Update the leftmost index to this index and max\_row\_index to be the current row.

The time complexity is O(m+n) because we can possibly go as far left as we came ahead in the first step.

Following is C++ implementation of this method.

// The main function that returns index of row with maximum number of 1s.  
int rowWithMax1s(bool mat[R][C])  
{  
 // Initialize first row as row with max 1s  
 int max\_row\_index = 0;  
  
 // The function first() returns index of first 1 in row 0.  
 // Use this index to initialize the index of leftmost 1 seen so far  
 int j = first(mat[0], 0, C-1) - 1;  
 if (j == -1) // if 1 is not present in first row  
 j = C - 1;  
  
 for (int i = 1; i < R; i++)  
 {  
 // Move left until a 0 is found  
 while (j >= 0 && mat[i][j] == 1)  
 {  
 j = j-1; // Update the index of leftmost 1 seen so far  
 max\_row\_index = i; // Update max\_row\_index  
 }  
 }  
 return max\_row\_index;  
}

Thanks to Tylor, Ankan and Palash for their inputs.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/find-the-row-with-maximum-number-1s/>

# Find whether an array is subset of another array | Added Method 3

Given two arrays: arr1[0..m-1] and arr2[0..n-1]. Find whether arr2[] is a subset of arr1[] or not. Both the arrays are not in sorted order.

Examples:  
 Input: arr1[] = {11, 1, 13, 21, 3, 7}, arr2[] = {11, 3, 7, 1}  
 Output: arr2[] is a subset of arr1[]

Input: arr1[] = {1, 2, 3, 4, 5, 6}, arr2[] = {1, 2, 4}  
 Output: arr2[] is a subset of arr1[]

Input: arr1[] = {10, 5, 2, 23, 19}, arr2[] = {19, 5, 3}  
 Output: arr2[] is not a subset of arr1[]

**Method 1 (Simple)**  
 Use two loops: The outer loop picks all the elements of arr2[] one by one. The inner loop linearly searches for the element picked by outer loop. If all elements are found then return 1, else return 0.

#include<stdio.h>  
  
/\* Return 1 if arr2[] is a subset of arr1[] \*/  
bool isSubset(int arr1[], int arr2[], int m, int n)  
{  
 int i = 0;  
 int j = 0;  
 for (i=0; i<n; i++)  
 {  
 for (j = 0; j<m; j++)  
 {  
 if(arr2[i] == arr1[j])  
 break;  
 }  
   
 /\* If the above inner loop was not broken at all then  
 arr2[i] is not present in arr1[] \*/  
 if (j == m)  
 return 0;  
 }  
   
 /\* If we reach here then all elements of arr2[]   
 are present in arr1[] \*/  
 return 1;  
}  
   
int main()  
{  
 int arr1[] = {11, 1, 13, 21, 3, 7};  
 int arr2[] = {11, 3, 7, 1};  
   
 int m = sizeof(arr1)/sizeof(arr1[0]);  
 int n = sizeof(arr2)/sizeof(arr2[0]);  
  
 if(isSubset(arr1, arr2, m, n))  
 printf("arr2[] is subset of arr1[] ");  
 else  
 printf("arr2[] is not a subset of arr1[]");   
  
 getchar();  
 return 0;  
}

Time Complexity: O(m\*n)

**Method 2 (Use Sorting and Binary Search)**

1) Sort arr1[] O(mLogm)  
2) For each element of arr2[], do binary search for it in sorted arr1[].  
 a) If the element is not found then return 0.  
3) If all elements are present then return 1.

#include<stdio.h>  
  
/\* Fucntion prototypes \*/  
void quickSort(int \*arr, int si, int ei);  
int binarySearch(int arr[], int low, int high, int x);  
  
/\* Return 1 if arr2[] is a subset of arr1[] \*/  
bool isSubset(int arr1[], int arr2[], int m, int n)  
{  
 int i = 0;  
   
 quickSort(arr1, 0, m-1);  
 for (i=0; i<n; i++)  
 {  
 if (binarySearch(arr1, 0, m-1, arr2[i]) == -1)  
 return 0;  
 }  
   
 /\* If we reach here then all elements of arr2[]   
 are present in arr1[] \*/  
 return 1;  
}  
   
/\* FOLLOWING FUNCTIONS ARE ONLY FOR SEARCHING AND SORTING PURPOSE \*/  
/\* Standard Binary Search function\*/  
int binarySearch(int arr[], int low, int high, int x)  
{  
 if(high >= low)  
 {  
 int mid = (low + high)/2; /\*low + (high - low)/2;\*/  
   
 /\* Check if arr[mid] is the first occurrence of x.  
 arr[mid] is first occurrence if x is one of the following  
 is true:  
 (i) mid == 0 and arr[mid] == x  
 (ii) arr[mid-1] < x and arr[mid] == x  
 \*/  
 if(( mid == 0 || x > arr[mid-1]) && (arr[mid] == x))  
 return mid;  
 else if(x > arr[mid])  
 return binarySearch(arr, (mid + 1), high, x);  
 else  
 return binarySearch(arr, low, (mid -1), x);  
 }  
 return -1;  
}   
  
void exchange(int \*a, int \*b)  
{  
 int temp;  
 temp = \*a;  
 \*a = \*b;  
 \*b = temp;  
}  
   
int partition(int A[], int si, int ei)  
{  
 int x = A[ei];  
 int i = (si - 1);  
 int j;  
   
 for (j = si; j <= ei - 1; j++)  
 {  
 if(A[j] <= x)  
 {  
 i++;  
 exchange(&A[i], &A[j]);  
 }  
 }  
 exchange (&A[i + 1], &A[ei]);  
 return (i + 1);  
}  
   
/\* Implementation of Quick Sort  
A[] --> Array to be sorted  
si --> Starting index  
ei --> Ending index  
\*/  
void quickSort(int A[], int si, int ei)  
{  
 int pi; /\* Partitioning index \*/  
 if(si < ei)  
 {  
 pi = partition(A, si, ei);  
 quickSort(A, si, pi - 1);  
 quickSort(A, pi + 1, ei);  
 }  
}  
   
/\*Driver program to test above functions \*/  
int main()  
{  
 int arr1[] = {11, 1, 13, 21, 3, 7};  
 int arr2[] = {11, 3, 7, 1};  
   
 int m = sizeof(arr1)/sizeof(arr1[0]);  
 int n = sizeof(arr2)/sizeof(arr2[0]);  
  
 if(isSubset(arr1, arr2, m, n))  
 printf("arr2[] is subset of arr1[] ");  
 else  
 printf("arr2[] is not a subset of arr1[] ");   
  
 getchar();  
 return 0;  
}

Time Complexity: O(mLogm + nLogm). Please note that this will be the complexity if an mLogm algorithm is used for sorting which is not the case in above code. In above code Quick Sort is sued and worst case time complexity of Quick Sort is O(m^2)

**Method 3 (Use Sorting and Merging )**  
 1) Sort both arrays: arr1[] and arr2[] O(mLogm + nLogn)  
 2) Use Merge type of process to see if all elements of sorted arr2[] are present in sorted arr1[].

Thanks to [Parthsarthi](http://www.geeksforgeeks.org/archives/12926/comment-page-1#comment-4260)for suggesting this method.

/\* Return 1 if arr2[] is a subset of arr1[] \*/   
bool isSubset(int arr1[], int arr2[], int m, int n)  
{  
 int i = 0, j = 0;  
   
 if(m < n)  
 return 0;  
  
 quickSort(arr1, 0, m-1);  
 quickSort(arr2, 0, n-1);  
 while( i < n && j < m )  
 {  
 if( arr1[j] <arr2[i] )  
 j++;  
 else if( arr1[j] == arr2[i] )  
 {  
 j++;  
 i++;  
 }  
 else if( arr1[j] > arr2[i] )  
 return 0;  
 }  
   
 if( i < n )  
 return 0;  
 else  
 return 1;  
}

Time Complexity: O(mLogm + nLogn) which is better than method 2. Please note that this will be the complexity if an nLogn algorithm is used for sorting both arrays which is not the case in above code. In above code Quick Sort is sued and worst case time complexity of Quick Sort is O(n^2)

**Method 4 (Use Hashing)**  
 1) Create a Hash Table for all the elements of arr1[].  
 2) Traverse arr2[] and search for each element of arr2[] in the Hash Table. If element is not found then return 0.  
 3) If all elements are found then return 1.

Note that method 1, method 2 and method 4 don’t handle the cases when we have duplicates in arr2[]. For example, {1, 4, 4, 2} is not a subset of {1, 4, 2}, but these methods will print it as a subset.

Source: <http://geeksforgeeks.org/forum/topic/if-an-array-is-subset-of-another>

Please write comments if you find the above codes/algorithms incorrect, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/find-whether-an-array-is-subset-of-another-array-set-1/>

# Given a binary string, count number of substrings that start and end with 1.

Given a binary string, count number of substrings that start and end with 1. For example, if the input string is “00100101”, then there are three substrings “1001”, “100101” and “101”.

Source: [Amazon Interview Experience | Set 162](http://www.geeksforgeeks.org/amazon-interview-experience-set-162/)

**Difficulty Level:** Rookie

**We strongly recommend to minimize your browser and try this yourself first.**

A **Simple Solution** is to run two loops. Outer loops picks every 1 as starting point and inner loop searches for ending 1 and increments count whenever it finds 1.

// A simple C++ program to count number of substrings starting and ending  
// with 1  
#include<iostream>  
using namespace std;  
  
int countSubStr(char str[])  
{  
 int res = 0; // Initialize result  
  
 // Pick a starting point  
 for (int i=0; str[i] !='\0'; i++)  
 {  
 if (str[i] == '1')  
 {  
 // Search for all possible ending point  
 for (int j=i+1; str[j] !='\0'; j++)  
 if (str[j] == '1')  
 res++;  
 }  
 }  
 return res;  
}  
  
// Driver program to test above function  
int main()  
{  
 char str[] = "00100101";  
 cout << countSubStr(str);  
 return 0;  
}

Output:

3

Time Complexity of the above solution is O(n2). We can find count **in O(n) using a single traversal** of input string. Following are steps.  
 a) Count the number of 1’s. Let the count of 1’s be m.  
 b) Return m(m-1)/2  
 The idea is to count total number of possible pairs of 1’s.

// A O(n) C++ program to count number of substrings starting and ending  
// with 1  
#include<iostream>  
using namespace std;  
  
int countSubStr(char str[])  
{  
 int m = 0; // Count of 1's in input string  
  
 // Travers input string and count of 1's in it  
 for (int i=0; str[i] !='\0'; i++)  
 {  
 if (str[i] == '1')  
 m++;  
 }  
  
 // Return count of possible pairs among m 1's  
 return m\*(m-1)/2;  
}  
  
// Driver program to test above function  
int main()  
{  
 char str[] = "00100101";  
 cout << countSubStr(str);  
 return 0;  
}

Output:

3

This article is contributed by **Shivam**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/given-binary-string-count-number-substrings-start-end-1/>

# Length of the largest subarray with contiguous elements | Set 1

Given an array of distinct integers, find length of the longest subarray which contains numbers that can be arranged in a continuous sequence.

Examples:

Input: arr[] = {10, 12, 11};  
Output: Length of the longest contiguous subarray is 3  
  
Input: arr[] = {14, 12, 11, 20};  
Output: Length of the longest contiguous subarray is 2  
  
Input: arr[] = {1, 56, 58, 57, 90, 92, 94, 93, 91, 45};  
Output: Length of the longest contiguous subarray is 5

**We strongly recommend to minimize the browser and try this yourself first.**

The important thing to note in question is, it is given that all elements are distinct. If all elements are distinct, then a subarray has contiguous elements if and only if the difference between maximum and minimum elements in subarray is equal to the difference between last and first indexes of subarray. So the idea is to keep track of minimum and maximum element in every subarray.

The following is C++ implementation of above idea.

#include<iostream>  
using namespace std;  
  
// Utility functions to find minimum and maximum of  
// two elements  
int min(int x, int y) { return (x < y)? x : y; }  
int max(int x, int y) { return (x > y)? x : y; }  
  
// Returns length of the longest contiguous subarray  
int findLength(int arr[], int n)  
{  
 int max\_len = 1; // Initialize result  
 for (int i=0; i<n-1; i++)  
 {  
 // Initialize min and max for all subarrays starting with i  
 int mn = arr[i], mx = arr[i];  
  
 // Consider all subarrays starting with i and ending with j  
 for (int j=i+1; j<n; j++)  
 {  
 // Update min and max in this subarray if needed  
 mn = min(mn, arr[j]);  
 mx = max(mx, arr[j]);  
  
 // If current subarray has all contiguous elements  
 if ((mx - mn) == j-i)  
 max\_len = max(max\_len, mx-mn+1);  
 }  
 }  
 return max\_len; // Return result  
}  
  
// Driver program to test above function  
int main()  
{  
 int arr[] = {1, 56, 58, 57, 90, 92, 94, 93, 91, 45};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 cout << "Length of the longest contiguous subarray is "  
 << findLength(arr, n);  
 return 0;  
}

Output:

Length of the longest contiguous subarray is 5

Time Complexity of the above solution is O(n2).

We will soon be covering solution for the problem where duplicate elements are allowed in subarray.

This article is contributed by **Arjun**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/length-largest-subarray-contiguous-elements-set-1/>

# Maximum size square sub-matrix with all 1s

Given a binary matrix, find out the maximum size square sub-matrix with all 1s.

For example, consider the below binary matrix.

0 1 1 0 1   
 1 1 0 1 0   
 0 1 1 1 0  
 1 1 1 1 0  
 1 1 1 1 1  
 0 0 0 0 0

The maximum square sub-matrix with all set bits is

1 1 1  
 1 1 1  
 1 1 1

Algorithm:  
 Let the given binary matrix be M[R][C]. The idea of the algorithm is to construct an auxiliary size matrix S[][] in which each entry S[i][j] represents size of the square sub-matrix with all 1s including M[i][j] where M[i][j] is the rightmost and bottommost entry in sub-matrix.

1) Construct a sum matrix S[R][C] for the given M[R][C].  
 a) Copy first row and first columns as it is from M[][] to S[][]  
 b) For other entries, use following expressions to construct S[][]  
 If M[i][j] is 1 then  
 S[i][j] = min(S[i][j-1], S[i-1][j], S[i-1][j-1]) + 1  
 Else /\*If M[i][j] is 0\*/  
 S[i][j] = 0  
2) Find the maximum entry in S[R][C]  
3) Using the value and coordinates of maximum entry in S[i], print   
 sub-matrix of M[][]

For the given M[R][C] in above example, constructed S[R][C] would be:

0 1 1 0 1  
 1 1 0 1 0  
 0 1 1 1 0  
 1 1 2 2 0  
 1 2 2 3 1  
 0 0 0 0 0

The value of maximum entry in above matrix is 3 and coordinates of the entry are (4, 3). Using the maximum value and its coordinates, we can find out the required sub-matrix.

#include<stdio.h>  
#define bool int  
#define R 6  
#define C 5  
  
void printMaxSubSquare(bool M[R][C])  
{  
 int i,j;  
 int S[R][C];  
 int max\_of\_s, max\_i, max\_j;   
   
 /\* Set first column of S[][]\*/  
 for(i = 0; i < R; i++)  
 S[i][0] = M[i][0];  
   
 /\* Set first row of S[][]\*/   
 for(j = 0; j < C; j++)  
 S[0][j] = M[0][j];  
   
 /\* Construct other entries of S[][]\*/  
 for(i = 1; i < R; i++)  
 {  
 for(j = 1; j < C; j++)  
 {  
 if(M[i][j] == 1)   
 S[i][j] = min(S[i][j-1], S[i-1][j], S[i-1][j-1]) + 1;  
 else  
 S[i][j] = 0;  
 }   
 }   
   
 /\* Find the maximum entry, and indexes of maximum entry   
 in S[][] \*/  
 max\_of\_s = S[0][0]; max\_i = 0; max\_j = 0;  
 for(i = 0; i < R; i++)  
 {  
 for(j = 0; j < C; j++)  
 {  
 if(max\_of\_s < S[i][j])  
 {  
 max\_of\_s = S[i][j];  
 max\_i = i;   
 max\_j = j;  
 }   
 }   
 }   
   
 printf("\n Maximum size sub-matrix is: \n");  
 for(i = max\_i; i > max\_i - max\_of\_s; i--)  
 {  
 for(j = max\_j; j > max\_j - max\_of\_s; j--)  
 {  
 printf("%d ", M[i][j]);  
 }   
 printf("\n");  
 }   
}   
  
/\* UTILITY FUNCTIONS \*/  
/\* Function to get minimum of three values \*/  
int min(int a, int b, int c)  
{  
 int m = a;  
 if (m > b)   
 m = b;  
 if (m > c)   
 m = c;  
 return m;  
}  
  
/\* Driver function to test above functions \*/  
int main()  
{  
 bool M[R][C] = {{0, 1, 1, 0, 1},   
 {1, 1, 0, 1, 0},   
 {0, 1, 1, 1, 0},  
 {1, 1, 1, 1, 0},  
 {1, 1, 1, 1, 1},  
 {0, 0, 0, 0, 0}};  
   
 printMaxSubSquare(M);  
 getchar();   
}

Time Complexity: O(m\*n) where m is number of rows and n is number of columns in the given matrix.  
 Auxiliary Space: O(m\*n) where m is number of rows and n is number of columns in the given matrix.  
 Algorithmic Paradigm: Dynamic Programming

Please write comments if you find any bug in above code/algorithm, or find other ways to solve the same problem

Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)

### Source

<http://www.geeksforgeeks.org/maximum-size-sub-matrix-with-all-1s-in-a-binary-matrix/>

# Rearrange array in alternating positive & negative items with O(1) extra space

Given an array of positive and negative numbers, arrange them in an alternate fashion such that every positive number is followed by negative and vice-versa maintaining the order of appearance.  
 Number of positive and negative numbers need not be equal. If there are more positive numbers they appear at the end of the array. If there are more negative numbers, they too appear in the end of the array.

Example:

Input: arr[] = {1, 2, 3, -4, -1, 4}  
Output: arr[] = {-4, 1, -1, 2, 3, 4}  
  
Input: arr[] = {-5, -2, 5, 2, 4, 7, 1, 8, 0, -8}  
output: arr[] = {-5, 5, -2, 2, -8, 4, 7, 1, 8, 0}

This question has been asked at many places (See [this](http://www.geeksforgeeks.org/amazon-interview-set-118-campus-internship/)and [this](http://www.geeksforgeeks.org/amazon-interview-set-114-campus-internship/))

The above problem can be easily solved if O(n) extra space is allowed. It becomes interesting due to the limitations that O(1) extra space and order of appearances.  
 The idea is to process array from left to right. While processing, find the first out of place element in the remaining unprocessed array. An element is out of place if it is negative and at odd index, or it is positive and at even index. Once we find an out of place element, we find the first element after it with opposite sign. We right rotate the subarray between these two elements (including these two).

Following is C++ implementation of above idea.

/\* C++ program to rearrange positive and negative integers in alternate  
 fashion while keeping the order of positive and negative numbers. \*/  
#include <iostream>  
#include <assert.h>  
using namespace std;  
  
// Utility function to right rotate all elements between [outofplace, cur]  
void rightrotate(int arr[], int n, int outofplace, int cur)  
{  
 char tmp = arr[cur];  
 for (int i = cur; i > outofplace; i--)  
 arr[i] = arr[i-1];  
 arr[outofplace] = tmp;  
}  
  
void rearrange(int arr[], int n)  
{  
 int outofplace = -1;  
  
 for (int index = 0; index < n; index ++)  
 {  
 if (outofplace >= 0)  
 {  
 // find the item which must be moved into the out-of-place  
 // entry if out-of-place entry is positive and current  
 // entry is negative OR if out-of-place entry is negative  
 // and current entry is negative then right rotate  
 //  
 // [...-3, -4, -5, 6...] --> [...6, -3, -4, -5...]  
 // ^ ^  
 // | |  
 // outofplace --> outofplace  
 //  
 if (((arr[index] >= 0) && (arr[outofplace] < 0))  
 || ((arr[index] < 0) && (arr[outofplace] >= 0)))  
 {  
 rightrotate(arr, n, outofplace, index);  
  
 // the new out-of-place entry is now 2 steps ahead  
 if (index - outofplace > 2)  
 outofplace = outofplace + 2;  
 else  
 outofplace = -1;  
 }  
 }  
  
  
 // if no entry has been flagged out-of-place  
 if (outofplace == -1)  
 {  
 // check if current entry is out-of-place  
 if (((arr[index] >= 0) && (!(index & 0x01)))  
 || ((arr[index] < 0) && (index & 0x01)))  
 {  
 outofplace = index;  
 }  
 }  
 }  
}  
  
// A utility function to print an array 'arr[]' of size 'n'  
void printArray(int arr[], int n)  
{  
 for (int i = 0; i < n; i++)  
 cout << arr[i] << " ";  
 cout << endl;  
}  
  
// Driver program to test abive function  
int main()  
{  
 //int arr[n] = {-5, 3, 4, 5, -6, -2, 8, 9, -1, -4};  
 //int arr[] = {-5, -3, -4, -5, -6, 2 , 8, 9, 1 , 4};  
 //int arr[] = {5, 3, 4, 2, 1, -2 , -8, -9, -1 , -4};  
 //int arr[] = {-5, 3, -4, -7, -1, -2 , -8, -9, 1 , -4};  
 int arr[] = {-5, -2, 5, 2, 4, 7, 1, 8, 0, -8};  
 int n = sizeof(arr)/sizeof(arr[0]);  
  
 cout << "Given array is \n";  
 printArray(arr, n);  
  
 rearrange(arr, n);  
  
 cout << "Rearranged array is \n";  
 printArray(arr, n);  
  
 return 0;  
}

Output:

Given array is  
-5 -2 5 2 4 7 1 8 0 -8  
Rearranged array is  
-5 5 -2 2 -8 4 7 1 8 0

This article is contributed by [**Sandeep Joshi**](https://www.linkedin.com/pub/sandeep-joshi/97/57a/26b). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/rearrange-array-alternating-positive-negative-items-o1-extra-space/>

# Suffix Array | Set 1 (Introduction)

We strongly recommend to read following post on suffix trees as a pre-requisite for this post.

[Pattern Searching | Set 8 (Suffix Tree Introduction)](http://www.geeksforgeeks.org/pattern-searching-set-8-suffix-tree-introduction/)

***A suffix array is a sorted array of all suffixes of a given string***. The definition is similar to [Suffix Tree which is compressed trie of all suffixes of the given text](http://www.geeksforgeeks.org/pattern-searching-set-8-suffix-tree-introduction/). Any suffix tree based algorithm can be replaced with an algorithm that uses a suffix array enhanced with additional information and solves the same problem in the same time complexity (Source [Wiki](http://en.wikipedia.org/wiki/Suffix_array)).  
 A suffix array can be constructed from Suffix tree by doing a DFS traversal of the suffix tree. In fact Suffix array and suffix tree both can be constructed from each other in linear time.  
 Advantages of suffix arrays over suffix trees include improved space requirements, simpler linear time construction algorithms (e.g., compared to Ukkonen’s algorithm) and improved cache locality (Source: [Wiki](http://en.wikipedia.org/wiki/Suffix_array#Correspondence_to_suffix_trees))

***Example:***

Let the given string be "banana".  
  
0 banana 5 a  
1 anana Sort the Suffixes 3 ana  
2 nana ----------------> 1 anana   
3 ana alphabetically 0 banana   
4 na 4 na   
5 a 2 nana  
  
So the suffix array for "banana" is {5, 3, 1, 0, 4, 2}

***Naive method to build Suffix Array***  
 A simple method to construct suffix array is to make an array of all suffixes and then sort the array. Following is implementation of simple method.

// Naive algorithm for building suffix array of a given text  
#include <iostream>  
#include <cstring>  
#include <algorithm>  
using namespace std;  
  
// Structure to store information of a suffix  
struct suffix  
{  
 int index;  
 char \*suff;  
};  
  
// A comparison function used by sort() to compare two suffixes  
int cmp(struct suffix a, struct suffix b)  
{  
 return strcmp(a.suff, b.suff) < 0? 1 : 0;  
}  
  
// This is the main function that takes a string 'txt' of size n as an  
// argument, builds and return the suffix array for the given string  
int \*buildSuffixArray(char \*txt, int n)  
{  
 // A structure to store suffixes and their indexes  
 struct suffix suffixes[n];  
  
 // Store suffixes and their indexes in an array of structures.  
 // The structure is needed to sort the suffixes alphabatically  
 // and maintain their old indexes while sorting  
 for (int i = 0; i < n; i++)  
 {  
 suffixes[i].index = i;  
 suffixes[i].suff = (txt+i);  
 }  
  
 // Sort the suffixes using the comparison function  
 // defined above.  
 sort(suffixes, suffixes+n, cmp);  
  
 // Store indexes of all sorted suffixes in the suffix array  
 int \*suffixArr = new int[n];  
 for (int i = 0; i < n; i++)  
 suffixArr[i] = suffixes[i].index;  
  
 // Return the suffix array  
 return suffixArr;  
}  
  
// A utility function to print an array of given size  
void printArr(int arr[], int n)  
{  
 for(int i = 0; i < n; i++)  
 cout << arr[i] << " ";  
 cout << endl;  
}  
  
// Driver program to test above functions  
int main()  
{  
 char txt[] = "banana";  
 int n = strlen(txt);  
 int \*suffixArr = buildSuffixArray(txt, n);  
 cout << "Following is suffix array for " << txt << endl;  
 printArr(suffixArr, n);  
 return 0;  
}

Output:

Following is suffix array for banana  
5 3 1 0 4 2

The time complexity of above method to build suffix array is O(n2Logn) if we consider a O(nLogn) algorithm used for sorting. The sorting step itself takes O(n2Logn) time as every comparison is a comparison of two strings and the comparison takes O(n) time.  
 There are many efficient algorithms to build suffix array. We will soon be covering them as separate posts.

***Search a pattern using the built Suffix Array***  
 To search a pattern in a text, we preprocess the text and build a suffix array of the text. Since we have a sorted array of all suffixes, [Binary Search](http://geeksquiz.com/binary-search/) can be used to search. Following is the search function. Note that the function doesn’t report all occurrences of pattern, it only report one of them.

// This code only contains search() and main. To make it a complete running   
// above code or see http://ideone.com/1Io9eN  
   
// A suffix array based search function to search a given pattern  
// 'pat' in given text 'txt' using suffix array suffArr[]  
void search(char \*pat, char \*txt, int \*suffArr, int n)  
{  
 int m = strlen(pat); // get length of pattern, needed for strncmp()  
  
 // Do simple binary search for the pat in txt using the  
 // built suffix array  
 int l = 0, r = n-1; // Initilize left and right indexes  
 while (l <= r)  
 {  
 // See if 'pat' is prefix of middle suffix in suffix array  
 int mid = l + (r - l)/2;  
 int res = strncmp(pat, txt+suffArr[mid], m);  
  
 // If match found at the middle, print it and return  
 if (res == 0)  
 {  
 cout << "Pattern found at index " << suffArr[mid];  
 return;  
 }  
  
 // Move to left half if pattern is alphabtically less than  
 // the mid suffix  
 if (res < 0) r = mid - 1;  
  
 // Otherwise move to right half  
 else l = mid + 1;  
 }  
  
 // We reach here if return statement in loop is not executed  
 cout << "Pattern not found";  
}  
  
// Driver program to test above function  
int main()  
{  
 char txt[] = "banana"; // text  
 char pat[] = "nan"; // pattern to be searched in text  
  
 // Build suffix array  
 int n = strlen(txt);  
 int \*suffArr = buildSuffixArray(txt, n);  
  
 // search pat in txt using the built suffix array  
 search(pat, txt, suffArr, n);  
  
 return 0;  
}

Output:

Pattern found at index 2

The time complexity of the above search function is O(mLogn). There are more efficient algorithms to search pattern once the suffix array is built. In fact there is a O(m) suffix array based algorithm to search a pattern. We will soon be discussing efficient algorithm for search.

***Applications of Suffix Array***  
 Suffix array is an extremely useful data structure, it can be used for a wide range of problems. Following are some famous problems where Suffix array can be used.  
 1) Pattern Searching  
 2) [Finding the longest repeated substring](http://en.wikipedia.org/wiki/Longest_repeated_substring_problem)  
 3) [Finding the longest common substring](http://en.wikipedia.org/wiki/Longest_common_substring_problem)  
 4) [Finding the longest palindrome in a string](http://en.wikipedia.org/wiki/Longest_palindromic_substring)

See [this](http://www.stanford.edu/class/cs97si/suffix-array.pdf) for more problems where Suffix arrays can be used.

This post is a simple introduction. There is a lot to cover in Suffix arrays. We have discussed [a O(nLogn) algorithm for Suffix Array construction](http://www.geeksforgeeks.org/suffix-array-set-2-a-nlognlogn-algorithm/) [here](http://www.geeksforgeeks.org/suffix-array-set-2-a-nlognlogn-algorithm/). We will soon be discussing more efficient suffix array algorithms.

**References:**  
 <http://www.stanford.edu/class/cs97si/suffix-array.pdf>  
 <http://en.wikipedia.org/wiki/Suffix_array>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

Tags: [Advance Data Structures](http://www.geeksforgeeks.org/tag/advance-data-structures/), [Advanced Data Structures](http://www.geeksforgeeks.org/tag/advanced-data-structures/), [Pattern Searching](http://www.geeksforgeeks.org/tag/pattern-searching/)

### Source

<http://www.geeksforgeeks.org/suffix-array-set-1-introduction/>

# Bucket Sort

Bucket sort is mainly useful when input is uniformly distributed over a range. For example, consider the following problem.   
 *Sort a large set of floating point numbers which are in range from 0.0 to 1.0 and are uniformly distributed across the range. How do we sort the numbers efficiently?*
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 Can we sort the array in linear time? [Counting sort](http://www.geeksforgeeks.org/counting-sort/) can not be applied here as we use keys as index in counting sort. Here keys are floating point numbers.   
 The idea is to use bucket sort. Following is bucket algorithm.

bucketSort(arr[], n)  
1) Create n empty buckets (Or lists).  
2) Do following for every array element arr[i].  
.......a) Insert arr[i] into bucket[n\*array[i]]  
3) Sort individual buckets using insertion sort.  
4) Concatenate all sorted buckets.

Following diagram (taken from [CLRS book](http://www.flipkart.com/introduction-algorithms-3rd/p/itmdvd93bzvrnc7b?pid=9788120340077&affid=sandeepgfg)) demonstrates working of bucket sort.
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**Time Complexity:** If we assume that insertion in a bucket takes O(1) time then steps 1 and 2 of the above algorithm clearly take O(n) time. The O(1) is easily possible if we use a linked list to represent a bucket (In the following code, C++ vector is used for simplicity). Step 4 also takes O(n) time as there will be n items in all buckets.  
 The main step to analyze is step 3. This step also takes O(n) time on average if all numbers are uniformly distributed (please refer [CLRS book](http://www.flipkart.com/introduction-algorithms-3rd/p/itmdvd93bzvrnc7b?pid=9788120340077&affid=sandeepgfg) for more details)

Following is C++ implementation of the above algorithm.

// C++ program to sort an array using bucket sort  
#include <iostream>  
#include <algorithm>  
#include <vector>  
using namespace std;  
  
// Function to sort arr[] of size n using bucket sort  
void bucketSort(float arr[], int n)  
{  
 // 1) Create n empty buckets  
 vector<float> b[n];  
   
 // 2) Put array elements in different buckets  
 for (int i=0; i<n; i++)  
 {  
 int bi = n\*arr[i]; // Index in bucket  
 b[bi].push\_back(arr[i]);  
 }  
  
 // 3) Sort individual buckets  
 for (int i=0; i<n; i++)  
 sort(b[i].begin(), b[i].end());  
  
 // 4) Concatenate all buckets into arr[]  
 int index = 0;  
 for (int i = 0; i < n; i++)  
 for (int j = 0; j < b[i].size(); j++)  
 arr[index++] = b[i][j];  
}  
  
/\* Driver program to test above funtion \*/  
int main()  
{  
 float arr[] = {0.897, 0.565, 0.656, 0.1234, 0.665, 0.3434};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 bucketSort(arr, n);  
  
 cout << "Sorted array is \n";  
 for (int i=0; i<n; i++)  
 cout << arr[i] << " ";  
 return 0;  
}

Output:

Sorted array is  
0.1234 0.3434 0.565 0.656 0.665 0.897

**References:**  
 [Introduction to Algorithms 3rd Edition by Clifford Stein, Thomas H. Cormen, Charles E. Leiserson, Ronald L. Rivest](http://www.flipkart.com/introduction-algorithms-3rd/p/itmczynzhyhxv2gs?pid=9788120340077&affid=sandeepgfg)  
 <http://en.wikipedia.org/wiki/Bucket_sort>  
 Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/bucket-sort-2/>

# Count all possible groups of size 2 or 3 that have sum as multiple of 3

Given an unsorted integer (positive values only) array of size ‘n’, we can form a group of two or three, the group should be such that the sum of all elements in that group is a multiple of 3. Count all possible number of groups that can be generated in this way.

Input: arr[] = {3, 6, 7, 2, 9}  
Output: 8  
// Groups are {3,6}, {3,9}, {9,6}, {7,2}, {3,6,9},  
// {3,7,2}, {7,2,6}, {7,2,9}  
  
  
Input: arr[] = {2, 1, 3, 4}  
Output: 4  
// Groups are {2,1}, {2,4}, {2,1,3}, {2,4,3}

***We strongly recommend to minimize the browser and try this yourself first.***

The idea is to see remainder of every element when divided by 3. A set of elements can form a group only if sun of their remainders is multiple of 3. Since the task is to enumerate groups, we count all elements with different remainders.

1. Hash all elements in a count array based on remainder, i.e,   
 for all elements a[i], do c[a[i]%3]++;  
2. Now c[0] contains the number of elements which when divided  
 by 3 leave remainder 0 and similarly c[1] for remainder 1   
 and c[2] for 2.  
3. Now for group of 2, we have 2 possibilities  
 a. 2 elements of remainder 0 group. Such possibilities are   
 c[0]\*(c[0]-1)/2  
 b. 1 element of remainder 1 and 1 from remainder 2 group  
 Such groups are c[1]\*c[2].  
4. Now for group of 3,we have 4 possibilities  
 a. 3 elements from remainder group 0.  
 No. of such groups are c[0]C3  
 b. 3 elements from remainder group 1.  
 No. of such groups are c[1]C3  
 c. 3 elements from remainder group 2.  
 No. of such groups are c[2]C3  
 d. 1 element from each of 3 groups.   
 No. of such groups are c[0]\*c[1]\*c[2].  
5. Add all the groups in steps 3 and 4 to obtain the result.

#include<stdio.h>  
  
// Returns count of all possible groups that can be formed from elements  
// of a[].  
int findgroups(int arr[], int n)  
{  
 // Create an array C[3] to store counts of elements with remainder  
 // 0, 1 and 2. c[i] would store count of elements with remainder i  
 int c[3] = {0}, i;  
  
 int res = 0; // To store the result  
  
 // Count elements with remainder 0, 1 and 2  
 for (i=0; i<n; i++)  
 c[arr[i]%3]++;  
  
 // Case 3.a: Count groups of size 2 from 0 remainder elements  
 res += ((c[0]\*(c[0]-1))>>1);  
  
 // Case 3.b: Count groups of size 2 with one element with 1  
 // remainder and other with 2 remainder  
 res += c[1] \* c[2];  
  
 // Case 4.a: Count groups of size 3 with all 0 remainder elements  
 res += (c[0] \* (c[0]-1) \* (c[0]-2))/6;  
  
 // Case 4.b: Count groups of size 3 with all 1 remainder elements  
 res += (c[1] \* (c[1]-1) \* (c[1]-2))/6;  
  
 // Case 4.c: Count groups of size 3 with all 2 remainder elements  
 res += ((c[2]\*(c[2]-1)\*(c[2]-2))/6);  
  
 // Case 4.c: Count groups of size 3 with different remainders  
 res += c[0]\*c[1]\*c[2];  
  
 // Return total count stored in res  
 return res;  
}  
  
// Driver program to test above functions  
int main()  
{  
 int arr[] = {3, 6, 7, 2, 9};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 printf("Required number of groups are %d\n", findgroups(arr,n));  
 return 0;  
}

Output:

Required number of groups are 8

Time Complexity: O(n)  
 Auxiliary Space: O(1)

This article is contributed by [Amit Jain](http://in.linkedin.com/in/amitjainju). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/count-possible-groups-size-2-3-sum-multiple-3/>

# Find four elements that sum to a given value | Set 2 ( O(n^2Logn) Solution)

Given an array of integers, find all combination of four elements in the array whose sum is equal to a given value X.  
 For example, if the given array is {10, 2, 3, 4, 5, 9, 7, 8} and X = 23, then your function should print “3 5 7 8″ (3 + 5 + 7 + 8 = 23).

**Sources:** [Find Specific Sum](http://geeksforgeeks.org/forum/topic/find-specific-sum?replies=17#post-39346) and [Amazon Interview Question](http://geeksforgeeks.org/forum/topic/amazon-interview-question-for-software-engineerdeveloper-about-algorithms-arrays-29)

We have discussed a O(n^3) algorithm in [the previous post](http://www.geeksforgeeks.org/archives/23327) on this topic. The problem can be solved in O(n^2Logn) time with the help of auxiliary space.

Thanks to [itsnimish](http://geeksforgeeks.org/forum/topic/amazon-interview-question-for-software-engineerdeveloper-about-algorithms-arrays-29#post-39459)for suggesting this method. Following is the detailed process.

Let the input array be A[].

**1)** Create an auxiliary array aux[] and store sum of all possible pairs in aux[]. The size of aux[] will be n\*(n-1)/2 where n is the size of A[].

**2)** Sort the auxiliary array aux[].

**3)** Now the problem reduces to find two elements in aux[] with sum equal to X. We can use method 1 of[this post](http://www.geeksforgeeks.org/archives/484)to find the two elements efficiently. There is following important point to note though. An element of aux[] represents a pair from A[]. While picking two elements from aux[], we must check whether the two elements have an element of A[] in common. For example, if first element sum of A[1] and A[2], and second element is sum of A[2] and A[4], then these two elements of aux[] don’t represent four distinct elements of input array A[].

Following is C implementation of this method.

#include <stdio.h>  
#include <stdlib.h>  
  
// The following structure is needed to store pair sums in aux[]  
struct pairSum  
{  
 int first; // index (int A[]) of first element in pair  
 int sec; // index of second element in pair  
 int sum; // sum of the pair  
};  
  
// Following function is needed for library function qsort()  
int compare (const void \*a, const void \* b)  
{  
 return ( (\*(pairSum \*)a).sum - (\*(pairSum\*)b).sum );  
}  
  
// Function to check if two given pairs have any common element or not  
bool noCommon(struct pairSum a, struct pairSum b)  
{  
 if (a.first == b.first || a.first == b.sec ||  
 a.sec == b.first || a.sec == b.sec)  
 return false;  
 return true;  
}  
  
  
// The function finds four elements with given sum X  
void findFourElements (int arr[], int n, int X)  
{  
 int i, j;  
  
 // Create an auxiliary array to store all pair sums  
 int size = (n\*(n-1))/2;  
 struct pairSum aux[size];  
  
 /\* Generate all possible pairs from A[] and store sums  
 of all possible pairs in aux[] \*/  
 int k = 0;  
 for (i = 0; i < n-1; i++)  
 {  
 for (j = i+1; j < n; j++)  
 {  
 aux[k].sum = arr[i] + arr[j];  
 aux[k].first = i;  
 aux[k].sec = j;  
 k++;  
 }  
 }  
  
 // Sort the aux[] array using library function for sorting  
 qsort (aux, size, sizeof(aux[0]), compare);  
  
 // Now start two index variables from two corners of array  
 // and move them toward each other.  
 i = 0;  
 j = size-1;  
 while (i < size && j >=0 )  
 {  
 if ((aux[i].sum + aux[j].sum == X) && noCommon(aux[i], aux[j]))  
 {  
 printf ("%d, %d, %d, %d\n", arr[aux[i].first], arr[aux[i].sec],  
 arr[aux[j].first], arr[aux[j].sec]);  
 return;  
 }  
 else if (aux[i].sum + aux[j].sum < X)  
 i++;  
 else  
 j--;  
 }  
}  
  
// Driver program to test above function  
int main()  
{  
 int arr[] = {10, 20, 30, 40, 1, 2};  
 int n = sizeof(arr) / sizeof(arr[0]);  
 int X = 91;  
 findFourElements (arr, n, X);  
 return 0;  
}

Output:

20, 1, 30, 40

Please note that the above code prints only one quadruple. If we remove the return statement and add statements “i++; j–;”, then it prints same quadruple five times. The code can modified to print all quadruples only once. It has been kept this way to keep it simple.

*Time complexity:* The step 1 takes O(n^2) time. The second step is sorting an array of size O(n^2). Sorting can be done in O(n^2Logn) time using merge sort or heap sort or any other O(nLogn) algorithm. The third step takes O(n^2) time. So overall complexity is O(n^2Logn).

*Auxiliary Space:* O(n^2). The big size of auxiliary array can be a concern in this method.

Please write comments if you find any of the above codes/algorithms incorrect, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/find-four-elements-that-sum-to-a-given-value-set-2/>

# Kth smallest element in a row-wise and column-wise sorted 2D array | Set 1

Given an n x n matrix, where every row and column is sorted in non-decreasing order. Find the kth smallest element in the given 2D array.

For example, consider the following 2D array.

10, 20, 30, 40  
 15, 25, 35, 45  
 24, 29, 37, 48  
 32, 33, 39, 50  
The 3rd smallest element is 20 and 7th smallest element is 30

***We strongly recommend to minimize the browser and try this yourself first.***

The idea is to use min heap. Following are detailed step.  
 1) Build a min heap of elements from first row. A heap entry also stores row number and column number.  
 2) Do following k times.  
 …a) Get minimum element (or root) from min heap.  
 …b) Find row number and column number of the minimum element.  
 …c) Replace root with the next element from same column and min-heapify the root.  
 3) Return the last extracted root.

Following is C++ implementation of above algorithm.

// kth largest element in a 2d array sorted row-wise and column-wise  
#include<iostream>  
#include<climits>  
using namespace std;  
  
// A structure to store an entry of heap. The entry contains  
// a value from 2D array, row and column numbers of the value  
struct HeapNode {  
 int val; // value to be stored  
 int r; // Row number of value in 2D array  
 int c; // Column number of value in 2D array  
};  
  
// A utility function to swap two HeapNode items.  
void swap(HeapNode \*x, HeapNode \*y) {  
 HeapNode z = \*x;  
 \*x = \*y;  
 \*y = z;  
}  
  
// A utility function to minheapify the node harr[i] of a heap  
// stored in harr[]  
void minHeapify(HeapNode harr[], int i, int heap\_size)  
{  
 int l = i\*2 + 1;  
 int r = i\*2 + 2;  
 int smallest = i;  
 if (l < heap\_size && harr[l].val < harr[i].val)  
 smallest = l;  
 if (r < heap\_size && harr[r].val < harr[smallest].val)  
 smallest = r;  
 if (smallest != i)  
 {  
 swap(&harr[i], &harr[smallest]);  
 minHeapify(harr, smallest, heap\_size);  
 }  
}  
  
// A utility function to convert harr[] to a max heap  
void buildHeap(HeapNode harr[], int n)  
{  
 int i = (n - 1)/2;  
 while (i >= 0)  
 {  
 minHeapify(harr, i, n);  
 i--;  
 }  
}  
  
// This function returns kth smallest element in a 2D array mat[][]  
int kthSmallest(int mat[4][4], int n, int k)  
{  
 // k must be greater than 0 and smaller than n\*n  
 if (k <= 0 || k > n\*n)  
 return INT\_MAX;  
  
 // Create a min heap of elements from first row of 2D array  
 HeapNode harr[n];  
 for (int i = 0; i < n; i++)  
 harr[i] = {mat[0][i], 0, i};  
 buildHeap(harr, n);  
  
 HeapNode hr;  
 for (int i = 0; i < k; i++)  
 {  
 // Get current heap root  
 hr = harr[0];  
  
 // Get next value from column of root's value. If the  
 // value stored at root was last value in its column,  
 // then assign INFINITE as next value  
 int nextval = (hr.r < (n-1))? mat[hr.r + 1][hr.c]: INT\_MAX;  
  
 // Update heap root with next value  
 harr[0] = {nextval, (hr.r) + 1, hr.c};  
  
 // Heapify root  
 minHeapify(harr, 0, n);  
 }  
  
 // Return the value at last extracted root  
 return hr.val;  
}  
  
// driver program to test above function  
int main()  
{  
 int mat[4][4] = { {10, 20, 30, 40},  
 {15, 25, 35, 45},  
 {25, 29, 37, 48},  
 {32, 33, 39, 50},  
 };  
 cout << "7th smallest element is " << kthSmallest(mat, 4, 7);  
 return 0;  
}

Output:

7th smallest element is 30

Time Complexity: The above solution involves following steps.  
 1) Build a min heap which takes O(n) time  
 2) Heapify k times which takes O(kLogn) time.  
 Therefore, overall time complexity is O(n + kLogn) time.

The above code can be optimized to build a heap of size k when k is smaller than n. In that case, the kth smallest element must be in first k rows and k columns.

We will soon be publishing more efficient algorithms for finding the kth smallest element.

This article is compiled by Ravi Gupta. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/kth-smallest-element-in-a-row-wise-and-column-wise-sorted-2d-array-set-1/>

# K’th Smallest/Largest Element in Unsorted Array | Set 2 (Expected Linear Time)

We recommend to read following post as a prerequisite of this post.

[K’th Smallest/Largest Element in Unsorted Array | Set 1](http://www.geeksforgeeks.org/kth-smallestlargest-element-unsorted-array/)

Given an array and a number k where k is smaller than size of array, we need to find the k’th smallest element in the given array. It is given that ll array elements are distinct.

Examples:

Input: arr[] = {7, 10, 4, 3, 20, 15}  
 k = 3  
Output: 7  
  
Input: arr[] = {7, 10, 4, 3, 20, 15}  
 k = 4  
Output: 10

We have discussed three different solutions [here](http://www.geeksforgeeks.org/kth-smallestlargest-element-unsorted-array/).

In this post method 4 is discussed which is mainly an extension of method 3 (QuickSelect) discussed in the [previous](http://www.geeksforgeeks.org/kth-smallestlargest-element-unsorted-array/)post. The idea is to randomly pick a pivot element. To implement randomized partition, we use a random function, [rand()](http://www.cplusplus.com/reference/cstdlib/rand/) to generate index between l and r, swap the element at randomly generated index with the last element, and finally call the standard partition process which uses last element as pivot.

Following is C++ implementation of above Randomized QuickSelect.

// C++ implementation of randomized quickSelect  
#include<iostream>  
#include<climits>  
#include<cstdlib>  
using namespace std;  
  
int randomPartition(int arr[], int l, int r);  
  
// This function returns k'th smallest element in arr[l..r] using  
// QuickSort based method. ASSUMPTION: ALL ELEMENTS IN ARR[] ARE DISTINCT  
int kthSmallest(int arr[], int l, int r, int k)  
{  
 // If k is smaller than number of elements in array  
 if (k > 0 && k <= r - l + 1)  
 {  
 // Partition the array around a random element and  
 // get position of pivot element in sorted array  
 int pos = randomPartition(arr, l, r);  
  
 // If position is same as k  
 if (pos-l == k-1)  
 return arr[pos];  
 if (pos-l > k-1) // If position is more, recur for left subarray  
 return kthSmallest(arr, l, pos-1, k);  
  
 // Else recur for right subarray  
 return kthSmallest(arr, pos+1, r, k-pos+l-1);  
 }  
  
 // If k is more than number of elements in array  
 return INT\_MAX;  
}  
  
void swap(int \*a, int \*b)  
{  
 int temp = \*a;  
 \*a = \*b;  
 \*b = temp;  
}  
  
// Standard partition process of QuickSort(). It considers the last  
// element as pivot and moves all smaller element to left of it and  
// greater elements to right. This function is used by randomPartition()  
int partition(int arr[], int l, int r)  
{  
 int x = arr[r], i = l;  
 for (int j = l; j <= r - 1; j++)  
 {  
 if (arr[j] <= x)  
 {  
 swap(&arr[i], &arr[j]);  
 i++;  
 }  
 }  
 swap(&arr[i], &arr[r]);  
 return i;  
}  
  
// Picks a random pivot element between l and r and partitions  
// arr[l..r] arount the randomly picked element using partition()  
int randomPartition(int arr[], int l, int r)  
{  
 int n = r-l+1;  
 int pivot = rand() % n;  
 swap(&arr[l + pivot], &arr[r]);  
 return partition(arr, l, r);  
}  
  
// Driver program to test above methods  
int main()  
{  
 int arr[] = {12, 3, 5, 7, 4, 19, 26};  
 int n = sizeof(arr)/sizeof(arr[0]), k = 3;  
 cout << "K'th smallest element is " << kthSmallest(arr, 0, n-1, k);  
 return 0;  
}

Output:

K'th smallest element is 5

**Time Complexity:**  
 The worst case time complexity of the above solution is still O(n2). In worst case, the randomized function may always pick a corner element. The expected time complexity of above randomized QuickSelect is Θ(n), see [CLRS book](http://www.flipkart.com/introduction-algorithms-english-3rd/p/itmdwxyrafdburzg?pid=9788120340077&affid=sandeepgfg) or [MIT video lecture](http://ocw.mit.edu/courses/electrical-engineering-and-computer-science/6-046j-introduction-to-algorithms-sma-5503-fall-2005/video-lectures/lecture-6-order-statistics-median/) for proof. The assumption in the analysis is, random number generator is equally likely to generate any number in the input range.

**Sources:**  
 [MIT Video Lecture on Order Statistics, Median](http://ocw.mit.edu/courses/electrical-engineering-and-computer-science/6-046j-introduction-to-algorithms-sma-5503-fall-2005/video-lectures/lecture-6-order-statistics-median/)  
 [Introduction to Algorithms by Clifford Stein, Thomas H. Cormen, Charles E. Leiserson, Ronald L.](http://www.flipkart.com/introduction-algorithms-8120340078/p/itmczynzhyhxv2gs?pid=9788120340077&affid=sandeepgfg)

This article is contributed by **Shivam**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/kth-smallestlargest-element-unsorted-array-set-2-expected-linear-time/>

# Remove minimum elements from either side such that 2\*min becomes more than max

Given an unsorted array, trim the array such that twice of minimum is greater than maximum in the trimmed array. Elements should be removed either end of the array.

Number of removals should be minimum.

Examples:

arr[] = {4, 5, 100, 9, 10, 11, 12, 15, 200}  
Output: 4  
We need to remove 4 elements (4, 5, 100, 200)  
so that 2\*min becomes more than max.  
  
  
arr[] = {4, 7, 5, 6}  
Output: 0  
We don't need to remove any element as   
4\*2 > 7 (Note that min = 4, max = 8)  
  
arr[] = {20, 7, 5, 6}  
Output: 1  
We need to remove 20 so that 2\*min becomes  
more than max  
  
arr[] = {20, 4, 1, 3}  
Output: 3  
We need to remove any three elements from ends  
like 20, 4, 1 or 4, 1, 3 or 20, 3, 1 or 20, 4, 1

**Naive Solution:**  
 A naive solution is to try every possible case using recurrence. Following is the naive recursive algorithm. Note that the algorithm only returns minimum numbers of removals to be made, it doesn’t print the trimmed array. It can be easily modified to print the trimmed array as well.

// Returns minimum number of removals to be made in  
// arr[l..h]  
minRemovals(int arr[], int l, int h)  
1) Find min and max in arr[l..h]  
2) If 2\*min > max, then return 0.  
3) Else return minimum of "minRemovals(arr, l+1, h) + 1"  
 and "minRemovals(arr, l, h-1) + 1"

Following is C++ implementation of above algorithm.

#include <iostream>  
using namespace std;  
  
// A utility function to find minimum of two numbers  
int min(int a, int b) {return (a < b)? a : b;}  
  
// A utility function to find minimum in arr[l..h]  
int min(int arr[], int l, int h)  
{  
 int mn = arr[l];  
 for (int i=l+1; i<=h; i++)  
 if (mn > arr[i])  
 mn = arr[i];  
 return mn;  
}  
  
// A utility function to find maximum in arr[l..h]  
int max(int arr[], int l, int h)  
{  
 int mx = arr[l];  
 for (int i=l+1; i<=h; i++)  
 if (mx < arr[i])  
 mx = arr[i];  
 return mx;  
}  
  
// Returns the minimum number of removals from either end  
// in arr[l..h] so that 2\*min becomes greater than max.  
int minRemovals(int arr[], int l, int h)  
{  
 // If there is 1 or less elements, return 0  
 // For a single element, 2\*min > max   
 // (Assumption: All elements are positive in arr[])  
 if (l >= h) return 0;  
  
 // 1) Find minimum and maximum in arr[l..h]  
 int mn = min(arr, l, h);  
 int mx = max(arr, l, h);  
  
 //If the property is followed, no removals needed  
 if (2\*mn > mx)  
 return 0;  
  
 // Otherwise remove a character from left end and recur,  
 // then remove a character from right end and recur, take  
 // the minimum of two is returned  
 return min(minRemovals(arr, l+1, h),  
 minRemovals(arr, l, h-1)) + 1;  
}  
  
// Driver program to test above functions  
int main()  
{  
 int arr[] = {4, 5, 100, 9, 10, 11, 12, 15, 200};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 cout << minRemovals(arr, 0, n-1);  
 return 0;  
}

Output:

4

Time complexity: Time complexity of the above function can be written as following

T(n) = 2T(n-1) + O(n)

An upper bound on solution of above recurrence would be O(n x 2n).

**Dynamic Programming:**  
 The above recursive code exhibits many overlapping subproblems. For example minRemovals(arr, l+1, h-1) is evaluated twice. So Dynamic Programming is the choice to optimize the solution. Following is Dynamic Programming based solution.

#include <iostream>  
using namespace std;  
  
// A utility function to find minimum of two numbers  
int min(int a, int b) {return (a < b)? a : b;}  
  
// A utility function to find minimum in arr[l..h]  
int min(int arr[], int l, int h)  
{  
 int mn = arr[l];  
 for (int i=l+1; i<=h; i++)  
 if (mn > arr[i])  
 mn = arr[i];  
 return mn;  
}  
  
// A utility function to find maximum in arr[l..h]  
int max(int arr[], int l, int h)  
{  
 int mx = arr[l];  
 for (int i=l+1; i<=h; i++)  
 if (mx < arr[i])  
 mx = arr[i];  
 return mx;  
}  
  
// Returns the minimum number of removals from either end  
// in arr[l..h] so that 2\*min becomes greater than max.  
int minRemovalsDP(int arr[], int n)  
{  
 // Create a table to store solutions of subproblems  
 int table[n][n], gap, i, j, mn, mx;  
  
 // Fill table using above recursive formula. Note that the table  
 // is filled in diagonal fashion (similar to http://goo.gl/PQqoS),  
 // from diagonal elements to table[0][n-1] which is the result.  
 for (gap = 0; gap < n; ++gap)  
 {  
 for (i = 0, j = gap; j < n; ++i, ++j)  
 {  
 mn = min(arr, i, j);  
 mx = max(arr, i, j);  
 table[i][j] = (2\*mn > mx)? 0: min(table[i][j-1]+1,  
 table[i+1][j]+1);  
 }  
 }  
 return table[0][n-1];  
}  
  
// Driver program to test above functions  
int main()  
{  
 int arr[] = {20, 4, 1, 3};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 cout << minRemovalsDP(arr, n);  
 return 0;  
}

Time Complexity: O(n3) where n is the number of elements in arr[].

Further Optimizations:  
 The above code can be optimized in many ways.  
 **1)** We can avoid calculation of min() and/or max() when min and/or max is/are not changed by removing corner elements.

**2)** We can pre-process the array and build [segment tree](http://www.geeksforgeeks.org/segment-tree-set-1-sum-of-given-range/)in O(n) time. After the segment tree is built, we can query range minimum and maximum in O(Logn) time. The overall time complexity is reduced to O(n2Logn) time.

**A O(n^2) Solution**  
 The idea is to find the maximum sized subarray such that 2\*min > max. We run two nested loops, the outer loop chooses a starting point and the inner loop chooses ending point for the current starting point. We keep track of longest subarray with the given property.

Following is C++ implementation of the above approach. Thanks to Richard Zhang for suggesting this solution.

// A O(n\*n) solution to find the minimum of elements to  
// be removed  
#include <iostream>  
#include <climits>  
using namespace std;  
  
// Returns the minimum number of removals from either end  
// in arr[l..h] so that 2\*min becomes greater than max.  
int minRemovalsDP(int arr[], int n)  
{  
 // Initialize starting and ending indexes of the maximum  
 // sized subarray with property 2\*min > max  
 int longest\_start = -1, longest\_end = 0;  
  
 // Choose different elements as starting point  
 for (int start=0; start<n; start++)  
 {  
 // Initialize min and max for the current start  
 int min = INT\_MAX, max = INT\_MIN;  
  
 // Choose different ending points for current start  
 for (int end = start; end < n; end ++)  
 {  
 // Update min and max if necessary  
 int val = arr[end];  
 if (val < min) min = val;  
 if (val > max) max = val;  
  
 // If the property is violated, then no  
 // point to continue for a bigger array  
 if (2 \* min <= max) break;  
  
 // Update longest\_start and longest\_end if needed  
 if (end - start > longest\_end - longest\_start ||  
 longest\_start == -1)  
 {  
 longest\_start = start;  
 longest\_end = end;  
 }  
 }  
 }  
  
 // If not even a single element follow the property,  
 // then return n  
 if (longest\_start == -1) return n;  
  
 // Return the number of elements to be removed  
 return (n - (longest\_end - longest\_start + 1));  
}  
  
// Driver program to test above functions  
int main()  
{  
 int arr[] = {4, 5, 100, 9, 10, 11, 12, 15, 200};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 cout << minRemovalsDP(arr, n);  
 return 0;  
}

This article is contributed by **Rahul Jain**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)

### Source

<http://www.geeksforgeeks.org/remove-minimum-elements-either-side-2min-max/>

# Sort an array in wave form

Given an unsorted array of integers, sort the array into a wave like array. An array ‘arr[0..n-1]’ is sorted in wave form if arr[0] >= arr[1] = arr[3] = …..

Examples:

Input: arr[] = {10, 5, 6, 3, 2, 20, 100, 80}  
 Output: arr[] = {10, 5, 6, 2, 20, 3, 100, 80} OR  
 {20, 5, 10, 2, 80, 6, 100, 3} OR  
 any other array that is in wave form  
  
 Input: arr[] = {20, 10, 8, 6, 4, 2}  
 Output: arr[] = {20, 8, 10, 4, 6, 2} OR  
 {10, 8, 20, 2, 6, 4} OR  
 any other array that is in wave form  
  
 Input: arr[] = {2, 4, 6, 8, 10, 20}  
 Output: arr[] = {4, 2, 8, 6, 20, 10} OR  
 any other array that is in wave form  
  
 Input: arr[] = {3, 6, 5, 10, 7, 20}  
 Output: arr[] = {6, 3, 10, 5, 20, 7} OR  
 any other array that is in wave form

**We strongly recommend to minimize your browser and try this yourself first.**

A **Simple Solution** is to use sorting. First sort the input array, then swap all adjacent elements.

For example, let the input array be {3, 6, 5, 10, 7, 20}. After sorting, we get {3, 5, 6, 7, 10, 20}. After swapping adjacent elements, we get {5, 3, 7, 6, 20, 10}. Below is C++ implementation of this simple approach.

// A C++ program to sort an array in wave form using a sorting function  
#include<iostream>  
#include<algorithm>  
using namespace std;  
  
// A utility method to swap two numbers.  
void swap(int \*x, int \*y)  
{  
 int temp = \*x;  
 \*x = \*y;  
 \*y = temp;  
}  
  
// This function sorts arr[0..n-1] in wave form, i.e.,   
// arr[0] >= arr[1] <= arr[2] >= arr[3] <= arr[4] >= arr[5]..  
void sortInWave(int arr[], int n)  
{  
 // Sort the input array  
 sort(arr, arr+n);  
  
 // Swap adjacent elements  
 for (int i=0; i<n-1; i += 2)  
 swap(&arr[i], &arr[i+1]);  
}  
  
// Driver program to test above function  
int main()  
{  
 int arr[] = {10, 90, 49, 2, 1, 5, 23};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 sortInWave(arr, n);  
 cout << "Sorted array \n";  
 for (int i=0; i<n; i++)  
 cout << arr[i] << " ";  
 return 0;  
}

Output:

Sorted array  
2 1 10 5 49 23 90

The time complexity of the above solution is O(nLogn) if a O(nLogn) sorting algorithm like [Merge Sort](http://geeksquiz.com/merge-sort/), [Heap Sort](http://geeksquiz.com/heap-sort/), .. etc is used.

This can be done in **O(n) time by doing a single traversal** of given array. The idea is based on the fact that if we make sure that all even positioned (at index 0, 2, 4, ..) elements are greater than their adjacent element, we don’t need to worry about odd positioned element. Following are simple steps.  
 1) Traverse all even positioned elements of input array, and do following.  
 ….a) If current element is smaller than previous element, swap previous and current.  
 ….b) If current element is smaller than next element, swap next and current.

Below is C++ implementation of above simple algorithm.

// A O(n) program to sort an input array in wave form  
#include<iostream>  
using namespace std;  
  
// A utility method to swap two numbers.  
void swap(int \*x, int \*y)  
{  
 int temp = \*x;  
 \*x = \*y;  
 \*y = temp;  
}  
  
// This function sorts arr[0..n-1] in wave form, i.e., arr[0] >=   
// arr[1] <= arr[2] >= arr[3] <= arr[4] >= arr[5] ....  
void sortInWave(int arr[], int n)  
{  
 // Traverse all even elements  
 for (int i = 0; i < n; i+=2)  
 {  
 // If current even element is smaller than previous  
 if (i>0 && arr[i-1] > arr[i] )  
 swap(&arr[i], &arr[i-1]);  
  
 // If current even element is smaller than next  
 if (i<n-1 && arr[i] < arr[i+1] )  
 swap(&arr[i], &arr[i + 1]);  
 }  
}  
  
// Driver program to test above function  
int main()  
{  
 int arr[] = {10, 90, 49, 2, 1, 5, 23};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 sortInWave(arr, n);  
 cout << "Sorted array \n";  
 for (int i=0; i<n; i++)  
 cout << arr[i] << " ";  
 return 0;  
}

Output:

Sorted array  
90 10 49 1 5 2 23

This article is contributed by **Shivam**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/sort-array-wave-form-2/>

# Sort elements by frequency | Set 2

Given an array of integers, sort the array according to frequency of elements. For example, if the input array is {2, 3, 2, 4, 5, 12, 2, 3, 3, 3, 12}, then modify the array to {3, 3, 3, 3, 2, 2, 2, 12, 12, 4, 5}.   
 In the [previous post](http://www.geeksforgeeks.org/sort-elements-by-frequency/), we have discussed all methods for sorting according to frequency. In this post, method 2 is discussed in detail and C++ implementation for the same is provided.

Following is detailed algorithm.  
 **1)** Create a BST and while creating BST maintain the count i,e frequency of each coming element in same BST. This step may take O(nLogn) time if a self balancing BST is used.  
 **2)** Do Inorder traversal of BST and store every element and count of each element in an auxiliary array. Let us call the auxiliary array as ‘count[]’. Note that every element of this array is element and frequency pair. This step takes O(n) time.  
 **3)** Sort ‘count[]’ according to frequency of the elements. This step takes O(nLohn) time if a O(nLogn) sorting algorithm is used.  
 **4)** Traverse through the sorted array ‘count[]’. For each element x, print it ‘freq’ times where ‘freq’ is frequency of x. This step takes O(n) time.

Overall time complexity of the algorithm can be minimum O(nLogn) if we use a O(nLogn) sorting algorithm and use a self balancing BST with O(Logn) insert operation.

Following is C++ implementation of the above algorithm.

// Implementation of above algorithm in C++.  
#include <iostream>  
#include <stdlib.h>  
using namespace std;  
  
/\* A BST node has data, freq, left and right pointers \*/  
struct BSTNode  
{  
 struct BSTNode \*left;  
 int data;  
 int freq;  
 struct BSTNode \*right;  
};  
  
// A structure to store data and its frequency  
struct dataFreq  
{  
 int data;  
 int freq;  
};  
  
/\* Function for qsort() implementation. Compare frequencies to  
 sort the array according to decreasing order of frequency \*/  
int compare(const void \*a, const void \*b)  
{  
 return ( (\*(const dataFreq\*)b).freq - (\*(const dataFreq\*)a).freq );  
}  
  
/\* Helper function that allocates a new node with the given data,  
 frequency as 1 and NULL left and right pointers.\*/  
BSTNode\* newNode(int data)  
{  
 struct BSTNode\* node = new BSTNode;  
 node->data = data;  
 node->left = NULL;  
 node->right = NULL;  
 node->freq = 1;  
 return (node);  
}  
  
// A utility function to insert a given key to BST. If element  
// is already present, then increases frequency  
BSTNode \*insert(BSTNode \*root, int data)  
{  
 if (root == NULL)  
 return newNode(data);  
 if (data == root->data) // If already present  
 root->freq += 1;  
 else if (data < root->data)  
 root->left = insert(root->left, data);  
 else  
 root->right = insert(root->right, data);  
 return root;  
}  
  
// Function to copy elements and their frequencies to count[].  
void store(BSTNode \*root, dataFreq count[], int \*index)  
{  
 // Base Case  
 if (root == NULL) return;  
  
 // Recur for left substree  
 store(root->left, count, index);  
  
 // Store item from root and increment index  
 count[(\*index)].freq = root->freq;  
 count[(\*index)].data = root->data;  
 (\*index)++;  
  
 // Recur for right subtree  
 store(root->right, count, index);  
}  
  
// The main function that takes an input array as an argument  
// and sorts the array items according to frequency  
void sortByFrequency(int arr[], int n)  
{  
 // Create an empty BST and insert all array items in BST  
 struct BSTNode \*root = NULL;  
 for (int i = 0; i < n; ++i)  
 root = insert(root, arr[i]);  
  
 // Create an auxiliary array 'count[]' to store data and  
 // frequency pairs. The maximum size of this array would  
 // be n when all elements are different  
 dataFreq count[n];  
 int index = 0;  
 store(root, count, &index);  
  
 // Sort the count[] array according to frequency (or count)  
 qsort(count, index, sizeof(count[0]), compare);  
  
 // Finally, traverse the sorted count[] array and copy the  
 // i'th item 'freq' times to original array 'arr[]'  
 int j = 0;  
 for (int i = 0; i < index; i++)  
 {  
 for (int freq = count[i].freq; freq > 0; freq--)  
 arr[j++] = count[i].data;  
 }  
}  
  
// A utility function to print an array of size n  
void printArray(int arr[], int n)  
{  
 for (int i = 0; i < n; i++)  
 cout << arr[i] << " ";  
 cout << endl;  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 int arr[] = {2, 3, 2, 4, 5, 12, 2, 3, 3, 3, 12};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 sortByFrequency(arr, n);  
 printArray(arr, n);  
 return 0;  
}

Output:

3 3 3 3 2 2 2 12 12 5 4

**Exercise:**  
 The above implementation doesn’t guarantee original order of elements with same frequency (for example, 4 comes before 5 in input, but 4 comes after 5 in output). Extend the implementation to maintain original order. For example, if two elements have same frequency then print the one which came 1st in input array.

This article is compiled by [**Chandra Prakash**](https://www.facebook.com/chandra.prakash.52643?fref=ts). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/sort-elements-by-frequency-set-2/>

# Union and Intersection of two sorted arrays

For example, if the input arrays are:  
 arr1[] = {1, 3, 4, 5, 7}  
 arr2[] = {2, 3, 5, 6}  
 Then your program should print Union as {1, 2, 3, 4, 5, 6, 7} and Intersection as {3, 5}.

**Algorithm Union(arr1[], arr2[]):**  
 For union of two arrays, follow the following merge procedure.  
 1) Use two index variables i and j, initial values i = 0, j = 0  
 2) If arr1[i] is smaller than arr2[j] then print arr1[i] and increment i.  
 3) If arr1[i] is greater than arr2[j] then print arr2[j] and increment j.  
 4) If both are same then print any of them and increment both i and j.  
 5) Print remaining elements of the larger array.

#include<stdio.h>  
  
/\* Function prints union of arr1[] and arr2[]  
 m is the number of elements in arr1[]  
 n is the number of elements in arr2[] \*/  
int printUnion(int arr1[], int arr2[], int m, int n)  
{  
 int i = 0, j = 0;  
 while(i < m && j < n)  
 {  
 if(arr1[i] < arr2[j])  
 printf(" %d ", arr1[i++]);  
 else if(arr2[j] < arr1[i])  
 printf(" %d ", arr2[j++]);  
 else  
 {  
 printf(" %d ", arr2[j++]);  
 i++;  
 }  
 }  
  
 /\* Print remaining elements of the larger array \*/  
 while(i < m)  
 printf(" %d ", arr1[i++]);  
 while(j < n)  
 printf(" %d ", arr2[j++]);  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int arr1[] = {1, 2, 4, 5, 6};  
 int arr2[] = {2, 3, 5, 7};  
 int m = sizeof(arr1)/sizeof(arr1[0]);  
 int n = sizeof(arr2)/sizeof(arr2[0]);  
 printUnion(arr1, arr2, m, n);  
 getchar();  
 return 0;  
}

Time Complexity: O(m+n)

**Algorithm Intersection(arr1[], arr2[]):**  
 For Intersection of two arrays, print the element only if the element is present in both arrays.  
 1) Use two index variables i and j, initial values i = 0, j = 0  
 2) If arr1[i] is smaller than arr2[j] then increment i.  
 3) If arr1[i] is greater than arr2[j] then increment j.  
 4) If both are same then print any of them and increment both i and j.

#include<stdio.h>  
  
/\* Function prints Intersection of arr1[] and arr2[]  
 m is the number of elements in arr1[]  
 n is the number of elements in arr2[] \*/  
int printIntersection(int arr1[], int arr2[], int m, int n)  
{  
 int i = 0, j = 0;  
 while(i < m && j < n)  
 {  
 if(arr1[i] < arr2[j])  
 i++;  
 else if(arr2[j] < arr1[i])  
 j++;  
 else /\* if arr1[i] == arr2[j] \*/  
 {  
 printf(" %d ", arr2[j++]);  
 i++;  
 }  
 }  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int arr1[] = {1, 2, 4, 5, 6};  
 int arr2[] = {2, 3, 5, 7};  
 int m = sizeof(arr1)/sizeof(arr1[0]);  
 int n = sizeof(arr2)/sizeof(arr2[0]);  
 printIntersection(arr1, arr2, m, n);  
 getchar();  
 return 0;  
}

Time Complexity: O(m+n)

Please write comments if you find any bug in above codes/algorithms, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/union-and-intersection-of-two-sorted-arrays-2/>

# Find a sorted subsequence of size 3 in linear time

Given an array of n integers, find the 3 elements such that a[i]

Examples:

Input: arr[] = {12, 11, 10, 5, 6, 2, 30}  
Output: 5, 6, 30  
  
Input: arr[] = {1, 2, 3, 4}  
Output: 1, 2, 3 OR 1, 2, 4 OR 2, 3, 4  
  
Input: arr[] = {4, 3, 2, 1}  
Output: No such triplet

Source:[Amazon Interview Question](http://geeksforgeeks.org/forum/topic/amazon-interview-question-for-software-engineerdeveloper-0-2-years-about-algorithms-20)

Hint: Use Auxiliary Space

**Solution:**  
 1) Create an auxiliary array smaller[0..n-1]. smaller[i] should store the index of a number which is smaller than arr[i] and is on left side of arr[i]. smaller[i] should contain -1 if there is no such element.  
 2) Create another auxiliary array greater[0..n-1]. greater[i] should store the index of a number which is greater than arr[i] and is on right side of arr[i]. greater[i] should contain -1 if there is no such element.  
 3) Finally traverse both smaller[] and greater[] and find the index i for which both smaller[i] and greater[i] are not -1.

#include<stdio.h>  
  
// A function to fund a sorted subsequence of size 3  
void find3Numbers(int arr[], int n)  
{  
 int max = n-1; //Index of maximum element from right side  
 int min = 0; //Index of minimum element from left side  
 int i;  
  
 // Create an array that will store index of a smaller  
 // element on left side. If there is no smaller element  
 // on left side, then smaller[i] will be -1.  
 int \*smaller = new int[n];  
 smaller[0] = -1; // first entry will always be -1  
 for (i = 1; i < n; i++)  
 {  
 if (arr[i] <= arr[min])  
 {  
 min = i;  
 smaller[i] = -1;  
 }  
 else  
 smaller[i] = min;  
 }  
  
 // Create another array that will store index of a  
 // greater element on right side. If there is no greater  
 // element on right side, then greater[i] will be -1.  
 int \*greater = new int[n];  
 greater[n-1] = -1; // last entry will always be -1  
 for (i = n-2; i >= 0; i--)  
 {  
 if (arr[i] >= arr[max])  
 {  
 max = i;  
 greater[i] = -1;  
 }  
 else  
 greater[i] = max;  
 }  
  
 // Now find a number which has both a greater number on  
 // right side and smaller number on left side  
 for (i = 0; i < n; i++)  
 {  
 if (smaller[i] != -1 && greater[i] != -1)  
 {  
 printf("%d %d %d", arr[smaller[i]],  
 arr[i], arr[greater[i]]);  
 return;  
 }  
 }  
  
 // If we reach number, then there are no such 3 numbers  
 printf("No such triplet found");  
  
 // Free the dynamically alloced memory to avoid memory leak  
 delete [] smaller;  
 delete [] greater;  
  
 return;  
}  
  
// Driver program to test above function  
int main()  
{  
 int arr[] = {12, 11, 10, 5, 6, 2, 30};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 find3Numbers(arr, n);  
 return 0;  
}

Output:

5 6 30

Time Complexity: O(n)  
 Auxliary Space: O(n)

Source: [How to find 3 numbers in increasing order and increasing indices in an array in linear time](http://stackoverflow.com/questions/10008118/how-to-find-3-numbers-in-increasing-order-and-increasing-indices-in-an-array-in)

**Exercise:**  
 **1.** Find a subsequence of size 3 such that arr[i] arr[k].  
 **2.** Find a sorted subsequence of size 4 in linear time

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/find-a-sorted-subsequence-of-size-3-in-linear-time/>

# K’th Smallest/Largest Element in Unsorted Array | Set 3 (Worst Case Linear Time)

We recommend to read following posts as a prerequisite of this post.

[K’th Smallest/Largest Element in Unsorted Array | Set 1](http://www.geeksforgeeks.org/kth-smallestlargest-element-unsorted-array/)  
 [K’th Smallest/Largest Element in Unsorted Array | Set 2 (Expected Linear Time)](http://www.geeksforgeeks.org/kth-smallestlargest-element-unsorted-array-set-2-expected-linear-time/)

Given an array and a number k where k is smaller than size of array, we need to find the k’th smallest element in the given array. It is given that ll array elements are distinct.

Examples:

Input: arr[] = {7, 10, 4, 3, 20, 15}  
 k = 3  
Output: 7  
  
Input: arr[] = {7, 10, 4, 3, 20, 15}  
 k = 4  
Output: 10

In [previous post](http://www.geeksforgeeks.org/kth-smallestlargest-element-unsorted-array-set-2-expected-linear-time/), we discussed an expected linear time algorithm. In this post, a worst case linear time method is discussed. *The idea in this new method is similar to quickSelect(), we get worst case linear time by selecting a pivot that divides array in a balanced way (there are not very few elements on one side and many on other side)*. After the array is divided in a balanced way, we apply the same steps as used in quickSelect() to decide whether to go left or right of pivot.

Following is complete algorithm.

kthSmallest(arr[0..n-1], k)  
1) Divide arr[] into ⌈n/5rceil; groups where size of each group is 5   
 except possibly the last group which may have less than 5 elements.   
  
2) Sort the above created ⌈n/5⌉ groups and find median   
 of all groups. Create an auxiliary array 'median[]' and store medians   
 of all ⌈n/5⌉ groups in this median array.  
  
// Recursively call this method to find median of median[0..⌈n/5⌉-1]  
3) medOfMed = kthSmallest(median[0..⌈n/5⌉-1], ⌈n/10⌉)  
  
4) Partition arr[] around medOfMed and obtain its position.  
 pos = partition(arr, n, medOfMed)  
  
5) If pos == k return medOfMed   
6) If pos < k return kthSmallest(arr[l..pos-1], k)   
7) If poa > k return kthSmallest(arr[pos+1..r], k-pos+l-1)

In above algorithm, last 3 steps are same as algorithm in [previous post](http://www.geeksforgeeks.org/kth-smallestlargest-element-unsorted-array-set-2-expected-linear-time/). The first four steps are used to obtain a good point for partitioning the array (to make sure that there are not too many elements either side of pivot).

Following is C++ implementation of above algorithm.

// C++ implementation of worst case linear time algorithm  
// to find k'th smallest element  
#include<iostream>  
#include<algorithm>  
#include<climits>  
using namespace std;  
  
int partition(int arr[], int l, int r, int k);  
  
// A simple function to find median of arr[]. This is called  
// only for an array of size 5 in this program.  
int findMedian(int arr[], int n)  
{  
 sort(arr, arr+n); // Sort the array  
 return arr[n/2]; // Return middle element  
}  
  
// Returns k'th smallest element in arr[l..r] in worst case  
// linear time. ASSUMPTION: ALL ELEMENTS IN ARR[] ARE DISTINCT  
int kthSmallest(int arr[], int l, int r, int k)  
{  
 // If k is smaller than number of elements in array  
 if (k > 0 && k <= r - l + 1)  
 {  
 int n = r-l+1; // Number of elements in arr[l..r]  
  
 // Divide arr[] in groups of size 5, calculate median  
 // of every group and store it in median[] array.  
 int i, median[(n+4)/5]; // There will be floor((n+4)/5) groups;  
 for (i=0; i<n/5; i++)  
 median[i] = findMedian(arr+l+i\*5, 5);  
 if (i\*5 < n) //For last group with less than 5 elements  
 {  
 median[i] = findMedian(arr+l+i\*5, n%5);   
 i++;  
 }   
  
 // Find median of all medians using recursive call.  
 // If median[] has only one element, then no need  
 // of recursive call  
 int medOfMed = (i == 1)? median[i-1]:  
 kthSmallest(median, 0, i-1, i/2);  
  
 // Partition the array around a random element and  
 // get position of pivot element in sorted array  
 int pos = partition(arr, l, r, medOfMed);  
  
 // If position is same as k  
 if (pos-l == k-1)  
 return arr[pos];  
 if (pos-l > k-1) // If position is more, recur for left  
 return kthSmallest(arr, l, pos-1, k);  
  
 // Else recur for right subarray  
 return kthSmallest(arr, pos+1, r, k-pos+l-1);  
 }  
  
 // If k is more than number of elements in array  
 return INT\_MAX;  
}  
  
void swap(int \*a, int \*b)  
{  
 int temp = \*a;  
 \*a = \*b;  
 \*b = temp;  
}  
  
// It searches for x in arr[l..r], and partitions the array   
// around x.  
int partition(int arr[], int l, int r, int x)  
{  
 // Search for x in arr[l..r] and move it to end  
 int i;  
 for (i=l; i<r; i++)  
 if (arr[i] == x)  
 break;  
 swap(&arr[i], &arr[r]);  
  
 // Standard partition algorithm  
 i = l;  
 for (int j = l; j <= r - 1; j++)  
 {  
 if (arr[j] <= x)  
 {  
 swap(&arr[i], &arr[j]);  
 i++;  
 }  
 }  
 swap(&arr[i], &arr[r]);  
 return i;  
}  
  
// Driver program to test above methods  
int main()  
{  
 int arr[] = {12, 3, 5, 7, 4, 19, 26};  
 int n = sizeof(arr)/sizeof(arr[0]), k = 3;  
 cout << "K'th smallest element is "  
 << kthSmallest(arr, 0, n-1, k);  
 return 0;  
}

Output:

K'th smallest element is 5

**Time Complexity:**  
 The worst case time complexity of the above algorithm is O(n). Let us analyze all steps.

The steps 1) and 2) take O(n) time as finding median of an array of size 5 takes O(1) time and there are n/5 arrays of size 5.  
 The step 3) takes T(n/5) time. The step 4 is standard partition and takes O(n) time.  
 The interesting steps are 6) and 7). At most, one of them is executed. These are recursive steps. What is the worst case size of these recursive calls. The answer is maximum number of elements greater than medOfMed (obtained in step 3) or maximum number of elements smaller than medOfMed.  
 *How many elements are greater than medOfMed and how many are smaller?*  
 At least half of the medians found in step 2 are greater than or equal to medOfMed. Thus, at least half of the n/5 groups contribute 3 elements that are greater than medOfMed, except for the one group that has fewer than 5 elements. Therefore, the number of elements greater than medOfMed is at least.  
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Similarly, the number of elements that are less than medOfMed is at least 3n/10 – 6. In the worst case, the function recurs for at most n – (3n/10 – 6) which is 7n/10 + 6 elements.

Note that 7n/10 + 6 20 and that any input of 80 or fewer elements requires O(1) time. We can therefore obtain the recurrence  
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We show that the running time is linear by substitution. Assume that T(n) cn for some constant c and all n > 80. Substituting this inductive hypothesis into the right-hand side of the recurrence yields

T(n)   
since we can pick c large enough so that c(n/10 - 7) is larger than the function described by the O(n) term for all n > 80. The worst-case running time of is therefore linear (Source: http://staff.ustc.edu.cn/~csli/graduate/algorithms/book6/chap10.htm ).  
Note that the above algorithm is linear in worst case, but the constants are very high for this algorithm. Therefore, this algorithm doesn't work well in practical situations, randomized quickSelect works much better and preferred.  
Sources:  
  
MIT Video Lecture on Order Statistics, Median  
  
Introduction to Algorithms by Clifford Stein, Thomas H. Cormen, Charles E. Leiserson, Ronald L.  
  
http://staff.ustc.edu.cn/~csli/graduate/algorithms/book6/chap10.htm  
This article is contributed by Shivam. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above  
   
   
 

### Source

<http://www.geeksforgeeks.org/kth-smallestlargest-element-unsorted-array-set-3-worst-case-linear-time/>

# Divide and Conquer | Set 6 (Search in a Row-wise and Column-wise Sorted 2D Array)

Given an n x n matrix, where every row and column is sorted in increasing order. Given a key, how to decide whether this key is in the matrix.   
 [A linear time complexity is discussed in the previous post.](http://www.geeksforgeeks.org/search-in-row-wise-and-column-wise-sorted-matrix/) This problem can also be a very good example for [divide and conquer algorithms](http://www.geeksforgeeks.org/tag/divide-and-conquer/). Following is divide and conquer algorithm.

1) Find the middle element.  
 2) If middle element is same as key return.  
 3) If middle element is lesser than key then  
 ….3a) search submatrix on lower side of middle element  
 ….3b) Search submatrix on right hand side.of middle element  
 4) If middle element is greater than key then  
 ….4a) search vertical submatrix on left side of middle element  
 ….4b) search submatrix on right hand side.
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Following Java implementation of above algorithm.

// Java program for implementation of divide and conquer algorithm   
// to find a given key in a row-wise and column-wise sorted 2D array  
class SearchInMatrix  
{  
 public static void main(String[] args)  
 {  
 int[][] mat = new int[][] { {10, 20, 30, 40},   
 {15, 25, 35, 45},  
 {27, 29, 37, 48},  
 {32, 33, 39, 50}};  
 int rowcount = 4,colCount=4,key=50;  
 for (int i=0; i<rowcount; i++)  
 for (int j=0; j<colCount; j++)  
 search(mat, 0, rowcount-1, 0, colCount-1, mat[i][j]);  
 }  
  
 // A divide and conquer method to search a given key in mat[]  
 // in rows from fromRow to toRow and columns from fromCol to  
 // toCol  
 public static void search(int[][] mat, int fromRow, int toRow,   
 int fromCol, int toCol, int key)  
 {  
 // Find middle and compare with middle   
 int i = fromRow + (toRow-fromRow )/2;  
 int j = fromCol + (toCol-fromCol )/2;  
 if (mat[i][j] == key) // If key is present at middle  
 System.out.println("Found "+ key + " at "+ i +   
 " " + j);  
 else  
 {  
 // right-up quarter of matrix is searched in all cases.  
 // Provided it is different from current call  
 if (i!=toRow || j!=fromCol)  
 search(mat,fromRow,i,j,toCol,key);  
  
 // Special case for iteration with 1\*2 matrix  
 // mat[i][j] and mat[i][j+1] are only two elements.  
 // So just check second element  
 if (fromRow == toRow && fromCol + 1 == toCol)  
 if (mat[fromRow][toCol] == key)  
 System.out.println("Found "+ key+ " at "+   
 fromRow + " " + toCol);  
  
 // If middle key is lesser then search lower horizontal   
 // matrix and right hand side matrix  
 if (mat[i][j] < key)  
 {  
 // search lower horizontal if such matrix exists  
 if (i+1<=toRow)  
 search(mat, i+1, toRow, fromCol, toCol, key);  
 }  
  
 // If middle key is greater then search left vertical   
 // matrix and right hand side matrix  
 else  
 {  
 // search left vertical if such matrix exists  
 if (j-1>=fromCol)  
 search(mat, fromRow, toRow, fromCol, j-1, key);  
 }  
 }  
 }  
}

**Time complexity:**  
 We are given a n\*n matrix, the algorithm can be seen as recurring for 3 matrices of size n/2 x n/2. Following is recurrence for time complexity

T(n) = 3T(n/2) + O(1)

The solution of recurrence is O(n1.58) using [Master Method](http://www.geeksforgeeks.org/analysis-algorithm-set-4-master-method-solving-recurrences/).  
 But the actual implementation calls for one submatrix of size n x n/2 or n/2 x n, and other submatrix of size n/2 x n/2.

This article is contributed by **Kaushik Lele**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/divide-conquer-set-6-search-row-wise-column-wise-sorted-2d-array/>

# Dynamic Programming | Set 14 (Maximum Sum Increasing Subsequence)

Given an array of n positive integers. Write a program to find the sum of maximum sum subsequence of the given array such that the intgers in the subsequence are sorted in increasing order. For example, if input is {1, 101, 2, 3, 100, 4, 5}, then output should be 106 (1 + 2 + 3 + 100), if the input array is {3, 4, 5, 10}, then output should be 22 (3 + 4 + 5 + 10) and if the input array is {10, 5, 4, 3}, then output should be 10

**Solution**  
 This problem is a variation of standard [Longest Increasing Subsequence (LIS) problem](http://www.geeksforgeeks.org/archives/12832). We need a slight change in the Dynamic Programming solution of [LIS problem](http://www.geeksforgeeks.org/archives/12832). All we need to change is to use sum as a criteria instead of length of increasing subsequence.

Following is C implementation for Dynamic Programming solution of the problem.

/\* Dynamic Programming implementation of Maximum Sum Increasing   
 Subsequence (MSIS) problem \*/  
#include<stdio.h>  
  
/\* maxSumIS() returns the maximum sum of increasing subsequence in arr[] of  
 size n \*/  
int maxSumIS( int arr[], int n )  
{  
 int \*msis, i, j, max = 0;  
 msis = (int\*) malloc ( sizeof( int ) \* n );  
  
 /\* Initialize msis values for all indexes \*/  
 for ( i = 0; i < n; i++ )  
 msis[i] = arr[i];  
  
 /\* Compute maximum sum values in bottom up manner \*/  
 for ( i = 1; i < n; i++ )  
 for ( j = 0; j < i; j++ )  
 if ( arr[i] > arr[j] && msis[i] < msis[j] + arr[i])  
 msis[i] = msis[j] + arr[i];  
  
 /\* Pick maximum of all msis values \*/  
 for ( i = 0; i < n; i++ )  
 if ( max < msis[i] )  
 max = msis[i];  
  
 /\* Free memory to avoid memory leak \*/  
 free( msis );  
  
 return max;  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int arr[] = {1, 101, 2, 3, 100, 4, 5};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 printf("Sum of maximum sum increasing subsequence is %d\n",  
 maxSumIS( arr, n ) );  
  
 getchar();  
 return 0;  
}

Time Complexity: O(n^2)

Source: [Maximum Sum Increasing Subsequence Problem](http://geeksforgeeks.org/forum/topic/algorithm-1)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-14-maximum-sum-increasing-subsequence/>

# Dynamic Programming | Set 15 (Longest Bitonic Subsequence)

Given an array arr[0 … n-1] containing n positive integers, a [subsequence](http://en.wikipedia.org/wiki/Subsequence)of arr[] is called Bitonic if it is first increasing, then decreasing. Write a function that takes an array as argument and returns the length of the longest bitonic subsequence.  
 A sequence, sorted in increasing order is considered Bitonic with the decreasing part as empty. Similarly, decreasing order sequence is considered Bitonic with the increasing part as empty.

**Examples:**

Input arr[] = {1, 11, 2, 10, 4, 5, 2, 1};  
Output: 6 (A Longest Bitonic Subsequence of length 6 is 1, 2, 10, 4, 2, 1)  
  
Input arr[] = {12, 11, 40, 5, 3, 1}  
Output: 5 (A Longest Bitonic Subsequence of length 5 is 12, 11, 5, 3, 1)  
  
Input arr[] = {80, 60, 30, 40, 20, 10}  
Output: 5 (A Longest Bitonic Subsequence of length 5 is 80, 60, 30, 20, 10)

Source:[Microsoft Interview Question](http://geeksforgeeks.org/forum/topic/ms-interview-ques)

**Solution**  
 This problem is a variation of standard [Longest Increasing Subsequence (LIS) problem](http://www.geeksforgeeks.org/archives/12832). Let the input array be arr[] of length n. We need to construct two arrays lis[] and lds[] using Dynamic Programming solution of [LIS problem](http://www.geeksforgeeks.org/archives/12832). lis[i] stores the length of the Longest Increasing subsequence ending with arr[i]. lds[i] stores the length of the longest Decreasing subsequence starting from arr[i]. Finally, we need to return the max value of lis[i] + lds[i] – 1 where i is from 0 to n-1.

Following is C++ implementation of the above Dynamic Programming solution.

/\* Dynamic Programming implementation of longest bitonic subsequence problem \*/  
#include<stdio.h>  
#include<stdlib.h>  
  
/\* lbs() returns the length of the Longest Bitonic Subsequence in  
 arr[] of size n. The function mainly creates two temporary arrays  
 lis[] and lds[] and returns the maximum lis[i] + lds[i] - 1.  
  
 lis[i] ==> Longest Increasing subsequence ending with arr[i]  
 lds[i] ==> Longest decreasing subsequence starting with arr[i]  
\*/  
int lbs( int arr[], int n )  
{  
 int i, j;  
  
 /\* Allocate memory for LIS[] and initialize LIS values as 1 for  
 all indexes \*/  
 int \*lis = new int[n];  
 for ( i = 0; i < n; i++ )  
 lis[i] = 1;  
  
 /\* Compute LIS values from left to right \*/  
 for ( i = 1; i < n; i++ )  
 for ( j = 0; j < i; j++ )  
 if ( arr[i] > arr[j] && lis[i] < lis[j] + 1)  
 lis[i] = lis[j] + 1;  
  
 /\* Allocate memory for lds and initialize LDS values for  
 all indexes \*/  
 int \*lds = new int [n];  
 for ( i = 0; i < n; i++ )  
 lds[i] = 1;  
  
 /\* Compute LDS values from right to left \*/  
 for ( i = n-2; i >= 0; i-- )  
 for ( j = n-1; j > i; j-- )  
 if ( arr[i] > arr[j] && lds[i] < lds[j] + 1)  
 lds[i] = lds[j] + 1;  
  
  
 /\* Return the maximum value of lis[i] + lds[i] - 1\*/  
 int max = lis[0] + lds[0] - 1;  
 for (i = 1; i < n; i++)  
 if (lis[i] + lds[i] - 1 > max)  
 max = lis[i] + lds[i] - 1;  
 return max;  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int arr[] = {0, 8, 4, 12, 2, 10, 6, 14, 1, 9, 5, 13, 3, 11, 7, 15};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 printf("Length of LBS is %d\n", lbs( arr, n ) );  
  
 getchar();  
 return 0;  
}

Output:

Length of LBS is 7

Time Complexity: O(n^2)  
 Auxiliary Space: O(n)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-15-longest-bitonic-subsequence/>

# Dynamic Programming | Set 18 (Partition problem)

Partition problem is to determine whether a given set can be partitioned into two subsets such that the sum of elements in both subsets is same.

Examples

arr[] = {1, 5, 11, 5}  
Output: true   
The array can be partitioned as {1, 5, 5} and {11}  
  
arr[] = {1, 5, 3}  
Output: false   
The array cannot be partitioned into equal sum sets.

Following are the two main steps to solve this problem:  
 1) Calculate sum of the array. If sum is odd, there can not be two subsets with equal sum, so return false.  
 2) If sum of array elements is even, calculate sum/2 and find a subset of array with sum equal to sum/2.

The first step is simple. The second step is crucial, it can be solved either using recursion or Dynamic Programming.

**Recursive Solution**  
 Following is the recursive property of the second step mentioned above.

Let isSubsetSum(arr, n, sum/2) be the function that returns true if   
there is a subset of arr[0..n-1] with sum equal to sum/2  
  
The isSubsetSum problem can be divided into two subproblems  
 a) isSubsetSum() without considering last element   
 (reducing n to n-1)  
 b) isSubsetSum considering the last element   
 (reducing sum/2 by arr[n-1] and n to n-1)  
If any of the above the above subproblems return true, then return true.   
isSubsetSum (arr, n, sum/2) = isSubsetSum (arr, n-1, sum/2) ||  
 isSubsetSum (arr, n-1, sum/2 - arr[n-1])

// A recursive solution for partition problem  
#include <stdio.h>  
  
// A utility function that returns true if there is a subset of arr[]  
// with sun equal to given sum  
bool isSubsetSum (int arr[], int n, int sum)  
{  
 // Base Cases  
 if (sum == 0)  
 return true;  
 if (n == 0 && sum != 0)  
 return false;  
  
 // If last element is greater than sum, then ignore it  
 if (arr[n-1] > sum)  
 return isSubsetSum (arr, n-1, sum);  
  
 /\* else, check if sum can be obtained by any of the following  
 (a) including the last element  
 (b) excluding the last element  
 \*/  
 return isSubsetSum (arr, n-1, sum) || isSubsetSum (arr, n-1, sum-arr[n-1]);  
}  
  
// Returns true if arr[] can be partitioned in two subsets of  
// equal sum, otherwise false  
bool findPartiion (int arr[], int n)  
{  
 // Calculate sum of the elements in array  
 int sum = 0;  
 for (int i = 0; i < n; i++)  
 sum += arr[i];  
  
 // If sum is odd, there cannot be two subsets with equal sum  
 if (sum%2 != 0)  
 return false;  
  
 // Find if there is subset with sum equal to half of total sum  
 return isSubsetSum (arr, n, sum/2);  
}  
  
// Driver program to test above function  
int main()  
{  
 int arr[] = {3, 1, 5, 9, 12};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 if (findPartiion(arr, n) == true)  
 printf("Can be divided into two subsets of equal sum");  
 else  
 printf("Can not be divided into two subsets of equal sum");  
 getchar();  
 return 0;  
}

Output:

Can be divided into two subsets of equal sum

Time Complexity: O(2^n) In worst case, this solution tries two possibilities (whether to include or exclude) for every element.

**Dynamic Programming Solution**  
 The problem can be solved using dynamic programming when the sum of the elements is not too big. We can create a 2D array part[][] of size (sum/2)\*(n+1). And we can construct the solution in bottom up manner such that every filled entry has following property

part[i][j] = true if a subset of {arr[0], arr[1], ..arr[j-1]} has sum   
 equal to i, otherwise false

// A Dynamic Programming solution to partition problem  
#include <stdio.h>  
  
// Returns true if arr[] can be partitioned in two subsets of  
// equal sum, otherwise false  
bool findPartiion (int arr[], int n)  
{  
 int sum = 0;  
 int i, j;  
   
 // Caculcate sun of all elements  
 for (i = 0; i < n; i++)  
 sum += arr[i];  
   
 if (sum%2 != 0)   
 return false;  
   
 bool part[sum/2+1][n+1];  
   
 // initialize top row as true  
 for (i = 0; i <= n; i++)  
 part[0][i] = true;  
   
 // initialize leftmost column, except part[0][0], as 0  
 for (i = 1; i <= sum/2; i++)  
 part[i][0] = false;   
   
 // Fill the partition table in botton up manner   
 for (i = 1; i <= sum/2; i++)   
 {  
 for (j = 1; j <= n; j++)   
 {  
 part[i][j] = part[i][j-1];  
 if (i >= arr[j-1])  
 part[i][j] = part[i][j] || part[i - arr[j-1]][j-1];  
 }   
 }   
   
 /\* // uncomment this part to print table   
 for (i = 0; i <= sum/2; i++)   
 {  
 for (j = 0; j <= n; j++)   
 printf ("%4d", part[i][j]);  
 printf("\n");  
 } \*/   
   
 return part[sum/2][n];  
}   
  
// Driver program to test above funtion  
int main()  
{  
 int arr[] = {3, 1, 1, 2, 2, 1};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 if (findPartiion(arr, n) == true)  
 printf("Can be divided into two subsets of equal sum");  
 else  
 printf("Can not be divided into two subsets of equal sum");  
 getchar();  
 return 0;  
}

Output:

Can be divided into two subsets of equal sum

Following diagram shows the values in partition table. The diagram is taken form the [wiki page of partition problem](http://en.wikipedia.org/wiki/Partition_problem).  
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Time Complexity: O(sum\*n)  
 Auxiliary Space: O(sum\*n)  
 Please note that this solution will not be feasible for arrays with big sum.

**References:**  
 <http://en.wikipedia.org/wiki/Partition_problem>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-18-partition-problem/>

# Dynamic Programming | Set 20 (Maximum Length Chain of Pairs)

You are given n pairs of numbers. In every pair, the first number is always smaller than the second number. A pair (c, d) can follow another pair (a, b) if b Source: [Amazon Interview | Set 2](http://www.geeksforgeeks.org/archives/23038)

For example, if the given pairs are {{5, 24}, {39, 60}, {15, 28}, {27, 40}, {50, 90} }, then the longest chain that can be formed is of length 3, and the chain is {{5, 24}, {27, 40}, {50, 90}}

This problem is a variation of standard [Longest Increasing Subsequence](http://www.geeksforgeeks.org/archives/12832) problem. Following is a simple two step process.  
 1) Sort given pairs in increasing order of first (or smaller) element.  
 2) Now run a modified LIS process where we compare the second element of already finalized LIS with the first element of new LIS being constructed.

The following code is a slight modification of method 2 of [this post](http://www.geeksforgeeks.org/archives/12832).

#include<stdio.h>  
#include<stdlib.h>  
  
// Structure for a pair  
struct pair  
{  
 int a;  
 int b;  
};  
  
// This function assumes that arr[] is sorted in increasing order  
// according the first (or smaller) values in pairs.  
int maxChainLength( struct pair arr[], int n)  
{  
 int i, j, max = 0;  
 int \*mcl = (int\*) malloc ( sizeof( int ) \* n );  
  
 /\* Initialize MCL (max chain length) values for all indexes \*/  
 for ( i = 0; i < n; i++ )  
 mcl[i] = 1;  
  
 /\* Compute optimized chain length values in bottom up manner \*/  
 for ( i = 1; i < n; i++ )  
 for ( j = 0; j < i; j++ )  
 if ( arr[i].a > arr[j].b && mcl[i] < mcl[j] + 1)  
 mcl[i] = mcl[j] + 1;  
  
 // mcl[i] now stores the maximum chain length ending with pair i  
  
 /\* Pick maximum of all MCL values \*/  
 for ( i = 0; i < n; i++ )  
 if ( max < mcl[i] )  
 max = mcl[i];  
  
 /\* Free memory to avoid memory leak \*/  
 free( mcl );  
  
 return max;  
}  
  
  
/\* Driver program to test above function \*/  
int main()  
{  
 struct pair arr[] = { {5, 24}, {15, 25},  
 {27, 40}, {50, 60} };  
 int n = sizeof(arr)/sizeof(arr[0]);  
 printf("Length of maximum size chain is %d\n",  
 maxChainLength( arr, n ));  
 return 0;  
}

Output:

Length of maximum size chain is 3

Time Complexity: O(n^2) where n is the number of pairs.

The given problem is also a variation of [Activity Selection problem](http://www.geeksforgeeks.org/archives/18528)and can be solved in (nLogn) time. To solve it as a activity selection problem, consider the first element of a pair as start time in activity selection problem, and the second element of pair as end time. Thanks to Palash for suggesting this approach.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-20-maximum-length-chain-of-pairs/>

# Dynamic Programming | Set 27 (Maximum sum rectangle in a 2D matrix)

Given a 2D array, find the maximum sum subarray in it. For example, in the following 2D array, the maximum sum subarray is highlighted with blue rectangle and sum of this subarray is 29.
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This problem is mainly an extension of [Largest Sum Contiguous Subarray for 1D array](http://www.geeksforgeeks.org/largest-sum-contiguous-subarray/).

The **naive solution** for this problem is to check every possible rectangle in given 2D array. This solution requires 4 nested loops and time complexity of this solution would be O(n^4).

**Kadane’s algorithm** for 1D array can be used to reduce the time complexity to O(n^3). The idea is to fix the left and right columns one by one and find the maximum sum contiguous rows for every left and right column pair. We basically find top and bottom row numbers (which have maximum sum) for every fixed left and right column pair. To find the top and bottom row numbers, calculate sun of elements in every row from left to right and store these sums in an array say temp[]. So temp[i] indicates sum of elements from left to right in row i. If we apply Kadane’s 1D algorithm on temp[], and get the maximum sum subarray of temp, this maximum sum would be the maximum possible sum with left and right as boundary columns. To get the overall maximum sum, we compare this sum with the maximum sum so far.

// Program to find maximum sum subarray in a given 2D array  
#include <stdio.h>  
#include <string.h>  
#include <limits.h>  
#define ROW 4  
#define COL 5  
  
// Implementation of Kadane's algorithm for 1D array. The function returns the  
// maximum sum and stores starting and ending indexes of the maximum sum subarray  
// at addresses pointed by start and finish pointers respectively.  
int kadane(int\* arr, int\* start, int\* finish, int n)  
{  
 // initialize sum, maxSum and  
 int sum = 0, maxSum = INT\_MIN, i;  
  
 // Just some initial value to check for all negative values case  
 \*finish = -1;  
  
 // local variable  
 int local\_start = 0;  
  
 for (i = 0; i < n; ++i)  
 {  
 sum += arr[i];  
 if (sum < 0)  
 {  
 sum = 0;  
 local\_start = i+1;  
 }  
 else if (sum > maxSum)  
 {  
 maxSum = sum;  
 \*start = local\_start;  
 \*finish = i;  
 }  
 }  
  
 // There is at-least one non-negative number  
 if (\*finish != -1)  
 return maxSum;  
  
 // Special Case: When all numbers in arr[] are negative  
 maxSum = arr[0];  
 \*start = \*finish = 0;  
  
 // Find the maximum element in array  
 for (i = 1; i < n; i++)  
 {  
 if (arr[i] > maxSum)  
 {  
 maxSum = arr[i];  
 \*start = \*finish = i;  
 }  
 }  
 return maxSum;  
}  
  
// The main function that finds maximum sum rectangle in M[][]  
void findMaxSum(int M[][COL])  
{  
 // Variables to store the final output  
 int maxSum = INT\_MIN, finalLeft, finalRight, finalTop, finalBottom;  
  
 int left, right, i;  
 int temp[ROW], sum, start, finish;  
  
 // Set the left column  
 for (left = 0; left < COL; ++left)  
 {  
 // Initialize all elements of temp as 0  
 memset(temp, 0, sizeof(temp));  
  
 // Set the right column for the left column set by outer loop  
 for (right = left; right < COL; ++right)  
 {  
 // Calculate sum between current left and right for every row 'i'  
 for (i = 0; i < ROW; ++i)  
 temp[i] += M[i][right];  
  
 // Find the maximum sum subarray in temp[]. The kadane() function  
 // also sets values of start and finish. So 'sum' is sum of  
 // rectangle between (start, left) and (finish, right) which is the  
 // maximum sum with boundary columns strictly as left and right.  
 sum = kadane(temp, &start, &finish, ROW);  
  
 // Compare sum with maximum sum so far. If sum is more, then update  
 // maxSum and other output values  
 if (sum > maxSum)  
 {  
 maxSum = sum;  
 finalLeft = left;  
 finalRight = right;  
 finalTop = start;  
 finalBottom = finish;  
 }  
 }  
 }  
  
 // Print final values  
 printf("(Top, Left) (%d, %d)\n", finalTop, finalLeft);  
 printf("(Bottom, Right) (%d, %d)\n", finalBottom, finalRight);  
 printf("Max sum is: %d\n", maxSum);  
}  
  
// Driver program to test above functions  
int main()  
{  
 int M[ROW][COL] = {{1, 2, -1, -4, -20},  
 {-8, -3, 4, 2, 1},  
 {3, 8, 10, 1, 3},  
 {-4, -1, 1, 7, -6}  
 };  
  
 findMaxSum(M);  
  
 return 0;  
}

Output:

(Top, Left) (1, 1)  
(Bottom, Right) (3, 3)  
Max sum is: 29

Time Complexity: O(n^3)

This article is compiled by[Aashish Barnwal](https://www.facebook.com/barnwal.aashish?fref=ts). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)

### Source

<http://www.geeksforgeeks.org/dynamic-programming-set-27-max-sum-rectangle-in-a-2d-matrix/>

# Interpolation search vs Binary search

[Interpolation search](http://en.wikipedia.org/wiki/Interpolation_search) works better than Binary Search for a sorted and uniformly distributed array.

On average the interpolation search makes about log(log(n)) comparisons (if the elements are uniformly distributed), where n is the number of elements to be searched. In the worst case (for instance where the numerical values of the keys increase exponentially) it can make up to O(n) comparisons.

**Sources:**  
 <http://en.wikipedia.org/wiki/Interpolation_search>

### Source

<http://www.geeksforgeeks.org/g-fact-84/>

# Turn an image by 90 degree

Given an image, how will you turn it by 90 degrees? A vague question. Minimize the browser and try your solution before going further.

An image can be treated as 2D matrix which can be stored in a buffer. We are provided with matrix dimensions and it’s base address. How can we turn it?

For example see the below picture,

\* \* \* ^ \* \* \*  
\* \* \* | \* \* \*  
\* \* \* | \* \* \*  
\* \* \* | \* \* \*

After rotating right, it appears (observe arrow direction)

\* \* \* \*  
\* \* \* \*  
\* \* \* \*  
-- - - >  
\* \* \* \*  
\* \* \* \*  
\* \* \* \*

The idea is simple. Transform each row of source matrix into required column of final image. We will use an auxiliary buffer to transform the image.

From the above picture, we can observe that

first row of source ------> last column of destination  
second row of source ------> last but-one column of destination  
so ... on  
last row of source ------> first column of destination

In pictorial form, we can represent the above transformations of an (m x n) matrix into (n x m) matrix,

[![](data:image/jpeg;base64,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)](http://geeksforgeeks.org/wp-content/uploads/MatrixRotation1.jpg)

Transformations

If you have not attempted, atleast try your pseudo code now.

It will be easy to write our pseudo code. In C/C++ we will usually traverse matrix on row major order. Each row is transformed into different column of final image. We need to construct columns of final image. See the following algorithm (transformation)

for(r = 0; r < m; r++)  
{  
   for(c = 0; c < n; c++)  
   {  
      // Hint: Map each source element indices into  
 // indices of destination matrix element.  
       dest\_buffer [ c ] [ m - r - 1 ] = source\_buffer [ r ] [ c ];  
   }  
}

Note that there are various ways to implement the algorithm based on traversal of matrix, row major or column major order. We have two matrices and two ways (row and column major) to traverse each matrix. Hence, there can atleast be 4 different ways of transformation of source matrix into final matrix.  
 **Code:**

#include <stdio.h>  
#include <stdlib.h>  
  
void displayMatrix(unsigned int const \*p, unsigned int row, unsigned int col);  
void rotate(unsigned int \*pS, unsigned int \*pD, unsigned int row, unsigned int col);  
  
int main()  
{  
 // declarations  
 unsigned int image[][4] = {{1,2,3,4}, {5,6,7,8}, {9,10,11,12}};  
 unsigned int \*pSource;  
 unsigned int \*pDestination;  
 unsigned int m, n;  
  
 // setting initial values and memory allocation  
 m = 3, n = 4, pSource = (unsigned int \*)image;  
 pDestination = (unsigned int \*)malloc(sizeof(int)\*m\*n);  
  
 // process each buffer  
 displayMatrix(pSource, m, n);  
  
 rotate(pSource, pDestination, m, n);  
  
 displayMatrix(pDestination, n, m);  
  
 free(pDestination);  
  
 getchar();  
 return 0;  
}  
  
void displayMatrix(unsigned int const \*p, unsigned int r, unsigned int c)  
{  
 unsigned int row, col;  
 printf("\n\n");  
  
 for(row = 0; row < r; row++)  
 {  
 for(col = 0; col < c; col++)  
 {  
 printf("%d\t", \*(p + row \* c + col));  
 }  
 printf("\n");  
 }  
  
 printf("\n\n");  
}  
  
void rotate(unsigned int \*pS, unsigned int \*pD, unsigned int row, unsigned int col)  
{  
 unsigned int r, c;  
 for(r = 0; r < row; r++)  
 {  
 for(c = 0; c < col; c++)  
 {  
 \*(pD + c \* row + (row - r - 1)) = \*(pS + r \* col + c);  
 }  
 }  
}

Compiled by [**Venki**](http://geeksforgeeks.org/?page_id=2). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/turn-an-image-by-90-degree/>

# A Boolean Matrix Question

Given a boolean matrix mat[M][N] of size M X N, modify it such that if a matrix cell mat[i][j] is 1 (or true) then make all the cells of ith row and jth column as 1.

Example 1  
The matrix  
1 0  
0 0  
should be changed to following  
1 1  
1 0  
  
Example 2  
The matrix  
0 0 0  
0 0 1  
should be changed to following  
0 0 1  
1 1 1  
  
Example 3  
The matrix  
1 0 0 1  
0 0 1 0  
0 0 0 0  
should be changed to following  
1 1 1 1  
1 1 1 1  
1 0 1 1

**Method 1 (Use two temporary arrays)**  
 1) Create two temporary arrays row[M] and col[N]. Initialize all values of row[] and col[] as 0.  
 2) Traverse the input matrix mat[M][N]. If you see an entry mat[i][j] as true, then mark row[i] and col[j] as true.  
 3) Traverse the input matrix mat[M][N] again. For each entry mat[i][j], check the values of row[i] and col[j]. If any of the two values (row[i] or col[j]) is true, then mark mat[i][j] as true.

Thanks to [Dixit Sethi](http://geeksforgeeks.org/forum/topic/microsoft-interview-question-for-software-engineerdeveloper-about-algorithms-75#post-30422) for suggesting this method.

#include <stdio.h>  
#define R 3  
#define C 4  
  
void modifyMatrix(bool mat[R][C])  
{  
 bool row[R];  
 bool col[C];  
  
 int i, j;  
  
  
 /\* Initialize all values of row[] as 0 \*/  
 for (i = 0; i < R; i++)  
 {  
 row[i] = 0;  
 }  
  
  
 /\* Initialize all values of col[] as 0 \*/  
 for (i = 0; i < C; i++)  
 {  
 col[i] = 0;  
 }  
  
  
 /\* Store the rows and columns to be marked as 1 in row[] and col[]  
 arrays respectively \*/  
 for (i = 0; i < R; i++)  
 {  
 for (j = 0; j < C; j++)  
 {  
 if (mat[i][j] == 1)  
 {  
 row[i] = 1;  
 col[j] = 1;  
 }  
 }  
 }  
  
 /\* Modify the input matrix mat[] using the above constructed row[] and  
 col[] arrays \*/  
 for (i = 0; i < R; i++)  
 {  
 for (j = 0; j < C; j++)  
 {  
 if ( row[i] == 1 || col[j] == 1 )  
 {  
 mat[i][j] = 1;  
 }  
 }  
 }  
}  
  
/\* A utility function to print a 2D matrix \*/  
void printMatrix(bool mat[R][C])  
{  
 int i, j;  
 for (i = 0; i < R; i++)  
 {  
 for (j = 0; j < C; j++)  
 {  
 printf("%d ", mat[i][j]);  
 }  
 printf("\n");  
 }  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 bool mat[R][C] = { {1, 0, 0, 1},  
 {0, 0, 1, 0},  
 {0, 0, 0, 0},  
 };  
  
 printf("Input Matrix \n");  
 printMatrix(mat);  
  
 modifyMatrix(mat);  
  
 printf("Matrix after modification \n");  
 printMatrix(mat);  
  
 return 0;  
}

Output:

Input Matrix  
1 0 0 1  
0 0 1 0  
0 0 0 0  
Matrix after modification  
1 1 1 1  
1 1 1 1  
1 0 1 1

Time Complexity: O(M\*N)  
 Auxiliary Space: O(M + N)

**Method 2 (A Space Optimized Version of Method 1)**  
 This method is a space optimized version of above method 1. This method uses the first row and first column of the input matrix in place of the auxiliary arrays row[] and col[] of method 1. So what we do is: first take care of first row and column and store the info about these two in two flag variables rowFlag and colFlag. Once we have this info, we can use first row and first column as auxiliary arrays and apply method 1 for submatrix (matrix excluding first row and first column) of size (M-1)\*(N-1).

1) Scan the first row and set a variable rowFlag to indicate whether we need to set all 1s in first row or not.  
 2) Scan the first column and set a variable colFlag to indicate whether we need to set all 1s in first column or not.  
 3) Use first row and first column as the auxiliary arrays row[] and col[] respectively, consider the matrix as submatrix starting from second row and second column and apply method 1.  
 4) Finally, using rowFlag and colFlag, update first row and first column if needed.

Time Complexity: O(M\*N)  
 Auxiliary Space: O(1)

Thanks to [Sidh](http://geeksforgeeks.org/forum/topic/amazon-interview-question-for-software-engineerdeveloper-about-algorithms-arrays-9#post-2386)for suggesting this method.

Please write comments if you find the above codes/algorithms incorrect, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/a-boolean-matrix-question/>

# A Pancake Sorting Problem

We have discussed [Pancake Sorting](http://www.geeksforgeeks.org/pancake-sorting/) in the previous post. Following is a problem based on Pancake Sorting.  
 Given an an unsorted array, sort the given array. You are allowed to do only following operation on array.

flip(arr, i): Reverse array from 0 to i

**Imagine a hypothetical machine where flip(i) always takes O(1) time**. **Write an efficient program for sorting a given array in O(nLogn) time on the given machine**. If we apply [the same algorithm](http://www.geeksforgeeks.org/pancake-sorting/) here, the time taken will be O(n^2) because the algorithm calls findMax() in a loop and find findMax() takes O(n) time even on this hypothetical machine.

We can use insertion sort that uses binary search. The idea is to run a loop from second element to last element (from i = 1 to n-1), and one by one insert arr[i] in arr[0..i-1] (like [standard insertion sort algorithm](http://en.wikipedia.org/wiki/Insertion_sort#Algorithm)). When we insert an element arr[i], we can use binary search to find position of arr[i] in O(Logi) time. Once we have the position, we can use some flip operations to put arr[i] at its new place. Following are abstract steps.

// Standard Insertion Sort Loop that starts from second element  
for (i=1; i O(n)  
{  
 int key = arr[i];  
  
 // Find index of ceiling of arr[i] in arr[0..i-1] using binary search  
 j = celiSearch(arr, key, 0, i-1); ----> O(logn) (See this)  
   
 // Apply some flip operations to put arr[i] at correct place  
}

Since flip operation takes O(1) on given hypothetical machine, total running time of above algorithm is O(nlogn). Thanks to [Kumar](http://www.geeksforgeeks.org/pancake-sorting/#comment-15835) for suggesting above problem and algorithm.

Let us see how does the above algorithm work. [ceilSearch()](http://www.geeksforgeeks.org/search-floor-and-ceil-in-a-sorted-array/) actually returns the index of the smallest element which is greater than arr[i] in arr[0..i-1]. If there is no such element, it returns -1. Let the returned value be j. If j is -1, then we don’t need to do anything as arr[i] is already the greatest element among arr[0..i]. Otherwise we need to put arr[i] just before arr[j].  
 So how to apply flip operations to put arr[i] just before arr[j] using values of i and j. Let us take an example to understand this. Let i be 6 and current array be {12, 15, 18, 30, 35, 40, **20**, 6, 90, 80}. To put 20 at its new place, the array should be changed to {12, 15, 18, **20**, 30, 35, 40, 6, 90, 80}. We apply following steps to put 20 at its new place.

1) Find j using ceilSearch (In the above example j is 3).  
 2) flip(arr, j-1) (array becomes {18, 15, 12, 30, 35, 40, **20**, 6, 90, 80})  
 3) flip(arr, i-1); (array becomes {40, 35, 30, 12, 15, 18, **20**, 6, 90, 80})  
 4) flip(arr, i); (array becomes {**20**, 18, 15, 12, 30, 35, 40, 6, 90, 80})  
 5) flip(arr, j); (array becomes {12, 15, 18, **20**, 30, 35, 40, 6, 90, 80})

Following is C implementation of the above algorithm.

#include <stdlib.h>  
#include <stdio.h>  
  
/\* A Binary Search based function to get index of ceiling of x in  
 arr[low..high] \*/  
int ceilSearch(int arr[], int low, int high, int x)  
{  
 int mid;  
  
 /\* If x is smaller than or equal to the first element,  
 then return the first element \*/  
 if(x <= arr[low])  
 return low;  
  
 /\* If x is greater than the last element, then return -1 \*/  
 if(x > arr[high])  
 return -1;  
  
 /\* get the index of middle element of arr[low..high]\*/  
 mid = (low + high)/2; /\* low + (high – low)/2 \*/  
  
 /\* If x is same as middle element, then return mid \*/  
 if(arr[mid] == x)  
 return mid;  
  
 /\* If x is greater than arr[mid], then either arr[mid + 1]  
 is ceiling of x, or ceiling lies in arr[mid+1...high] \*/  
 if(arr[mid] < x)  
 {  
 if(mid + 1 <= high && x <= arr[mid+1])  
 return mid + 1;  
 else  
 return ceilSearch(arr, mid+1, high, x);  
 }  
  
 /\* If x is smaller than arr[mid], then either arr[mid]  
 is ceiling of x or ceiling lies in arr[mid-1...high] \*/  
 if (mid - 1 >= low && x > arr[mid-1])  
 return mid;  
 else  
 return ceilSearch(arr, low, mid - 1, x);  
}  
  
/\* Reverses arr[0..i] \*/  
void flip(int arr[], int i)  
{  
 int temp, start = 0;  
 while (start < i)  
 {  
 temp = arr[start];  
 arr[start] = arr[i];  
 arr[i] = temp;  
 start++;  
 i--;  
 }  
}  
  
/\* Function to sort an array using insertion sort, binary search and flip \*/  
void insertionSort(int arr[], int size)  
{  
 int i, j;  
  
 // Start from the second element and one by one insert arr[i]  
 // in already sorted arr[0..i-1]  
 for(i = 1; i < size; i++)  
 {  
 // Find the smallest element in arr[0..i-1] which is also greater than  
 // or equal to arr[i]  
 int j = ceilSearch(arr, 0, i-1, arr[i]);  
  
 // Check if there was no element greater than arr[i]  
 if (j != -1)  
 {  
 // Put arr[i] before arr[j] using following four flip operations  
 flip(arr, j-1);  
 flip(arr, i-1);  
 flip(arr, i);  
 flip(arr, j);  
 }  
 }  
}  
  
/\* A utility function to print an array of size n \*/  
void printArray(int arr[], int n)  
{  
 int i;  
 for (i = 0; i < n; ++i)  
 printf("%d ", arr[i]);  
}  
  
/\* Driver program to test insertion sort \*/  
int main()  
{  
 int arr[] = {18, 40, 35, 12, 30, 35, 20, 6, 90, 80};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 insertionSort(arr, n);  
 printArray(arr, n);  
 return 0;  
}

Output:

6 12 18 20 30 35 35 40 80 90

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/a-pancake-sorting-question/>

# A Product Array Puzzle

Given an array arr[] of n integers, construct a Product Array prod[] (of same size) such that prod[i] is equal to the product of all the elements of arr[] except arr[i]. Solve it **without division operator and in O(n)**.

Example:  
 arr[] = {10, 3, 5, 6, 2}  
 prod[] = {180, 600, 360, 300, 900}

Algorithm:  
 1) Construct a temporary array left[] such that left[i] contains product of all elements on left of arr[i] excluding arr[i].  
 2) Construct another temporary array right[] such that right[i] contains product of all elements on on right of arr[i] excluding arr[i].  
 3) To get prod[], multiply left[] and right[].

Implementation:

#include<stdio.h>  
#include<stdlib.h>  
  
/\* Function to print product array for a given array  
 arr[] of size n \*/  
void productArray(int arr[], int n)  
{  
 /\* Allocate memory for temporary arrays left[] and right[] \*/  
 int \*left = (int \*)malloc(sizeof(int)\*n);  
 int \*right = (int \*)malloc(sizeof(int)\*n);  
  
 /\* Allocate memory for the product array \*/  
 int \*prod = (int \*)malloc(sizeof(int)\*n);  
  
 int i, j;  
  
 /\* Left most element of left array is always 1 \*/  
 left[0] = 1;  
  
 /\* Rightmost most element of right array is always 1 \*/  
 right[n-1] = 1;  
  
 /\* Construct the left array \*/  
 for(i = 1; i < n; i++)  
 left[i] = arr[i-1]\*left[i-1];  
  
 /\* Construct the right array \*/  
 for(j = n-2; j >=0; j--)  
 right[j] = arr[j+1]\*right[j+1];  
  
 /\* Construct the product array using  
 left[] and right[] \*/  
 for (i=0; i<n; i++)  
 prod[i] = left[i] \* right[i];  
  
 /\* print the constructed prod array \*/  
 for (i=0; i<n; i++)  
 printf("%d ", prod[i]);  
  
 return;  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 int arr[] = {10, 3, 5, 6, 2};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 printf("The product array is: \n");  
 productArray(arr, n);  
 getchar();  
}

Time Complexity: O(n)  
 Space Complexity: O(n)  
 Auxiliary Space: O(n)

**The above method can be optimized to work in space complexity O(1)**. Thanks to Dileep for suggesting the below solution.

void productArray(int arr[], int n)  
{  
 int i, temp = 1;  
  
 /\* Allocate memory for the product array \*/  
 int \*prod = (int \*)malloc(sizeof(int)\*n);  
  
 /\* Initialize the product array as 1 \*/  
 memset(prod, 1, n);  
  
 /\* In this loop, temp variable contains product of  
 elements on left side excluding arr[i] \*/  
 for(i=0; i<n; i++)  
 {  
 prod[i] = temp;  
 temp \*= arr[i];  
 }  
  
 /\* Initialize temp to 1 for product on right side \*/  
 temp = 1;  
  
 /\* In this loop, temp variable contains product of  
 elements on right side excluding arr[i] \*/  
 for(i= n-1; i>=0; i--)  
 {  
 prod[i] \*= temp;  
 temp \*= arr[i];  
 }  
  
 /\* print the constructed prod array \*/  
 for (i=0; i<n; i++)  
 printf("%d ", prod[i]);  
  
 return;  
}

Time Complexity: O(n)  
 Space Complexity: O(n)  
 Auxiliary Space: O(1)

Please write comments if you find the above code/algorithm incorrect, or find better ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/a-product-array-puzzle/>

# Program for array rotation

Write a function rotate(ar[], d, n) that rotates arr[] of size n by d elements.  
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Rotation of the above array by 2 will make array
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**METHOD 1 (Use temp array)**

Input arr[] = [1, 2, 3, 4, 5, 6, 7], d = 2, n =7  
1) Store d elements in a temp array  
 temp[] = [1, 2]  
2) Shift rest of the arr[]  
 arr[] = [3, 4, 5, 6, 7, 6, 7]  
3) Store back the d elements  
 arr[] = [3, 4, 5, 6, 7, 1, 2]

**Time complexity** O(n)  
 **Auxiliary Space:** O(d)

**METHOD 2 (Rotate one by one)**

leftRotate(arr[], d, n)  
start  
 For i = 0 to i   
To rotate by one, store arr[0] in a temporary variable temp, move arr[1] to arr[0], arr[2] to arr[1] …and finally temp to arr[n-1]  
Let us take the same example arr[] = [1, 2, 3, 4, 5, 6, 7], d = 2  
  
Rotate arr[] by one 2 times  
  
We get [2, 3, 4, 5, 6, 7, 1] after first rotation and [ 3, 4, 5, 6, 7, 1, 2] after second rotation.  
  
/\*Function to left Rotate arr[] of size n by 1\*/  
void leftRotatebyOne(int arr[], int n);  
  
/\*Function to left rotate arr[] of size n by d\*/  
void leftRotate(int arr[], int d, int n)  
{  
 int i;  
 for (i = 0; i < d; i++)  
 leftRotatebyOne(arr, n);  
}  
  
void leftRotatebyOne(int arr[], int n)  
{  
 int i, temp;  
 temp = arr[0];  
 for (i = 0; i < n-1; i++)  
 arr[i] = arr[i+1];  
 arr[i] = temp;  
}  
  
/\* utility function to print an array \*/  
void printArray(int arr[], int size)  
{  
 int i;  
 for(i = 0; i < size; i++)  
 printf("%d ", arr[i]);  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 int arr[] = {1, 2, 3, 4, 5, 6, 7};  
 leftRotate(arr, 2, 7);  
 printArray(arr, 7);  
 getchar();  
 return 0;  
}

**Time complexity:** O(n\*d)  
 **Auxiliary Space:** O(1)

**METHOD 3 (A Juggling Algorithm)**  
 This is an extension of method 2. Instead of moving one by one, divide the array in different sets  
 where number of sets is equal to GCD of n and d and move the elements within sets.  
 If GCD is 1 as is for the above example array (n = 7 and d =2), then elements will be moved within one set only, we just start with temp = arr[0] and keep moving arr[I+d] to arr[I] and finally store temp at the right place.

Here is an example for n =12 and d = 3. GCD is 3 and

Let arr[] be {1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12}  
  
a) Elements are first moved in first set – (See below diagram for this movement)  
  
  
  
 arr[] after this step --> {4 2 3 7 5 6 10 8 9 1 11 12}  
  
b) Then in second set.  
 arr[] after this step --> {4 5 3 7 8 6 10 11 9 1 2 12}  
  
c) Finally in third set.  
 arr[] after this step --> {4 5 6 7 8 9 10 11 12 1 2 3}

/\* function to print an array \*/  
void printArray(int arr[], int size);  
  
/\*Fuction to get gcd of a and b\*/  
int gcd(int a,int b);  
  
/\*Function to left rotate arr[] of siz n by d\*/  
void leftRotate(int arr[], int d, int n)  
{  
 int i, j, k, temp;  
 for (i = 0; i < gcd(d, n); i++)  
 {  
 /\* move i-th values of blocks \*/  
 temp = arr[i];  
 j = i;  
 while(1)  
 {  
 k = j + d;  
 if (k >= n)  
 k = k - n;  
 if (k == i)  
 break;  
 arr[j] = arr[k];  
 j = k;  
 }  
 arr[j] = temp;  
 }  
}  
  
/\*UTILITY FUNCTIONS\*/  
/\* function to print an array \*/  
void printArray(int arr[], int size)  
{  
 int i;  
 for(i = 0; i < size; i++)  
 printf("%d ", arr[i]);  
}  
  
/\*Fuction to get gcd of a and b\*/  
int gcd(int a,int b)  
{  
 if(b==0)  
 return a;  
 else  
 return gcd(b, a%b);  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 int arr[] = {1, 2, 3, 4, 5, 6, 7};  
 leftRotate(arr, 2, 7);  
 printArray(arr, 7);  
 getchar();  
 return 0;  
}

**Time complexity:** O(n)  
 **Auxiliary Space:** O(1)

Please see following posts for other methods of array rotation:  
 [Block swap algorithm for array rotation](http://geeksforgeeks.org/?p=2878)  
 [Reversal algorithm for array rotation](http://geeksforgeeks.org/?p=2838)

**References:**  
 <http://www.cs.bell-labs.com/cm/cs/pearls/s02b.pdf>

Please write comments if you find any bug in above programs/algorithms.

Tags: [array](http://www.geeksforgeeks.org/tag/array/)

### Source

<http://www.geeksforgeeks.org/array-rotation/>

# Why is Binary Search preferred over Ternary Search?

The following is a simple recursive **Binary Search** function in C++ taken from [here](http://geeksquiz.com/binary-search/).

// A recursive binary search function. It returns location of x in  
// given array arr[l..r] is present, otherwise -1  
int binarySearch(int arr[], int l, int r, int x)  
{  
 if (r >= l)  
 {  
 int mid = l + (r - l)/2;  
   
 // If the element is present at the middle itself  
 if (arr[mid] == x) return mid;  
   
 // If element is smaller than mid, then it can only be present  
 // in left subarray  
 if (arr[mid] > x) return binarySearch(arr, l, mid-1, x);  
   
 // Else the element can only be present in right subarray  
 return binarySearch(arr, mid+1, r, x);  
 }  
   
 // We reach here when element is not present in array  
 return -1;  
}

The following is a simple recursive **Ternary Search** function in C++.

// A recursive ternary search function. It returns location of x in  
// given array arr[l..r] is present, otherwise -1  
int ternarySearch(int arr[], int l, int r, int x)  
{  
 if (r >= l)  
 {  
 int mid1 = l + (r - l)/3;  
 int mid2 = mid1 + (r - l)/3;  
  
 // If x is present at the mid1  
 if (arr[mid1] == x) return mid1;  
  
 // If x is present at the mid2  
 if (arr[mid2] == x) return mid2;  
  
 // If x is present in left one-third  
 if (arr[mid1] > x) return ternarySearch(arr, l, mid1-1, x);  
  
 // If x is present in right one-third  
 if (arr[mid2] < x) return ternarySearch(arr, mid2+1, r, x);  
  
 // If x is present in middle one-third  
 return ternarySearch(arr, mid1+1, mid2-1, x);  
 }  
 // We reach here when element is not present in array  
 return -1;  
}

**Which of the above two does less comparisons in worst case?**  
 From the first look, it seems the ternary search does less number of comparisons as it makes ![Rendered by QuickLaTeX.com](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADAAAAAQCAQAAAD6pzQ6AAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAAAJiS0dEAP+Hj8y/AAABmElEQVQ4y63U4VHbQBAF4O8YClBSgtyBBB2IDjyTDkQHpoSM04EpIXIHooTgDuQOwO5g80PyISCTeDK++3Na7d6+fW9vhRCU1g5CZz1aLrXnx4PNZS8P4cq0UqXQu/jKCTR4unyC63y6s4/jx9+pVTiqrWOfK/1mQK2Lp0/eCy8etY7ufI8df1VAZxWCymGyNAZFUAnlB+/CUiWmmFY/E1klLD8EtIZZL1QhGEYvlQgaS61uTKUJ2gxlrZsnWAnF7PIyOIxY3vBqRfbvQ7Y+z2qeeNCP0Vd/UiC1XlOpyKI3xB613WS51WNxUmbWKj2kQmNL1mCugMJmQj3VZJh4fcN30GT//kSu8hQz0ms5VTB/A6nQ6YmdvRLS2i5+gN5XSCvF2EGpSRv72Gb8Jx5qW5QkpQeN0tYrblSO8QVS6cGzwjEeM3kbAxZuop4Rej9+pbWXEUqq3Hv2M47/N186m2A5dozi1GP/mEVnXFzOFVDlV/KuA9/va2evtHGjJq38iidil8q0wq368wzIUXF+gqVbgwXxcD6s36R9ooMgXqhzAAAAInRFWHRjb21tZW50AFJlbmRlcmVkIGJ5IFF1aWNrTGFUZVguY29tIEnQtgAAACV0RVh0ZGF0ZTpjcmVhdGUAMjAxNC0xMi0xNFQxNjowMzozNyswOTowMIRhhfMAAAAldEVYdGRhdGU6bW9kaWZ5ADIwMTQtMTItMTRUMTY6MDM6MzcrMDk6MDD1PD1PAAAAAElFTkSuQmCC) recursive calls, but binary search makes ![Rendered by QuickLaTeX.com](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAADAAAAAQCAQAAAD6pzQ6AAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAAAJiS0dEAP+Hj8y/AAABiElEQVQ4y63U4XHTQBAF4E8MBRyUIHcghw6UDjxDB0oHSgmM6MApAaUDp4W4A6WDIHew/NBJFgEyHsanP6e73Xtvd9+uEIJSZxR63XRyrW+9He2v+3gIH+RVVJKDq68FQI2n6wN8XHa3XuL09rpoJCdbXbwskX41YKuPpz+sN149aJzc+hZH3q2AXhuCyphPaoMUVEL5xjrZqUT2aRxWRVYJuzcOjWGlhSoEw2SlEkGt1eonKHXQLFQ6/RqgFdLq8TIYJy5nvhqx2B+kzHW3ItLPeXDIt8vv8Bv3pJxZT/Ah2Hs+J2+KIkhncsYcYZpT+JcKSPaZ9ew2ZDZnfqM65LRVS1zl7DOl1y73wboHiqR3II5elFB0jvEdHHyGopXiiTiCzt0i9VmJW48oKZTu1UqPfuJG5RSfoCjde5ac4mER4t6AjZvY5pOWDK/ovE77onLn2Y84/d98Oadqpwlrebwziy54uFxXIKizHLqrAMwa0uYWKper8d9eRVw8VYqdLwYb4v7yWfQLzwbc3fBO6a8AAAAidEVYdGNvbW1lbnQAUmVuZGVyZWQgYnkgUXVpY2tMYVRlWC5jb20gSdC2AAAAJXRFWHRkYXRlOmNyZWF0ZQAyMDE0LTEyLTE0VDE2OjAzOjQwKzA5OjAwSwOyZAAAACV0RVh0ZGF0ZTptb2RpZnkAMjAxNC0xMi0xNFQxNjowMzo0MCswOTowMDpeCtgAAAAASUVORK5CYII=) recursive calls. Let us take a closer look.  
 The following is recursive formula for counting comparisons in worst case of Binary Search.

T(n) = T(n/2) + 2, T(1) = 1

The following is recursive formula for counting comparisons in worst case of Ternary Search.

T(n) = T(n/3) + 4, T(1) = 1
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**Exercise:**  
 Why Merge Sort divides input array in two halves, why not in three or more parts?

This article is contributed by **Anmol**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/binary-search-preferred-ternary-search/>

# Block swap algorithm for array rotation

Write a function rotate(ar[], d, n) that rotates arr[] of size n by d elements.  
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Rotation of the above array by 2 will make array

![ArrayRotation1](data:image/gif;base64,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)

**Algorithm:**

Initialize A = arr[0..d-1] and B = arr[d..n-1]  
1) Do following until size of A is equal to size of B  
  
 a) If A is shorter, divide B into Bl and Br such that Br is of same   
 length as A. Swap A and Br to change ABlBr into BrBlA. Now A  
 is at its final place, so recur on pieces of B.   
  
 b) If A is longer, divide A into Al and Ar such that Al is of same   
 length as B Swap Al and B to change AlArB into BArAl. Now B  
 is at its final place, so recur on pieces of A.  
  
2) Finally when A and B are of equal size, block swap them.

**Recursive Implementation:**

#include<stdio.h>  
  
/\*Prototype for utility functions \*/  
void printArray(int arr[], int size);  
void swap(int arr[], int fi, int si, int d);  
  
void leftRotate(int arr[], int d, int n)  
{   
 /\* Return If number of elements to be rotated is   
 zero or equal to array size \*/   
 if(d == 0 || d == n)  
 return;  
   
 /\*If number of elements to be rotated is exactly   
 half of array size \*/   
 if(n-d == d)  
 {  
 swap(arr, 0, n-d, d);   
 return;  
 }   
   
 /\* If A is shorter\*/   
 if(d < n-d)  
 {   
 swap(arr, 0, n-d, d);  
 leftRotate(arr, d, n-d);   
 }   
 else /\* If B is shorter\*/   
 {  
 swap(arr, 0, d, n-d);  
 leftRotate(arr+n-d, 2\*d-n, d); /\*This is tricky\*/  
 }  
}  
  
/\*UTILITY FUNCTIONS\*/  
/\* function to print an array \*/  
void printArray(int arr[], int size)  
{  
 int i;  
 for(i = 0; i < size; i++)  
 printf("%d ", arr[i]);  
 printf("%\n ");  
}   
  
/\*This function swaps d elements starting at index fi  
 with d elements starting at index si \*/  
void swap(int arr[], int fi, int si, int d)  
{  
 int i, temp;  
 for(i = 0; i<d; i++)   
 {  
 temp = arr[fi + i];  
 arr[fi + i] = arr[si + i];  
 arr[si + i] = temp;  
 }   
}   
  
/\* Driver program to test above functions \*/  
int main()  
{  
 int arr[] = {1, 2, 3, 4, 5, 6, 7};  
 leftRotate(arr, 2, 7);  
 printArray(arr, 7);  
 getchar();  
 return 0;  
}

**Iterative Implementation:**  
 Here is iterative implementation of the same algorithm. Same utility function swap() is used here.

void leftRotate(int arr[], int d, int n)  
{  
 int i, j;  
 if(d == 0 || d == n)  
 return;  
 i = d;  
 j = n - d;  
 while (i != j)  
 {  
 if(i < j) /\*A is shorter\*/  
 {  
 swap(arr, d-i, d+j-i, i);  
 j -= i;  
 }  
 else /\*B is shorter\*/  
 {  
 swap(arr, d-i, d, j);  
 i -= j;  
 }  
 // printArray(arr, 7);  
 }  
 /\*Finally, block swap A and B\*/  
 swap(arr, d-i, d, i);  
}

**Time Complexity:** O(n)

Please see following posts for other methods of array rotation:  
 <http://geeksforgeeks.org/?p=2398>  
 <http://geeksforgeeks.org/?p=2838>

**References:**  
 <http://www.cs.bell-labs.com/cm/cs/pearls/s02b.pdf>

Please write comments if you find any bug in the above programs/algorithms or want to share any additional information about the block swap algorithm.

Tags: [array](http://www.geeksforgeeks.org/tag/array/)

### Source

<http://www.geeksforgeeks.org/block-swap-algorithm-for-array-rotation/>

# Can QuickSort be implemented in O(nLogn) worst case time complexity?

The worst case time complexity of a typical implementation of [QuickSort](http://geeksquiz.com/quick-sort/)is O(n2). The worst case occurs when the picked pivot is always an extreme (smallest or largest) element. This happens when input array is sorted or reverse sorted and either first or last element is picked as pivot.

Although randomized QuickSort works well even when the array is sorted, there is still possibility that the randomly picked element is always an extreme. Can the worst case be reduced to O(nLogn)?

The answer is yes, we can achieve O(nLogn) worst case. The idea is based on the fact that the [median element of an unsorted array can be found in linear time](http://www.geeksforgeeks.org/kth-smallestlargest-element-unsorted-array-set-3-worst-case-linear-time/). So we find the median first, then partition the array around the median element.

Following is C++ implementation based on above idea. Most of the functions in below progran are copied from [K’th Smallest/Largest Element in Unsorted Array | Set 3 (Worst Case Linear Time)](http://www.geeksforgeeks.org/kth-smallestlargest-element-unsorted-array-set-3-worst-case-linear-time/)

/\* A worst case O(nLogn) implementation of quicksort \*/  
#include<cstring>  
#include<iostream>  
#include<algorithm>  
#include<climits>  
using namespace std;  
  
// Following functions are taken from http://goo.gl/ih05BF  
int partition(int arr[], int l, int r, int k);  
int kthSmallest(int arr[], int l, int r, int k);  
  
/\* A O(nLogn) time complexity function for sorting arr[l..h] \*/  
void quickSort(int arr[], int l, int h)  
{  
 if (l < h)  
 {  
 // Find size of current subarray  
 int n = h-l+1;  
  
 // Find median of arr[].  
 int med = kthSmallest(arr, l, h, n/2);  
  
 // Partition the array around median  
 int p = partition(arr, l, h, med);  
  
 // Recur for left and right of partition  
 quickSort(arr, l, p - 1);  
 quickSort(arr, p + 1, h);  
 }  
}  
  
// A simple function to find median of arr[]. This is called  
// only for an array of size 5 in this program.  
int findMedian(int arr[], int n)  
{  
 sort(arr, arr+n); // Sort the array  
 return arr[n/2]; // Return middle element  
}  
  
// Returns k'th smallest element in arr[l..r] in worst case  
// linear time. ASSUMPTION: ALL ELEMENTS IN ARR[] ARE DISTINCT  
int kthSmallest(int arr[], int l, int r, int k)  
{  
 // If k is smaller than number of elements in array  
 if (k > 0 && k <= r - l + 1)  
 {  
 int n = r-l+1; // Number of elements in arr[l..r]  
  
 // Divide arr[] in groups of size 5, calculate median  
 // of every group and store it in median[] array.  
 int i, median[(n+4)/5]; // There will be floor((n+4)/5) groups;  
 for (i=0; i<n/5; i++)  
 median[i] = findMedian(arr+l+i\*5, 5);  
 if (i\*5 < n) //For last group with less than 5 elements  
 {  
 median[i] = findMedian(arr+l+i\*5, n%5);  
 i++;  
 }  
  
 // Find median of all medians using recursive call.  
 // If median[] has only one element, then no need  
 // of recursive call  
 int medOfMed = (i == 1)? median[i-1]:  
 kthSmallest(median, 0, i-1, i/2);  
  
 // Partition the array around a random element and  
 // get position of pivot element in sorted array  
 int pos = partition(arr, l, r, medOfMed);  
  
 // If position is same as k  
 if (pos-l == k-1)  
 return arr[pos];  
 if (pos-l > k-1) // If position is more, recur for left  
 return kthSmallest(arr, l, pos-1, k);  
  
 // Else recur for right subarray  
 return kthSmallest(arr, pos+1, r, k-pos+l-1);  
 }  
  
 // If k is more than number of elements in array  
 return INT\_MAX;  
}  
  
void swap(int \*a, int \*b)  
{  
 int temp = \*a;  
 \*a = \*b;  
 \*b = temp;  
}  
  
// It searches for x in arr[l..r], and partitions the array  
// around x.  
int partition(int arr[], int l, int r, int x)  
{  
 // Search for x in arr[l..r] and move it to end  
 int i;  
 for (i=l; i<r; i++)  
 if (arr[i] == x)  
 break;  
 swap(&arr[i], &arr[r]);  
  
 // Standard partition algorithm  
 i = l;  
 for (int j = l; j <= r - 1; j++)  
 {  
 if (arr[j] <= x)  
 {  
 swap(&arr[i], &arr[j]);  
 i++;  
 }  
 }  
 swap(&arr[i], &arr[r]);  
 return i;  
}  
  
/\* Function to print an array \*/  
void printArray(int arr[], int size)  
{  
 int i;  
 for (i=0; i < size; i++)  
 cout << arr[i] << " ";  
 cout << endl;  
}  
  
// Driver program to test above functions  
int main()  
{  
 int arr[] = {1000, 10, 7, 8, 9, 30, 900, 1, 5, 6, 20};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 quickSort(arr, 0, n-1);  
 cout << "Sorted array is\n";  
 printArray(arr, n);  
 return 0;  
}

Output:

Sorted array is  
1 5 6 7 8 9 10 20 30 900 1000

**How is QuickSort implemented in practice – is above approach used?**  
 Although worst case time complexity of the above approach is O(nLogn), it is never used in practical implementations. The hidden constants in this approach are high compared to normal Quicksort. Following are some techniques used in practical implementations of QuickSort.  
 1) Randomly picking up to make worst case less likely to occur (Randomized QuickSort)  
 2) Calling insertion sort for small sized arrays to reduce recursive calls.  
 3) QuickSort is [tail recursive](http://www.geeksforgeeks.org/tail-recursion/), so tail call optimizations is done.

So the approach discussed above is more of a theoretical approach with O(nLogn) worst case time complexity.

This article is compiled by **Shivam**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

Tags: [Sorting](http://www.geeksforgeeks.org/tag/sorting/)

### Source

<http://www.geeksforgeeks.org/can-quicksort-implemented-onlogn-worst-case-time-complexity/>

# Check for Majority Element in a sorted array

**Question:** Write a C function to find if a given integer x appears more than n/2 times in a sorted array of n integers.

Basically, we need to write a function say isMajority() that takes an array (arr[] ), array’s size (n) and a number to be searched (x) as parameters and returns true if x is a [majority element](http://www.geeksforgeeks.org/archives/503)(present more than n/2 times).

Examples:

Input: arr[] = {1, 2, 3, 3, 3, 3, 10}, x = 3  
Output: True (x appears more than n/2 times in the given array)  
  
Input: arr[] = {1, 1, 2, 4, 4, 4, 6, 6}, x = 4  
Output: False (x doesn't appear more than n/2 times in the given array)  
  
Input: arr[] = {1, 1, 1, 2, 2}, x = 1  
Output: True (x appears more than n/2 times in the given array)

**METHOD 1 (Using Linear Search)**  
 Linearly search for the first occurrence of the element, once you find it (let at index i), check element at index i + n/2. If element is present at i+n/2 then return 1 else return 0.

/\* Program to check for majority element in a sorted array \*/  
# include <stdio.h>  
# include <stdbool.h>  
  
bool isMajority(int arr[], int n, int x)  
{  
 int i;  
  
 /\* get last index according to n (even or odd) \*/  
 int last\_index = n%2? (n/2+1): (n/2);  
  
 /\* search for first occurrence of x in arr[]\*/  
 for (i = 0; i < last\_index; i++)  
 {  
 /\* check if x is present and is present more than n/2 times \*/  
 if (arr[i] == x && arr[i+n/2] == x)  
 return 1;  
 }  
 return 0;  
}  
  
/\* Driver program to check above function \*/  
int main()  
{  
 int arr[] ={1, 2, 3, 4, 4, 4, 4};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 int x = 4;  
 if (isMajority(arr, n, x))  
 printf("%d appears more than %d times in arr[]", x, n/2);  
 else  
 printf("%d does not appear more than %d times in arr[]", x, n/2);  
  
 getchar();  
 return 0;  
}

**Time Complexity:** O(n)

**METHOD 2 (Using Binary Search)**  
 Use binary search methodology to find the first occurrence of the given number. The criteria for binary search is important here.

/\* Program to check for majority element in a sorted array \*/  
# include <stdio.h>;  
# include <stdbool.h>  
  
/\* If x is present in arr[low...high] then returns the index of  
 first occurrence of x, otherwise returns -1 \*/  
int \_binarySearch(int arr[], int low, int high, int x);  
  
/\* This function returns true if the x is present more than n/2  
 times in arr[] of size n \*/  
bool isMajority(int arr[], int n, int x)  
{  
 /\* Find the index of first occurrence of x in arr[] \*/  
 int i = \_binarySearch(arr, 0, n-1, x);  
  
 /\* If element is not present at all, return false\*/  
 if (i == -1)  
 return false;  
  
 /\* check if the element is present more than n/2 times \*/  
 if (((i + n/2) <= (n -1)) && arr[i + n/2] == x)  
 return true;  
 else  
 return false;  
}  
  
/\* If x is present in arr[low...high] then returns the index of  
 first occurrence of x, otherwise returns -1 \*/  
int \_binarySearch(int arr[], int low, int high, int x)  
{  
 if (high >= low)  
 {  
 int mid = (low + high)/2; /\*low + (high - low)/2;\*/  
  
 /\* Check if arr[mid] is the first occurrence of x.  
 arr[mid] is first occurrence if x is one of the following  
 is true:  
 (i) mid == 0 and arr[mid] == x  
 (ii) arr[mid-1] < x and arr[mid] == x  
 \*/  
 if ( (mid == 0 || x > arr[mid-1]) && (arr[mid] == x) )  
 return mid;  
 else if (x > arr[mid])  
 return \_binarySearch(arr, (mid + 1), high, x);  
 else  
 return \_binarySearch(arr, low, (mid -1), x);  
 }  
  
 return -1;  
}  
  
/\* Driver program to check above functions \*/  
int main()  
{  
 int arr[] = {1, 2, 3, 3, 3, 3, 10};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 int x = 3;  
 if(isMajority(arr, n, x))  
 printf("%d appears more than %d times in arr[]", x, n/2);  
 else  
 printf("%d does not appear more than %d times in arr[]", x, n/2);  
  
 return 0;  
}

**Time Complexity:** O(Logn)  
 **Algorithmic Paradigm:** Divide and Conquer

Please write comments if you find any bug in the above program/algorithm or a better way to solve the same problem.

Tags: [Divide and Conquer](http://www.geeksforgeeks.org/tag/divide-and-conquer/)

### Source

<http://www.geeksforgeeks.org/check-for-majority-element-in-a-sorted-array/>

# Check if a given array contains duplicate elements within k distance from each other

Given an unsorted array that may contain duplicates. Also given a number k which is smaller than size of array. Write a function that returns true if array contains duplicates within k distance.

Examples:

Input: k = 3, arr[] = {1, 2, 3, 4, 1, 2, 3, 4}  
Output: false  
All duplicates are more than k distance away.  
  
Input: k = 3, arr[] = {1, 2, 3, 1, 4, 5}  
Output: true  
1 is repeated at distance 3.  
  
Input: k = 3, arr[] = {1, 2, 3, 4, 5}  
Output: false  
  
Input: k = 3, arr[] = {1, 2, 3, 4, 4}  
Output: true

A **Simple Solution** is to run two loops. The outer loop picks every element ‘arr[i]’ as a starting element, the inner loop compares all elements which are within k distance of ‘arr[i]’. The time complexity of this solution is O(kn).

We can solve this problem **in Θ(n) time using Hashing.** The idea is to one by add elements to hash. We also remove elements which are at more than k distance from current element. Following is detailed algorithm.

1) Create an empty hashtable.  
 2) Traverse all elements from left from right. Let the current element be ‘arr[i]’  
 ….a) If current element ‘arr[i]’ is present in hashtable, then return true.  
 ….b) Else add arr[i] to hash and remove arr[i-k] from hash if i is greater than or equal to k

/\* Java program to Check if a given array contains duplicate   
 elements within k distance from each other \*/  
import java.util.\*;  
  
class Main  
{  
 static boolean checkDuplicatesWithinK(int arr[], int k)  
 {  
 // Creates an empty hashset  
 HashSet<Integer> set = new HashSet<>();  
  
 // Traverse the input array  
 for (int i=0; i<arr.length; i++)  
 {  
 // If already present n hash, then we found   
 // a duplicate within k distance  
 if (set.contains(arr[i]))  
 return true;  
  
 // Add this item to hashset  
 set.add(arr[i]);  
  
 // Remove the k+1 distant item  
 if (i >= k)  
 set.remove(arr[i-k]);  
 }  
 return false;  
 }  
  
 // Driver method to test above method  
 public static void main (String[] args)  
 {  
 int arr[] = {10, 5, 3, 4, 3, 5, 6};  
 if (checkDuplicatesWithinK(arr, 3))  
 System.out.println("Yes");  
 else  
 System.out.println("No");  
 }  
}

Output:

Yes

This article is contributed by **Anuj**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

Tags: [Hashing](http://www.geeksforgeeks.org/tag/hashing/)

### Source

<http://www.geeksforgeeks.org/check-given-array-contains-duplicate-elements-within-k-distance/>

# Check if array elements are consecutive | Added Method 3

Given an unsorted array of numbers, write a function that returns true if array consists of consecutive numbers.

Examples:  
 **a)** If array is {5, 2, 3, 1, 4}, then the function should return true because the array has consecutive numbers from 1 to 5.

**b)** If array is {83, 78, 80, 81, 79, 82}, then the function should return true because the array has consecutive numbers from 78 to 83.

**c)** If the array is {34, 23, 52, 12, 3 }, then the function should return false because the elements are not consecutive.

**d)** If the array is {7, 6, 5, 5, 3, 4}, then the function should return false because 5 and 5 are not consecutive.

**Method 1 (Use Sorting)**  
 1) Sort all the elements.  
 2) Do a linear scan of the sorted array. If the difference between current element and next element is anything other than 1, then return false. If all differences are 1, then return true.

Time Complexity: O(nLogn)

**Method 2 (Use visited array)**  
 The idea is to check for following two conditions. If following two conditions are true, then return true.  
 1) *max – min + 1 = n* where max is the maximum element in array, min is minimum element in array and n is the number of elements in array.  
 2) All elements are distinct.

To check if all elements are distinct, we can create a visited[] array of size n. We can map the ith element of input array arr[] to visited array by using arr[i] – min as index in visited[].

#include<stdio.h>  
#include<stdlib.h>  
  
/\* Helper functions to get minimum and maximum in an array \*/  
int getMin(int arr[], int n);  
int getMax(int arr[], int n);  
  
/\* The function checks if the array elements are consecutive  
 If elements are consecutive, then returns true, else returns  
 false \*/  
bool areConsecutive(int arr[], int n)  
{  
 if ( n < 1 )  
 return false;  
  
 /\* 1) Get the minimum element in array \*/  
 int min = getMin(arr, n);  
  
 /\* 2) Get the maximum element in array \*/  
 int max = getMax(arr, n);  
  
 /\* 3) max - min + 1 is equal to n, then only check all elements \*/  
 if (max - min + 1 == n)  
 {  
 /\* Create a temp array to hold visited flag of all elements.  
 Note that, calloc is used here so that all values are initialized   
 as false \*/   
 bool \*visited = (bool \*) calloc (n, sizeof(bool));  
 int i;  
 for (i = 0; i < n; i++)  
 {  
 /\* If we see an element again, then return false \*/  
 if ( visited[arr[i] - min] != false )  
 return false;  
  
 /\* If visited first time, then mark the element as visited \*/  
 visited[arr[i] - min] = true;  
 }  
  
 /\* If all elements occur once, then return true \*/  
 return true;  
 }  
  
 return false; // if (max - min + 1 != n)  
}  
  
/\* UTILITY FUNCTIONS \*/  
int getMin(int arr[], int n)  
{  
 int min = arr[0];  
 for (int i = 1; i < n; i++)  
 if (arr[i] < min)  
 min = arr[i];  
 return min;  
}  
  
int getMax(int arr[], int n)  
{  
 int max = arr[0];  
 for (int i = 1; i < n; i++)  
 if (arr[i] > max)  
 max = arr[i];  
 return max;  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 int arr[]= {5, 4, 2, 3, 1, 6};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 if(areConsecutive(arr, n) == true)  
 printf(" Array elements are consecutive ");  
 else  
 printf(" Array elements are not consecutive ");  
 getchar();  
 return 0;  
}

Time Complexity: O(n)  
 Extra Space: O(n)

**Method 3 (Mark visited array elements as negative)**  
 This method is O(n) time complexity and O(1) extra space, but it changes the original array and it works only if all numbers are positive. We can get the original array by adding an extra step though. It is an extension of method 2 and it has the same two steps.  
 1) *max – min + 1 = n* where max is the maximum element in array, min is minimum element in array and n is the number of elements in array.  
 2) All elements are distinct.

In this method, the implementation of step 2 differs from method 2. Instead of creating a new array, we modify the input array arr[] to keep track of visited elements. The idea is to traverse the array and for each index i (where 0

#include<stdio.h>  
#include<stdlib.h>  
  
/\* Helper functions to get minimum and maximum in an array \*/  
int getMin(int arr[], int n);  
int getMax(int arr[], int n);  
  
/\* The function checks if the array elements are consecutive  
 If elements are consecutive, then returns true, else returns  
 false \*/  
bool areConsecutive(int arr[], int n)  
{  
  
 if ( n < 1 )  
 return false;  
  
 /\* 1) Get the minimum element in array \*/  
 int min = getMin(arr, n);  
  
 /\* 2) Get the maximum element in array \*/  
 int max = getMax(arr, n);  
  
 /\* 3) max – min + 1 is equal to n then only check all elements \*/  
 if (max – min + 1 == n)  
 {  
 int i;  
 for(i = 0; i < n; i++)  
 {  
 int j;  
  
 if (arr[i] < 0)  
 j = -arr[i] – min;  
 else  
 j = arr[i] – min;  
  
 // if the value at index j is negative then  
 // there is repitition  
 if (arr[j] > 0)  
 arr[j] = -arr[j];  
 else  
 return false;  
 }  
  
 /\* If we do not see a negative value then all elements  
 are distinct \*/  
 return true;  
 }  
  
 return false; // if (max – min + 1 != n)  
}  
  
/\* UTILITY FUNCTIONS \*/  
int getMin(int arr[], int n)  
{  
 int min = arr[0];  
 for (int i = 1; i < n; i++)  
 if (arr[i] < min)  
 min = arr[i];  
 return min;  
}  
  
int getMax(int arr[], int n)  
{  
 int max = arr[0];  
 for (int i = 1; i < n; i++)  
 if (arr[i] > max)  
 max = arr[i];  
 return max;  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 int arr[]= {1, 4, 5, 3, 2, 6};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 if(areConsecutive(arr, n) == true)  
 printf(" Array elements are consecutive ");  
 else  
 printf(" Array elements are not consecutive ");  
 getchar();  
 return 0;  
}

Note that this method might not work for negative numbers. For example, it returns false for {2, 1, 0, -3, -1, -2}.

Time Complexity: O(n)  
 Extra Space: O(1)

Source: <http://geeksforgeeks.org/forum/topic/amazon-interview-question-for-software-engineerdeveloper-fresher-9>

Please write comments if you find the above codes/algorithms incorrect, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/check-if-array-elements-are-consecutive/>

# How to check if two given sets are disjoint?

Given two sets represented by two arrays, how to check if the given two sets are disjoint or not? It may be assumed that the given arrays have no duplicates.

**Difficulty Level:** Rookie

Input: set1[] = {12, 34, 11, 9, 3}  
 set2[] = {2, 1, 3, 5}  
Output: Not Disjoint  
3 is common in two sets.  
  
Input: set1[] = {12, 34, 11, 9, 3}  
 set2[] = {7, 2, 1, 5}  
Output: Yes, Disjoint  
There is no common element in two sets.

**We strongly recommend to minimize your browser and try this yourself first.**  
 There are plenty of methods to solve this problem, it’s a good test to check how many solutions you can guess.

**Method 1 (Simple)**  
 Iterate through every element of first set and search it in other set, if any element is found, return false. If no element is found, return tree. Time complexity of this method is O(mn).

Following is C++ implementation of above idea.

// A Simple C++ program to check if two sets are disjoint  
#include<iostream>  
using namespace std;  
  
// Returns true if set1[] and set2[] are disjoint, else false  
bool areDisjoint(int set1[], int set2[], int m, int n)  
{  
 // Take every element of set1[] and search it in set2  
 for (int i=0; i<m; i++)  
 for (int j=0; j<n; j++)  
 if (set1[i] == set2[j])  
 return false;  
  
 // If no element of set1 is present in set2  
 return true;  
}  
  
// Driver program to test above function  
int main()  
{  
 int set1[] = {12, 34, 11, 9, 3};  
 int set2[] = {7, 2, 1, 5};  
 int m = sizeof(set1)/sizeof(set1[0]);  
 int n = sizeof(set2)/sizeof(set2[0]);  
 areDisjoint(set1, set2, m, n)? cout << "Yes" : cout << " No";  
 return 0;  
}

Output:

Yes

**Method 2 (Use Sorting and Merging)**  
 1) Sort first and second sets.  
 2) Use merge like process to compare elements.

Following is C++ implementation of above idea.

// A Simple C++ program to check if two sets are disjoint  
#include<iostream>  
#include<algorithm>  
using namespace std;  
  
// Returns true if set1[] and set2[] are disjoint, else false  
bool areDisjoint(int set1[], int set2[], int m, int n)  
{  
 // Sort the given two sets  
 sort(set1, set1+m);  
 sort(set2, set2+n);  
  
 // Check for same elements using merge like process  
 int i = 0, j = 0;  
 while (i < m && j < n)  
 {  
 if (set1[i] < set2[j])  
 i++;  
 else if (set2[j] < set1[i])  
 j++;  
 else /\* if set1[i] == set2[j] \*/  
 return false;  
 }  
  
 return true;  
}  
  
// Driver program to test above function  
int main()  
{  
 int set1[] = {12, 34, 11, 9, 3};  
 int set2[] = {7, 2, 1, 5};  
 int m = sizeof(set1)/sizeof(set1[0]);  
 int n = sizeof(set2)/sizeof(set2[0]);  
 areDisjoint(set1, set2, m, n)? cout << "Yes" : cout << " No";  
 return 0;  
}

Output:

Yes

Time complexity of above solution is O(mLogm + nLogn).

The above solution first sorts both sets, then takes O(m+n) time to find intersection. If we are given that the input sets are sorted, then this method is best among all.

**Method 3 (Use Sorting and Binary Search)**  
 This is similar to method 1. Instead of linear search, we use [Binary Search](http://geeksquiz.com/binary-search/).  
 1) Sort first set.  
 2) Iterate through every element of second set, and use binary search to search every element in first set. If element is found return it.

Time complexity of this method is O(mLogm + nLogm)

**Method 4 (Use Binary Search Tree)**  
 1) Create a self balancing binary search tree ([Red Black](http://www.geeksforgeeks.org/red-black-tree-set-1-introduction-2/), [AVL](http://www.geeksforgeeks.org/avl-tree-set-1-insertion/), [Splay](http://www.geeksforgeeks.org/splay-tree-set-1-insert/), etc) of all elements in first set.  
 2) Iterate through all elements of second set and search every element in the above constructed Binary Search Tree. If element is found, return false.  
 3) If all elements are absent, return true.

Time complexity of this method is O(mLogm + nLogm).

**Method 5 (Use Hashing)**  
 1) Create an empty hash table.  
 2) Iterate through the first set and store every element in hash table.  
 3) Iterate through second set and check if any element is present in hash table. If present, then return false, else ignore the element.  
 4) If all elements of second set are not present in hash table, return true.

Following is Java implementation of this method.

/\* Java program to check if two sets are distinct or not \*/  
import java.util.\*;  
  
class Main  
{  
 // This function prints all distinct elements  
 static boolean areDisjoint(int set1[], int set2[])  
 {  
 // Creates an empty hashset  
 HashSet<Integer> set = new HashSet<>();  
  
 // Traverse the first set and store its elements in hash  
 for (int i=0; i<set1.length; i++)  
 set.add(set1[i]);  
  
 // Traverse the second set and check if any element of it  
 // is already in hash or not.  
 for (int i=0; i<set2.length; i++)  
 if (set.contains(set2[i]))  
 return false;  
  
 return true;  
 }  
  
 // Driver method to test above method  
 public static void main (String[] args)  
 {  
 int set1[] = {10, 5, 3, 4, 6};  
 int set2[] = {8, 7, 9, 3};  
 if (areDisjoint(set1, set2)  
 System.out.println("Yes");  
 else  
 System.out.println("No");  
 }  
}

Output:

Yes

Time complexity of the above implementation is O(m+n) under the assumption that hash set operations like add() and contains() work in O(1) time.

This article is contributed by **Rajeev**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/check-two-given-sets-disjoint/>

# Construction of Longest Monotonically Increasing Subsequence (N log N)

In my previous post, I have explained about longest [monotonically increasing sub-sequence](http://www.geeksforgeeks.org/archives/9591) (LIS) problem in detail. However, the post only covered code related to querying size of LIS, but not the construction of LIS. I left it as an exercise. If you have solved, cheers. If not, you are not alone, here is code.

If you have not read my previous post, read [here](http://www.geeksforgeeks.org/archives/9591). Note that the below code prints LIS in reverse order. We can modify print order using a stack (explicit or system stack). I am leaving explanation as an exercise (easy).

#include <iostream>  
#include <string.h>  
#include <stdio.h>  
using namespace std;  
  
// Binary search  
int GetCeilIndex(int A[], int T[], int l, int r, int key) {  
 int m;  
  
 while( r - l > 1 ) {  
 m = l + (r - l)/2;  
 if( A[T[m]] >= key )  
 r = m;  
 else  
 l = m;  
 }  
  
 return r;  
}  
  
int LongestIncreasingSubsequence(int A[], int size) {  
 // Add boundary case, when array size is zero  
 // Depend on smart pointers  
  
 int \*tailIndices = new int[size];  
 int \*prevIndices = new int[size];  
 int len;  
  
 memset(tailIndices, 0, sizeof(tailIndices[0])\*size);  
 memset(prevIndices, 0xFF, sizeof(prevIndices[0])\*size);  
  
 tailIndices[0] = 0;  
 prevIndices[0] = -1;  
 len = 1; // it will always point to empty location  
 for( int i = 1; i < size; i++ ) {  
 if( A[i] < A[tailIndices[0]] ) {  
 // new smallest value  
 tailIndices[0] = i;  
 } else if( A[i] > A[tailIndices[len-1]] ) {  
 // A[i] wants to extend largest subsequence  
 prevIndices[i] = tailIndices[len-1];  
 tailIndices[len++] = i;  
 } else {  
 // A[i] wants to be a potential condidate of future subsequence  
 // It will replace ceil value in tailIndices  
 int pos = GetCeilIndex(A, tailIndices, -1, len-1, A[i]);  
  
 prevIndices[i] = tailIndices[pos-1];  
 tailIndices[pos] = i;  
 }  
 }  
 cout << "LIS of given input" << endl;  
 for( int i = tailIndices[len-1]; i >= 0; i = prevIndices[i] )  
 cout << A[i] << " ";  
 cout << endl;  
  
 delete[] tailIndices;  
 delete[] prevIndices;  
  
 return len;  
}  
  
int main() {  
 int A[] = { 2, 5, 3, 7, 11, 8, 10, 13, 6 };  
 int size = sizeof(A)/sizeof(A[0]);  
  
 printf("LIS size %d\n", LongestIncreasingSubsequence(A, size));  
  
 return 0;  
}

**Exercises:**

1. You know [Kadane](http://en.wikipedia.org/wiki/Maximum_subarray_problem)‘s algorithm to find [maximum sum sub-array](http://www.geeksforgeeks.org/archives/576). Modify Kadane’s algorithm to trace starting and ending location of maximum sum sub-array.

2. Modify [Kadane](http://en.wikipedia.org/wiki/Maximum_subarray_problem)‘s algorithm to find maximum sum sub-array in a circular array. Refer GFG forum for many comments on the question.

3. Given two integers A and B as input. Find number of Fibonacci numbers existing in between these two numbers (including A and B). For example, A = 3 and B = 18, there are 4 Fibonacci numbers in between {3, 5, 8, 13}. Do it in O(log K) time, where K is max(A, B). What is your observation?

— [Venki](http://www.linkedin.com/in/ramanawithu). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/construction-of-longest-monotonically-increasing-subsequence-n-log-n/>

# Count the number of occurrences in a sorted array

Given a sorted array arr[] and a number x, write a function that counts the occurrences of x in arr[]. Expected time complexity is O(Logn)

Examples:

Input: arr[] = {1, 1, 2, 2, 2, 2, 3,}, x = 2  
 Output: 4 // x (or 2) occurs 4 times in arr[]  
  
 Input: arr[] = {1, 1, 2, 2, 2, 2, 3,}, x = 3  
 Output: 1   
  
 Input: arr[] = {1, 1, 2, 2, 2, 2, 3,}, x = 1  
 Output: 2   
  
 Input: arr[] = {1, 1, 2, 2, 2, 2, 3,}, x = 4  
 Output: -1 // 4 doesn't occur in arr[]

**Method 1 (Linear Search)**  
 Linearly search for x, count the occurrences of x and return the count.

Time Complexity: O(n)

**Method 2 (Use Binary Search)**  
 1) Use Binary search to get index of the first occurrence of x in arr[]. Let the index of the first occurrence be i.  
 2) Use Binary search to get index of the last occurrence of x in arr[]. Let the index of the last occurrence be j.  
 3) Return (j – i + 1);

/\* if x is present in arr[] then returns the count of occurrences of x,   
 otherwise returns -1. \*/  
int count(int arr[], int x, int n)  
{  
 int i; // index of first occurrence of x in arr[0..n-1]  
 int j; // index of last occurrence of x in arr[0..n-1]  
   
 /\* get the index of first occurrence of x \*/  
 i = first(arr, 0, n-1, x, n);  
  
 /\* If x doesn't exist in arr[] then return -1 \*/  
 if(i == -1)  
 return i;  
   
 /\* Else get the index of last occurrence of x. Note that we   
 are only looking in the subarray after first occurrence \*/   
 j = last(arr, i, n-1, x, n);   
   
 /\* return count \*/  
 return j-i+1;  
}  
  
/\* if x is present in arr[] then returns the index of FIRST occurrence   
 of x in arr[0..n-1], otherwise returns -1 \*/  
int first(int arr[], int low, int high, int x, int n)  
{  
 if(high >= low)  
 {  
 int mid = (low + high)/2; /\*low + (high - low)/2;\*/  
 if( ( mid == 0 || x > arr[mid-1]) && arr[mid] == x)  
 return mid;  
 else if(x > arr[mid])  
 return first(arr, (mid + 1), high, x, n);  
 else  
 return first(arr, low, (mid -1), x, n);  
 }  
 return -1;  
}  
  
  
/\* if x is present in arr[] then returns the index of LAST occurrence   
 of x in arr[0..n-1], otherwise returns -1 \*/   
int last(int arr[], int low, int high, int x, int n)  
{  
 if(high >= low)  
 {  
 int mid = (low + high)/2; /\*low + (high - low)/2;\*/  
 if( ( mid == n-1 || x < arr[mid+1]) && arr[mid] == x )  
 return mid;  
 else if(x < arr[mid])  
 return last(arr, low, (mid -1), x, n);  
 else  
 return last(arr, (mid + 1), high, x, n);   
 }  
 return -1;  
}  
  
/\* driver program to test above functions \*/  
int main()  
{  
 int arr[] = {1, 2, 2, 3, 3, 3, 3};  
 int x = 3; // Element to be counted in arr[]  
 int n = sizeof(arr)/sizeof(arr[0]);  
 int c = count(arr, x, n);  
 printf(" %d occurs %d times ", x, c);  
 getchar();  
 return 0;  
}

Time Complexity: O(Logn)  
 Programming Paradigm: Divide & Conquer

Please write comments if you find the above codes/algorithms incorrect, or find other ways to solve the same problem.

Tags: [Divide and Conquer](http://www.geeksforgeeks.org/tag/divide-and-conquer/)

### Source

<http://www.geeksforgeeks.org/count-number-of-occurrences-in-a-sorted-array/>

# Count all distinct pairs with difference equal to k

Given an integer array and a positive integer k, count all distinct pairs with difference equal to k.

Examples:

Input: arr[] = {1, 5, 3, 4, 2}, k = 3  
Output: 2  
There are 2 pairs with difference 3, the pairs are {1, 4} and {5, 2}   
  
Input: arr[] = {8, 12, 16, 4, 0, 20}, k = 4  
Output: 5  
There are 5 pairs with difference 4, the pairs are {0, 4}, {4, 8},   
{8, 12}, {12, 16} and {16, 20}

**Method 1 (Simple)**  
 A simple solution is to consider all pairs one by one and check difference between every pair. Following program implements the simple solution. We run two loops: the outer loop picks the first element of pair, the inner loop looks for the other element. This solution doesn’t work if there are duplicates in array as the requirement is to count only distinct pairs.

/\* A simple program to count pairs with difference k\*/  
#include<iostream>  
using namespace std;  
  
int countPairsWithDiffK(int arr[], int n, int k)  
{  
 int count = 0;  
   
 // Pick all elements one by one  
 for (int i = 0; i < n; i++)  
 {   
 // See if there is a pair of this picked element  
 for (int j = i+1; j < n; j++)  
 if (arr[i] - arr[j] == k || arr[j] - arr[i] == k )  
 count++;  
 }  
 return count;  
}  
  
// Driver program to test above function  
int main()  
{  
 int arr[] = {1, 5, 3, 4, 2};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 int k = 3;  
 cout << "Count of pairs with given diff is "  
 << countPairsWithDiffK(arr, n, k);  
 return 0;  
}

Output:

Count of pairs with given diff is 2

Time Complexity of O(n2)

**Method 2 (Use Sorting)**  
 We can find the count in O(nLogn) time using a O(nLogn) sorting algorithm like [Merge Sort](http://geeksquiz.com/merge-sort/), [Heap Sort](http://geeksquiz.com/heap-sort/), etc. Following are the detailed steps.

1) Initialize count as 0  
2) Sort all numbers in increasing order.  
3) Remove duplicates from array.  
4) Do following for each element arr[i]  
 a) Binary Search for arr[i] + k in subarray from i+1 to n-1.  
 b) If arr[i] + k found, increment count.   
5) Return count.

/\* A sorting based program to count pairs with difference k\*/  
#include <iostream>  
#include <algorithm>  
using namespace std;  
  
/\* Standard binary search function \*/  
int binarySearch(int arr[], int low, int high, int x)  
{  
 if (high >= low)  
 {  
 int mid = low + (high - low)/2;  
 if (x == arr[mid])  
 return mid;  
 if (x > arr[mid])  
 return binarySearch(arr, (mid + 1), high, x);  
 else  
 return binarySearch(arr, low, (mid -1), x);  
 }  
 return -1;  
}  
  
/\* Returns count of pairs with difference k in arr[] of size n. \*/  
int countPairsWithDiffK(int arr[], int n, int k)  
{  
 int count = 0, i;  
 sort(arr, arr+n); // Sort array elements  
  
 /\* code to remove duplicates from arr[] \*/  
   
 // Pick a first element point  
 for (i = 0; i < n-1; i++)  
 if (binarySearch(arr, i+1, n-1, arr[i] + k) != -1)  
 count++;  
  
 return count;  
}

Output:

Count of pairs with given diff is 2

Time complexity: The first step (sorting) takes O(nLogn) time. The second step runs binary search n times, so the time complexity of second step is also O(nLogn). Therefore, overall time complexity is O(nLogn). The second step can be optimized to O(n), see [this](http://www.geeksforgeeks.org/find-a-pair-with-the-given-difference/).

**Method 3 (Use Self-balancing BST)**  
 We can also a self-balancing BST like [AVL tree](http://www.geeksforgeeks.org/avl-tree-set-1-insertion/) or Red Black tree to solve this problem. Following is detailed algorithm.

1) Initialize count as 0.  
2) Insert all elements of arr[] in an AVL tree. While inserting,   
 ignore an element if already present in AVL tree.  
3) Do following for each element arr[i].  
 a) Search for arr[i] + k in AVL tree, if found then increment count.  
 b) Search for arr[i] - k in AVL tree, if found then increment count.  
 c) Remove arr[i] from AVL tree.

Time complexity of above solution is also O(nLogn) as search and delete operations take O(Logn) time for a self-balancing binary search tree.

**Method 4 (Use Hashing)**  
 We can also use hashing to achieve the average time complexity as O(n) for many cases.

1) Initialize count as 0.  
2) Insert all distinct elements of arr[] in a hash map. While inserting,   
 ignore an element if already present in the hash map.  
3) Do following for each element arr[i].  
 a) Look for arr[i] + k in the hash map, if found then increment count.  
 b) Look for arr[i] - k in the hash map, if found then increment count.  
 c) Remove arr[i] from hash table.

A very simple case where hashing works in O(n) time is the case where range of values is very small. For example, in the following implementation, range of numbers is assumed to be 0 to 99999. A simple hashing technique to use values as index can be used.

/\* An efficient program to count pairs with difference k when the range  
 numbers is small \*/  
#define MAX 100000  
int countPairsWithDiffK(int arr[], int n, int k)  
{  
 int count = 0; // Initialize count  
  
 // Initialize empty hashmap.  
 bool hashmap[MAX] = {false};  
  
 // Insert array elements to hashmap  
 for (int i = 0; i < n; i++)  
 hashmap[arr[i]] = true;  
  
 for (int i = 0; i < n; i++)  
 {  
 int x = arr[i];  
 if (x - k >= 0 && hashmap[x - k])  
 count++;  
 if (x + k < MAX && hashmap[x + k])  
 count++;  
 hashmap[x] = false;  
 }  
 return count;  
}

**Method 5 (Use Sorting)**

Sort the array arr

Take two pointers, l and r, both pointing to 1st element

Take the difference arr[r] – arr[l]

* If value diff is K, increment count and move both pointers to next element
* if value diff > k, move l to next element
* if value diff < k, move r to next element

return count

/\* A sorting based program to count pairs with difference k\*/  
#include <iostream>  
#include <algorithm>  
using namespace std;  
   
/\* Returns count of pairs with difference k in arr[] of size n. \*/  
int countPairsWithDiffK(int arr[], int n, int k)  
{  
 int count = 0;  
 sort(arr, arr+n); // Sort array elements  
  
 int l = 0;  
 int r = 0;  
 while(r < n)  
 {  
 if(arr[r] - arr[l] == k)  
 {  
 count++;  
 l++;  
 r++;  
 }  
 else if(arr[r] - arr[l] > k)  
 l++;  
 else // arr[r] - arr[l] < sum  
 r++;  
 }   
 return count;  
}  
  
// Driver program to test above function  
int main()  
{  
 int arr[] = {1, 5, 3, 4, 2};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 int k = 3;  
 cout << "Count of pairs with given diff is "  
 << countPairsWithDiffK(arr, n, k);  
 return 0;  
}

Output:

Count of pairs with given diff is 2

Time Complexity: O(nlogn)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/count-pairs-difference-equal-k/>

# Count all possible paths from top left to bottom right of a mXn matrix

The problem is to count all the possible paths from top left to bottom right of a mXn matrix with the constraints that ***from each cell you can either move only to right or down***

We have discussed a [solution to print all possible paths](http://www.geeksforgeeks.org/print-all-possible-paths-from-top-left-to-bottom-right-of-a-mxn-matrix/), counting all paths is easier. Let NumberOfPaths(m, n) be the count of paths to reach row number m and column number n in the matrix, NumberOfPaths(m, n) can be recursively written as following.

#include <iostream>  
using namespace std;  
  
// Returns count of possible paths to reach cell at row number m and column  
// number n from the topmost leftmost cell (cell at 1, 1)  
int numberOfPaths(int m, int n)  
{  
 // If either given row number is first or given column number is first  
 if (m == 1 || n == 1)  
 return 1;  
  
 // If diagonal movements are allowed then the last addition  
 // is required.  
 return numberOfPaths(m-1, n) + numberOfPaths(m, n-1);   
 // + numberOfPaths(m-1,n-1);  
}  
  
int main()  
{  
 cout << numberOfPaths(3, 3);  
 return 0;  
}

Output:

6

The time complexity of above recursive solution is exponential. There are many overlapping subproblems. We can draw a recursion tree for numberOfPaths(3, 3) and see many overlapping subproblems. The recursion tree would be similar to [Recursion tree for Longest Common Subsequence problem](http://www.geeksforgeeks.org/dynamic-programming-set-4-longest-common-subsequence/).  
 So this problem has both properties (see [this](http://www.geeksforgeeks.org/dynamic-programming-set-1/)and [this](http://www.geeksforgeeks.org/dynamic-programming-set-2-optimal-substructure-property/)) of a dynamic programming problem. Like other typical [Dynamic Programming(DP) problems](http://www.geeksforgeeks.org/archives/tag/dynamic-programming), recomputations of same subproblems can be avoided by constructing a temporary array count[][] in bottom up manner using the above recursive formula.

#include <iostream>  
using namespace std;  
  
// Returns count of possible paths to reach cell at row number m and column  
// number n from the topmost leftmost cell (cell at 1, 1)  
int numberOfPaths(int m, int n)  
{  
 // Create a 2D table to store results of subproblems  
 int count[m][n];  
  
 // Count of paths to reach any cell in first column is 1  
 for (int i = 0; i < m; i++)  
 count[i][0] = 1;  
  
 // Count of paths to reach any cell in first column is 1  
 for (int j = 0; j < n; j++)  
 count[0][j] = 1;  
  
 // Calculate count of paths for other cells in bottom-up manner using  
 // the recursive solution  
 for (int i = 1; i < m; i++)  
 {  
 for (int j = 1; j < n; j++)  
  
 // By uncommenting the last part the code calculatest he total  
 // possible paths if the diagonal Movements are allowed  
 count[i][j] = count[i-1][j] + count[i][j-1]; //+ count[i-1][j-1];  
  
 }  
 return count[m-1][n-1];  
}  
  
// Driver program to test above functions  
int main()  
{  
 cout << numberOfPaths(3, 3);  
 return 0;  
}

Output:

6

Time complexity of the above dynamic programming solution is O(mn).

Note the count can also be calculated using the formula (m-1 + n-1)!/(m-1)!(n-1)! as mentioned in the comments of [this](http://www.geeksforgeeks.org/print-all-possible-paths-from-top-left-to-bottom-right-of-a-mxn-matrix/)article.

This article is contributed by **Hariprasad NG**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)

### Source

<http://www.geeksforgeeks.org/count-possible-paths-top-left-bottom-right-nxm-matrix/>

# Count smaller elements on right side

Write a function to count number of smaller elements on right of each element in an array. Given an unsorted array arr[] of distinct integers, construct another array countSmaller[] such that countSmaller[i] contains count of smaller elements on right side of each element arr[i] in array.

Examples:

Input: arr[] = {12, 1, 2, 3, 0, 11, 4}  
Output: countSmaller[] = {6, 1, 1, 1, 0, 1, 0}   
  
(Corner Cases)  
Input: arr[] = {5, 4, 3, 2, 1}  
Output: countSmaller[] = {4, 3, 2, 1, 0}   
  
Input: arr[] = {1, 2, 3, 4, 5}  
Output: countSmaller[] = {0, 0, 0, 0, 0}

**Method 1 (Simple)**  
 Use two loops. The outer loop picks all elements from left to right. The inner loop iterates through all the elements on right side of the picked element and updates countSmaller[].

void constructLowerArray (int \*arr[], int \*countSmaller, int n)  
{  
 int i, j;  
  
 // initialize all the counts in countSmaller array as 0  
 for (i = 0; i < n; i++)  
 countSmaller[i] = 0;  
  
 for (i = 0; i < n; i++)  
 {  
 for (j = i+1; j < n; j++)  
 {  
 if (arr[j] < arr[i])  
 countSmaller[i]++;  
 }  
 }  
}  
  
/\* Utility function that prints out an array on a line \*/  
void printArray(int arr[], int size)  
{  
 int i;  
 for (i=0; i < size; i++)  
 printf("%d ", arr[i]);  
  
 printf("\n");  
}  
  
// Driver program to test above functions  
int main()  
{  
 int arr[] = {12, 10, 5, 4, 2, 20, 6, 1, 0, 2};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 int \*low = (int \*)malloc(sizeof(int)\*n);  
 constructLowerArray(arr, low, n);  
 printArray(low, n);  
 return 0;  
}

Time Complexity: O(n^2)  
 Auxiliary Space: O(1)

**Method 2 (Use Self Balancing BST)**  
 A Self Balancing Binary Search Tree (AVL, Red Black,.. etc) can be used to get the solution in O(nLogn) time complexity. We can augment these trees so that every node N contains size the subtree rooted with N. We have used AVL tree in the following implementation.

We traverse the array from right to left and insert all elements one by one in an AVL tree. While inserting a new key in an AVL tree, we first compare the key with root. If key is greater than root, then it is greater than all the nodes in left subtree of root. So we add the size of left subtree to the count of smaller element for the key being inserted. We recursively follow the same approach for all nodes down the root.

Following is C implementation.

#include<stdio.h>  
#include<stdlib.h>  
  
// An AVL tree node  
struct node  
{  
 int key;  
 struct node \*left;  
 struct node \*right;  
 int height;  
 int size; // size of the tree rooted with this node  
};  
  
// A utility function to get maximum of two integers  
int max(int a, int b);  
  
// A utility function to get height of the tree rooted with N  
int height(struct node \*N)  
{  
 if (N == NULL)  
 return 0;  
 return N->height;  
}  
  
// A utility function to size of the tree of rooted with N  
int size(struct node \*N)  
{  
 if (N == NULL)  
 return 0;  
 return N->size;  
}  
  
// A utility function to get maximum of two integers  
int max(int a, int b)  
{  
 return (a > b)? a : b;  
}  
  
/\* Helper function that allocates a new node with the given key and  
 NULL left and right pointers. \*/  
struct node\* newNode(int key)  
{  
 struct node\* node = (struct node\*)  
 malloc(sizeof(struct node));  
 node->key = key;  
 node->left = NULL;  
 node->right = NULL;  
 node->height = 1; // new node is initially added at leaf  
 node->size = 1;  
 return(node);  
}  
  
// A utility function to right rotate subtree rooted with y  
struct node \*rightRotate(struct node \*y)  
{  
 struct node \*x = y->left;  
 struct node \*T2 = x->right;  
  
 // Perform rotation  
 x->right = y;  
 y->left = T2;  
  
 // Update heights  
 y->height = max(height(y->left), height(y->right))+1;  
 x->height = max(height(x->left), height(x->right))+1;  
  
 // Update sizes  
 y->size = size(y->left) + size(y->right) + 1;  
 x->size = size(x->left) + size(x->right) + 1;  
  
 // Return new root  
 return x;  
}  
  
// A utility function to left rotate subtree rooted with x  
struct node \*leftRotate(struct node \*x)  
{  
 struct node \*y = x->right;  
 struct node \*T2 = y->left;  
  
 // Perform rotation  
 y->left = x;  
 x->right = T2;  
  
 // Update heights  
 x->height = max(height(x->left), height(x->right))+1;  
 y->height = max(height(y->left), height(y->right))+1;  
  
 // Update sizes  
 x->size = size(x->left) + size(x->right) + 1;  
 y->size = size(y->left) + size(y->right) + 1;  
  
 // Return new root  
 return y;  
}  
  
// Get Balance factor of node N  
int getBalance(struct node \*N)  
{  
 if (N == NULL)  
 return 0;  
 return height(N->left) - height(N->right);  
}  
  
// Inserts a new key to the tree rotted with node. Also, updates \*count  
// to contain count of smaller elements for the new key  
struct node\* insert(struct node\* node, int key, int \*count)  
{  
 /\* 1. Perform the normal BST rotation \*/  
 if (node == NULL)  
 return(newNode(key));  
  
 if (key < node->key)  
 node->left = insert(node->left, key, count);  
 else  
 {  
 node->right = insert(node->right, key, count);  
  
 // UPDATE COUNT OF SMALLER ELEMENTS FOR KEY  
 \*count = \*count + size(node->left) + 1;  
 }  
  
  
 /\* 2. Update height and size of this ancestor node \*/  
 node->height = max(height(node->left), height(node->right)) + 1;  
 node->size = size(node->left) + size(node->right) + 1;  
  
 /\* 3. Get the balance factor of this ancestor node to check whether  
 this node became unbalanced \*/  
 int balance = getBalance(node);  
  
 // If this node becomes unbalanced, then there are 4 cases  
  
 // Left Left Case  
 if (balance > 1 && key < node->left->key)  
 return rightRotate(node);  
  
 // Right Right Case  
 if (balance < -1 && key > node->right->key)  
 return leftRotate(node);  
  
 // Left Right Case  
 if (balance > 1 && key > node->left->key)  
 {  
 node->left = leftRotate(node->left);  
 return rightRotate(node);  
 }  
  
 // Right Left Case  
 if (balance < -1 && key < node->right->key)  
 {  
 node->right = rightRotate(node->right);  
 return leftRotate(node);  
 }  
  
 /\* return the (unchanged) node pointer \*/  
 return node;  
}  
  
// The following function updates the countSmaller array to contain count of  
// smaller elements on right side.  
void constructLowerArray (int arr[], int countSmaller[], int n)  
{  
 int i, j;  
 struct node \*root = NULL;  
  
 // initialize all the counts in countSmaller array as 0  
 for (i = 0; i < n; i++)  
 countSmaller[i] = 0;  
  
 // Starting from rightmost element, insert all elements one by one in  
 // an AVL tree and get the count of smaller elements  
 for (i = n-1; i >= 0; i--)  
 {  
 root = insert(root, arr[i], &countSmaller[i]);  
 }  
}  
  
/\* Utility function that prints out an array on a line \*/  
void printArray(int arr[], int size)  
{  
 int i;  
 printf("\n");  
 for (i=0; i < size; i++)  
 printf("%d ", arr[i]);  
}  
  
// Driver program to test above functions  
int main()  
{  
 int arr[] = {10, 6, 15, 20, 30, 5, 7};  
 int n = sizeof(arr)/sizeof(arr[0]);  
  
 int \*low = (int \*)malloc(sizeof(int)\*n);  
  
 constructLowerArray(arr, low, n);  
  
 printf("Following is the constructed smaller count array");  
 printArray(low, n);  
 return 0;  
}

Output:

Following is the constructed smaller count array  
3 1 2 2 2 0 0

Time Complexity: O(nLogn)  
 Auxiliary Space: O(n)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/count-smaller-elements-on-right-side/>

# Count Inversions in an array

*Inversion Count* for an array indicates – how far (or close) the array is from being sorted. If array is already sorted then inversion count is 0. If array is sorted in reverse order that inversion count is the maximum.   
 Formally speaking, two elements a[i] and a[j] form an inversion if a[i] > a[j] and i

**Example:**  
 The sequence 2, 4, 1, 3, 5 has three inversions (2, 1), (4, 1), (4, 3).

**METHOD 1 (Simple)**  
 For each element, count number of elements which are on right side of it and are smaller than it.

int getInvCount(int arr[], int n)  
{  
 int inv\_count = 0;  
 int i, j;  
  
 for(i = 0; i < n - 1; i++)  
 for(j = i+1; j < n; j++)  
 if(arr[i] > arr[j])  
 inv\_count++;  
  
 return inv\_count;  
}  
  
/\* Driver progra to test above functions \*/  
int main(int argv, char\*\* args)  
{  
 int arr[] = {1, 20, 6, 4, 5};  
 printf(" Number of inversions are %d \n", getInvCount(arr, 5));  
 getchar();  
 return 0;  
}

**Time Complexity:** O(n^2)

**METHOD 2(Enhance Merge Sort)**  
 Suppose we know the number of inversions in the left half and right half of the array (let be inv1 and inv2), what kinds of inversions are not accounted for in Inv1 + Inv2? The answer is – the inversions we have to count during the merge step. Therefore, to get number of inversions, we need to add number of inversions in left subarray, right subarray and merge().
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 **How to get number of inversions in merge()?**  
 In merge process, let i is used for indexing left sub-array and j for right sub-array. At any step in merge(), if a[i] is greater than a[j], then there are (mid – i) inversions. because left and right subarrays are sorted, so all the remaining elements in left-subarray (a[i+1], a[i+2] … a[mid]) will be greater than a[j]
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**The complete picture:**  
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**Implementation:**

#include <stdio.h>  
#include <stdlib.h>  
   
int \_mergeSort(int arr[], int temp[], int left, int right);  
int merge(int arr[], int temp[], int left, int mid, int right);  
   
/\* This function sorts the input array and returns the  
 number of inversions in the array \*/  
int mergeSort(int arr[], int array\_size)  
{  
 int \*temp = (int \*)malloc(sizeof(int)\*array\_size);  
 return \_mergeSort(arr, temp, 0, array\_size - 1);  
}  
   
/\* An auxiliary recursive function that sorts the input array and  
 returns the number of inversions in the array. \*/  
int \_mergeSort(int arr[], int temp[], int left, int right)  
{  
 int mid, inv\_count = 0;  
 if (right > left)  
 {  
 /\* Divide the array into two parts and call \_mergeSortAndCountInv()  
 for each of the parts \*/  
 mid = (right + left)/2;  
   
 /\* Inversion count will be sum of inversions in left-part, right-part  
 and number of inversions in merging \*/  
 inv\_count = \_mergeSort(arr, temp, left, mid);  
 inv\_count += \_mergeSort(arr, temp, mid+1, right);  
   
 /\*Merge the two parts\*/  
 inv\_count += merge(arr, temp, left, mid+1, right);  
 }  
 return inv\_count;  
}  
   
/\* This funt merges two sorted arrays and returns inversion count in  
 the arrays.\*/  
int merge(int arr[], int temp[], int left, int mid, int right)  
{  
 int i, j, k;  
 int inv\_count = 0;  
   
 i = left; /\* i is index for left subarray\*/  
 j = mid; /\* i is index for right subarray\*/  
 k = left; /\* i is index for resultant merged subarray\*/  
 while ((i <= mid - 1) && (j <= right))  
 {  
 if (arr[i] <= arr[j])  
 {  
 temp[k++] = arr[i++];  
 }  
 else  
 {  
 temp[k++] = arr[j++];  
   
 /\*this is tricky -- see above explanation/diagram for merge()\*/  
 inv\_count = inv\_count + (mid - i);  
 }  
 }  
   
 /\* Copy the remaining elements of left subarray  
 (if there are any) to temp\*/  
 while (i <= mid - 1)  
 temp[k++] = arr[i++];  
   
 /\* Copy the remaining elements of right subarray  
 (if there are any) to temp\*/  
 while (j <= right)  
 temp[k++] = arr[j++];  
   
 /\*Copy back the merged elements to original array\*/  
 for (i=left; i <= right; i++)  
 arr[i] = temp[i];  
   
 return inv\_count;  
}  
   
/\* Driver progra to test above functions \*/  
int main(int argv, char\*\* args)  
{  
 int arr[] = {1, 20, 6, 4, 5};  
 printf(" Number of inversions are %d \n", mergeSort(arr, 5));  
 getchar();  
 return 0;  
}

Note that above code modifies (or sorts) the input array. If we want to count only inversions then we need to create a copy of original array and call mergeSort() on copy.  
   
 **Time Complexity:** O(nlogn)  
 **Algorithmic Paradigm:** Divide and Conquer

**References:**  
 <http://www.cs.umd.edu/class/fall2009/cmsc451/lectures/Lec08-inversions.pdf>  
 <http://www.cp.eng.chula.ac.th/~piak/teaching/algo/algo2008/count-inv.htm>

Please write comments if you find any bug in the above program/algorithm or other ways to solve the same problem.

Tags: [Divide and Conquer](http://www.geeksforgeeks.org/tag/divide-and-conquer/)

### Source

<http://www.geeksforgeeks.org/counting-inversions/>

# Counting Sort

[Counting sort](http://en.wikipedia.org/wiki/Counting_sort) is a sorting technique based on keys between a specific range. It works by counting the number of objects having distinct key values (kind of hashing). Then doing some arithmetic to calculate the position of each object in the output sequence.

Let us understand it with the help of an example.

For simplicity, consider the data in the range 0 to 9.   
Input data: 1, 4, 1, 2, 7, 5, 2  
 1) Take a count array to store the count of each unique object.  
 Index: 0 1 2 3 4 5 6 7 8 9  
 Count: 0 2 2 0 1 1 0 1 0 0  
  
 2) Modify the count array such that each element at each index   
 stores the sum of previous counts.   
 Index: 0 1 2 3 4 5 6 7 8 9  
 Count: 0 2 4 4 5 6 6 7 7 7  
  
The modified count array indicates the position of each object in   
the output sequence.  
   
 3) Output each object from the input sequence followed by   
 decreasing its count by 1.  
 Process the input data: 1, 4, 1, 2, 7, 5, 2. Position of 1 is 2.  
 Put data 1 at index 2 in output. Decrease count by 1 to place   
 next data 1 at an index 1 smaller than this index.

Following is C implementation of counting sort.

// C Program for counting sort  
#include <stdio.h>  
#include <string.h>  
#define RANGE 255  
  
// The main function that sort the given string str in alphabatical order  
void countSort(char \*str)  
{  
 // The output character array that will have sorted str  
 char output[strlen(str)];  
  
 // Create a count array to store count of inidividul characters and  
 // initialize count array as 0  
 int count[RANGE + 1], i;  
 memset(count, 0, sizeof(count));  
  
 // Store count of each character  
 for(i = 0; str[i]; ++i)  
 ++count[str[i]];  
  
 // Change count[i] so that count[i] now contains actual position of  
 // this character in output array  
 for (i = 1; i <= RANGE; ++i)  
 count[i] += count[i-1];  
  
 // Build the output character array  
 for (i = 0; str[i]; ++i)  
 {  
 output[count[str[i]]-1] = str[i];  
 --count[str[i]];  
 }  
  
 // Copy the output array to str, so that str now  
 // contains sorted characters  
 for (i = 0; str[i]; ++i)  
 str[i] = output[i];  
}  
  
// Driver program to test above function  
int main()  
{  
 char str[] = "geeksforgeeks";//"applepp";  
  
 countSort(str);  
  
 printf("Sorted string is %s\n", str);  
 return 0;  
}

Output:

Sorted character array is eeeefggkkorss

**Time Complexity:** O(n+k) where n is the number of elements in input array and k is the range of input.  
 **Auxiliary Space:** O(n+k)

**Points to be noted:**  
 **1.** Counting sort is efficient if the range of input data is not significantly greater than the number of objects to be sorted. Consider the situation where the input sequence is between range 1 to 10K and the data is 10, 5, 10K, 5K.  
 **2.** It is not a comparison based sorting. It running time complexity is O(n) with space proportional to the range of data.  
 **3.** It is often used as a sub-routine to another sorting algorithm like radix sort.  
 **4.** Counting sort uses a partial hashing to count the occurrence of the data object in O(1).  
 **5.** Counting sort can be extended to work for negative inputs also.

**Exercise:**  
 **1.** Modify above code to sort the input data in the range from M to N.  
 **2.** Modify above code to sort negative input data.  
 **3.** Is counting sort stable and online?  
 **4.** Thoughts on parallelizing the counting sort algorithm.

This article is compiled by[Aashish Barnwal](https://www.facebook.com/barnwal.aashish?fref=ts). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/counting-sort/>

# Divide and Conquer | Set 3 (Maximum Subarray Sum)

You are given a one dimensional array that may contain both positive and negative integers, find the sum of contiguous subarray of numbers which has the largest sum.

For example, if the given array is {-2, -5, **6, -2, -3, 1, 5**, -6}, then the maximum subarray sum is 7 (see highlighted elements).

**The naive method** is to run two loops. The outer loop picks the beginning element, the inner loop finds the maximum possible sum with first element picked by outer loop and compares this maximum with the overall maximum. Finally return the overall maximum. The time complexity of the Naive method is O(n^2).

Using **Divide and Conquer** approach, we can find the maximum subarray sum in O(nLogn) time. Following is the Divide and Conquer algorithm.

**1)** Divide the given array in two halves  
 **2)** Return the maximum of following three  
 ….**a)** Maximum subarray sum in left half (Make a recursive call)  
 ….**b)** Maximum subarray sum in right half (Make a recursive call)  
 ….**c)** Maximum subarray sum such that the subarray crosses the midpoint

The lines 2.a and 2.b are simple recursive calls. How to find maximum subarray sum such that the subarray crosses the midpoint? We can easily find the crossing sum in linear time. The idea is simple, find the maximum sum starting from mid point and ending at some point on left of mid, then find the maximum sum starting from mid + 1 and ending with sum point on right of mid + 1. Finally, combine the two and return.

// A Divide and Conquer based program for maximum subarray sum problem  
#include <stdio.h>  
#include <limits.h>  
  
// A utility funtion to find maximum of two integers  
int max(int a, int b) { return (a > b)? a : b; }  
  
// A utility funtion to find maximum of three integers  
int max(int a, int b, int c) { return max(max(a, b), c); }  
  
// Find the maximum possible sum in arr[] auch that arr[m] is part of it  
int maxCrossingSum(int arr[], int l, int m, int h)  
{  
 // Include elements on left of mid.  
 int sum = 0;  
 int left\_sum = INT\_MIN;  
 for (int i = m; i >= l; i--)  
 {  
 sum = sum + arr[i];  
 if (sum > left\_sum)  
 left\_sum = sum;  
 }  
  
 // Include elements on right of mid  
 sum = 0;  
 int right\_sum = INT\_MIN;  
 for (int i = m+1; i <= h; i++)  
 {  
 sum = sum + arr[i];  
 if (sum > right\_sum)  
 right\_sum = sum;  
 }  
  
 // Return sum of elements on left and right of mid  
 return left\_sum + right\_sum;  
}  
  
// Returns sum of maxium sum subarray in aa[l..h]  
int maxSubArraySum(int arr[], int l, int h)  
{  
 // Base Case: Only one element  
 if (l == h)  
 return arr[l];  
  
 // Find middle point  
 int m = (l + h)/2;  
  
 /\* Return maximum of following three possible cases  
 a) Maximum subarray sum in left half  
 b) Maximum subarray sum in right half  
 c) Maximum subarray sum such that the subarray crosses the midpoint \*/  
 return max(maxSubArraySum(arr, l, m),  
 maxSubArraySum(arr, m+1, h),  
 maxCrossingSum(arr, l, m, h));  
}  
  
/\*Driver program to test maxSubArraySum\*/  
int main()  
{  
 int arr[] = {2, 3, 4, 5, 7};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 int max\_sum = maxSubArraySum(arr, 0, n-1);  
 printf("Maximum contiguous sum is %d\n", max\_sum);  
 getchar();  
 return 0;  
}

**Time Complexity:** maxSubArraySum() is a recursive method and time complexity can be expressed as following recurrence relation.  
 T(n) = 2T(n/2) + ![Rendered by QuickLaTeX.com](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACYAAAASCAQAAACd32SeAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAAAJiS0dEAP+Hj8y/AAABb0lEQVQ4y5WU3XWDMAyFP/dkAJ+OABvQjJBuQFagG7gz0A3oCIENyAYt2QA2aMIG6oN/sNNzCJVfZCRLV7oSCFsO5YqtCtqmUC16xZrRWE0JVlRFzogmp5UzkaiaPv1yL6riKh0WGZohAtv4TN62AfsQymSgTUwj9dKRJc1KsIZSsO6S9oQKIXN677V1gmhtsIGRAwXaHUOBeGxIkqTGoDFUtBRJM0YbTOg5JIk0Qu+cbtGDkgLBuMB9gk2EHQDPTByZHTmZzMoTlXENpO2lUxWzfACQB/8gO2Aik4kpoloDF3cJT+QMvHJy14L+bkA0AuYPASViO0LGmFhudhfQC0VLmX40msQQj0ZMQObTUjHGS2Z7+wTAkb2qAtyGs7wH9BeVBf3AJLbsFzpgsew5Ea2Tcf3J0+VRhlk+w2L92PargjcGTi40quZLusfjuG2dRsGXuSIy862KdR9V0ljnTb+gB9jb//zP9NqyY/xg/QL7Bc8YsgkobgAAACJ0RVh0Y29tbWVudABSZW5kZXJlZCBieSBRdWlja0xhVGVYLmNvbSBJ0LYAAAAldEVYdGRhdGU6Y3JlYXRlADIwMTMtMTEtMjZUMDI6Mzk6MDkrMDk6MDCbEkJrAAAAJXRFWHRkYXRlOm1vZGlmeQAyMDEzLTExLTI2VDAyOjM5OjA5KzA5OjAw6k/61wAAAABJRU5ErkJggg==)  
 The above recurrence is similar to [Merge Sort](http://geeksquiz.com/merge-sort/) and can be solved either using Recurrence Tree method or Master method. It falls in case II of Master Method and solution of the recurrence is ![Rendered by QuickLaTeX.com](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAE4AAAASCAQAAABf7yAaAAAAAmJLR0QA/vCI/CkAAAAJcEhZcwAAAEgAAABIAEbJaz4AAAAJdnBBZwAAAE4AAAASAFh0psYAAAJgSURBVEjHvZbRkdowEIa/vUkByk0qkBvIGNIB6cCXdODrwJSQ4TrwlXCmA9NBYjowHRy4g82DZCHDYZwcc/KLBq9/rf79tAJlykM2Le4WD3mYTQqvMB+YnKV0M1HckJyEFkNCpRuiISvq4S/nQyyP5BjW7HTJO4fk7HWNcw5DE5lZ9pn37ybu+BB/9073mlBWGqrBq5bVkYBj2qNyKXo7MinJFLe8DpkiR7F+XvezK3LFqcq7ksuoFFGkwfDInp0vec6GhifHjqhKxELCK8/kdHznl24jTmqsJm/QY+iYsVKvLik/aYEZFfaSnhgaTVxlaxaDxA1K7Yk7RPRlpCiFd7e+RhyVj017FRa0GA/B11E9VT4BcM+OBzqfttUumGXZBxvmupacTp8ASEK888NQn7mW6gOAbsVIqlugZKn9d18u6/mh0B7dCR6pOxKkw7NK1ftD7Xb8NnFYhUMfQeoYJkdDfD2mp/j6naNMhpL6htieFC8L6UcHhTqOI8dgew23gj+DzUnBL+i5svatZMDLoJVo7Ee/DXLa+FKLicNQerdM0CtOfDqwGNUzHJQ7AB6YSx5YKdlEXX4rNswX7DwxM9aAPSdODBU16Jadey8rtp6rmnsAKTC6uawHzHkhur4KoAOS4WUlBZ0++/mKV7eMpDzS8KKdWJYssKzZA3NSOv0MIJYlDeb4PUhJCyTMdfa2Xljpt66vt8PJ19c/tNjq2kXnCL67dglrxx9Jr0VNGwGQBdVoXEbpW8mUnd7EL39W+zYyUiu/XmBudCeGH0du/tu3jG+0JDD+p0oKnh17fwGhfprrVqsexAAAACJ0RVh0Y29tbWVudABSZW5kZXJlZCBieSBRdWlja0xhVGVYLmNvbSBJ0LYAAAAldEVYdGRhdGU6Y3JlYXRlADIwMTEtMDktMjNUMTg6NTk6MzcrMDk6MDAyiEGTAAAAJXRFWHRkYXRlOm1vZGlmeQAyMDExLTA5LTIzVDE4OjU5OjM3KzA5OjAwQ9X5LwAAAABJRU5ErkJggg==).

[**The Kadane’s Algorithm**](http://www.geeksforgeeks.org/largest-sum-contiguous-subarray/) for this problem takes O(n) time. Therefore the Kadane’s algorithm is better than the Divide and Conquer approach, but this problem can be considered as a good example to show power of Divide and Conquer. The above simple approach where we divide the array in two halves, reduces the time complexity from O(n^2) to O(nLogn).

**References:**  
 [Introduction to Algorithms by Clifford Stein, Thomas H. Cormen, Charles E. Leiserson, Ronald L.](http://www.flipkart.com/introduction-algorithms-8120340078/p/itmczynzhyhxv2gs?pid=9788120340077&affid=sandeepgfg)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

Tags: [Divide and Conquer](http://www.geeksforgeeks.org/tag/divide-and-conquer/)

### Source

<http://www.geeksforgeeks.org/divide-and-conquer-maximum-sum-subarray/>

# Equilibrium index of an array

Equilibrium index of an array is an index such that the sum of elements at lower indexes is equal to the sum of elements at higher indexes. For example, in an arrya A:

A[0] = -7, A[1] = 1, A[2] = 5, A[3] = 2, A[4] = -4, A[5] = 3, A[6]=0

3 is an equilibrium index, because:  
 A[0] + A[1] + A[2] = A[4] + A[5] + A[6]

6 is also an equilibrium index, because sum of zero elements is zero, i.e., A[0] + A[1] + A[2] + A[3] + A[4] + A[5]=0

7 is not an equilibrium index, because it is not a valid index of array A.

Write a function *int equilibrium(int[] arr, int n)*; that given a sequence arr[] of size n, returns an equilibrium index (if any) or -1 if no equilibrium indexes exist.

**Method 1 (Simple but inefficient)**  
 Use two loops. Outer loop iterates through all the element and inner loop finds out whether the current index picked by the outer loop is equilibrium index or not. Time complexity of this solution is O(n^2).

#include <stdio.h>  
  
int equilibrium(int arr[], int n)  
{  
 int i, j;  
 int leftsum, rightsum;  
  
 /\* Check for indexes one by one until an equilibrium  
 index is found \*/  
 for ( i = 0; i < n; ++i)  
 {  
 leftsum = 0; // initialize left sum for current index i  
 rightsum = 0; // initialize right sum for current index i  
  
 /\* get left sum \*/  
 for ( j = 0; j < i; j++)  
 leftsum += arr[j];  
  
 /\* get right sum \*/  
 for( j = i+1; j < n; j++)  
 rightsum += arr[j];  
  
 /\* if leftsum and rightsum are same, then we are done \*/  
 if (leftsum == rightsum)  
 return i;  
 }  
  
 /\* return -1 if no equilibrium index is found \*/  
 return -1;  
}  
  
int main()  
{  
 int arr[] = {-7, 1, 5, 2, -4, 3, 0};  
 int arr\_size = sizeof(arr)/sizeof(arr[0]);  
 printf("%d\n", equilibrium(arr, arr\_size));  
  
 getchar();  
 return 0;  
}

Time Complexity: O(n^2)  
  
  
 **Method 2 (Tricky and Efficient)**  
 The idea is to get total sum of array first. Then Iterate through the array and keep updating the left sum which is initialized as zero. In the loop, we can get right sum by subtracting the elements one by one. Thanks to Sambasiva for suggesting this solution and providing code for this.

1) Initialize leftsum as 0  
2) Get the total sum of the array as sum  
3) Iterate through the array and for each index i, do following.  
 a) Update sum to get the right sum.   
 sum = sum - arr[i]   
 // sum is now right sum  
 b) If leftsum is equal to sum, then return current index.   
 c) leftsum = leftsum + arr[i] // update leftsum for next iteration.  
4) return -1 // If we come out of loop without returning then  
 // there is no equilibrium index

#include <stdio.h>  
  
int equilibrium(int arr[], int n)  
{  
 int sum = 0; // initialize sum of whole array  
 int leftsum = 0; // initialize leftsum  
 int i;  
  
 /\* Find sum of the whole array \*/  
 for (i = 0; i < n; ++i)  
 sum += arr[i];  
  
 for( i = 0; i < n; ++i)  
 {  
 sum -= arr[i]; // sum is now right sum for index i  
  
 if(leftsum == sum)  
 return i;  
  
 leftsum += arr[i];  
 }  
  
 /\* If no equilibrium index found, then return 0 \*/  
 return -1;  
}  
  
int main()  
{  
 int arr[] = {-7, 1, 5, 2, -4, 3, 0};  
 int arr\_size = sizeof(arr)/sizeof(arr[0]);  
 printf("First equilibrium index is %d\n", equilibrium(arr, arr\_size));  
  
 getchar();  
 return 0;  
}

Time Complexity: O(n)

As pointed out by Sameer, we can remove the return statement and add a print statement to print all equilibrium indexes instead of returning only one.

Please write comments if you find the above codes/algorithms incorrect, or find better ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/equilibrium-index-of-an-array/>

# Factorial of a large number

**How to compute factorial of 100 using a C/C++ program?**  
 Factorial of 100 has 158 digits. It is not possible to store these many digits even if we use long long int. Following is a simple solution where we use an array to store individual digits of the result. The idea is to use basic mathematics for multiplication.

The following is detailed algorithm for finding factorial.

***factorial(n)***  
 1) Create an array ‘res[]’ of MAX size where MAX is number of maximum digits in output.  
 2) Initialize value stored in ‘res[]’ as 1 and initialize ‘res\_size’ (size of ‘res[]’) as 1.  
 3) Do following for all numbers from x = 2 to n.  
 ……a) Multiply x with res[] and update res[] and res\_size to store the multiplication result.

***How to multiply a number ‘x’ with the number stored in res[]?***  
 The idea is to use simple school mathematics. We one by one multiply x with every digit of res[]. The important point to note here is digits are multiplied from rightmost digit to leftmost digit. If we store digits in same order in res[], then it becomes difficult to update res[] without extra space. That is why res[] is maintained in reverse way, i.e., digits from right to left are stored.

***multiply(res[], x)***  
 1) Initialize carry as 0.  
 2) Do following for i = 0 to res\_size – 1  
 ….a) Find value of res[i] \* x + carry. Let this value be prod.  
 ….b) Update res[i] by storing last digit of prod in it.  
 ….c) Update carry by storing remaining digits in carry.  
 3) Put all digits of carry in res[] and increase res\_size by number of digits in carry.

Example to show working of multiply(res[], x)  
A number 5189 is stored in res[] as following.  
res[] = {9, 8, 1, 5}  
x = 10  
  
Initialize carry = 0;  
  
i = 0, prod = res[0]\*x + carry = 9\*10 + 0 = 90.  
res[0] = 0, carry = 9  
  
i = 1, prod = res[1]\*x + carry = 8\*10 + 9 = 89  
res[1] = 9, carry = 8  
  
i = 2, prod = res[2]\*x + carry = 1\*10 + 8 = 18  
res[2] = 8, carry = 1  
  
i = 3, prod = res[3]\*x + carry = 5\*10 + 1 = 51  
res[3] = 1, carry = 5  
  
res[4] = carry = 5  
  
res[] = {0, 9, 8, 1, 5}

Below is C++ implementation of above algorithm.

// C++ program to compute factorial of big numbers  
#include<iostream>  
using namespace std;  
  
// Maximum number of digits in output  
#define MAX 500  
  
int multiply(int x, int res[], int res\_size)  
  
// This function finds factorial of large numbers and prints them  
void factorial(int n)  
{  
 int res[MAX];  
  
 // Initialize result  
 res[0] = 1;  
 int res\_size = 1;  
  
 // Apply simple factorial formula n! = 1 \* 2 \* 3 \* 4...\*n  
 for (int x=2; x<=n; x++)  
 res\_size = multiply(x, res, res\_size);  
  
 cout << "Factorial of given number is \n";  
 for (int i=res\_size-1; i>=0; i--)  
 cout << res[i];  
}  
  
// This function multiplies x with the number represented by res[].  
// res\_size is size of res[] or number of digits in the number represented  
// by res[]. This function uses simple school mathematics for multiplication.  
// This function may value of res\_size and returns the new value of res\_size  
int multiply(int x, int res[], int res\_size)  
{  
 int carry = 0; // Initialize carry  
  
 // One by one multiply n with individual digits of res[]  
 for (int i=0; i<res\_size; i++)  
 {  
 int prod = res[i] \* x + carry;  
 res[i] = prod % 10; // Store last digit of 'prod' in res[]  
 carry = prod/10; // Put rest in carry  
 }  
  
 // Put carry in res and increase result size  
 while (carry)  
 {  
 res[res\_size] = carry%10;  
 carry = carry/10;  
 res\_size++;  
 }  
 return res\_size;  
}  
  
// Driver program  
int main()  
{  
 factorial(100);  
 return 0;  
}

Output:

Factorial of given number is  
9332621544394415268169923885626670049071596826438162146859296389  
5217599993229915608941463976156518286253697920827223758251185210  
916864000000000000000000000000

The above approach can be optimized in many ways. We will soon be discussing optimized solution for same.

This article is contributed by **Harshit Agrawal**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

### Source

<http://www.geeksforgeeks.org/factorial-large-number/>

# Find a Fixed Point in a given array

Given an array of n distinct integers sorted in ascending order, write a function that returns a Fixed Point in the array, if there is any Fixed Point present in array, else returns -1. Fixed Point in an array is an index i such that arr[i] is equal to i. Note that integers in array can be negative.

Examples:

Input: arr[] = {-10, -5, 0, 3, 7}  
 Output: 3 // arr[3] == 3   
  
 Input: arr[] = {0, 2, 5, 8, 17}  
 Output: 0 // arr[0] == 0   
  
  
 Input: arr[] = {-10, -5, 3, 4, 7, 9}  
 Output: -1 // No Fixed Point

Asked by [rajk](http://geeksforgeeks.org/forum/topic/interview-question-for-software-engineerdeveloper-fresher-about-aptitiude-arrays)

**Method 1 (Linear Search)**  
 Linearly search for an index i such that arr[i] == i. Return the first such index found. Thanks to [pm](http://geeksforgeeks.org/forum/topic/interview-question-for-software-engineerdeveloper-fresher-about-aptitiude-arrays#post-33151)for suggesting this solution.

int linearSearch(int arr[], int n)  
{  
 int i;  
 for(i = 0; i < n; i++)  
 {  
 if(arr[i] == i)  
 return i;  
 }  
  
 /\* If no fixed point present then return -1 \*/  
 return -1;  
}  
  
/\* Driver program to check above functions \*/  
int main()  
{  
 int arr[] = {-10, -1, 0, 3, 10, 11, 30, 50, 100};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 printf("Fixed Point is %d", linearSearch(arr, n));  
 getchar();  
 return 0;  
}

Time Complexity: O(n)

**Method 2 (Binary Search)**  
 First check whether middle element is Fixed Point or not. If it is, then return it; otherwise check whether index of middle element is greater than value at the index. If index is greater, then Fixed Point(s) lies on the right side of the middle point (obviously only if there is a Fixed Point). Else the Fixed Point(s) lies on left side.

int binarySearch(int arr[], int low, int high)  
{  
 if(high >= low)  
 {  
 int mid = (low + high)/2; /\*low + (high - low)/2;\*/  
 if(mid == arr[mid])  
 return mid;  
 if(mid > arr[mid])  
 return binarySearch(arr, (mid + 1), high);  
 else  
 return binarySearch(arr, low, (mid -1));  
 }  
  
 /\* Return -1 if there is no Fixed Point \*/  
 return -1;  
}  
  
/\* Driver program to check above functions \*/  
int main()  
{  
 int arr[10] = {-10, -1, 0, 3, 10, 11, 30, 50, 100};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 printf("Fixed Point is %d", binarySearch(arr, 0, n-1));  
 getchar();  
 return 0;  
}

Algorithmic Paradigm: Divide & Conquer  
 Time Complexity: O(Logn)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

Tags: [Divide and Conquer](http://www.geeksforgeeks.org/tag/divide-and-conquer/)

### Source

<http://www.geeksforgeeks.org/find-a-fixed-point-in-a-given-array/>

# Find a pair with the given difference

Given an unsorted array and a number n, find if there exists a pair of elements in the array whose difference is n.

Examples:  
Input: arr[] = {5, 20, 3, 2, 50, 80}, n = 78  
Output: Pair Found: (2, 80)  
  
Input: arr[] = {90, 70, 20, 80, 50}, n = 45  
Output: No Such Pair

Source: [find pair](http://geeksforgeeks.org/forum/topic/find-pair)

The simplest method is to run two loops, the outer loop picks the first element (smaller element) and the inner loop looks for the element picked by outer loop plus n. Time complexity of this method is O(n^2).

We can use sorting and Binary Search to improve time complexity to O(nLogn). The first step is to sort the array in ascending order. Once the array is sorted, traverse the array from left to right, and for each element arr[i], binary search for arr[i] + n in arr[i+1..n-1]. If the element is found, return the pair.  
 Both first and second steps take O(nLogn). So overall complexity is O(nLogn).

The second step of the above algorithm can be improved to O(n). The first step remain same. The idea for second step is take two index variables i and j, initialize them as 0 and 1 respectively. Now run a linear loop. If arr[j] – arr[i] is smaller than n, we need to look for greater arr[j], so increment j. If arr[j] – arr[i] is greater than n, we need to look for greater arr[i], so increment i. Thanks to [Aashish Barnwal](http://geeksforgeeks.org/forum/topic/find-pair#post-38942) for suggesting this approach.  
 The following code is only for the second step of the algorithm, it assumes that the array is already sorted.

#include <stdio.h>  
  
// The function assumes that the array is sorted   
bool findPair(int arr[], int size, int n)  
{  
 // Initialize positions of two elements  
 int i = 0;   
 int j = 1;  
  
 // Search for a pair  
 while (i<size && j<size)  
 {  
 if (i != j && arr[j]-arr[i] == n)  
 {  
 printf("Pair Found: (%d, %d)", arr[i], arr[j]);  
 return true;  
 }  
 else if (arr[j]-arr[i] < n)  
 j++;  
 else  
 i++;  
 }  
  
 printf("No such pair");  
 return false;  
}  
  
// Driver program to test above function  
int main()  
{  
 int arr[] = {1, 8, 30, 40, 100};  
 int size = sizeof(arr)/sizeof(arr[0]);  
 int n = 60;  
 findPair(arr, size, n);  
 return 0;  
}

Output:

Pair Found: (40, 100)

Hashing can also be used to solve this problem. Create an empty hash table HT. Traverse the array, use array elements as hash keys and enter them in HT. Traverse the array again look for value n + arr[i] in HT.

Please write comments if you find any of the above codes/algorithms incorrect, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/find-a-pair-with-the-given-difference/>

# Find a peak element

Given an array of integers. Find a peak element in it. An array element is peak if it is NOT smaller than its neighbors. For corner elements, we need to consider only one neighbor. For example, for input array {5, 10, 20, 15}, 20 is the only peak element. For input array {10, 20, 15, 2, 23, 90, 67}, there are two peak elements: 20 and 90. Note that we need to return any one peak element.

Following corner cases give better idea about the problem.  
 **1)** If input array is sorted in strictly increasing order, the last element is always a peak element. For example, 50 is peak element in {10, 20, 30, 40, 50}.  
 **2)** If input array is sorted in strictly decreasing order, the first element is always a peak element. 100 is the peak element in {100, 80, 60, 50, 20}.  
 **3)** If all elements of input array are same, every element is a peak element.

It is clear from above examples that there is always a peak element in input array in any input array.

A **simple solution** is to do a linear scan of array and as soon as we find a peak element, we return it. The worst case time complexity of this method would be O(n).

**Can we find a peak element in worst time complexity better than O(n)?**  
 We can use [Divide and Conquer](http://www.geeksforgeeks.org/divide-and-conquer-set-1-find-closest-pair-of-points/)to find a peak in O(Logn) time. The idea is Binary Search based, we compare middle element with its neighbors. If middle element is greater than both of its neighbors, then we return it. If the middle element is smaller than the its left neighbor, then there is always a peak in left half (Why? take few examples). If the middle element is smaller than the its right neighbor, then there is always a peak in right half (due to same reason as left half). Following is C implementation of this approach.

// A divide and conquer solution to find a peak element element  
#include <stdio.h>  
  
// A binary search based function that returns index of a peak element  
int findPeakUtil(int arr[], int low, int high, int n)  
{  
 // Find index of middle element  
 int mid = low + (high - low)/2; /\* (low + high)/2 \*/  
  
 // Compare middle element with its neighbours (if neighbours exist)  
 if ((mid == 0 || arr[mid-1] <= arr[mid]) &&  
 (mid == n-1 || arr[mid+1] <= arr[mid]))  
 return mid;  
  
 // If middle element is not peak and its left neighbor is greater than it  
 // then left half must have a peak element  
 else if (mid > 0 && arr[mid-1] > arr[mid])  
 return findPeakUtil(arr, low, (mid -1), n);  
  
 // If middle element is not peak and its right neighbor is greater than it  
 // then right half must have a peak element  
 else return findPeakUtil(arr, (mid + 1), high, n);  
}  
  
// A wrapper over recursive function findPeakUtil()  
int findPeak(int arr[], int n)  
{  
 return findPeakUtil(arr, 0, n-1, n);  
}  
  
/\* Driver program to check above functions \*/  
int main()  
{  
 int arr[] = {1, 3, 20, 4, 1, 0};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 printf("Index of a peak point is %d", findPeak(arr, n));  
 return 0;  
}

Output:

Index of a peak point is 2

**Time Complexity:** O(Logn) where n is number of elements in input array.

**Exercise:**  
 Consider the following modified definition of peak element. An array element is peak if it is greater than its neighbors. Note that an array may not contain a peak element with this modified definition.

**References:**  
 <http://courses.csail.mit.edu/6.006/spring11/lectures/lec02.pdf>  
 <http://www.youtube.com/watch?v=HtSuA80QTyo>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

Tags: [Divide and Conquer](http://www.geeksforgeeks.org/tag/divide-and-conquer/)

### Source

<http://www.geeksforgeeks.org/find-a-peak-in-a-given-array/>

# Find the repeating and the missing | Added 3 new methods

Given an unsorted array of size n. Array elements are in range from 1 to n. One number from set {1, 2, …n} is missing and one number occurs twice in array. Find these two numbers.

Examples:

arr[] = {3, 1, 3}  
 Output: 2, 3 // 2 is missing and 3 occurs twice   
  
 arr[] = {4, 3, 6, 2, 1, 1}  
 Output: 1, 5 // 5 is missing and 1 occurs twice

**Method 1 (Use Sorting)**  
 1) Sort the input array.  
 2) Traverse the array and check for missing and repeating.

Time Complexity: O(nLogn)

Thanks to LoneShadow for suggesting this method.

**Method 2 (Use count array)**  
 1) Create a temp array temp[] of size n with all initial values as 0.  
 2) Traverse the input array arr[], and do following for each arr[i]  
 ……a) if(temp[arr[i]] == 0) temp[arr[i]] = 1;  
 ……b) if(temp[arr[i]] == 1) output “arr[i]” //repeating  
 3) Traverse temp[] and output the array element having value as 0 (This is the missing element)

Time Complexity: O(n)  
 Auxiliary Space: O(n)

**Method 3 (Use elements as Index and mark the visited places)**  
 Traverse the array. While traversing, use absolute value of every element as index and make the value at this index as negative to mark it visited. If something is already marked negative then this is the repeating element. To find missing, traverse the array again and look for a positive value.

#include<stdio.h>  
#include<stdlib.h>  
  
void printTwoElements(int arr[], int size)  
{  
 int i;  
 printf("\n The repeating element is");  
  
 for(i = 0; i < size; i++)  
 {  
 if(arr[abs(arr[i])-1] > 0)  
 arr[abs(arr[i])-1] = -arr[abs(arr[i])-1];  
 else  
 printf(" %d ", abs(arr[i]));  
 }  
  
 printf("\nand the missing element is ");  
 for(i=0; i<size; i++)  
 {  
 if(arr[i]>0)  
 printf("%d",i+1);  
 }  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int arr[] = {7, 3, 4, 5, 5, 6, 2};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 printTwoElements(arr, n);  
 return 0;  
}

Time Complexity: O(n)

Thanks to Manish Mishra for suggesting this method.

**Method 4 (Make two equations)**  
 Let x be the missing and y be the repeating element.

1) Get sum of all numbers.  
 Sum of array computed S = n(n+1)/2 – x + y  
 2) Get product of all numbers.  
 Product of array computed P = 1\*2\*3\*…\*n \* y / x  
 3) The above two steps give us two equations, we can solve the equations and get the values of x and y.

Time Complexity: O(n)

Thanks to disappearedng for suggesting this solution.

This method can cause arithmetic overflow as we calculate product and sum of all array elements. See [this](http://www.geeksforgeeks.org/archives/11946/comment-page-1#comment-3796) for changes suggested by [john](http://www.geeksforgeeks.org/archives/11946/comment-page-1#comment-3796) to reduce the chances of overflow.

**Method 5 (Use XOR)**  
 Let x and y be the desired output elements.  
 Calculate XOR of all the array elements.

xor1 = arr[0]^arr[1]^arr[2].....arr[n-1]

XOR the result with all numbers from 1 to n

xor1 = xor1^1^2^.....^n

In the result *xor1*, all elements would nullify each other except x and y. All the bits that are set in *xor1* will be set in either x or y. So if we take any set bit (We have chosen the rightmost set bit in code) of *xor1* and divide the elements of the array in two sets – one set of elements with same bit set and other set with same bit not set. By doing so, we will get x in one set and y in another set. Now if we do XOR of all the elements in first set, we will get x, and by doing same in other set we will get y.

#include <stdio.h>  
#include <stdlib.h>  
  
/\* The output of this function is stored at \*x and \*y \*/  
void getTwoElements(int arr[], int n, int \*x, int \*y)  
{  
 int xor1; /\* Will hold xor of all elements and numbers from 1 to n \*/  
 int set\_bit\_no; /\* Will have only single set bit of xor1 \*/  
 int i;  
 \*x = 0;  
 \*y = 0;  
  
 xor1 = arr[0];  
  
 /\* Get the xor of all array elements elements \*/  
 for(i = 1; i < n; i++)  
 xor1 = xor1^arr[i];  
  
 /\* XOR the previous result with numbers from 1 to n\*/  
 for(i = 1; i <= n; i++)  
 xor1 = xor1^i;  
  
 /\* Get the rightmost set bit in set\_bit\_no \*/  
 set\_bit\_no = xor1 & ~(xor1-1);  
  
 /\* Now divide elements in two sets by comparing rightmost set  
 bit of xor1 with bit at same position in each element. Also, get XORs  
 of two sets. The two XORs are the output elements.  
 The following two for loops serve the purpose \*/  
 for(i = 0; i < n; i++)  
 {  
 if(arr[i] & set\_bit\_no)  
 \*x = \*x ^ arr[i]; /\* arr[i] belongs to first set \*/  
 else  
 \*y = \*y ^ arr[i]; /\* arr[i] belongs to second set\*/  
 }  
 for(i = 1; i <= n; i++)  
 {  
 if(i & set\_bit\_no)  
 \*x = \*x ^ i; /\* i belongs to first set \*/  
 else  
 \*y = \*y ^ i; /\* i belongs to second set\*/  
 }  
  
 /\* Now \*x and \*y hold the desired output elements \*/  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int arr[] = {1, 3, 4, 5, 5, 6, 2};  
 int \*x = (int \*)malloc(sizeof(int));  
 int \*y = (int \*)malloc(sizeof(int));  
 int n = sizeof(arr)/sizeof(arr[0]);  
 getTwoElements(arr, n, x, y);  
 printf(" The two elements are %d and %d", \*x, \*y);  
 getchar();  
}

Time Complexity: O(n)

This method doesn’t cause overflow, but it doesn’t tell which one occurs twice and which one is missing. We can add one more step that checks which one is missing and which one is repeating. This can be easily done in O(n) time.

Please write comments if you find the above codes/algorithms incorrect, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/find-a-repeating-and-a-missing-number/>

# Find the first circular tour that visits all petrol pumps

Suppose there is a circle. There are n petrol pumps on that circle. You are given two sets of data.

**1.** The amount of petrol that petrol pump will give.  
 **2.** Distance from that petrol pump to the next petrol pump.

Calculate the first point from where a truck will be able to complete the circle (The truck will stop at each petrol pump and it has infinite capacity). Expected time complexity is O(n). Assume for 1 litre petrol, the truck can go 1 unit of distance.

For example, let there be 4 petrol pumps with amount of petrol and distance to next petrol pump value pairs as {4, 6}, {6, 5}, {7, 3} and {4, 5}. The first point from where truck can make a circular tour is 2nd petrol pump. Output should be “start = 1″ (index of 2nd petrol pump).

A **Simple Solution** is to consider every petrol pumps as starting point and see if there is a possible tour. If we find a starting point with feasible solution, we return that starting point. The worst case time complexity of this solution is O(n^2).

We can **use a Queue** to store the current tour. We first enqueue first petrol pump to the queue, we keep enqueueing petrol pumps till we either complete the tour, or current amount of petrol becomes negative. If the amount becomes negative, then we keep dequeueing petrol pumps till the current amount becomes positive or queue becomes empty.

Instead of creating a separate queue, we use the given array itself as queue. We maintain two index variables start and end that represent rear and front of queue.

// C program to find circular tour for a truck  
#include <stdio.h>  
  
// A petrol pump has petrol and distance to next petrol pump  
struct petrolPump  
{  
 int petrol;  
 int distance;  
};  
  
// The function returns starting point if there is a possible solution,  
// otherwise returns -1  
int printTour(struct petrolPump arr[], int n)  
{  
 // Consider first petrol pump as a starting point  
 int start = 0;  
 int end = 1;  
  
 int curr\_petrol = arr[start].petrol - arr[start].distance;  
  
 /\* Run a loop while all petrol pumps are not visited.  
 And we have reached first petrol pump again with 0 or more petrol \*/  
 while (end != start || curr\_petrol < 0)  
 {  
 // If curremt amount of petrol in truck becomes less than 0, then  
 // remove the starting petrol pump from tour  
 while (curr\_petrol < 0 && start != end)  
 {  
 // Remove starting petrol pump. Change start  
 curr\_petrol -= arr[start].petrol - arr[start].distance;  
 start = (start + 1)%n;  
  
 // If 0 is being considered as start again, then there is no  
 // possible solution  
 if (start == 0)  
 return -1;  
 }  
  
 // Add a petrol pump to current tour  
 curr\_petrol += arr[end].petrol - arr[end].distance;  
  
 end = (end + 1)%n;  
 }  
  
 // Return starting point  
 return start;  
}  
  
// Driver program to test above functions  
int main()  
{  
 struct petrolPump arr[] = {{6, 4}, {3, 6}, {7, 3}};  
  
 int n = sizeof(arr)/sizeof(arr[0]);  
 int start = printTour(arr, n);  
  
 (start == -1)? printf("No solution"): printf("Start = %d", start);  
  
 return 0;  
}

Output:

start = 2

**Time Complexity:** Seems to be more than linear at first look. If we consider the items between start and end as part of a circular queue, we can observe that every item is enqueued at most two times to the queue. The total number of operations is proportional to total number of enqueue operations. Therefore the time complexity is O(n).

**Auxiliary Space:** O(1)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

Tags: [Queue](http://www.geeksforgeeks.org/tag/queue/), [Stack-Queue](http://www.geeksforgeeks.org/tag/stack-queue/), [StackAndQueue](http://www.geeksforgeeks.org/tag/stackandqueue/)

### Source

<http://www.geeksforgeeks.org/find-a-tour-that-visits-all-stations/>

# Find a triplet that sum to a given value

Given an array and a value, find if there is a triplet in array whose sum is equal to the given value. If there is such a triplet present in array, then print the triplet and return true. Else return false. For example, if the given array is {12, 3, 4, 1, 6, 9} and given sum is 24, then there is a triplet (12, 3 and 9) present in array whose sum is 24.

**Method 1 (Naive)**  
 A simple method is to generate all possible triplets and compare the sum of every triplet with the given value. The following code implements this simple method using three nested loops.

# include <stdio.h>  
  
// returns true if there is triplet with sum equal  
// to 'sum' present in A[]. Also, prints the triplet  
bool find3Numbers(int A[], int arr\_size, int sum)  
{  
 int l, r;  
  
 // Fix the first element as A[i]  
 for (int i = 0; i < arr\_size-2; i++)  
 {  
 // Fix the second element as A[j]  
 for (int j = i+1; j < arr\_size-1; j++)  
 {  
 // Now look for the third number  
 for (int k = j+1; k < arr\_size; k++)  
 {  
 if (A[i] + A[j] + A[k] == sum)  
 {  
 printf("Triplet is %d, %d, %d", A[i], A[j], A[k]);  
 return true;  
 }  
 }  
 }  
 }  
  
 // If we reach here, then no triplet was found  
 return false;  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int A[] = {1, 4, 45, 6, 10, 8};  
 int sum = 22;  
 int arr\_size = sizeof(A)/sizeof(A[0]);  
  
 find3Numbers(A, arr\_size, sum);  
  
 getchar();  
 return 0;  
}

Output:

Triplet is 4, 10, 8

Time Complexity: O(n^3)

**Method 2 (Use Sorting)**  
 Time complexity of the method 1 is O(n^3). The complexity can be reduced to O(n^2) by sorting the array first, and then using method 1 of [this](http://www.geeksforgeeks.org/archives/484) post in a loop.  
 1) Sort the input array.  
 2) Fix the first element as A[i] where i is from 0 to array size – 2. After fixing the first element of triplet, find the other two elements using method 1 of [this](http://www.geeksforgeeks.org/archives/484)post.

# include <stdio.h>  
  
// A utility function to sort an array using Quicksort  
void quickSort(int \*, int, int);  
  
// returns true if there is triplet with sum equal  
// to 'sum' present in A[]. Also, prints the triplet  
bool find3Numbers(int A[], int arr\_size, int sum)  
{  
 int l, r;  
  
 /\* Sort the elements \*/  
 quickSort(A, 0, arr\_size-1);  
  
 /\* Now fix the first element one by one and find the  
 other two elements \*/  
 for (int i = 0; i < arr\_size - 2; i++)  
 {  
  
 // To find the other two elements, start two index variables  
 // from two corners of the array and move them toward each  
 // other  
 l = i + 1; // index of the first element in the remaining elements  
 r = arr\_size-1; // index of the last element  
 while (l < r)  
 {  
 if( A[i] + A[l] + A[r] == sum)  
 {  
 printf("Triplet is %d, %d, %d", A[i], A[l], A[r]);  
 return true;  
 }  
 else if (A[i] + A[l] + A[r] < sum)  
 l++;  
 else // A[i] + A[l] + A[r] > sum  
 r--;  
 }  
 }  
  
 // If we reach here, then no triplet was found  
 return false;  
}  
  
/\* FOLLOWING 2 FUNCTIONS ARE ONLY FOR SORTING  
 PURPOSE \*/  
void exchange(int \*a, int \*b)  
{  
 int temp;  
 temp = \*a;  
 \*a = \*b;  
 \*b = temp;  
}  
  
int partition(int A[], int si, int ei)  
{  
 int x = A[ei];  
 int i = (si - 1);  
 int j;  
  
 for (j = si; j <= ei - 1; j++)  
 {  
 if(A[j] <= x)  
 {  
 i++;  
 exchange(&A[i], &A[j]);  
 }  
 }  
 exchange (&A[i + 1], &A[ei]);  
 return (i + 1);  
}  
  
/\* Implementation of Quick Sort  
A[] --> Array to be sorted  
si --> Starting index  
ei --> Ending index  
\*/  
void quickSort(int A[], int si, int ei)  
{  
 int pi; /\* Partitioning index \*/  
 if(si < ei)  
 {  
 pi = partition(A, si, ei);  
 quickSort(A, si, pi - 1);  
 quickSort(A, pi + 1, ei);  
 }  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int A[] = {1, 4, 45, 6, 10, 8};  
 int sum = 22;  
 int arr\_size = sizeof(A)/sizeof(A[0]);  
  
 find3Numbers(A, arr\_size, sum);  
  
 getchar();  
 return 0;  
}

Output:

Triplet is 4, 8, 10

Time Complexity: O(n^2)

Note that there can be more than one triplet with the given sum. We can easily modify the above methods to print all triplets.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/find-a-triplet-that-sum-to-a-given-value/>

# Find a common element in all rows of a given row-wise sorted matrix

Given a matrix where every row is sorted in increasing order. Write a function that finds and returns a common element in all rows. If there is no common element, then returns -1.

Example:

Input: mat[4][5] = { {1, 2, 3, 4, 5},  
 {2, 4, 5, 8, 10},  
 {3, 5, 7, 9, 11},  
 {1, 3, 5, 7, 9},  
 };  
Output: 5

A **O(m\*n\*n) simple solution** is to take every element of first row and search it in all other rows, till we find a common element. Time complexity of this solution is O(m\*n\*n) where m is number of rows and n is number of columns in given matrix. This can be improved to O(m\*n\*Logn) if we use [Binary Search](http://geeksquiz.com/binary-search/) instead of linear search.

We can solve this problem **in O(mn) time** using the approach similar to merge of [Merge Sort](http://geeksquiz.com/merge-sort/). The idea is to start from the last column of every row. If elements at all last columns are same, then we found the common element. Otherwise we find the minimum of all last columns. Once we find a minimum element, we know that all other elements in last columns cannot be a common element, so we reduce last column index for all rows except for the row which has minimum value. We keep repeating these steps till either all elements at current last column don’t become same, or a last column index reaches 0.

Below is C implementation of above idea.

// A C program to find a common element in all rows of a  
// row wise sorted array  
#include<stdio.h>  
  
// Specify number of rows and columns  
#define M 4  
#define N 5  
  
// Returns common element in all rows of mat[M][N]. If there is no  
// common element, then -1 is returned  
int findCommon(int mat[M][N])  
{  
 // An array to store indexes of current last column  
 int column[M];  
 int min\_row; // To store index of row whose current  
 // last element is minimum  
  
 // Initialize current last element of all rows  
 int i;  
 for (i=0; i<M; i++)  
 column[i] = N-1;  
  
 min\_row = 0; // Initialize min\_row as first row  
  
 // Keep finding min\_row in current last column, till either  
 // all elements of last column become same or we hit first column.  
 while (column[min\_row] >= 0)  
 {  
 // Find minimum in current last column  
 for (i=0; i<M; i++)  
 {  
 if (mat[i][column[i]] < mat[min\_row][column[min\_row]] )  
 min\_row = i;  
 }  
  
 // eq\_count is count of elements equal to minimum in current last  
 // column.  
 int eq\_count = 0;  
  
 // Travers current last column elements again to update it  
 for (i=0; i<M; i++)  
 {  
 // Decrease last column index of a row whose value is more  
 // than minimum.  
 if (mat[i][column[i]] > mat[min\_row][column[min\_row]])  
 {  
 if (column[i] == 0)  
 return -1;  
  
 column[i] -= 1; // Reduce last column index by 1  
 }  
 else  
 eq\_count++;  
 }  
  
 // If equal count becomes M, return the value  
 if (eq\_count == M)  
 return mat[min\_row][column[min\_row]];  
 }  
 return -1;  
}  
  
// driver program to test above function  
int main()  
{  
 int mat[M][N] = { {1, 2, 3, 4, 5},  
 {2, 4, 5, 8, 10},  
 {3, 5, 7, 9, 11},  
 {1, 3, 5, 7, 9},  
 };  
 int result = findCommon(mat);  
 if (result == -1)  
 printf("No common element");  
 else  
 printf("Common element is %d", result);  
 return 0;  
}

Output:

Common element is 5

**Explanation for working of above code**  
 Let us understand working of above code for following example.

Initially entries in last column array are N-1, i.e., {4, 4, 4, 4}  
     {1, 2, 3, 4, **5**},  
     {2, 4, 5, 8, **10**},  
     {3, 5, 7, 9, **11**},  
     {1, 3, 5, 7, **9**},

The value of min\_row is 0, so values of last column index for rows with value greater than 5 is reduced by one. So column[] becomes {4, 3, 3, 3}.  
     {1, 2, 3, 4, **5**},  
     {2, 4, 5, **8**, 10},  
     {3, 5, 7, **9**, 11},  
     {1, 3, 5, **7**, 9},

The value of min\_row remains 0 and and value of last column index for rows with value greater than 5 is reduced by one. So column[] becomes {4, 2, 2, 2}.  
     {1, 2, 3, 4, **5**},  
     {2, 4, **5**, 8, 10},  
     {3, 5, **7**, 9, 11},  
     {1, 3, **5**, 7, 9},

The value of min\_row remains 0 and value of last column index for rows with value greater than 5 is reduced by one. So colomun[] becomes {4, 2, 1, 2}.  
     {1, 2, 3, 4, **5**},  
     {2, 4, **5**, 8, 10},  
     {3, **5**, 7, 9, 11},  
     {1, 3, **5**, 7, 9},

Now all values in current last columns of all rows is same, so 5 is returned.

**A Hashing Based Solution**  
 We can also use hashing. This solution works even if the rows are not sorted. It can be used to print all common elements.

Step1: Create a Hash Table with all key as distinct elements   
 of row1. Value for all these will be 0.  
  
Step2:   
For i = 1 to M-1  
 For j = 0 to N-1  
 If (mat[i][j] is already present in Hash Table)  
 If (And this is not a repetition in current row.  
 This can be checked by comparing HashTable value with  
 row number)  
 Update the value of this key in HashTable with current   
 row number  
  
Step3: Iterate over HashTable and print all those keys for   
 which value = M

Time complexity of the above hashing based solution is O(MN) under the assumption that search and insert in HashTable take O(1) time. Thanks to Nishant for suggesting this solution in a comment below.

**Exercise:** Given n sorted arrays of size m each, find all common elements in all arrays in O(mn) time.

This article is contributed by **Anand Agrawal**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

Tags: [Matrix](http://www.geeksforgeeks.org/tag/matrix/)

### Source

<http://www.geeksforgeeks.org/find-common-element-rows-row-wise-sorted-matrix/>

# Find common elements in three sorted arrays

Given three arrays sorted in non-decreasing order, print all common elements in these arrays.

Examples:

ar1[] = {1, 5, 10, 20, 40, 80}  
ar2[] = {6, 7, 20, 80, 100}  
ar3[] = {3, 4, 15, 20, 30, 70, 80, 120}  
Output: 20, 80  
  
ar1[] = {1, 5, 5}  
ar2[] = {3, 4, 5, 5, 10}  
ar3[] = {5, 5, 10, 20}  
Outptu: 5, 5

A simple solution is to first find [intersection of two arrays](http://www.geeksforgeeks.org/union-and-intersection-of-two-sorted-arrays-2/)and store the intersection in a temporary array, then find the intersection of third array and temporary array. Time complexity of this solution is O(n1 + n2 + n3) where n1, n2 and n3 are sizes of ar1[], ar2[] and ar3[] respectively.

The above solution requires extra space and two loops, we can find the common elements using a single loop and without extra space. The idea is similar to [intersection of two arrays](http://www.geeksforgeeks.org/union-and-intersection-of-two-sorted-arrays-2/). Like two arrays loop, we run a loop and traverse three arrays.  
 Let the current element traversed in ar1[] be x, in ar2[] be y and in ar3[] be z. We can have following cases inside the loop.  
 1) If x, y and z are same, we can simply print any of them as common element and move ahead in all three arrays.  
 2) Else If x 3) Else If y 4) Else (We reach here when x > y and y > z), we can simply move ahead in ar3[] as z cannot be a common element.

Following is C++ implementation of the above idea.

// C++ program to print common elements in three arrays  
#include <iostream>  
using namespace std;  
  
// This function prints common elements in ar1  
int findCommon(int ar1[], int ar2[], int ar3[], int n1, int n2, int n3)  
{  
 // Initialize starting indexes for ar1[], ar2[] and ar3[]  
 int i = 0, j = 0, k = 0;  
  
 // Iterate through three arrays while all arrays have elements  
 while (i < n1 && j < n2 && k < n3)  
 {  
 // If x = y and y = z, print any of them and move ahead in all arrays  
 if (ar1[i] == ar2[j] && ar2[j] == ar3[k])  
 { cout << ar1[i] << " "; i++; j++; k++; }  
  
 // x < y  
 else if (ar1[i] < ar2[j])  
 i++;  
  
 // y < z  
 else if (ar2[j] < ar3[k])  
 j++;  
  
 // We reach here when x > y and z < y, i.e., z is smallest  
 else  
 k++;  
 }  
}  
  
// Driver program to test above function  
int main()  
{  
 int ar1[] = {1, 5, 10, 20, 40, 80};  
 int ar2[] = {6, 7, 20, 80, 100};  
 int ar3[] = {3, 4, 15, 20, 30, 70, 80, 120};  
 int n1 = sizeof(ar1)/sizeof(ar1[0]);  
 int n2 = sizeof(ar2)/sizeof(ar2[0]);  
 int n3 = sizeof(ar3)/sizeof(ar3[0]);  
  
 cout << "Common Elements are ";  
 findCommon(ar1, ar2, ar3, n1, n2, n3);  
 return 0;  
}

Output:

Common Elements are 20 80

Time complexity of the above solution is O(n1 + n2 + n3). In worst case, the largest sized array may have all small elements and middle sized array has all middle elements.

This article is compiled by **Rahul Gupta** Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/find-common-elements-three-sorted-arrays/>

# Find duplicates in O(n) time and O(1) extra space

Given an array of n elements which contains elements from 0 to n-1, with any of these numbers appearing any number of times. Find these repeating numbers in O(n) and using only constant memory space.

For example, let n be 7 and array be {1, 2, 3, 1, 3, 6, 6}, the answer should be 1, 3 and 6.

This problem is an extended version of following problem.

[Find the two repeating elements in a given array](http://geeksforgeeks.org/?p=7953)

Method 1 and Method 2 of the above link are not applicable as the question says O(n) time complexity and O(1) constant space. Also, Method 3 and Method 4 cannot be applied here because there can be more than 2 repeating elements in this problem. Method 5 can be extended to work for this problem. Below is the solution that is similar to the Method 5.

**Algorithm:**

traverse the list for i= 0 to n-1 elements  
{  
 check for sign of A[abs(A[i])] ;  
 if positive then  
 make it negative by A[abs(A[i])]=-A[abs(A[i])];  
 else // i.e., A[abs(A[i])] is negative  
 this element (ith element of list) is a repetition  
}

**Implementation:**

#include <stdio.h>  
#include <stdlib.h>  
  
void printRepeating(int arr[], int size)  
{  
 int i;  
 printf("The repeating elements are: \n");  
 for (i = 0; i < size; i++)  
 {  
 if (arr[abs(arr[i])] >= 0)  
 arr[abs(arr[i])] = -arr[abs(arr[i])];  
 else  
 printf(" %d ", abs(arr[i]));  
 }  
}  
  
int main()  
{  
 int arr[] = {1, 2, 3, 1, 3, 6, 6};  
 int arr\_size = sizeof(arr)/sizeof(arr[0]);  
 printRepeating(arr, arr\_size);  
 getchar();  
 return 0;  
}

Note: The above program doesn’t handle 0 case (If 0 is present in array). The program can be easily modified to handle that also. It is not handled to keep the code simple.

Output:  
 *The repeating elements are:*  
 *1 3 6*

Time Complexity: O(n)  
 Auxiliary Space: O(1)

Please write comments if you find the above codes/algorithms incorrect, or find better ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/find-duplicates-in-on-time-and-constant-extra-space/>

# Find the first repeating element in an array of integers

Given an array of integers, find the first repeating element in it. We need to find the element that occurs more than once and whose index of first occurrence is smallest.

Examples:

Input: arr[] = {10, 5, 3, 4, 3, 5, 6}  
Output: 5 [5 is the first element that repeats]  
  
Input: arr[] = {6, 10, 5, 4, 9, 120, 4, 6, 10}  
Output: 6 [6 is the first element that repeats]

A **Simple Solution** is to use two nested loops. The outer loop picks an element one by one, the inner loop checks whether the element is repeated or not. Once we find an element that repeats, we break the loops and print the element. Time Complexity of this solution is O(n2)

We can **Use Sorting** to solve the problem in O(nLogn) time. Following are detailed steps.  
 1) Copy the given array to an auxiliary array temp[].  
 2) Sort the temp array using a O(nLogn) time sorting algorithm.  
 3) Scan the input array from left to right. For every element, [count its occurrences in temp[] using binary search](http://www.geeksforgeeks.org/count-number-of-occurrences-in-a-sorted-array/). As soon as we find an element that occurs more than once, we return the element. This step can be done in O(nLogn) time.

We can **Use** [**Hashing**](http://geeksquiz.com/hashing-set-1-introduction/) to solve this in O(n) time on average. The idea is to traverse the given array from right to left and update the minimum index whenever we find an element that has been visited on right side. Thanks to Mohammad Shahid for suggesting this solution.

Following is Java implementation of this idea.

/\* Java program to find first repeating element in arr[] \*/  
import java.util.\*;  
  
class Main  
{  
 // This function prints the first repeating element in arr[]  
 static void printFirstRepeating(int arr[])  
 {  
 // Initialize index of first repeating element  
 int min = -1;  
  
 // Creates an empty hashset  
 HashSet<Integer> set = new HashSet<>();  
  
 // Traverse the input array from right to left  
 for (int i=arr.length-1; i>=0; i--)  
 {  
 // If element is already in hash set, update min  
 if (set.contains(arr[i]))  
 min = i;  
  
 else // Else add element to hash set  
 set.add(arr[i]);  
 }  
  
 // Print the result  
 if (min != -1)  
 System.out.println("The first repeating element is " + arr[min]);  
 else  
 System.out.println("There are no repeating elements");  
 }  
  
 // Driver method to test above method  
 public static void main (String[] args) throws java.lang.Exception  
 {  
 int arr[] = {10, 5, 3, 4, 3, 5, 6};  
 printFirstRepeating(arr);  
 }  
}

Output:

The first repeating element is 5

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

Tags: [Hashing](http://www.geeksforgeeks.org/tag/hashing/)

### Source

<http://www.geeksforgeeks.org/find-first-repeating-element-array-integers/>

# Find four elements that sum to a given value | Set 1 (n^3 solution)

Given an array of integers, find all combination of four elements in the array whose sum is equal to a given value X.  
 For example, if the given array is {10, 2, 3, 4, 5, 9, 7, 8} and X = 23, then your function should print “3 5 7 8″ (3 + 5 + 7 + 8 = 23).

**Sources:** [Find Specific Sum](http://geeksforgeeks.org/forum/topic/find-specific-sum?replies=17#post-39346) and [Amazon Interview Question](http://geeksforgeeks.org/forum/topic/amazon-interview-question-for-software-engineerdeveloper-about-algorithms-arrays-29)

A **Naive Solution** is to generate all possible quadruples and compare the sum of every quadruple with X. The following code implements this simple method using four nested loops

#include <stdio.h>  
  
/\* A naive solution to print all combination of 4 elements in A[]  
 with sum equal to X \*/  
void findFourElements(int A[], int n, int X)  
{  
 // Fix the first element and find other three  
 for (int i = 0; i < n-3; i++)  
 {  
 // Fix the second element and find other two  
 for (int j = i+1; j < n-2; j++)  
 {  
 // Fix the third element and find the fourth  
 for (int k = j+1; k < n-1; k++)  
 {  
 // find the fourth  
 for (int l = k+1; l < n; l++)  
 if (A[i] + A[j] + A[k] + A[l] == X)  
 printf("%d, %d, %d, %d", A[i], A[j], A[k], A[l]);  
 }  
 }  
 }  
}  
  
// Driver program to test above funtion  
int main()  
{  
 int A[] = {10, 20, 30, 40, 1, 2};  
 int n = sizeof(A) / sizeof(A[0]);  
 int X = 91;  
 findFourElements (A, n, X);  
 return 0;  
}

Output:

20, 30, 40, 1

Time Complexity: O(n^4)

*The time complexity can be improved to O(n^3) with the* ***use of sorting*** *as a preprocessing step, and then using method 1 of* [*this*](http://www.geeksforgeeks.org/archives/484) *post to reduce a loop.*

Following are the detailed steps.  
 1) Sort the input array.  
 2) Fix the first element as A[i] where i is from 0 to n–3. After fixing the first element of quadruple, fix the second element as A[j] where j varies from i+1 to n-2. Find remaining two elements in O(n) time, using the method 1 of [this](http://www.geeksforgeeks.org/archives/484) post

Following is C implementation of O(n^3) solution.

# include <stdio.h>  
# include <stdlib.h>  
  
/\* Following function is needed for library function qsort(). Refer  
 http://www.cplusplus.com/reference/clibrary/cstdlib/qsort/ \*/  
int compare (const void \*a, const void \* b)  
{ return ( \*(int \*)a - \*(int \*)b ); }  
  
/\* A sorting based solution to print all combination of 4 elements in A[]  
 with sum equal to X \*/  
void find4Numbers(int A[], int n, int X)  
{  
 int l, r;  
  
 // Sort the array in increasing order, using library  
 // function for quick sort  
 qsort (A, n, sizeof(A[0]), compare);  
  
 /\* Now fix the first 2 elements one by one and find  
 the other two elements \*/  
 for (int i = 0; i < n - 3; i++)  
 {  
 for (int j = i+1; j < n - 2; j++)  
 {  
 // Initialize two variables as indexes of the first and last   
 // elements in the remaining elements  
 l = j + 1;  
 r = n-1;  
  
 // To find the remaining two elements, move the index   
 // variables (l & r) toward each other.  
 while (l < r)  
 {  
 if( A[i] + A[j] + A[l] + A[r] == X)  
 {  
 printf("%d, %d, %d, %d", A[i], A[j],  
 A[l], A[r]);  
 l++; r--;  
 }  
 else if (A[i] + A[j] + A[l] + A[r] < X)  
 l++;  
 else // A[i] + A[j] + A[l] + A[r] > X  
 r--;  
 } // end of while  
 } // end of inner for loop  
 } // end of outer for loop  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int A[] = {1, 4, 45, 6, 10, 12};  
 int X = 21;  
 int n = sizeof(A)/sizeof(A[0]);  
 find4Numbers(A, n, X);  
 return 0;  
}

Output:

1, 4, 6, 10

Time Complexity: O(n^3)

This problem can also be solved in O(n^2Logn) complexity. We will soon be publishing the O(n^2Logn) solution as a separate post.

Please write comments if you find any of the above codes/algorithms incorrect, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/find-four-numbers-with-sum-equal-to-given-sum/>

# Find k closest elements to a given value

Given a sorted array arr[] and a value X, find the k closest elements to X in arr[].   
 Examples:

Input: K = 4, X = 35  
 arr[] = {12, 16, 22, 30, 35, 39, 42,   
 45, 48, 50, 53, 55, 56}  
Output: 30 39 42 45

Note that if the element is present in array, then it should not be in output, only the other closest elements are required.

In the following solutions, it is assumed that all elements of array are distinct.

A **simple solution** is to do linear search for k closest elements.  
 1) Start from the first element and search for the crossover point (The point before which elements are smaller than or equal to X and after which elements are greater). This step takes O(n) time.  
 2) Once we find the crossover point, we can compare elements on both sides of crossover point to print k closest elements. This step takes O(k) time.

The time complexity of the above solution is O(n).

An **Optimized Solution** is to find k elements in O(Logn + k) time. The idea is to use [Binary Search](http://geeksquiz.com/binary-search/) to find the crossover point. Once we find index of crossover point, we can print k closest elements in O(k) time.

#include<stdio.h>  
  
/\* Function to find the cross over point (the point before  
 which elements are smaller than or equal to x and after  
 which greater than x)\*/  
int findCrossOver(int arr[], int low, int high, int x)  
{  
 // Base cases  
 if (arr[high] <= x) // x is greater than all  
 return high;  
 if (arr[low] > x) // x is smaller than all  
 return low;  
  
 // Find the middle point  
 int mid = (low + high)/2; /\* low + (high - low)/2 \*/  
  
 /\* If x is same as middle element, then return mid \*/  
 if (arr[mid] <= x && arr[mid+1] > x)  
 return mid;  
  
 /\* If x is greater than arr[mid], then either arr[mid + 1]  
 is ceiling of x or ceiling lies in arr[mid+1...high] \*/  
 if(arr[mid] < x)  
 return findCrossOver(arr, mid+1, high, x);  
  
 return findCrossOver(arr, low, mid - 1, x);  
}  
  
// This function prints k closest elements to x in arr[].  
// n is the number of elements in arr[]  
void printKclosest(int arr[], int x, int k, int n)  
{  
 // Find the crossover point  
 int l = findCrossOver(arr, 0, n-1, x); // le  
 int r = l+1; // Right index to search  
 int count = 0; // To keep track of count of elements already printed  
  
 // If x is present in arr[], then reduce left index  
 // Assumption: all elements in arr[] are distinct  
 if (arr[l] == x) l--;  
  
 // Compare elements on left and right of crossover  
 // point to find the k closest elements  
 while (l >= 0 && r < n && count < k)  
 {  
 if (x - arr[l] < arr[r] - x)  
 printf("%d ", arr[l--]);  
 else  
 printf("%d ", arr[r++]);  
 count++;  
 }  
  
 // If there are no more elements on right side, then  
 // print left elements  
 while (count < k && l >= 0)  
 printf("%d ", arr[l--]), count++;  
  
 // If there are no more elements on left side, then  
 // print right elements  
 while (count < k && r < n)  
 printf("%d ", arr[r++]), count++;  
}  
  
/\* Driver program to check above functions \*/  
int main()  
{  
 int arr[] ={12, 16, 22, 30, 35, 39, 42,  
 45, 48, 50, 53, 55, 56};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 int x = 35, k = 4;  
 printKclosest(arr, x, 4, n);  
 return 0;  
}

Output:

39 30 42 45

The time complexity of this method is O(Logn + k).

**Exercise:** Extend the optimized solution to work for duplicates also, i.e., to work for arrays where elements don’t have to be distinct.

This article is contributed by **Rahul Jain**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/find-k-closest-elements-given-value/>

# Find the minimum element in a sorted and rotated array

A sorted array is rotated at some unknown point, find the minimum element in it.

Following solution assumes that all elements are distinct.

Examples

Input: {5, 6, 1, 2, 3, 4}  
Output: 1  
  
Input: {1, 2, 3, 4}  
Output: 1  
  
Input: {2, 1}  
Output: 1

A simple solution is to traverse the complete array and find minimum. This solution requires ![Rendered by QuickLaTeX.com](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACYAAAASCAQAAACd32SeAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAAAJiS0dEAP+Hj8y/AAABb0lEQVQ4y5WU3XWDMAyFP/dkAJ+OABvQjJBuQFagG7gz0A3oCIENyAYt2QA2aMIG6oN/sNNzCJVfZCRLV7oSCFsO5YqtCtqmUC16xZrRWE0JVlRFzogmp5UzkaiaPv1yL6riKh0WGZohAtv4TN62AfsQymSgTUwj9dKRJc1KsIZSsO6S9oQKIXN677V1gmhtsIGRAwXaHUOBeGxIkqTGoDFUtBRJM0YbTOg5JIk0Qu+cbtGDkgLBuMB9gk2EHQDPTByZHTmZzMoTlXENpO2lUxWzfACQB/8gO2Aik4kpoloDF3cJT+QMvHJy14L+bkA0AuYPASViO0LGmFhudhfQC0VLmX40msQQj0ZMQObTUjHGS2Z7+wTAkb2qAtyGs7wH9BeVBf3AJLbsFzpgsew5Ea2Tcf3J0+VRhlk+w2L92PargjcGTi40quZLusfjuG2dRsGXuSIy862KdR9V0ljnTb+gB9jb//zP9NqyY/xg/QL7Bc8YsgkobgAAACJ0RVh0Y29tbWVudABSZW5kZXJlZCBieSBRdWlja0xhVGVYLmNvbSBJ0LYAAAAldEVYdGRhdGU6Y3JlYXRlADIwMTMtMTEtMjZUMDI6Mzk6MDkrMDk6MDCbEkJrAAAAJXRFWHRkYXRlOm1vZGlmeQAyMDEzLTExLTI2VDAyOjM5OjA5KzA5OjAw6k/61wAAAABJRU5ErkJggg==) time.  
 We can do it in O(Logn) using Binary Search. If we take a closer look at above examples, we can easily figure out following pattern: The minimum element is the only element whose previous element is greater than it. If there is no such element, then there is no rotation and first element is the minimum element. Therefore, we do binary search for an element which is smaller than the previous element. We strongly recommend you to try it yourself before seeing the following C implementation.

// C program to find minimum element in a sorted and rotated array  
#include <stdio.h>  
  
int findMin(int arr[], int low, int high)  
{  
 // This condition is needed to handle the case when array is not  
 // rotated at all  
 if (high < low) return arr[0];  
  
 // If there is only one element left  
 if (high == low) return arr[low];  
  
 // Find mid  
 int mid = low + (high - low)/2; /\*(low + high)/2;\*/  
  
 // Check if element (mid+1) is minimum element. Consider  
 // the cases like {3, 4, 5, 1, 2}  
 if (mid < high && arr[mid+1] < arr[mid])  
 return arr[mid+1];  
  
 // Check if mid itself is minimum element  
 if (mid > low && arr[mid] < arr[mid - 1])  
 return arr[mid];  
  
 // Decide whether we need to go to left half or right half  
 if (arr[high] > arr[mid])  
 return findMin(arr, low, mid-1);  
 return findMin(arr, mid+1, high);  
}  
  
// Driver program to test above functions  
int main()  
{  
 int arr1[] = {5, 6, 1, 2, 3, 4};  
 int n1 = sizeof(arr1)/sizeof(arr1[0]);  
 printf("The minimum element is %d\n", findMin(arr1, 0, n1-1));  
  
 int arr2[] = {1, 2, 3, 4};  
 int n2 = sizeof(arr2)/sizeof(arr2[0]);  
 printf("The minimum element is %d\n", findMin(arr2, 0, n2-1));  
  
 int arr3[] = {1};  
 int n3 = sizeof(arr3)/sizeof(arr3[0]);  
 printf("The minimum element is %d\n", findMin(arr3, 0, n3-1));  
  
 int arr4[] = {1, 2};  
 int n4 = sizeof(arr4)/sizeof(arr4[0]);  
 printf("The minimum element is %d\n", findMin(arr4, 0, n4-1));  
  
 int arr5[] = {2, 1};  
 int n5 = sizeof(arr5)/sizeof(arr5[0]);  
 printf("The minimum element is %d\n", findMin(arr5, 0, n5-1));  
  
 int arr6[] = {5, 6, 7, 1, 2, 3, 4};  
 int n6 = sizeof(arr6)/sizeof(arr6[0]);  
 printf("The minimum element is %d\n", findMin(arr6, 0, n6-1));  
  
 int arr7[] = {1, 2, 3, 4, 5, 6, 7};  
 int n7 = sizeof(arr7)/sizeof(arr7[0]);  
 printf("The minimum element is %d\n", findMin(arr7, 0, n7-1));  
  
 int arr8[] = {2, 3, 4, 5, 6, 7, 8, 1};  
 int n8 = sizeof(arr8)/sizeof(arr8[0]);  
 printf("The minimum element is %d\n", findMin(arr8, 0, n8-1));  
  
 int arr9[] = {3, 4, 5, 1, 2};  
 int n9 = sizeof(arr9)/sizeof(arr9[0]);  
 printf("The minimum element is %d\n", findMin(arr9, 0, n9-1));  
  
 return 0;  
}

Output:

The minimum element is 1  
The minimum element is 1  
The minimum element is 1  
The minimum element is 1  
The minimum element is 1  
The minimum element is 1  
The minimum element is 1  
The minimum element is 1  
The minimum element is 1

**How to handle duplicates?**  
 It turned out that duplicates can’t be handled in O(Logn) time in all cases. Thanks to [Amit Jain](https://www.facebook.com/amitjain0909) for inputs. The special cases that cause problems are like {2, 2, 2, 2, 2, 2, 2, 2, 0, 1, 1, 2} and {2, 2, 2, 0, 2, 2, 2, 2, 2, 2, 2, 2}. It doesn’t look possible to go to left half or right half by doing constant number of comparisons at the middle. Following is an implementation that handles duplicates. It may become O(n) in worst case though.

// C program to find minimum element in a sorted and rotated array  
#include <stdio.h>  
  
int min(int x, int y) { return (x < y)? x :y; }  
  
// The function that handles duplicates. It can be O(n) in worst case.  
int findMin(int arr[], int low, int high)  
{  
 // This condition is needed to handle the case when array is not  
 // rotated at all  
 if (high < low) return arr[0];  
  
 // If there is only one element left  
 if (high == low) return arr[low];  
  
 // Find mid  
 int mid = low + (high - low)/2; /\*(low + high)/2;\*/  
  
 // Check if element (mid+1) is minimum element. Consider  
 // the cases like {1, 1, 0, 1}  
 if (mid < high && arr[mid+1] < arr[mid])  
 return arr[mid+1];  
  
 // This case causes O(n) time  
 if (arr[low] == arr[mid] && arr[high] == arr[mid])  
 return min(findMin(arr, low, mid-1), findMin(arr, mid+1, high));  
  
 // Check if mid itself is minimum element  
 if (mid > low && arr[mid] < arr[mid - 1])  
 return arr[mid];  
  
 // Decide whether we need to go to left half or right half  
 if (arr[high] > arr[mid])  
 return findMin(arr, low, mid-1);  
 return findMin(arr, mid+1, high);  
}  
  
// Driver program to test above functions  
int main()  
{  
 int arr1[] = {5, 6, 1, 2, 3, 4};  
 int n1 = sizeof(arr1)/sizeof(arr1[0]);  
 printf("The minimum element is %d\n", findMin(arr1, 0, n1-1));  
  
 int arr2[] = {1, 1, 0, 1};  
 int n2 = sizeof(arr2)/sizeof(arr2[0]);  
 printf("The minimum element is %d\n", findMin(arr2, 0, n2-1));  
  
 int arr3[] = {1, 1, 2, 2, 3};  
 int n3 = sizeof(arr3)/sizeof(arr3[0]);  
 printf("The minimum element is %d\n", findMin(arr3, 0, n3-1));  
  
 int arr4[] = {3, 3, 3, 4, 4, 4, 4, 5, 3, 3};  
 int n4 = sizeof(arr4)/sizeof(arr4[0]);  
 printf("The minimum element is %d\n", findMin(arr4, 0, n4-1));  
  
 int arr5[] = {2, 2, 2, 2, 2, 2, 2, 2, 0, 1, 1, 2};  
 int n5 = sizeof(arr5)/sizeof(arr5[0]);  
 printf("The minimum element is %d\n", findMin(arr5, 0, n5-1));  
  
 int arr6[] = {2, 2, 2, 2, 2, 2, 2, 2, 2, 2, 1, 1};  
 int n6 = sizeof(arr6)/sizeof(arr6[0]);  
 printf("The minimum element is %d\n", findMin(arr6, 0, n6-1));  
  
 int arr7[] = {2, 2, 2, 0, 2, 2, 2, 2, 2, 2, 2, 2};  
 int n7 = sizeof(arr7)/sizeof(arr7[0]);  
 printf("The minimum element is %d\n", findMin(arr7, 0, n7-1));  
  
 return 0;  
}

Output:

The minimum element is 1  
The minimum element is 0  
The minimum element is 1  
The minimum element is 3  
The minimum element is 0  
The minimum element is 1  
The minimum element is 0

This article is contributed by **Abhay Rathi**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

Tags: [Divide and Conquer](http://www.geeksforgeeks.org/tag/divide-and-conquer/)

### Source

<http://www.geeksforgeeks.org/find-minimum-element-in-a-sorted-and-rotated-array/>

# Find the missing number in Arithmetic Progression

Given an array that represents elements of arithmetic progression in order. One element is missing in the progression, find the missing number.

Examples:

Input: arr[] = {2, 4, 8, 10, 12, 14}  
Output: 6  
  
Input: arr[] = {1, 6, 11, 16, 21, 31};  
Output: 26

**We strongly recommend to minimize your browser and try this yourself first.**

A **Simple Solution** is to linearly traverse the array and find the missing number. Time complexity of this solution is O(n).

We can solve this problem **in O(Logn) time** using [Binary Search](http://geeksquiz.com/binary-search/). The idea is to go to the middle element. Check if the difference between middle and next to middle is equal to diff or not, if not then the missing element lies between mid and mid+1. If the middle element is equal to n/2th term in Arithmetic Series (Let n be the number of elements in input array), then missing element lies in right half. Else element lies in left half.

Following is C implementation of above idea.

// A C program to find the missing number in a given  
// arithmetic progression  
#include <stdio.h>  
#include <limits.h>  
  
// A binary search based recursive function that returns  
// the missing element in arithmetic progression  
int findMissingUtil(int arr[], int low, int high, int diff)  
{  
 // There must be two elements to find the missing  
 if (high <= low)  
 return INT\_MAX;  
  
 // Find index of middle element  
 int mid = low + (high - low)/2;  
  
 // The element just after the middle element is missing.  
 // The arr[mid+1] must exist, because we return when  
 // (low == high) and take floor of (high-low)/2  
 if (arr[mid+1] - arr[mid] != diff)  
 return (arr[mid] + diff);  
  
 // The element just before mid is missing  
 if (mid > 0 && arr[mid] - arr[mid-1] != diff)  
 return (arr[mid-1] + diff);  
  
 // If the elements till mid follow AP, then recur  
 // for right half  
 if (arr[mid] == arr[0] + mid\*diff)  
 return findMissingUtil(arr, mid+1, high, diff);  
  
 // Else recur for left half  
 return findMissingUtil(arr, low, mid-1, diff);  
}  
  
// The function uses findMissingUtil() to find the missing  
// element in AP. It assumes that there is exactly one missing  
// element and may give incorrect result when there is no missing  
// element or more than one missing elements.  
// This function also assumes that the difference in AP is an  
// integer.  
int findMissing(int arr[], int n)  
{  
 // If exactly one element is missing, then we can find  
 // difference of arithmetic progression using following  
 // formula. Example, 2, 4, 6, 10, diff = (10-2)/4 = 2.  
 // The assumption in formula is that the difference is  
 // an integer.  
 int diff = (arr[n-1] - arr[0])/n;  
  
 // Binary search for the missing number using above  
 // calculated diff  
 return findMissingUtil(arr, 0, n-1, diff);  
}  
  
/\* Driver program to check above functions \*/  
int main()  
{  
 int arr[] = {2, 4, 8, 10, 12, 14};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 printf("The missing element is %d", findMissing(arr, n));  
 return 0;  
}

Output:

The missing element is 6

**Exercise:**  
 Solve the same problem for Geometrical Series. What is the time complexity of your solution? What about Fibonacci Series?

This article is contributed by **Harshit Agrawal**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

Tags: [Divide and Conquer](http://www.geeksforgeeks.org/tag/divide-and-conquer/)

### Source

<http://www.geeksforgeeks.org/find-missing-number-arithmetic-progression/>

# Find next greater number with same set of digits

Given a number n, find the smallest number that has same set of digits as n and is greater than n. If x is the greatest possible number with its set of digits, then print “not possible”.

Examples:  
 For simplicity of implementation, we have considered input number as a string.

Input: n = "218765"  
Output: "251678"  
  
Input: n = "1234"  
Output: "1243"  
  
Input: n = "4321"  
Output: "Not Possible"  
  
Input: n = "534976"  
Output: "536479"

**We strongly recommend to minimize the browser and try this yourself first.**

Following are few observations about the next greater number.  
 1) If all digits sorted in descending order, then output is always “Not Possible”. For example, 4321.  
 2) If all digits are sorted in ascending order, then we need to swap last two digits. For example, 1234.  
 3) For other cases, we need to process the number from rightmost side (why? because we need to find the smallest of all greater numbers)

You can now try developing an algorithm yourself.

Following is the algorithm for finding the next greater number.  
 **I)** Traverse the given number from rightmost digit, keep traversing till you find a digit which is smaller than the previously traversed digit. For example, if the input number is “534976”, we stop at **4** because 4 is smaller than next digit 9. If we do not find such a digit, then output is “Not Possible”.

**II)** Now search the right side of above found digit ‘d’ for the smallest digit greater than ‘d’. For “53**4**976″, the right side of 4 contains “976”. The smallest digit greater than 4 is **6**.

**III)** Swap the above found two digits, we get 53**6**97**4** in above example.

**IV)** Now sort all digits from position next to ‘d’ to the end of number. The number that we get after sorting is the output. For above example, we sort digits in bold 536**974**. We get “536**479**” which is the next greater number for input 534976.

Following is C++ implementation of above approach.

// C++ program to find the smallest number which greater than a given number  
// and has same set of digits as given number  
#include <iostream>  
#include <cstring>  
#include <algorithm>  
using namespace std;  
  
// Utility function to swap two digits  
void swap(char \*a, char \*b)  
{  
 char temp = \*a;  
 \*a = \*b;  
 \*b = temp;  
}  
  
// Given a number as a char array number[], this function finds the  
// next greater number. It modifies the same array to store the result  
void findNext(char number[], int n)  
{  
 int i, j;  
  
 // I) Start from the right most digit and find the first digit that is  
 // smaller than the digit next to it.  
 for (i = n-1; i > 0; i--)  
 if (number[i] > number[i-1])  
 break;  
  
 // If no such digit is found, then all digits are in descending order  
 // means there cannot be a greater number with same set of digits  
 if (i==0)  
 {  
 cout << "Next number is not possible";  
 return;  
 }  
  
 // II) Find the smallest digit on right side of (i-1)'th digit that is  
 // greater than number[i-1]  
 int x = number[i-1], smallest = i;  
 for (j = i+1; j < n; j++)  
 if (number[j] > x && number[j] < number[smallest])  
 smallest = j;  
  
 // III) Swap the above found smallest digit with number[i-1]  
 swap(&number[smallest], &number[i-1]);  
  
 // IV) Sort the digits after (i-1) in ascending order  
 sort(number + i, number + n);  
  
 cout << "Next number with same set of digits is " << number;  
  
 return;  
}  
  
// Driver program to test above function  
int main()  
{  
 char digits[] = "534976";  
 int n = strlen(digits);  
 findNext(digits, n);  
 return 0;  
}

Output:

Next number with same set of digits is 536479

The above implementation can be optimized in following ways.  
 1) We can use binary search in step II instead of linear search.  
 2) In step IV, instead of doing simple sort, we can apply some clever technique to do it in linear time. Hint: We know that all digits are linearly sorted in reverse order except one digit which was swapped.

With above optimizations, we can say that the time complexity of this method is O(n).

This article is contributed by **Rahul Jain**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

### Source

<http://www.geeksforgeeks.org/find-next-greater-number-set-digits/>

# Find the number of islands

Given a boolean 2D matrix, find the number of islands.

This is an variation of the standard problem: “Counting number of connected components in a undirected graph”.

Before we go to the problem, let us understand what is a connected component. A [connected component](http://en.wikipedia.org/wiki/Connected_component_(graph_theory)) of an undirected graph is a subgraph in which every two vertices are connected to each other by a path(s), and which is connected to no other vertices outside the subgraph.  
 For example, the graph shown below has three connected components.

[![islands](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAPAAAADQCAYAAAA5+eykAAAABmJLR0QA/wD/AP+gvaeTAAAAB3RJTUUH2QcSCiYv1E2f6AAADsRJREFUeJzt3U+MnVUZx/HvQGkh0HTudGY62kJJp6kLDaSNuqENcUNkrcaElTWYsLAxISYomoaEQDBxYUjjwoUbY0yFQlyUurKWzqJYgjEqBqgkqP0DtszMnZq0FXpd3LkyM3fue9/7/jnPed7z+5BG9N7OOc855+c7c9857wEREREREanAXrbxGya4wAQXmOYlYG9C7afOevxTb7+ELTzKTuZ5mQ7t5T8v0+FuFhjnYOPbT531+Kfefkl7mOVD5un0/TNPh91cAXY3uP3UWY9/6u2XNMOLnFin871/XuEmMxxtbPupsx7/1NsvYGzVf5vgIv9ghjsHvHsJ2MkS8zxTS29a/IB/sjmz/Xu5yId8upb2U5dn/usc/9TbL+CWvv+lM/TvDH9HGdbtp856/FNvv5QZXuAENw2/hbFtP3XW4596+xXYzW6uDPwhfpbLwGyD20/dbmZZGDj+u1ig2fNvXX8FxjnI3SzwEjdZpMMiHV7iJjuYZ5xvNL79fBzfJ8y0j01cYgdLfeO/nTabuATsq7UHtvNvX39F9jLNMVos0mKRaV4k9I102/YHc36fMMM+4J3l/+yO/wTnmeD8ivFf+Z46Wcx/f/397YeqvzLfW/6TavtrOb9PONAoCzPkIg41/4NqWq/9qELc/ym0DDbDsxyhxfg6r40Dz9NipqZbbPXZBxwFvg68keP9byy/9yiRLOKSXNevAI/iBg9wIOP1/YxxI/MdsRl18fZEtYhLcF+/Ajwq1/cJVym6eHuiWcQFNaJ+BXgUG5ljLiOgc3TYyFzAHhVVdvH2RLGIC2hM/QrwKC7xfQ4xz8I6ry0A36bNJZ4M3a0RVbV4e8wX8YgaVb8CPJpzXOa73Mfi8m0kaAMv0+FzLHGea8AW4z5mqXrx9ngJcXL1W9/GsW5/EOv7pEWE6FvVbVQ5/0X6Nmr70c2/dYCs2y8iukkkbJ+qbKuq+S/apyLtB51/fQtdvdi+narr28ZBVH/A+hXgesSyiEMv3h7VH6h+Bbg+1ovYavH2qP4A9SvA9bJaxNaLt0f111y/Aly/0Is4lsXbo/prrF8BDiPUIo5t8fao/prqV4DDqXsRx7p4e1R/DfUrwGHVtYhjX7w9qr/i+hXg8KqeRC+Lt0f1V1i/Amyjqkn0tnh7VH9FIVaA7ZSdRK+Lt0f1VxBiBdhW0Un0vnh7VH/JECvA9kadxKYs3h7VX8MHe93nHrdo06Jtdj6rXfsWVj/WdP3nTse406kq/fX3z3+o+i3WX575z8H6ucfW7dvaxybeZyftvvp3sOTpweIF2ddvu/4G15+zfevnHlu3b20PsyxmHC2yiOpv8vrLrn9o+9bno1q3b031p73+CrSv84Fj4vB82kpZ1++wfZ0PHBvVX/4dybZvfT6qdfvWhtV/nA5T/M66m7Wxnv8GtG9/Pmva5wMPO592ETgDnAQeNO5rHazn3779rPnP1b71+bzW7dsafD7t6vofpBvi5gXZev5jPZ94xPYHPfc4FOv2Lay+kZ/vfNymBtl6/i3a75//tNa/a4N+wyjvc4mbGuRUNPk37Bova/JGfbC4guyPwuvYsMkrejKBguyDwutYnskre7SIghwvhdexvJNX1dlACnJcFF7HRpm8qg93U5DtKbyOjTp5dZ3OOCzIJfajSgaF17EQ59OOqj/Iae/HrpPC61jI82mL6AX5NWZpJ7wfuy4Kr2NlJi/sAedTnEp6P3I9FF7Hyk5e2ABPcJGrGQFu02GCC8H641/t4dVTKevj8+mJ1vthmyPI/CvA9fAZ3o3MMZcR0Dk6bGQuYI+88jn/AlT7bVPYb6Ht98M2gX7mdazqyQsdYOv9sN4pvI7VMXnhA9yl/aijU3gdq2vyrAIso1F4Hatz8hTg+Cm8jtU9eQpw3BRex0JMngIcL4XXsVCTpwDHSeF1LOTkKcDxUXgdsD6fN8XzkVey3o9sPf9S2KD9sGmcT2vPun7r+ZdSss+Hbf75tNas67eefynF4fmwjWJdv3X7BYwNf0tCHJ4P2yg6n3pk2k64lvV+WOv2rVnXb92+lDDF73nF9Fs4nY/s/HxesdF7qNsZZlmM9nzaXSzU3L61Cs7HLdl+Q/ZDW9+HC6X/sarW+2EHtb+ddgK3MSo7H7ewcQ6yg6scW27b3X5o6/twYQx/sHmc59M2+RcJYjof9yyTnPK4H9r6PlzdmnC0SBNDHFNNvTXikMP7YDk1IbgrxbTgy4qtFsdrpHnPBW5acFeKbeEXEVsNjq++0A3w0pAAt/gQmLbu6hBNDu5KsQVgFDH23fl6yXMfbCvvAH9e/nME+BrxBDqV4K4UYxCGibHPzq++XaPcB5umG94j2Ac6xeCuFGMgBom1rw1ZO8Xvg1YZ6Lz3oVMP7kqxBmOlWPvYiKvvSlXchysW6Hz3oRXc9cUaEIi7b1pHOeQJdJ79mGfQgGeJMSgx9qmncVffUPoDvZVzmfehj9NhSoOdQ0yBiakv69HFoCLTtJhv2H1oSzEEJ4Y+ZNHVt1J57kNPcN66m45YBij28IKuvhXTfsw6WATJQ3h19a1BY/ZjRiZkoDyEF3T1rYn1ftzmChEsL+HV1bdm3fvQLRZpsehpP2bk6gyYl/CCrr7B6GiR6tURNE/h1dU3IAW4HlUGzlN4QVffoBTg+lQRPG/h1dU3MAW4XmUC6C28oKtvcApw/YoE0WN4dfU1oACHMUogPYYXdPU1oQCHs/qxrr7Px13d/0leBc6atd/c56oPpQCHtY9NvM9O2m7Pxx18vu9V0/OFm/Vc9dwU4LD2DDlaJvbzca2fa27dfnQU4JC8Pxfcuv8G7W+o8ouJczd4gAMZr+9njBuZ77CVp//XeRh4opb2r/NQ6PHT+cCymvfzca37H7h9XYHlExuZY46v8GXG1n19jg4bmQvcq/zy9H8TvwV+VEv7m/i86/GrgX4GDsv7fmzr/lu3Hx0FODTv+7Gt+2/dfmQUYBvW5/OWZb2f3Pv4VUYBljIav370KbSIYwqwiGMKsIhjCrCIYwqwiGOx/ibWXrbxFDf4EgC38UU+4Gngj7bdEpFs2k8p1Wn8baTYaD+lVKnxAY7rZ+AZnuUILcbXeW0ceJ4WMzwTulsisYorwN73o4oEFleAwX4/p4gjcQX4Vt7idMbrp4EN/CVUd0RiF0uAuw/d/je3c4g2C+u8YwE4xBIfsB14Afhs0B6KSJ/e0/I/eej28P2UY8BXgT8BvwD22HRdHGj8p9BW+oO7Wp79lLcAjwB/BX4O3Ftjf8UnBbhiw4JbxAbgIPAW8FNge0VfV/xTgCtSR3DX2gg8BrwN/ATYVlM74ocCXFKI4K51O/Ad4O/Ac8DWQO1KfBTggiyCu9addB/g/S7wFLDFqB9iRwEeUQzBXWszcJhukJ8E7rLtjgSkAOcUY3DXagHP0A3y48Adtt2RAJINcN7zTT0Ed60p4MfAOeAQ3Q+/1nM/8K3lP/eF6VplUj+ftlt/izYt2mnVn28/rsfgrvUp4Hm6B1Z/i08ebjDDVl7nfq5wmOsc5jr3c4UJ/oCHT7ZT30+deP3Z+3G758OewXdw17oH+BnwN+AgWznHr/ior/5f8hGTvA3cZtvdTKnvp068/mHnmx6nwxQnrbtZk13cwesc5uOB9f+Q/zDB49YdHcj6fFxrqdfPBBe5mjEAbTpMcMG6m7XZxpu8l1H/u3TYxpvW3Rwo9flLsP7+3Ugp78e9xjQzGa9vB64xFao7haQ8f5Bc/asD3D1fdXCBTT/f9A7O817G6+8Ct/OvUN0ZWerzl3r9pH6+6Wa+ySHaA78Fe4w2m6M+IjLt+VP9pH6+6S1McpZnubbqc+j/0uFprrGV12DA6euxSHv+VP+ylM83vYspfs0MCzzCPI8wzzYWmOIofn4N0/p8XGvJrN+4rya2JoEvLP/7WeCyYV+K6v0a4XOmvZDaxHq0SgwuAyesOyGSJZaH2olIAQqwiGMKsIhjCrCIYwqwiGMKsIhjCrCIYwqwiGMKsIhjCrCIYwqwiGMKsIhjCrCIYwqwiGMKsIhjCrCIYwqwiGMKsIhjCrCIYwqwiEhkEj4ftxKpn68sZhI/H7c0jZ8YSvx83NI0fmIo+fNxS9L4iakEz8etlMPx06fQTZPY+biVczZ+CnCT6Hzccm7lLU5nvK7xk5rpfNxiHgROAmeYZVHjJ3bGOcgOrnJs+WzcRToco8N2llI6HzenXnBPLv+7zheWKJxlklP/Px93klN0j0iVrv7grpbM+cISn97iXGvQYk3JsOCKmBu0OAcFOwUKrrgwLKSpLWAFV1wZtlBTuQoruOJO3nA2eVEruOJW3kXbxKuwgrtG6vshvdU/aihjX+h5x1/B7ZP6fkif9Y+6gOO9CucbfwV3gNT3Q3qsv2gYY1z82eM/yyJwhjj7HoHU90P6rL/oYo7vKjxs/I/TYSqyPkfF4X7ISvmrv2wI47qS+Rt/c/3bCZ3th6ycr/qfWv5j9fer52v8za0O8LD9pKfp7plsqmH7QeOqv3flPFXia/T+bhxXYV/jH6Xs/aS7GvshQr79oHHVX1UfYvhZ2OP4RyrffsimfIxfdD+odf1Vh866Dm/jH728+yG9DuSwfsdef9Xthb4Kex//xvEykHX1M2T9dYUtZN89j3+jxTqQofoVop26vnadV+EmjX8SYhlIq37UfaWpS1OujLGsP/dSn8Cq+xHqClbV12na+Ccr9W+hquhXqA+aquhjE8df0IcYZfoZqrYi/0eRwvjLCsMGsun7QUerf5JXCftY2LNMMafxd7Mf3Ez/QKa1HzR//Tu4GmQ/8hYe5R6WNP6Z9csavYF8jVnaCe4HzVd//fuRU92PG8v4OzfFqaT3gw6rv+79yKnvx7Ue/wI2WHdglY/Zw4GM1w8AH/OZUN0Jblj9+xnjOg8DT9TS/nUe0vhnvL6fMW5kviO4+I4X7VTwDs+s67du31rq9Zcywwuc4Kanb2EqZV2/dfvWUq+/Aqmfb2tdv3X71lKvvwKpn89qXb91+9ZSr78iqZ/Pal2/dfvWUq9fRERERKSp/geyIkWhOGlfMAAAAABJRU5ErkJggg==)](http://d2o58evtke57tz.cloudfront.net/wp-content/uploads/islands.png)

A graph where all vertices are connected with each other, has exactly one connected component, consisting of the whole graph. Such graph with only one connected component is called as Strongly Connected Graph.

The problem can be easily solved by applying DFS() on each component. In each DFS() call, a component or a sub-graph is visited. We will call DFS on the next un-visited component. The number of calls to DFS() gives the number of connected components. BFS can also be used.

***What is an island?***  
 A group of connected 1s forms an island. For example, the below matrix contains 5 islands

{1, 1, 0, 0, 0},  
 {0, 1, 0, 0, 1},  
 {1, 0, 0, 1, 1},  
 {0, 0, 0, 0, 0},  
 {1, 0, 1, 0, 1}

A cell in 2D matrix can be connected to 8 neighbors. So, unlike standard DFS(), where we recursively call for all adjacent vertices, here we can recursive call for 8 neighbors only. We keep track of the visited 1s so that they are not visited again.

// Program to count islands in boolean 2D matrix  
  
#include <stdio.h>  
#include <string.h>  
#include <stdbool.h>  
  
#define ROW 5  
#define COL 5  
  
// A function to check if a given cell (row, col) can be included in DFS  
int isSafe(int M[][COL], int row, int col, bool visited[][COL])  
{  
 return (row >= 0) && (row < ROW) && // row number is in range  
 (col >= 0) && (col < COL) && // column number is in range  
 (M[row][col] && !visited[row][col]); // value is 1 and not yet visited  
}  
  
// A utility function to do DFS for a 2D boolean matrix. It only considers  
// the 8 neighbors as adjacent vertices  
void DFS(int M[][COL], int row, int col, bool visited[][COL])  
{  
 // These arrays are used to get row and column numbers of 8 neighbors   
 // of a given cell  
 static int rowNbr[] = {-1, -1, -1, 0, 0, 1, 1, 1};  
 static int colNbr[] = {-1, 0, 1, -1, 1, -1, 0, 1};  
  
 // Mark this cell as visited  
 visited[row][col] = true;  
  
 // Recur for all connected neighbours  
 for (int k = 0; k < 8; ++k)  
 if (isSafe(M, row + rowNbr[k], col + colNbr[k], visited) )  
 DFS(M, row + rowNbr[k], col + colNbr[k], visited);  
}  
  
// The main function that returns count of islands in a given boolean  
// 2D matrix  
int countIslands(int M[][COL])  
{  
 // Make a bool array to mark visited cells.  
 // Initially all cells are unvisited  
 bool visited[ROW][COL];  
 memset(visited, 0, sizeof(visited));  
  
 // Initialize count as 0 and travese through the all cells of  
 // given matrix  
 int count = 0;  
 for (int i = 0; i < ROW; ++i)  
 for (int j = 0; j < COL; ++j)  
 if (M[i][j] && !visited[i][j]) // If a cell with value 1 is not  
 { // visited yet, then new island found  
 DFS(M, i, j, visited); // Visit all cells in this island.  
 ++count; // and increment island count  
 }  
  
 return count;  
}  
  
// Driver program to test above function  
int main()  
{  
 int M[][COL]= { {1, 1, 0, 0, 0},  
 {0, 1, 0, 0, 1},  
 {1, 0, 0, 1, 1},  
 {0, 0, 0, 0, 0},  
 {1, 0, 1, 0, 1}  
 };  
  
 printf("Number of islands is: %d\n", countIslands(M));  
  
 return 0;  
}

Output:

Number of islands is: 5

Time complexity: O(ROW x COL)

Reference:  
 <http://en.wikipedia.org/wiki/Connected_component_%28graph_theory%29>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

Tags: [Graph](http://www.geeksforgeeks.org/tag/graph/)

### Source

<http://www.geeksforgeeks.org/find-number-of-islands/>

# Count the number of possible triangles

Given an unsorted array of positive integers. Find the number of triangles that can be formed with three different array elements as three sides of triangles. For a triangle to be possible from 3 values, the sum of any two values (or sides) must be greater than the third value (or third side).  
 For example, if the input array is {4, 6, 3, 7}, the output should be 3. There are three triangles possible {3, 4, 6}, {4, 6, 7} and {3, 6, 7}. Note that {3, 4, 7} is not a possible triangle.  
 As another example, consider the array {10, 21, 22, 100, 101, 200, 300}. There can be 6 possible triangles: {10, 21, 22}, {21, 100, 101}, {22, 100, 101}, {10, 100, 101}, {100, 101, 200} and {101, 200, 300}

**Method 1 (Brute force)**  
 The brute force method is to run three loops and keep track of the number of triangles possible so far. The three loops select three different values from array, the innermost loop checks for the triangle property ( the sum of any two sides must be greater than the value of third side).

Time Complexity: O(N^3) where N is the size of input array.

**Method 2 (Tricky and Efficient)**  
 Let a, b and c be three sides. The below condition must hold for a triangle (Sum of two sides is greater than the third side)  
 i) a + b > c  
 ii) b + c > a  
 iii) a + c > b

Following are steps to count triangle.

**1.** Sort the array in non-decreasing order.

**2.** Initialize two pointers ‘i’ and ‘j’ to first and second elements respectively, and initialize count of triangles as 0.

**3.** Fix ‘i’ and ‘j’ and find the rightmost index ‘k’ (or largest ‘arr[k]’) such that ‘arr[i] + arr[j] > arr[k]’. The number of triangles that can be formed with ‘arr[i]’ and ‘arr[j]’ as two sides is ‘k – j’. Add ‘k – j’ to count of triangles.

Let us consider ‘arr[i]’ as ‘a’, ‘arr[j]’ as b and all elements between ‘arr[j+1]’ and ‘arr[k]’ as ‘c’. The above mentioned conditions (ii) and (iii) are satisfied because ‘arr[i]

**4.** Increment ‘j’ to fix the second element again.

Note that in step 3, we can use the previous value of ‘k’. The reason is simple, if we know that the value of ‘arr[i] + arr[j-1]’ is greater than ‘arr[k]’, then we can say ‘arr[i] + arr[j]’ will also be greater than ‘arr[k]’, because the array is sorted in increasing order.

**5.** If ‘j’ has reached end, then increment ‘i’. Initialize ‘j’ as ‘i + 1′, ‘k’ as ‘i+2′ and repeat the steps 3 and 4.

Following is implementation of the above approach.

// Program to count number of triangles that can be formed from given array  
#include <stdio.h>  
#include <stdlib.h>  
  
/\* Following function is needed for library function qsort(). Refer  
 http://www.cplusplus.com/reference/clibrary/cstdlib/qsort/ \*/  
int comp(const void\* a, const void\* b)  
{ return \*(int\*)a > \*(int\*)b ; }  
  
// Function to count all possible triangles with arr[] elements  
int findNumberOfTriangles(int arr[], int n)  
{  
 // Sort the array elements in non-decreasing order  
 qsort(arr, n, sizeof( arr[0] ), comp);  
  
 // Initialize count of triangles  
 int count = 0;  
  
 // Fix the first element. We need to run till n-3 as the other two elements are  
 // selected from arr[i+1...n-1]  
 for (int i = 0; i < n-2; ++i)  
 {  
 // Initialize index of the rightmost third element  
 int k = i+2;  
  
 // Fix the second element  
 for (int j = i+1; j < n; ++j)  
 {  
 // Find the rightmost element which is smaller than the sum  
 // of two fixed elements  
 // The important thing to note here is, we use the previous  
 // value of k. If value of arr[i] + arr[j-1] was greater than arr[k],  
 // then arr[i] + arr[j] must be greater than k, because the  
 // array is sorted.  
 while (k < n && arr[i] + arr[j] > arr[k])  
 ++k;  
  
 // Total number of possible triangles that can be formed  
 // with the two fixed elements is k - j - 1. The two fixed  
 // elements are arr[i] and arr[j]. All elements between arr[j+1]  
 // to arr[k-1] can form a triangle with arr[i] and arr[j].  
 // One is subtracted from k because k is incremented one extra  
 // in above while loop.  
 // k will always be greater than j. If j becomes equal to k, then  
 // above loop will increment k, because arr[k] + arr[i] is always  
 // greater than arr[k]  
 count += k - j - 1;  
 }  
 }  
  
 return count;  
}  
  
// Driver program to test above functionarr[j+1]  
int main()  
{  
 int arr[] = {10, 21, 22, 100, 101, 200, 300};  
 int size = sizeof( arr ) / sizeof( arr[0] );  
  
 printf("Total number of triangles possible is %d ",  
 findNumberOfTriangles( arr, size ) );  
  
 return 0;  
}

Output:

Total number of triangles possible is 6

Time Complexity: O(n^2). The time complexity looks more because of 3 nested loops. If we take a closer look at the algorithm, we observe that k is initialized only once in the outermost loop. The innermost loop executes at most O(n) time for every iteration of outer most loop, because k starts from i+2 and goes upto n for all values of j. Therefore, the time complexity is O(n^2).

Source: <http://stackoverflow.com/questions/8110538/total-number-of-possible-triangles-from-n-numbers>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/find-number-of-triangles-possible/>

# Find number of pairs such that x^y > y^x

Given two arrays X[] and Y[] of positive integers, find number of pairs such that **x^y > y^x** where x is an element from X[] and y is an element from Y[].

Examples:

Input: X[] = {2, 1, 6}, Y = {1, 5}  
 Output: 3   
 // There are total 3 pairs where pow(x, y) is greater than pow(y, x)  
 // Pairs are (2, 1), (2, 5) and (6, 1)  
  
  
 Input: X[] = {10, 19, 18}, Y[] = {11, 15, 9};  
 Output: 2  
 // There are total 2 pairs where pow(x, y) is greater than pow(y, x)  
 // Pairs are (10, 11) and (10, 15)

The **brute force solution** is to consider each element of X[] and Y[], and check whether the given condition satisfies or not. Time Complexity of this solution is **O(m\*n)** where m and n are sizes of given arrays.

Following is C++ code based on brute force solution.

int countPairsBruteForce(int X[], int Y[], int m, int n)  
{  
 int ans = 0;  
 for (int i = 0; i < m; i++)  
 for (int j = 0; j < n; j++)  
 if (pow(X[i], Y[j]) > pow(Y[j], X[i]))  
 ans++;  
 return ans;  
}

**Efficient Solution:**  
 The problem can be solved in **O(nLogn + mLogn)** time. The trick here is, if y > x then x^y > y^x with some exceptions. Following are simple steps based on this trick.

**1)** Sort array Y[].  
 **2)** For every x in X[], find the index idx of smallest number greater than x (also called ceil of x) in Y[] using binary search or we can use the inbuilt function upper\_bound() in algorithm library.  
 **3)** All the numbers after idx satisfy the relation so just add (n-idx) to the count.

**Base Cases and Exceptions:**  
 Following are exceptions for x from X[] and y from Y[]  
 If x = 0, then the count of pairs for this x is 0.  
 If x = 1, then the count of pairs for this x is equal to count of 0s in Y[].  
 The following cases must be handled separately as they don’t follow the general rule that x smaller than y means x^y is greater than y^x.  
 a) x = 2, y = 3 or 4  
 b) x = 3, y = 2  
 Note that the case where x = 4 and y = 2 is not there

Following diagram shows all exceptions in tabular form. The value 1 indicates that the corresponding (x, y) form a valid pair.  
 [![](data:image/png;base64,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)](http://d2o58evtke57tz.cloudfront.net/wp-content/uploads/exception-table.png)

Following is C++ implementation. In the following implementation, we pre-process the Y array and count 0, 1, 2, 3 and 4 in it, so that we can handle all exceptions in constant time. The array NoOfY[] is used to store the counts.

#include<iostream>  
#include<algorithm>  
using namespace std;  
  
// This function return count of pairs with x as one element  
// of the pair. It mainly looks for all values in Y[] where  
// x ^ Y[i] > Y[i] ^ x  
int count(int x, int Y[], int n, int NoOfY[])  
{  
 // If x is 0, then there cannot be any value in Y such that  
 // x^Y[i] > Y[i]^x  
 if (x == 0) return 0;  
  
 // If x is 1, then the number of pais is equal to number of  
 // zeroes in Y[]  
 if (x == 1) return NoOfY[0];  
  
 // Find number of elements in Y[] with values greater than x  
 // upper\_bound() gets address of first greater element in Y[0..n-1]  
 int\* idx = upper\_bound(Y, Y + n, x);  
 int ans = (Y + n) - idx;  
  
 // If we have reached here, then x must be greater than 1,  
 // increase number of pairs for y=0 and y=1  
 ans += (NoOfY[0] + NoOfY[1]);  
  
 // Decrease number of pairs for x=2 and (y=4 or y=3)  
 if (x == 2) ans -= (NoOfY[3] + NoOfY[4]);  
  
 // Increase number of pairs for x=3 and y=2  
 if (x == 3) ans += NoOfY[2];  
  
 return ans;  
}  
  
// The main function that returns count of pairs (x, y) such that  
// x belongs to X[], y belongs to Y[] and x^y > y^x  
int countPairs(int X[], int Y[], int m, int n)  
{  
 // To store counts of 0, 1, 2, 3 and 4 in array Y  
 int NoOfY[5] = {0};  
 for (int i = 0; i < n; i++)  
 if (Y[i] < 5)  
 NoOfY[Y[i]]++;  
  
 // Sort Y[] so that we can do binary search in it  
 sort(Y, Y + n);  
  
 int total\_pairs = 0; // Initialize result  
  
 // Take every element of X and count pairs with it  
 for (int i=0; i<m; i++)  
 total\_pairs += count(X[i], Y, n, NoOfY);  
  
 return total\_pairs;  
}  
  
// Driver program to test above functions  
int main()  
{  
 int X[] = {2, 1, 6};  
 int Y[] = {1, 5};  
  
 int m = sizeof(X)/sizeof(X[0]);  
 int n = sizeof(Y)/sizeof(Y[0]);  
  
 cout << "Total pairs = " << countPairs(X, Y, m, n);  
  
 return 0;  
}

Output:

Total pairs = 3

**Time Complexity :** Let m and n be the sizes of arrays X[] and Y[] respectively. The sort step takes O(nLogn) time. Then every element of X[] is searched in Y[] using binary search. This step takes O(mLogn) time. Overall time complexity is O(nLogn + mLogn).

This article is contributed by [**Shubham Mittal**](https://www.facebook.com/smsittal14). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/find-number-pairs-xy-yx/>

# Find the number of zeroes

Given an array of 1s and 0s which has all 1s first followed by all 0s. Find the number of 0s. Count the number of zeroes in the given array.

Examples:

Input: arr[] = {1, 1, 1, 1, 0, 0}  
Output: 2  
  
Input: arr[] = {1, 0, 0, 0, 0}  
Output: 4  
  
Input: arr[] = {0, 0, 0}  
Output: 3  
  
Input: arr[] = {1, 1, 1, 1}  
Output: 0

***We strongly recommend to minimize the browser and try this yourself in time complexity better than O(n).***

A **simple solution** is to traverse the input array. As soon as we find a 0, we return n – index of first 0. Here n is number of elements in input array. Time complexity of this solution would be O(n).

Since the input array is sorted, we can use [**Binary Search** to find the first occurrence](http://www.geeksforgeeks.org/count-number-of-occurrences-in-a-sorted-array/) of 0. Once we have index of first element, we can return count as n – index of first zero.

// A divide and conquer solution to find count of zeroes in an array  
// where all 1s are present before all 0s  
#include <stdio.h>  
  
/\* if 0 is present in arr[] then returns the index of FIRST occurrence  
 of 0 in arr[low..high], otherwise returns -1 \*/  
int firstZero(int arr[], int low, int high)  
{  
 if (high >= low)  
 {  
 // Check if mid element is first 0  
 int mid = low + (high - low)/2;  
 if (( mid == 0 || arr[mid-1] == 1) && arr[mid] == 0)  
 return mid;  
  
 if (arr[mid] == 1) // If mid element is not 0  
 return firstZero(arr, (mid + 1), high);  
 else // If mid element is 0, but not first 0  
 return firstZero(arr, low, (mid -1));  
 }  
 return -1;  
}  
  
// A wrapper over recursive function firstZero()  
int countOnes(int arr[], int n)  
{  
 // Find index of first zero in given array  
 int first = firstZero(arr, 0, n-1);  
  
 // If 0 is not present at all, return 0  
 if (first == -1)  
 return 0;  
  
 return (n - first);  
}  
  
/\* Driver program to check above functions \*/  
int main()  
{  
 int arr[] = {1, 1, 1, 0, 0, 0, 0, 0};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 printf("Count of zeroes is %d", countOnes(arr, n));  
 return 0;  
}

Output:

Count of zeroes is 5

Time Complexity: O(Logn) where n is number of elements in arr[].

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

Tags: [Divide and Conquer](http://www.geeksforgeeks.org/tag/divide-and-conquer/)

### Source

<http://www.geeksforgeeks.org/find-number-zeroes/>

# Find the smallest positive integer value that cannot be represented as sum of any subset of a given array

Given a sorted array (sorted in non-decreasing order) of positive numbers, find the smallest positive integer value that cannot be represented as sum of elements of any subset of given set.   
 Expected time complexity is O(n).

Examples:

Input: arr[] = {1, 3, 6, 10, 11, 15};  
Output: 2  
  
Input: arr[] = {1, 1, 1, 1};  
Output: 5  
  
Input: arr[] = {1, 1, 3, 4};  
Output: 10  
  
Input: arr[] = {1, 2, 5, 10, 20, 40};  
Output: 4  
  
Input: arr[] = {1, 2, 3, 4, 5, 6};  
Output: 22

**We strongly recommend to minimize the browser and try this yourself first.**

A **Simple Solution** is to start from value 1 and check all values one by one if they can sum to values in the given array. This solution is very inefficient as it reduces to [subset sum problem](http://www.geeksforgeeks.org/dynamic-programming-subset-sum-problem/) which is a well known [NP Complete Problem](http://www.geeksforgeeks.org/np-completeness-set-1/).

We can solve this problem **in O(n) time** using a simple loop. Let the input array be arr[0..n-1]. We initialize the result as 1 (smallest possible outcome) and traverse the given array. Let the smallest element that cannot be represented by elements at indexes from 0 to (i-1) be ‘res’, there are following two possibilities when we consider element at index i:

***1) We decide that ‘res’ is the final result***: If arr[i] is greater than ‘res’, then we found the gap which is ‘res’ because the elements after arr[i] are also going to be greater than ‘res’.

***2) The value of ‘res’ is incremented after considering arr[i]***: The value of ‘res’ is incremented by arr[i] (why? If elements from 0 to (i-1) can represent 1 to ‘res-1′, then elements from 0 to i can represent from 1 to ‘res + arr[i] – 1′ be adding ‘arr[i]’ to all subsets that represent 1 to ‘res’)

Following is C++ implementation of above idea.

// C++ program to find the smallest positive value that cannot be  
// represented as sum of subsets of a given sorted array  
#include <iostream>  
using namespace std;  
  
// Returns the smallest number that cannot be represented as sum  
// of subset of elements from set represented by sorted array arr[0..n-1]  
int findSmallest(int arr[], int n)  
{  
 int res = 1; // Initialize result  
  
 // Traverse the array and increment 'res' if arr[i] is  
 // smaller than or equal to 'res'.  
 for (int i = 0; i < n && arr[i] <= res; i++)  
 res = res + arr[i];  
  
 return res;  
}  
  
// Driver program to test above function  
int main()  
{  
 int arr1[] = {1, 3, 4, 5};  
 int n1 = sizeof(arr1)/sizeof(arr1[0]);  
 cout << findSmallest(arr1, n1) << endl;  
  
 int arr2[] = {1, 2, 6, 10, 11, 15};  
 int n2 = sizeof(arr2)/sizeof(arr2[0]);  
 cout << findSmallest(arr2, n2) << endl;  
  
 int arr3[] = {1, 1, 1, 1};  
 int n3 = sizeof(arr3)/sizeof(arr3[0]);  
 cout << findSmallest(arr3, n3) << endl;  
  
 int arr4[] = {1, 1, 3, 4};  
 int n4 = sizeof(arr4)/sizeof(arr4[0]);  
 cout << findSmallest(arr4, n4) << endl;  
  
 return 0;  
}

Output:

2  
4  
5  
10

Time Complexity of above program is O(n).

This article is contributed by **Rahul Gupta**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/find-smallest-value-represented-sum-subset-given-array/>

# Find subarray with given sum

Given an unsorted array of nonnegative integers, find a continous subarray which adds to a given number.

Examples:

Input: arr[] = {1, 4, 20, 3, 10, 5}, sum = 33  
Ouptut: Sum found between indexes 2 and 4  
  
Input: arr[] = {1, 4, 0, 0, 3, 10, 5}, sum = 7  
Ouptut: Sum found between indexes 1 and 4  
  
Input: arr[] = {1, 4}, sum = 0  
Output: No subarray found

There may be more than one subarrays with sum as the given sum. The following solutions print first such subarray.

Source: [Google Interview Question](http://geeksforgeeks.org/forum/topic/google-interview-question-8)

**Method 1 (Simple)**  
 A simple solution is to consider all subarrays one by one and check the sum of every subarray. Following program implements the simple solution. We run two loops: the outer loop picks a starting point i and the inner loop tries all subarrays starting from i.

/\* A simple program to print subarray with sum as given sum \*/  
#include<stdio.h>  
  
/\* Returns true if the there is a subarray of arr[] with sum equal to 'sum'  
 otherwise returns false. Also, prints the result \*/  
int subArraySum(int arr[], int n, int sum)  
{  
 int curr\_sum, i, j;  
  
 // Pick a starting point  
 for (i = 0; i < n; i++)  
 {  
 curr\_sum = arr[i];  
  
 // try all subarrays starting with 'i'  
 for (j = i+1; j <= n; j++)  
 {  
 if (curr\_sum == sum)  
 {  
 printf ("Sum found between indexes %d and %d", i, j-1);  
 return 1;  
 }  
 if (curr\_sum > sum || j == n)  
 break;  
 curr\_sum = curr\_sum + arr[j];  
 }  
 }  
  
 printf("No subarray found");  
 return 0;  
}  
  
// Driver program to test above function  
int main()  
{  
 int arr[] = {15, 2, 4, 8, 9, 5, 10, 23};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 int sum = 23;  
 subArraySum(arr, n, sum);  
 return 0;  
}

Output:

Sum found between indexes 1 and 4

Time Complexity: O(n^2) in worst case.

**Method 2 (Efficient)**  
 Initialize a variable curr\_sum as first element. curr\_sum indicates the sum of current subarray. Start from the second element and add all elements one by one to the curr\_sum. If curr\_sum becomes equal to sum, then print the solution. If curr\_sum exceeds the sum, then remove trailing elemnents while curr\_sum is greater than sum.

Following is C implementation of the above approach.

/\* An efficient program to print subarray with sum as given sum \*/  
#include<stdio.h>  
  
/\* Returns true if the there is a subarray of arr[] with sum equal to 'sum'  
 otherwise returns false. Also, prints the result \*/  
int subArraySum(int arr[], int n, int sum)  
{  
 /\* Initialize curr\_sum as value of first element  
 and starting point as 0 \*/  
 int curr\_sum = arr[0], start = 0, i;  
  
 /\* Add elements one by one to curr\_sum and if the curr\_sum exceeds the  
 sum, then remove starting element \*/  
 for (i = 1; i <= n; i++)  
 {  
 // If curr\_sum exceeds the sum, then remove the starting elements  
 while (curr\_sum > sum && start < i-1)  
 {  
 curr\_sum = curr\_sum - arr[start];  
 start++;  
 }  
  
 // If curr\_sum becomes equal to sum, then return true  
 if (curr\_sum == sum)  
 {  
 printf ("Sum found between indexes %d and %d", start, i-1);  
 return 1;  
 }  
  
 // Add this element to curr\_sum  
 if (i < n)  
 curr\_sum = curr\_sum + arr[i];  
 }  
  
 // If we reach here, then no subarray  
 printf("No subarray found");  
 return 0;  
}  
  
// Driver program to test above function  
int main()  
{  
 int arr[] = {15, 2, 4, 8, 9, 5, 10, 23};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 int sum = 23;  
 subArraySum(arr, n, sum);  
 return 0;  
}

Output:

Sum found between indexes 1 and 4

Time complexity of method 2 looks more than O(n), but if we take a closer look at the program, then we can figure out the time complexity is O(n). We can prove it by counting the number of operations performed on every element of arr[] in worst case. There are at most 2 operations performed on every element: (a) the element is added to the curr\_sum (b) the element is subtracted from curr\_sum. So the upper bound on number of operations is 2n which is O(n).

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/find-subarray-with-given-sum/>

# Find the smallest missing number

Given a **sorted** array of n integers where each integer is in the range from 0 to m-1 and m > n. Find the smallest number that is missing from the array.

Examples  
 Input: {0, 1, 2, 6, 9}, n = 5, m = 10  
 Output: 3

Input: {4, 5, 10, 11}, n = 4, m = 12  
 Output: 0

Input: {0, 1, 2, 3}, n = 4, m = 5  
 Output: 4

Input: {0, 1, 2, 3, 4, 5, 6, 7, 10}, n = 9, m = 11  
 Output: 8

Thanks to [Ravichandra](http://geeksforgeeks.org/forum/topic/commvault-interview-question-for-software-engineerdeveloper-2-5-years-about-algorithms#post-21316)for suggesting following two methods.

**Method 1 (Use Binary Search)**  
 For i = 0 to m-1, do binary search for i in the array. If i is not present in the array then return i.

Time Complexity: O(m log n)

**Method 2 (Linear Search)**  
 If arr[0] is not 0, return 0. Otherwise traverse the input array starting from index 1, and for each pair of elements a[i] and a[i+1], find the difference between them. if the difference is greater than 1 then a[i]+1 is the missing number.

Time Complexity: O(n)

**Method 3 (Use Modified Binary Search)**  
 Thanks to [yasein](http://geeksforgeeks.org/forum/topic/commvault-interview-question-for-software-engineerdeveloper-2-5-years-about-algorithms#post-21377) and [Jams](http://www.geeksforgeeks.org/archives/12012/comment-page-1#comment-3866) for suggesting this method.  
 In the standard Binary Search process, the element to be searched is compared with the middle element and on the basis of comparison result, we decide whether to search is over or to go to left half or right half.  
 In this method, we modify the standard Binary Search algorithm to compare the middle element with its index and make decision on the basis of this comparison.

…1) If the first element is not same as its index then return first index  
 …2) Else get the middle index say mid  
 …………a) If arr[mid] greater than mid then the required element lies in left half.  
 …………b) Else the required element lies in right half.

#include<stdio.h>  
  
int findFirstMissing(int array[], int start, int end) {  
  
 if(start > end)  
 return end + 1;  
  
 if (start != array[start])  
 return start;  
  
 int mid = (start + end) / 2;  
  
 if (array[mid] > mid)  
 return findFirstMissing(array, start, mid);  
 else  
 return findFirstMissing(array, mid + 1, end);  
}  
  
// driver program to test above function  
int main()  
{  
 int arr[] = {0, 1, 2, 3, 4, 5, 6, 7, 10};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 printf(" First missing element is %d",  
 findFirstMissing(arr, 0, n-1));  
 getchar();  
 return 0;  
}

**Note:** This method doesn’t work if there are duplicate elements in the array.

Time Complexity: O(Logn)

Source: <http://geeksforgeeks.org/forum/topic/commvault-interview-question-for-software-engineerdeveloper-2-5-years-about-algorithms>

Please write comments if you find the above codes/algorithms incorrect, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/find-the-first-missing-number/>

# Find the maximum element in an array which is first increasing and then decreasing

Given an array of integers which is initially increasing and then decreasing, find the maximum value in the array.

Input: arr[] = {8, 10, 20, 80, 100, 200, 400, 500, 3, 2, 1}  
Output: 500  
  
Input: arr[] = {1, 3, 50, 10, 9, 7, 6}  
Output: 50  
  
Corner case (No decreasing part)  
Input: arr[] = {10, 20, 30, 40, 50}  
Output: 50  
  
Corner case (No increasing part)  
Input: arr[] = {120, 100, 80, 20, 0}  
Output: 120

**Method 1 (Linear Search)**  
 We can traverse the array and keep track of maximum and element. And finally return the maximum element.

#include <stdio.h>  
  
int findMaximum(int arr[], int low, int high)  
{  
 int max = arr[low];  
 int i;  
 for (i = low; i <= high; i++)  
 {  
 if (arr[i] > max)  
 max = arr[i];  
 }  
 return max;  
}  
  
/\* Driver program to check above functions \*/  
int main()  
{  
 int arr[] = {1, 30, 40, 50, 60, 70, 23, 20};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 printf("The maximum element is %d", findMaximum(arr, 0, n-1));  
 getchar();  
 return 0;  
}

Time Complexity: O(n)

**Method 2 (Binary Search)**  
 We can modify the standard Binary Search algorithm for the given type of arrays.  
 i) If the mid element is greater than both of its adjacent elements, then mid is the maximum.  
 ii) If mid element is greater than its next element and smaller than the previous element then maximum lies on left side of mid. Example array: {3, 50, 10, 9, 7, 6}  
 iii) If mid element is smaller than its next element and greater than the previous element then maximum lies on right side of mid. Example array: {2, 4, 6, 8, 10, 3, 1}

#include <stdio.h>  
  
int findMaximum(int arr[], int low, int high)  
{  
  
 /\* Base Case: Only one element is present in arr[low..high]\*/  
 if (low == high)  
 return arr[low];  
  
 /\* If there are two elements and first is greater then  
 the first element is maximum \*/  
 if ((high == low + 1) && arr[low] >= arr[high])  
 return arr[low];  
  
 /\* If there are two elements and second is greater then  
 the second element is maximum \*/  
 if ((high == low + 1) && arr[low] < arr[high])  
 return arr[high];  
  
 int mid = (low + high)/2; /\*low + (high - low)/2;\*/  
  
 /\* If we reach a point where arr[mid] is greater than both of  
 its adjacent elements arr[mid-1] and arr[mid+1], then arr[mid]  
 is the maximum element\*/  
 if ( arr[mid] > arr[mid + 1] && arr[mid] > arr[mid - 1])  
 return arr[mid];  
  
 /\* If arr[mid] is greater than the next element and smaller than the previous   
 element then maximum lies on left side of mid \*/  
 if (arr[mid] > arr[mid + 1] && arr[mid] < arr[mid - 1])  
 return findMaximum(arr, low, mid-1);  
 else // when arr[mid] is greater than arr[mid-1] and smaller than arr[mid+1]  
 return findMaximum(arr, mid + 1, high);  
}  
  
/\* Driver program to check above functions \*/  
int main()  
{  
 int arr[] = {1, 3, 50, 10, 9, 7, 6};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 printf("The maximum element is %d", findMaximum(arr, 0, n-1));  
 getchar();  
 return 0;  
}

Time Complexity: O(Logn)

This method works only for distinct numbers. For example, it will not work for an array like {0, 1, 1, 2, 2, 2, 2, 2, 3, 4, 4, 5, 3, 3, 2, 2, 1, 1}.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

Tags: [Divide and Conquer](http://www.geeksforgeeks.org/tag/divide-and-conquer/)

### Source

<http://www.geeksforgeeks.org/find-the-maximum-element-in-an-array-which-is-first-increasing-and-then-decreasing/>

# Find the maximum repeating number in O(n) time and O(1) extra space

Given an array of size *n*, the array contains numbers in range from 0 to *k-1* where *k* is a positive integer and *k Find the maximum repeating number in this array. For example, let k be 10 the given array be arr[] = {1, 2, 2, 2, 0, 2, 0, 2, 3, 8, 0, 9, 2, 3}, the maximum repeating number would be 2. Expected time complexity is O(n) and extra space allowed is O(1). Modifications to array are allowed.*

The **naive approach** is to run two loops, the outer loop picks an element one by one, the inner loop counts number of occurrences of the picked element. Finally return the element with maximum count. Time complexity of this approach is *O(n^2)*.

A **better approach** is to create a count array of size k and initialize all elements of *count[]* as 0. Iterate through all elements of input array, and for every element *arr[i]*, increment *count[arr[i]]*. Finally, iterate through *count[]* and return the index with maximum value. This approach takes O(n) time, but requires O(k) space.

Following is the ***O(n)* time and *O(1)* extra space** approach. Let us understand the approach with a simple example where *arr[]* = {2, 3, 3, 5, 3, 4, 1, 7}, *k* = 8, *n* = 8 (number of elements in arr[]).

**1)** Iterate though input array *arr[]*, for every element *arr[i]*, increment *arr[arr[i]%k]* by *k* (*arr[]* becomes {2, 11, 11, 29, 11, 12, 1, 15 })

**2)** Find the maximum value in the modified array (maximum value is 29). Index of the maximum value is the maximum repeating element (index of 29 is 3).

**3)** If we want to get the original array back, we can iterate through the array one more time and do *arr[i] = arr[i] % k* where *i* varies from 0 to *n-1*.

*How does the above algorithm work?* Since we use *arr[i]%k* as index and add value *k* at the index *arr[i]%k*, the index which is equal to maximum repeating element will have the maximum value in the end. Note that *k* is added maximum number of times at the index equal to maximum repeating element and all array elements are smaller than *k.*

Following is C++ implementation of the above algorithm.

#include<iostream>  
using namespace std;  
  
// Returns maximum repeating element in arr[0..n-1].  
// The array elements are in range from 0 to k-1  
int maxRepeating(int\* arr, int n, int k)  
{  
 // Iterate though input array, for every element  
 // arr[i], increment arr[arr[i]%k] by k  
 for (int i = 0; i< n; i++)  
 arr[arr[i]%k] += k;  
  
 // Find index of the maximum repeating element  
 int max = arr[0], result = 0;  
 for (int i = 1; i < n; i++)  
 {  
 if (arr[i] > max)  
 {  
 max = arr[i];  
 result = i;  
 }  
 }  
  
 /\* Uncomment this code to get the original array back  
 for (int i = 0; i< n; i++)  
 arr[i] = arr[i]%k; \*/  
  
 // Return index of the maximum element  
 return result;  
}  
  
// Driver program to test above function  
int main()  
{  
 int arr[] = {2, 3, 3, 5, 3, 4, 1, 7};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 int k = 8;  
  
 cout << "The maximum repeating number is " <<  
 maxRepeating(arr, n, k) << endl;  
  
 return 0;  
}

Output:

The maximum repeating number is 3

**Exercise:**  
 The above solution prints only one repeating element and doesn’t work if we want to print all maximum repeating elements. For example, if the input array is {2, 3, 2, 3}, the above solution will print only 3. What if we need to print both of 2 and 3 as both of them occur maximum number of times. Write a O(n) time and O(1) extra space function that prints all maximum repeating elements. (Hint: We can use maximum quotient arr[i]/n instead of maximum value in step 2).

Note that the above solutions may cause overflow if adding k repeatedly makes the value more than INT\_MAX.

This article is compiled by [Ashish Anand](https://www.facebook.com/aasshishh?fref=ts) and reviewed by GeeksforGeeks team. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/find-the-maximum-repeating-number-in-ok-time/>

# Find the minimum distance between two numbers

Given an unsorted array arr[] and two numbers x and y, find the minimum distance between x and y in arr[]. The array might also contain duplicates. You may assume that both x and y are different and present in arr[].

Examples:  
 Input: arr[] = {1, 2}, x = 1, y = 2  
 Output: Minimum distance between 1 and 2 is 1.

Input: arr[] = {3, 4, 5}, x = 3, y = 5  
 Output: Minimum distance between 3 and 5 is 2.

Input: arr[] = {3, 5, 4, 2, 6, 5, 6, 6, 5, 4, 8, 3}, x = 3, y = 6  
 Output: Minimum distance between 3 and 6 is 4.

Input: arr[] = {2, 5, 3, 5, 4, 4, 2, 3}, x = 3, y = 2  
 Output: Minimum distance between 3 and 2 is 1.

**Method 1 (Simple)**  
 Use two loops: The outer loop picks all the elements of arr[] one by one. The inner loop picks all the elements after the element picked by outer loop. If the elements picked by outer and inner loops have same values as x or y then if needed update the minimum distance calculated so far.

#include <stdio.h>  
#include <stdlib.h> // for abs()  
#include <limits.h> // for INT\_MAX  
  
int minDist(int arr[], int n, int x, int y)  
{  
 int i, j;  
 int min\_dist = INT\_MAX;  
 for (i = 0; i < n; i++)  
 {  
 for (j = i+1; j < n; j++)  
 {  
 if( (x == arr[i] && y == arr[j] ||  
 y == arr[i] && x == arr[j]) && min\_dist > abs(i-j))  
 {  
 min\_dist = abs(i-j);  
 }  
 }  
 }  
 return min\_dist;  
}  
  
/\* Driver program to test above fnction \*/  
int main()   
{  
 int arr[] = {3, 5, 4, 2, 6, 5, 6, 6, 5, 4, 8, 3};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 int x = 3;  
 int y = 6;  
  
 printf("Minimum distance between %d and %d is %d\n", x, y,   
 minDist(arr, n, x, y));  
 return 0;  
}

Output: *Minimum distance between 3 and 6 is 4*

Time Complexity: O(n^2)

**Method 2 (Tricky)**  
 1) Traverse array from left side and stop if either *x* or *y* are found. Store index of this first occurrrence in a variable say *prev*  
 2) Now traverse *arr[]* after the index *prev*. If the element at current index *i* matches with either x or y then check if it is different from *arr[prev]*. If it is different then update the minimum distance if needed. If it is same then update *prev* i.e., make *prev = i*.

Thanks to [wgpshashank](http://geeksforgeeks.org/forum/topic/amazon-interview-question-for-software-engineerdeveloper-about-algorithms-arrays-26#post-25179)for suggesting this approach.

#include <stdio.h>  
#include <limits.h> // For INT\_MAX  
  
int minDist(int arr[], int n, int x, int y)  
{  
 int i = 0;  
 int min\_dist = INT\_MAX;  
 int prev;  
  
 // Find the first occurence of any of the two numbers (x or y)  
 // and store the index of this occurence in prev  
 for (i = 0; i < n; i++)  
 {  
 if (arr[i] == x || arr[i] == y)  
 {  
 prev = i;  
 break;  
 }  
 }  
  
 // Traverse after the first occurence  
 for ( ; i < n; i++)  
 {  
 if (arr[i] == x || arr[i] == y)  
 {  
 // If the current element matches with any of the two then  
 // check if current element and prev element are different  
 // Also check if this value is smaller than minimm distance so far  
 if ( arr[prev] != arr[i] && (i - prev) < min\_dist )  
 {  
 min\_dist = i - prev;  
 prev = i;  
 }  
 else  
 prev = i;  
 }  
 }  
  
 return min\_dist;  
}  
  
/\* Driver program to test above fnction \*/  
int main()  
{  
 int arr[] ={3, 5, 4, 2, 6, 3, 0, 0, 5, 4, 8, 3};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 int x = 3;  
 int y = 6;  
  
 printf("Minimum distance between %d and %d is %d\n", x, y,  
 minDist(arr, n, x, y));  
 return 0;  
}

Output: *Minimum distance between 3 and 6 is 1*

Time Complexity: O(n)

Please write comments if you find the above codes/algorithms incorrect, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/find-the-minimum-distance-between-two-numbers/>

# Find the Missing Number

You are given a list of n-1 integers and these integers are in the range of 1 to n. There are no duplicates in list. One of the integers is missing in the list. Write an efficient code to find the missing integer.

Example:  
I/P [1, 2, 4, ,6, 3, 7, 8]  
O/P 5

**METHOD 1(Use sum formula)**  
 Algorithm:

1. Get the sum of numbers   
 total = n\*(n+1)/2  
2 Subtract all the numbers from sum and  
 you will get the missing number.

Program:

#include<stdio.h>  
  
/\* getMissingNo takes array and size of array as arguments\*/  
int getMissingNo (int a[], int n)  
{  
 int i, total;  
 total = (n+1)\*(n+2)/2;   
 for ( i = 0; i< n; i++)  
 total -= a[i];  
 return total;  
}  
  
/\*program to test above function \*/  
int main()  
{  
 int a[] = {1,2,4,5,6};  
 int miss = getMissingNo(a,5);  
 printf("%d", miss);  
 getchar();  
}

Time Complexity: O(n)

**METHOD 2(Use XOR)**

1) XOR all the array elements, let the result of XOR be X1.  
 2) XOR all numbers from 1 to n, let XOR be X2.  
 3) XOR of X1 and X2 gives the missing number.

#include<stdio.h>  
  
/\* getMissingNo takes array and size of array as arguments\*/  
int getMissingNo(int a[], int n)  
{  
 int i;  
 int x1 = a[0]; /\* For xor of all the elemets in arary \*/  
 int x2 = 1; /\* For xor of all the elemets from 1 to n+1 \*/  
   
 for (i = 1; i< n; i++)  
 x1 = x1^a[i];  
   
 for ( i = 2; i <= n+1; i++)  
 x2 = x2^i;   
   
 return (x1^x2);  
}  
  
/\*program to test above function \*/  
int main()  
{  
 int a[] = {1, 2, 4, 5, 6};  
 int miss = getMissingNo(a, 5);  
 printf("%d", miss);  
 getchar();  
}

Time Complexity: O(n)

In method 1, if the sum of the numbers goes beyond maximum allowed integer, then there can be integer overflow and we may not get correct answer. Method 2 has no such problems.

### Source

<http://www.geeksforgeeks.org/find-the-missing-number/>

# Find the Number Occurring Odd Number of Times

Given an array of positive integers. All numbers occur even number of times except one number which occurs odd number of times. Find the number in O(n) time & constant space.

**Example:**  
 I/P = [1, 2, 3, 2, 3, 1, 3]  
 O/P = 3

**Algorithm:**  
 Do bitwise XOR of all the elements. Finally we get the number which has odd occurrences.

**Program:**

#include <stdio.h>  
  
int getOddOccurrence(int ar[], int ar\_size)  
{  
 int i;  
 int res = 0;   
 for (i=0; i < ar\_size; i++)   
 res = res ^ ar[i];  
   
 return res;  
}  
  
/\* Diver function to test above function \*/  
int main()  
{  
 int ar[] = {2, 3, 5, 4, 5, 2, 4, 3, 5, 2, 4, 4, 2};  
 int n = sizeof(ar)/sizeof(ar[0]);  
 printf("%d", getOddOccurrence(ar, n));  
 return 0;  
}

**Time Complexity:** O(n)

Tags: [Bit Magic](http://www.geeksforgeeks.org/tag/bit-magic/)

### Source

<http://www.geeksforgeeks.org/find-the-number-occurring-odd-number-of-times/>

# Unbounded Binary Search Example (Find the point where a monotonically increasing function becomes positive first time)

Given a function ‘int f(unsigned int x)’ which takes a **non-negative integer** ‘x’ as input and returns an **integer** as output. The function is monotonically increasing with respect to value of x, i.e., the value of f(x+1) is greater than f(x) for every input x. Find the value ‘n’ where f() becomes positive for the first time. Since f() is monotonically increasing, values of f(n+1), f(n+2),… must be positive and values of f(n-2), f(n-3), .. must be negative.  
 Find n in O(logn) time, you may assume that f(x) can be evaluated in O(1) time for any input x.

A **simple solution** is to start from i equals to 0 and one by one calculate value of f(i) for 1, 2, 3, 4 .. etc until we find a positive f(i). This works, but takes O(n) time.

**Can we apply Binary Search to find n in O(Logn) time?** We can’t directly apply Binary Search as we don’t have an upper limit or high index. The idea is to do repeated doubling until we find a positive value, i.e., check values of f() for following values until f(i) becomes positive.

f(0)   
 f(1)  
 f(2)  
 f(4)  
 f(8)  
 f(16)  
 f(32)  
 ....  
 ....  
 f(high)  
Let 'high' be the value of i when f() becomes positive for first time.

Can we apply Binary Search to find n after finding ‘high’? We can apply Binary Search now, we can use ‘high/2′ as low and ‘high’ as high indexes in binary search. The result n must lie between ‘high/2′ and ‘high’.

Number of steps for finding ‘high’ is O(Logn). So we can find ‘high’ in O(Logn) time. What about time taken by Binary Search between high/2 and high? The value of ‘high’ must be less than 2\*n. The number of elements between high/2 and high must be O(n). Therefore, time complexity of Binary Search is O(Logn) and overall time complexity is 2\*O(Logn) which is O(Logn).

#include <stdio.h>  
int binarySearch(int low, int high); // prototype  
  
// Let's take an example function as f(x) = x^2 - 10\*x - 20  
// Note that f(x) can be any monotonocally increasing function  
int f(int x) { return (x\*x - 10\*x - 20); }  
  
// Returns the value x where above function f() becomes positive  
// first time.  
int findFirstPositive()  
{  
 // When first value itself is positive  
 if (f(0) > 0)  
 return 0;  
  
 // Find 'high' for binary search by repeated doubling  
 int i = 1;  
 while (f(i) <= 0)  
 i = i\*2;  
  
 // Call binary search  
 return binarySearch(i/2, i);  
}  
  
// Searches first positive value of f(i) where low <= i <= high  
int binarySearch(int low, int high)  
{  
 if (high >= low)  
 {  
 int mid = low + (high - low)/2; /\* mid = (low + high)/2 \*/  
  
 // If f(mid) is greater than 0 and one of the following two  
 // conditions is true:  
 // a) mid is equal to low  
 // b) f(mid-1) is negative  
 if (f(mid) > 0 && (mid == low || f(mid-1) <= 0))  
 return mid;  
  
 // If f(mid) is smaller than or equal to 0  
 if (f(mid) <= 0)  
 return binarySearch((mid + 1), high);  
 else // f(mid) > 0  
 return binarySearch(low, (mid -1));  
 }  
  
 /\* Return -1 if there is no positive value in given range \*/  
 return -1;  
}  
  
/\* Driver program to check above functions \*/  
int main()  
{  
 printf("The value n where f() becomes positive first is %d",  
 findFirstPositive());  
 return 0;  
}

Output:

The value n where f() becomes positive first is 12

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

Tags: [Divide and Conquer](http://www.geeksforgeeks.org/tag/divide-and-conquer/)

### Source

<http://www.geeksforgeeks.org/find-the-point-where-a-function-becomes-negative/>

# Find the smallest positive number missing from an unsorted array

You are given an unsorted array with both positive and negative elements. You have to find the smallest positive number missing from the array in O(n) time using constant extra space. You can modify the original array.

Examples

Input: {2, 3, 7, 6, 8, -1, -10, 15}  
 Output: 1  
  
 Input: { 2, 3, -7, 6, 8, 1, -10, 15 }  
 Output: 4  
  
 Input: {1, 1, 0, -1, -2}  
 Output: 2

Source: [To find the smallest positive no missing from an unsorted array](http://geeksforgeeks.org/forum/topic/to-find-the-smalest-positive-no-missing-from-an-unsorted-array)

A **naive method** to solve this problem is to search all positive integers, starting from 1 in the given array. We may have to search at most n+1 numbers in the given array. So this solution takes O(n^2) in worst case.

We can **use sorting** to solve it in lesser time complexity. We can sort the array in O(nLogn) time. Once the array is sorted, then all we need to do is a linear scan of the array. So this approach takes O(nLogn + n) time which is O(nLogn).

We can also **use hashing**. We can build a hash table of all positive elements in the given array. Once the hash table is built. We can look in the hash table for all positive integers, starting from 1. As soon as we find a number which is not there in hash table, we return it. This approach may take O(n) time on average, but it requires O(n) extra space.

**A O(n) time and O(1) extra space solution:**  
 The idea is similar to [this](http://www.geeksforgeeks.org/archives/9755) post. We use array elements as index. To mark presence of an element x, we change the value at the index x to negative. But this approach doesn’t work if there are non-positive (-ve and 0) numbers. So we segregate positive from negative numbers as first step and then apply the approach.

Following is the two step algorithm.  
 1) Segregate positive numbers from others i.e., move all non-positive numbers to left side. In the following code, segregate() function does this part.  
 2) Now we can ignore non-positive elements and consider only the part of array which contains all positive elements. We traverse the array containing all positive numbers and to mark presence of an element x, we change the sign of value at index x to negative. We traverse the array again and print the first index which has positive value. In the following code, findMissingPositive() function does this part. Note that in findMissingPositive, we have subtracted 1 from the values as indexes start from 0 in C.

/\* Program to find the smallest positive missing number \*/  
#include <stdio.h>  
#include <stdlib.h>  
  
/\* Utility to swap to integers \*/  
void swap(int \*a, int \*b)  
{  
 int temp;  
 temp = \*a;  
 \*a = \*b;  
 \*b = temp;  
}  
  
/\* Utility function that puts all non-positive (0 and negative) numbers on left   
 side of arr[] and return count of such numbers \*/  
int segregate (int arr[], int size)  
{  
 int j = 0, i;  
 for(i = 0; i < size; i++)  
 {  
 if (arr[i] <= 0)   
 {  
 swap(&arr[i], &arr[j]);  
 j++; // increment count of non-positive integers  
 }  
 }  
  
 return j;  
}  
  
/\* Find the smallest positive missing number in an array that contains  
 all positive integers \*/  
int findMissingPositive(int arr[], int size)  
{  
 int i;  
  
 // Mark arr[i] as visited by making arr[arr[i] - 1] negative. Note that   
 // 1 is subtracted because index start from 0 and positive numbers start from 1  
 for(i = 0; i < size; i++)  
 {  
 if(abs(arr[i]) - 1 < size && arr[abs(arr[i]) - 1] > 0)  
 arr[abs(arr[i]) - 1] = -arr[abs(arr[i]) - 1];  
 }  
  
 // Return the first index value at which is positive  
 for(i = 0; i < size; i++)  
 if (arr[i] > 0)  
 return i+1; // 1 is added becuase indexes start from 0  
  
 return size+1;  
}  
  
/\* Find the smallest positive missing number in an array that contains  
 both positive and negative integers \*/  
int findMissing(int arr[], int size)  
{  
 // First separate positive and negative numbers  
 int shift = segregate (arr, size);  
  
 // Shift the array and call findMissingPositive for  
 // positive part  
 return findMissingPositive(arr+shift, size-shift);  
}  
  
int main()  
{  
 int arr[] = {0, 10, 2, -10, -20};  
 int arr\_size = sizeof(arr)/sizeof(arr[0]);  
 int missing = findMissing(arr, arr\_size);  
 printf("The smallest positive missing number is %d ", missing);  
 getchar();  
 return 0;  
}

Output:

The smallest positive missing number is 1

Note that this method modifies the original array. We can change the sign of elements in the segregated array to get the same set of elements back. But we still loose the order of elements. If we want to keep the original array as it was, then we can create a copy of the array and run this approach on the temp array.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/find-the-smallest-positive-number-missing-from-an-unsorted-array/>

# Find the two numbers with odd occurrences in an unsorted array

Given an unsorted array that contains even number of occurrences for all numbers except two numbers. Find the two numbers which have odd occurrences in O(n) time complexity and O(1) extra space.

Examples:

Input: {12, 23, 34, 12, 12, 23, 12, 45}  
Output: 34 and 45  
  
Input: {4, 4, 100, 5000, 4, 4, 4, 4, 100, 100}  
Output: 100 and 5000  
  
Input: {10, 20}  
Output: 10 and 20

A **naive method** to solve this problem is to run two nested loops. The outer loop picks an element and the inner loop counts the number of occurrences of the picked element. If the count of occurrences is odd then print the number. The time complexity of this method is O(n^2).

We can **use sorting** to get the odd occurring numbers in O(nLogn) time. First sort the numbers using an O(nLogn) sorting algorithm like Merge Sort, Heap Sort.. etc. Once the array is sorted, all we need to do is a linear scan of the array and print the odd occurring number.

We can also **use hashing**. Create an empty hash table which will have elements and their counts. Pick all elements of input array one by one. Look for the picked element in hash table. If the element is found in hash table, increment its count in table. If the element is not found, then enter it in hash table with count as 1. After all elements are entered in hash table, scan the hash table and print elements with odd count. This approach may take O(n) time on average, but it requires O(n) extra space.

**A O(n) time and O(1) extra space solution:**  
 The idea is similar to method 2 of [this](http://www.geeksforgeeks.org/archives/2457)post. Let the two odd occurring numbers be x and y. We **use bitwise XOR** to get x and y. The first step is to do XOR of all elements present in array. XOR of all elements gives us XOR of x and y because of the following properties of XOR operation.  
 1) XOR of any number n with itself gives us 0, i.e., n ^ n = 0  
 2) XOR of any number n with 0 gives us n, i.e., n ^ 0 = n  
 3) XOR is cumulative and associative.

So we have XOR of x and y after the first step. Let the value of XOR be xor2. Every set bit in xor2 indicates that the corresponding bits in x and y have values different from each other. For example, if x = 6 (0110) and y is 15 (1111), then xor2 will be (1001), the two set bits in xor2 indicate that the corresponding bits in x and y are different. In the second step, we pick a set bit of xor2 and divide array elements in two groups. Both x and y will go to different groups. In the following code, the rightmost set bit of xor2 is picked as it is easy to get rightmost set bit of a number. If we do XOR of all those elements of array which have the corresponding bit set (or 1), then we get the first odd number. And if we do XOR of all those elements which have the corresponding bit 0, then we get the other odd occurring number. This step works because of the same properties of XOR. All the occurrences of a number will go in same set. XOR of all occurrences of a number which occur even number number of times will result in 0 in its set. And the xor of a set will be one of the odd occurring elements.

// Program to find the two odd occurring elements  
#include<stdio.h>  
  
/\* Prints two numbers that occur odd number of times. The  
 function assumes that the array size is at least 2 and  
 there are exactly two numbers occurring odd number of times. \*/  
void printTwoOdd(int arr[], int size)  
{  
 int xor2 = arr[0]; /\* Will hold XOR of two odd occurring elements \*/  
 int set\_bit\_no; /\* Will have only single set bit of xor2 \*/  
 int i;  
 int n = size - 2;  
 int x = 0, y = 0;  
  
 /\* Get the xor of all elements in arr[]. The xor will basically  
 be xor of two odd occurring elements \*/  
 for(i = 1; i < size; i++)  
 xor2 = xor2 ^ arr[i];  
  
 /\* Get one set bit in the xor2. We get rightmost set bit  
 in the following line as it is easy to get \*/  
 set\_bit\_no = xor2 & ~(xor2-1);  
  
 /\* Now divide elements in two sets:   
 1) The elements having the corresponding bit as 1.   
 2) The elements having the corresponding bit as 0. \*/  
 for(i = 0; i < size; i++)  
 {  
 /\* XOR of first set is finally going to hold one odd   
 occurring number x \*/   
 if(arr[i] & set\_bit\_no)  
 x = x ^ arr[i];  
  
 /\* XOR of second set is finally going to hold the other   
 odd occurring number y \*/   
 else  
 y = y ^ arr[i];   
 }  
  
 printf("\n The two ODD elements are %d & %d ", x, y);  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int arr[] = {4, 2, 4, 5, 2, 3, 3, 1};  
 int arr\_size = sizeof(arr)/sizeof(arr[0]);  
 printTwoOdd(arr, arr\_size);  
 getchar();  
 return 0;  
}

Output:

The two ODD elements are 5 & 1

Time Complexity: O(n)  
 Auxiliary Space: O(1)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/find-the-two-numbers-with-odd-occurences-in-an-unsorted-array/>

# Find the two repeating elements in a given array

You are given an array of n+2 elements. All elements of the array are in range 1 to n. And all elements occur once except two numbers which occur twice. Find the two repeating numbers.

For example, array = {4, 2, 4, 5, 2, 3, 1} and n = 5

The above array has n + 2 = 7 elements with all elements occurring once except 2 and 4 which occur twice. So the output should be 4 2.

**Method 1 (Basic)**  
 Use two loops. In the outer loop, pick elements one by one and count the number of occurrences of the picked element in the inner loop.

This method doesn’t use the other useful data provided in questions like range of numbers is between 1 to n and there are only two repeating elements.

#include<stdio.h>  
#include<stdlib.h>  
void printRepeating(int arr[], int size)  
{  
 int i, j;  
 printf(" Repeating elements are ");  
 for(i = 0; i < size; i++)  
 for(j = i+1; j < size; j++)  
 if(arr[i] == arr[j])  
 printf(" %d ", arr[i]);  
}   
  
int main()  
{  
 int arr[] = {4, 2, 4, 5, 2, 3, 1};  
 int arr\_size = sizeof(arr)/sizeof(arr[0]);   
 printRepeating(arr, arr\_size);  
 getchar();  
 return 0;  
}

Time Complexity: O(n\*n)  
 Auxiliary Space: O(1)

**Method 2 (Use Count array)**  
 Traverse the array once. While traversing, keep track of count of all elements in the array using a temp array count[] of size n, when you see an element whose count is already set, print it as duplicate.

This method uses the range given in the question to restrict the size of count[], but doesn’t use the data that there are only two repeating elements.

#include<stdio.h>  
#include<stdlib.h>  
  
void printRepeating(int arr[], int size)  
{  
 int \*count = (int \*)calloc(sizeof(int), (size - 2));  
 int i;  
   
 printf(" Repeating elements are ");  
 for(i = 0; i < size; i++)  
 {   
 if(count[arr[i]] == 1)  
 printf(" %d ", arr[i]);  
 else  
 count[arr[i]]++;  
 }   
}   
  
int main()  
{  
 int arr[] = {4, 2, 4, 5, 2, 3, 1};  
 int arr\_size = sizeof(arr)/sizeof(arr[0]);   
 printRepeating(arr, arr\_size);  
 getchar();  
 return 0;  
}

Time Complexity: O(n)  
 Auxiliary Space: O(n)

**Method 3 (Make two equations)**  
 Let the numbers which are being repeated are X and Y. We make two equations for X and Y and the simple task left is to solve the two equations.  
 We know the sum of integers from 1 to n is n(n+1)/2 and product is n!. We calculate the sum of input array, when this sum is subtracted from n(n+1)/2, we get X + Y because X and Y are the two numbers missing from set [1..n]. Similarly calculate product of input array, when this product is divided from n!, we get X\*Y. Given sum and product of X and Y, we can find easily out X and Y.

Let summation of all numbers in array be S and product be P

X + Y = S – n(n+1)/2  
 XY = P/n!

Using above two equations, we can find out X and Y. For array = 4 2 4 5 2 3 1, we get S = 21 and P as 960.

X + Y = 21 – 15 = 6

XY = 960/5! = 8

X – Y = sqrt((X+Y)^2 – 4\*XY) = sqrt(4) = 2

Using below two equations, we easily get X = (6 + 2)/2 and Y = (6-2)/2  
 X + Y = 6  
 X – Y = 2

Thanks to [geek4u](http://geeksforgeeks.org/forum/topic/adobe-interview-question-for-software-engineerdeveloper-about-arrays-3#post-2466) for suggesting this method. As pointed by [Beginer](http://geeksforgeeks.org/forum/topic/adobe-interview-question-for-software-engineerdeveloper-about-arrays-3#post-2473), there can be addition and multiplication overflow problem with this approach.  
 The methods 3 and 4 use all useful information given in the question ![](data:image/gif;base64,R0lGODlhDwAPAPMAAP/qAEVFRQAAAP/OAP/JAP+0AP6dAP/+k//9E///////xzMzM///6//lAAAAAAAAACH5BAEAAA4ALAAAAAAPAA8AQARa0EkZap0UgQW630QROMGhfd4wUsNAvO9grBSjICcgr+UpeD9AaBQYAASJZFJAUGEoFtqzYjscVNKA4iAIHgU70q3jDRJmJRRqWPx2390zsdWAM8OTSmFfQE8iADs=)

#include<stdio.h>  
#include<stdlib.h>  
#include<math.h>  
  
/\* function to get factorial of n \*/  
int fact(int n);  
  
void printRepeating(int arr[], int size)  
{  
 int S = 0; /\* S is for sum of elements in arr[] \*/  
 int P = 1; /\* P is for product of elements in arr[] \*/   
 int x, y; /\* x and y are two repeating elements \*/  
 int D; /\* D is for difference of x and y, i.e., x-y\*/  
 int n = size - 2, i;  
  
 /\* Calculate Sum and Product of all elements in arr[] \*/  
 for(i = 0; i < size; i++)  
 {  
 S = S + arr[i];  
 P = P\*arr[i];  
 }   
   
 S = S - n\*(n+1)/2; /\* S is x + y now \*/  
 P = P/fact(n); /\* P is x\*y now \*/  
   
 D = sqrt(S\*S - 4\*P); /\* D is x - y now \*/  
   
 x = (D + S)/2;  
 y = (S - D)/2;  
   
 printf("The two Repeating elements are %d & %d", x, y);  
}   
  
int fact(int n)  
{  
 return (n == 0)? 1 : n\*fact(n-1);  
}   
  
int main()  
{  
 int arr[] = {4, 2, 4, 5, 2, 3, 1};  
 int arr\_size = sizeof(arr)/sizeof(arr[0]);   
 printRepeating(arr, arr\_size);  
 getchar();  
 return 0;  
}

Time Complexity: O(n)  
 Auxiliary Space: O(1)

**Method 4 (Use XOR)**  
 Thanks to neophyte for suggesting this method.  
 The approach used here is similar to method 2 of [this post](http://geeksforgeeks.org/?p=2457).  
 Let the repeating numbers be X and Y, if we xor all the elements in the array and all integers from 1 to n, then the result is X xor Y.  
 The 1’s in binary representation of X xor Y is corresponding to the different bits between X and Y. Suppose that the kth bit of X xor Y is 1, we can xor all the elements in the array and all integers from 1 to n, whose kth bits are 1. The result will be one of X and Y.

void printRepeating(int arr[], int size)  
{  
 int xor = arr[0]; /\* Will hold xor of all elements \*/  
 int set\_bit\_no; /\* Will have only single set bit of xor \*/  
 int i;  
 int n = size - 2;  
 int x = 0, y = 0;  
   
 /\* Get the xor of all elements in arr[] and {1, 2 .. n} \*/  
 for(i = 1; i < size; i++)  
 xor ^= arr[i];   
 for(i = 1; i <= n; i++)  
 xor ^= i;   
  
 /\* Get the rightmost set bit in set\_bit\_no \*/  
 set\_bit\_no = xor & ~(xor-1);  
  
 /\* Now divide elements in two sets by comparing rightmost set  
 bit of xor with bit at same position in each element. \*/  
 for(i = 0; i < size; i++)  
 {  
 if(arr[i] & set\_bit\_no)  
 x = x ^ arr[i]; /\*XOR of first set in arr[] \*/  
 else  
 y = y ^ arr[i]; /\*XOR of second set in arr[] \*/  
 }  
 for(i = 1; i <= n; i++)  
 {  
 if(i & set\_bit\_no)  
 x = x ^ i; /\*XOR of first set in arr[] and {1, 2, ...n }\*/  
 else  
 y = y ^ i; /\*XOR of second set in arr[] and {1, 2, ...n } \*/  
 }  
   
 printf("\n The two repeating elements are %d & %d ", x, y);  
}   
  
  
int main()  
{  
 int arr[] = {4, 2, 4, 5, 2, 3, 1};  
 int arr\_size = sizeof(arr)/sizeof(arr[0]);   
 printRepeating(arr, arr\_size);  
 getchar();  
 return 0;  
}

**Method 5 (Use array elements as index)**  
 Thanks to Manish K. Aasawat for suggesting this method.

Traverse the array. Do following for every index i of A[].  
{  
check for sign of A[abs(A[i])] ;  
if positive then  
 make it negative by A[abs(A[i])]=-A[abs(A[i])];  
else // i.e., A[abs(A[i])] is negative  
 this element (ith element of list) is a repetition  
}

Example: A[] = {1, 1, 2, 3, 2}  
i=0;   
Check sign of A[abs(A[0])] which is A[1]. A[1] is positive, so make it negative.   
Array now becomes {1, -1, 2, 3, 2}  
  
i=1;   
Check sign of A[abs(A[1])] which is A[1]. A[1] is negative, so A[1] is a repetition.  
  
i=2;   
Check sign of A[abs(A[2])] which is A[2]. A[2] is positive, so make it negative. '  
Array now becomes {1, -1, -2, 3, 2}  
  
i=3;   
Check sign of A[abs(A[3])] which is A[3]. A[3] is positive, so make it negative.   
Array now becomes {1, -1, -2, -3, 2}  
  
i=4;   
Check sign of A[abs(A[4])] which is A[2]. A[2] is negative, so A[4] is a repetition.

Note that this method modifies the original array and may not be a recommended method if we are not allowed to modify the array.

#include <stdio.h>  
#include <stdlib.h>  
  
void printRepeating(int arr[], int size)  
{  
 int i;   
   
 printf("\n The repeating elements are");  
   
 for(i = 0; i < size; i++)  
 {  
 if(arr[abs(arr[i])] > 0)  
 arr[abs(arr[i])] = -arr[abs(arr[i])];  
 else  
 printf(" %d ", abs(arr[i]));  
 }   
}   
  
int main()  
{  
 int arr[] = {1, 3, 2, 2, 1};  
 int arr\_size = sizeof(arr)/sizeof(arr[0]);  
 printRepeating(arr, arr\_size);  
 getchar();  
 return 0;  
}

The problem can be solved in linear time using other method also, please see [this](http://www.geeksforgeeks.org/archives/7953/comment-page-1#comment-1300) and [this](http://www.geeksforgeeks.org/archives/7953/comment-page-1#comment-1298)comments

Please write comments if you find the above codes/algorithms incorrect, or find better ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/find-the-two-repeating-elements-in-a-given-array/>

# Flood fill Algorithm – how to implement fill() in paint?

In MS-Paint, when we take the brush to a pixel and click, the color of the region of that pixel is replaced with a new selected color. Following is the problem statement to do this task.   
 Given a 2D screen, location of a pixel in the screen and a color, replace color of the given pixel and all adjacent same colored pixels with the given color.

**Example:**

Input:  
 screen[M][N] = {{1, 1, 1, 1, 1, 1, 1, 1},  
 {1, 1, 1, 1, 1, 1, 0, 0},  
 {1, 0, 0, 1, 1, 0, 1, 1},  
 {1, 2, 2, 2, 2, 0, 1, 0},  
 {1, 1, 1, 2, 2, 0, 1, 0},  
 {1, 1, 1, 2, 2, 2, 2, 0},  
 {1, 1, 1, 1, 1, 2, 1, 1},  
 {1, 1, 1, 1, 1, 2, 2, 1},  
 };  
 x = 4, y = 4, newColor = 3  
The values in the given 2D screen indicate colors of the pixels.  
x and y are coordinates of the brush, newColor is the color that  
should replace the previous color on screen[x][y] and all surrounding  
pixels with same color.  
  
Output:  
Screen should be changed to following.  
 screen[M][N] = {{1, 1, 1, 1, 1, 1, 1, 1},  
 {1, 1, 1, 1, 1, 1, 0, 0},  
 {1, 0, 0, 1, 1, 0, 1, 1},  
 {1, 3, 3, 3, 3, 0, 1, 0},  
 {1, 1, 1, 3, 3, 0, 1, 0},  
 {1, 1, 1, 3, 3, 3, 3, 0},  
 {1, 1, 1, 1, 1, 3, 1, 1},  
 {1, 1, 1, 1, 1, 3, 3, 1},  
 };

[**Flood Fill Algorithm:**](http://en.wikipedia.org/wiki/Flood_fill)  
 The idea is simple, we first replace the color of current pixel, then recur for 4 surrounding points. The following is detailed algorithm.

// A recursive function to replace previous color 'prevC' at '(x, y)'   
// and all surrounding pixels of (x, y) with new color 'newC' and  
floodFil(screen[M][N], x, y, prevC, newC)  
1) If x or y is outside the screen, then return.  
2) If color of screen[x][y] is not same as prevC, then return  
3) Recur for north, south, east and west.  
 floodFillUtil(screen, x+1, y, prevC, newC);  
 floodFillUtil(screen, x-1, y, prevC, newC);  
 floodFillUtil(screen, x, y+1, prevC, newC);  
 floodFillUtil(screen, x, y-1, prevC, newC);

The following is C++ implementation of above algorithm.

// A C++ program to implement flood fill algorithm  
#include<iostream>  
using namespace std;  
  
// Dimentions of paint screen  
#define M 8  
#define N 8  
  
// A recursive function to replace previous color 'prevC' at '(x, y)'   
// and all surrounding pixels of (x, y) with new color 'newC' and  
void floodFillUtil(int screen[][N], int x, int y, int prevC, int newC)  
{  
 // Base cases  
 if (x < 0 || x >= M || y < 0 || y >= N)  
 return;  
 if (screen[x][y] != prevC)  
 return;  
  
 // Replace the color at (x, y)  
 screen[x][y] = newC;  
  
 // Recur for north, east, south and west  
 floodFillUtil(screen, x+1, y, prevC, newC);  
 floodFillUtil(screen, x-1, y, prevC, newC);  
 floodFillUtil(screen, x, y+1, prevC, newC);  
 floodFillUtil(screen, x, y-1, prevC, newC);  
}  
  
// It mainly finds the previous color on (x, y) and  
// calls floodFillUtil()  
void floodFill(int screen[][N], int x, int y, int newC)  
{  
 int prevC = screen[x][y];  
 floodFillUtil(screen, x, y, prevC, newC);  
}  
  
// Driver program to test above function  
int main()  
{  
 int screen[M][N] = {{1, 1, 1, 1, 1, 1, 1, 1},  
 {1, 1, 1, 1, 1, 1, 0, 0},  
 {1, 0, 0, 1, 1, 0, 1, 1},  
 {1, 2, 2, 2, 2, 0, 1, 0},  
 {1, 1, 1, 2, 2, 0, 1, 0},  
 {1, 1, 1, 2, 2, 2, 2, 0},  
 {1, 1, 1, 1, 1, 2, 1, 1},  
 {1, 1, 1, 1, 1, 2, 2, 1},  
 };  
 int x = 4, y = 4, newC = 3;  
 floodFill(screen, x, y, newC);  
  
 cout << "Updated screen after call to floodFill: \n";  
 for (int i=0; i<M; i++)  
 {  
 for (int j=0; j<N; j++)  
 cout << screen[i][j] << " ";  
 cout << endl;  
 }  
}

Output:

Updated screen after call to floodFill:  
1 1 1 1 1 1 1 1  
1 1 1 1 1 1 0 0  
1 0 0 1 1 0 1 1  
1 3 3 3 3 0 1 0  
1 1 1 3 3 0 1 0  
1 1 1 3 3 3 3 0  
1 1 1 1 1 3 1 1  
1 1 1 1 1 3 3 1

**References:**  
 <http://en.wikipedia.org/wiki/Flood_fill>

This article is contributed by **Anmol**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/flood-fill-algorithm-implement-fill-paint/>

# Given an array arr[], find the maximum j – i such that arr[j] > arr[i]

Given an array arr[], find the maximum j – i such that arr[j] > arr[i].

Examples:

Input: {34, 8, 10, 3, 2, 80, 30, 33, 1}  
 Output: 6 (j = 7, i = 1)  
  
 Input: {9, 2, 3, 4, 5, 6, 7, 8, 18, 0}  
 Output: 8 ( j = 8, i = 0)  
  
 Input: {1, 2, 3, 4, 5, 6}  
 Output: 5 (j = 5, i = 0)  
  
 Input: {6, 5, 4, 3, 2, 1}  
 Output: -1

**Method 1 (Simple but Inefficient)**  
 Run two loops. In the outer loop, pick elements one by one from left. In the inner loop, compare the picked element with the elements starting from right side. Stop the inner loop when you see an element greater than the picked element and keep updating the maximum j-i so far.

#include <stdio.h>  
/\* For a given array arr[], returns the maximum j – i such that  
 arr[j] > arr[i] \*/  
int maxIndexDiff(int arr[], int n)  
{  
 int maxDiff = -1;  
 int i, j;  
  
 for (i = 0; i < n; ++i)  
 {  
 for (j = n-1; j > i; --j)  
 {  
 if(arr[j] > arr[i] && maxDiff < (j - i))  
 maxDiff = j - i;  
 }  
 }  
  
 return maxDiff;  
}  
  
int main()  
{  
 int arr[] = {9, 2, 3, 4, 5, 6, 7, 8, 18, 0};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 int maxDiff = maxIndexDiff(arr, n);  
 printf("\n %d", maxDiff);  
 getchar();  
 return 0;  
}

Time Complexity: O(n^2)

**Method 2 (Efficient)**  
 To solve this problem, we need to get two optimum indexes of arr[]: left index i and right index j. For an element arr[i], we do not need to consider arr[i] for left index if there is an element smaller than arr[i] on left side of arr[i]. Similarly, if there is a greater element on right side of arr[j] then we do not need to consider this j for right index. So we construct two auxiliary arrays LMin[] and RMax[] such that LMin[i] holds the smallest element on left side of arr[i] including arr[i], and RMax[j] holds the greatest element on right side of arr[j] including arr[j]. After constructing these two auxiliary arrays, we traverse both of these arrays from left to right. While traversing LMin[] and RMa[] if we see that LMin[i] is greater than RMax[j], then we must move ahead in LMin[] (or do i++) because all elements on left of LMin[i] are greater than or equal to LMin[i]. Otherwise we must move ahead in RMax[j] to look for a greater j – i value.

Thanks to celicom for suggesting the algorithm for this method.

#include <stdio.h>  
  
/\* Utility Functions to get max and minimum of two integers \*/  
int max(int x, int y)  
{  
 return x > y? x : y;  
}  
  
int min(int x, int y)  
{  
 return x < y? x : y;  
}  
  
/\* For a given array arr[], returns the maximum j – i such that  
 arr[j] > arr[i] \*/  
int maxIndexDiff(int arr[], int n)  
{  
 int maxDiff;  
 int i, j;  
  
 int \*LMin = (int \*)malloc(sizeof(int)\*n);  
 int \*RMax = (int \*)malloc(sizeof(int)\*n);  
  
 /\* Construct LMin[] such that LMin[i] stores the minimum value  
 from (arr[0], arr[1], ... arr[i]) \*/  
 LMin[0] = arr[0];  
 for (i = 1; i < n; ++i)  
 LMin[i] = min(arr[i], LMin[i-1]);  
  
 /\* Construct RMax[] such that RMax[j] stores the maximum value  
 from (arr[j], arr[j+1], ..arr[n-1]) \*/  
 RMax[n-1] = arr[n-1];  
 for (j = n-2; j >= 0; --j)  
 RMax[j] = max(arr[j], RMax[j+1]);  
  
 /\* Traverse both arrays from left to right to find optimum j - i  
 This process is similar to merge() of MergeSort \*/  
 i = 0, j = 0, maxDiff = -1;  
 while (j < n && i < n)  
 {  
 if (LMin[i] < RMax[j])  
 {  
 maxDiff = max(maxDiff, j-i);  
 j = j + 1;  
 }  
 else  
 i = i+1;  
 }  
  
 return maxDiff;  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 int arr[] = {9, 2, 3, 4, 5, 6, 7, 8, 18, 0};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 int maxDiff = maxIndexDiff(arr, n);  
 printf("\n %d", maxDiff);  
 getchar();  
 return 0;  
}

Time Complexity: O(n)  
 Auxiliary Space: O(n)

Please write comments if you find the above codes/algorithms incorrect, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/given-an-array-arr-find-the-maximum-j-i-such-that-arrj-arri/>

# Arrange given numbers to form the biggest number

Given an array of numbers, arrange them in a way that yields the largest value. For example, if the given numbers are {54, 546, 548, 60}, the arrangement 6054854654 gives the largest value. And if the given numbers are {1, 34, 3, 98, 9, 76, 45, 4}, then the arrangement 998764543431 gives the largest value.

A simple solution that comes to our mind is to sort all numbers in descending order, but simply sorting doesn’t work. For example, 548 is greater than 60, but in output 60 comes before 548. As a second example, 98 is greater than 9, but 9 comes before 98 in output.

So how do we go about it? The idea is to use any comparison based sorting algorithm. In the used sorting algorithm, instead of using the default comparison, write a comparison function myCompare() and use it to sort numbers. Given two numbers X and Y, how should myCompare() decide which number to put first – we compare two numbers XY (Y appended at the end of X) and YX (X appended at the end of Y). If XY is larger, then X should come before Y in output, else Y should come before. For example, let X and Y be 542 and 60. To compare X and Y, we compare 54260 and 60542. Since 60542 is greater than 54260, we put Y first.

Following is C++ implementation of the above approach. To keep the code simple, numbers are considered as strings, and [vector](http://www.cplusplus.com/reference/vector/vector/?kw=vector)is used instead of normal array.

// Given an array of numbers, program to arrange the numbers to form the  
// largest number  
#include <iostream>  
#include <string>  
#include <vector>  
#include <algorithm>  
using namespace std;  
  
// A comparison function which is used by sort() in printLargest()  
int myCompare(string X, string Y)  
{  
 // first append Y at the end of X  
 string XY = X.append(Y);  
  
 // then append X at the end of Y  
 string YX = Y.append(X);  
  
 // Now see which of the two formed numbers is greater  
 return XY.compare(YX) > 0 ? 1: 0;  
}  
  
// The main function that prints the arrangement with the largest value.  
// The function accepts a vector of strings  
void printLargest(vector<string> arr)  
{  
 // Sort the numbers using library sort funtion. The function uses  
 // our comparison function myCompare() to compare two strings.  
 // See http://www.cplusplus.com/reference/algorithm/sort/ for details  
 sort(arr.begin(), arr.end(), myCompare);  
  
 for (int i=0; i < arr.size() ; i++ )  
 cout << arr[i];  
}  
  
// driverr program to test above functions  
int main()  
{  
 vector<string> arr;  
  
 //output should be 6054854654  
 arr.push\_back("54");  
 arr.push\_back("546");  
 arr.push\_back("548");  
 arr.push\_back("60");  
 printLargest(arr);  
  
 // output should be 777776  
 /\*arr.push\_back("7");  
 arr.push\_back("776");  
 arr.push\_back("7");  
 arr.push\_back("7");\*/  
  
 //output should be 998764543431  
 /\*arr.push\_back("1");  
 arr.push\_back("34");  
 arr.push\_back("3");  
 arr.push\_back("98");  
 arr.push\_back("9");  
 arr.push\_back("76");  
 arr.push\_back("45");  
 arr.push\_back("4");  
 \*/  
  
 return 0;  
}

Output:

6054854654

This article is compiled by **Ravi Chandra Enaganti**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/given-an-array-of-numbers-arrange-the-numbers-to-form-the-biggest-number/>

# Given an array of of size n and a number k, find all elements that appear more than n/k times

Given an array of size n, find all elements in array that appear more than n/k times. For example, if the input arrays is {3, 1, 2, 2, 1, 2, 3, 3} and k is 4, then the output should be [2, 3]. Note that size of array is 8 (or n = 8), so we need to find all elements that appear more than 2 (or 8/4) times. There are two elements that appear more than two times, 2 and 3.

A **simple method** is to pick all elements one by one. For every picked element, count its occurrences by traversing the array, if count becomes more than n/k, then print the element. Time Complexity of this method would be O(n2).

A better solution is to **use sorting**. First, sort all elements using a O(nLogn) algorithm. Once the array is sorted, we can find all required elements in a linear scan of array. So overall time complexity of this method is O(nLogn) + O(n) which is O(nLogn).

Following is an interesting **O(nk) solution:**  
 We can solve the above problem in O(nk) time using O(k-1) extra space. Note that there can never be more than k-1 elements in output (Why?). There are mainly three steps in this algorithm.

**1)** Create a temporary array of size (k-1) to store elements and their counts (The output elements are going to be among these k-1 elements). Following is structure of temporary array elements.

struct eleCount {  
 int element;  
 int count;  
};   
struct eleCount temp[];

This step takes O(k) time.

**2)** Traverse through the input array and update temp[] (add/remove an element or increase/decrease count) for every traversed element. The array temp[] stores potential (k-1) candidates at every step. This step takes O(nk) time.

**3)** Iterate through final (k-1) potential candidates (stored in temp[]). or every element, check if it actually has count more than n/k. This step takes O(nk) time.

The main step is step 2, how to maintain (k-1) potential candidates at every point? The steps used in step 2 are like famous game: [Tetris](http://en.wikipedia.org/wiki/Tetris). We treat each number as a piece in Tetris, which falls down in our temporary array temp[]. Our task is to try to keep the same number stacked on the same column (count in temporary array is incremented).

Consider k = 4, n = 9   
Given array: 3 1 2 2 2 1 4 3 3   
  
i = 0  
 3 \_ \_  
temp[] has one element, 3 with count 1  
  
i = 1  
 3 1 \_  
temp[] has two elements, 3 and 1 with   
counts 1 and 1 respectively  
  
i = 2  
 3 1 2  
temp[] has three elements, 3, 1 and 2 with  
counts as 1, 1 and 1 respectively.  
  
i = 3  
 - - 2   
 3 1 2  
temp[] has three elements, 3, 1 and 2 with  
counts as 1, 1 and 2 respectively.  
  
i = 4  
 - - 2   
 - - 2   
 3 1 2  
temp[] has three elements, 3, 1 and 2 with  
counts as 1, 1 and 3 respectively.  
  
i = 5  
 - - 2   
 - 1 2   
 3 1 2  
temp[] has three elements, 3, 1 and 2 with  
counts as 1, 2 and 3 respectively.

Now the question arises, what to do when temp[] is full and we see a new element – we remove the bottom row from stacks of elements, i.e., we decrease count of every element by 1 in temp[]. We ignore the current element.

i = 6  
 - - 2   
 - 1 2   
temp[] has two elements, 1 and 2 with  
counts as 1 and 2 respectively.  
  
i = 7  
 - 2   
 3 1 2   
temp[] has three elements, 3, 1 and 2 with  
counts as 1, 1 and 2 respectively.  
  
i = 8   
 3 - 2  
 3 1 2   
temp[] has three elements, 3, 1 and 2 with  
counts as 2, 1 and 2 respectively.

Finally, we have at most k-1 numbers in temp[]. The elements in temp are {3, 1, 2}. Note that the counts in temp[] are useless now, the counts were needed only in step 2. Now we need to check whether the actual counts of elements in temp[] are more than n/k (9/4) or not. The elements 3 and 2 have counts more than 9/4. So we print 3 and 2.

Note that the algorithm doesn’t miss any output element. There can be two possibilities, many occurrences are together or spread across the array. If occurrences are together, then count will be high and won’t become 0. If occurrences are spread, then the element would come again in temp[]. Following is C++ implementation of above algorithm.

// A C++ program to print elements with count more than n/k  
#include<iostream>  
using namespace std;  
  
// A structure to store an element and its current count  
struct eleCount  
{  
 int e; // Element  
 int c; // Count  
};  
  
// Prints elements with more than n/k occurrences in arr[] of  
// size n. If there are no such elements, then it prints nothing.  
void moreThanNdK(int arr[], int n, int k)  
{  
 // k must be greater than 1 to get some output  
 if (k < 2)  
 return;  
  
 /\* Step 1: Create a temporary array (contains element  
 and count) of size k-1. Initialize count of all  
 elements as 0 \*/  
 struct eleCount temp[k-1];  
 for (int i=0; i<k-1; i++)  
 temp[i].c = 0;  
  
 /\* Step 2: Process all elements of input array \*/  
 for (int i = 0; i < n; i++)  
 {  
 int j;  
  
 /\* If arr[i] is already present in  
 the element count array, then increment its count \*/  
 for (j=0; j<k-1; j++)  
 {  
 if (temp[j].e == arr[i])  
 {  
 temp[j].c += 1;  
 break;  
 }  
 }  
  
 /\* If arr[i] is not present in temp[] \*/  
 if (j == k-1)  
 {  
 int l;  
   
 /\* If there is position available in temp[], then place   
 arr[i] in the first available position and set count as 1\*/  
 for (l=0; l<k-1; l++)  
 {  
 if (temp[l].c == 0)  
 {  
 temp[l].e = arr[i];  
 temp[l].c = 1;  
 break;  
 }  
 }  
  
 /\* If all the position in the temp[] are filled, then   
 decrease count of every element by 1 \*/  
 if (l == k-1)  
 for (l=0; l<k; l++)  
 temp[l].c -= 1;  
 }  
 }  
  
 /\*Step 3: Check actual counts of potential candidates in temp[]\*/  
 for (int i=0; i<k-1; i++)  
 {  
 // Calculate actual count of elements   
 int ac = 0; // actual count  
 for (int j=0; j<n; j++)  
 if (arr[j] == temp[i].e)  
 ac++;  
  
 // If actual count is more than n/k, then print it  
 if (ac > n/k)  
 cout << "Number:" << temp[i].e  
 << " Count:" << ac << endl;  
 }  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 cout << "First Test\n";  
 int arr1[] = {4, 5, 6, 7, 8, 4, 4};  
 int size = sizeof(arr1)/sizeof(arr1[0]);  
 int k = 3;  
 moreThanNdK(arr1, size, k);  
  
 cout << "\nSecond Test\n";  
 int arr2[] = {4, 2, 2, 7};  
 size = sizeof(arr2)/sizeof(arr2[0]);  
 k = 3;  
 moreThanNdK(arr2, size, k);  
  
 cout << "\nThird Test\n";  
 int arr3[] = {2, 7, 2};  
 size = sizeof(arr3)/sizeof(arr3[0]);  
 k = 2;  
 moreThanNdK(arr3, size, k);  
  
 cout << "\nFourth Test\n";  
 int arr4[] = {2, 3, 3, 2};  
 size = sizeof(arr4)/sizeof(arr4[0]);  
 k = 3;  
 moreThanNdK(arr4, size, k);  
  
 return 0;  
}

Output:

First Test  
Number:4 Count:3  
  
Second Test  
Number:2 Count:2  
  
Third Test  
Number:2 Count:2  
  
Fourth Test  
Number:2 Count:2  
Number:3 Count:2

Time Complexity: O(nk)  
 Auxiliary Space: O(k)

Generally asked variations of this problem are, find all elements that appear n/3 times or n/4 times in O(n) time complexity and O(1) extra space.

**Hashing** can also be an efficient solution. With a good hash function, we can solve the above problem in O(n) time on average. Extra space required hashing would be higher than O(k). Also, hashing cannot be used to solve above variations with O(1) extra space.

**Exercise:**  
 The above problem can be solved in O(nLogk) time with the help of more appropriate data structures than array for auxiliary storage of k-1 elements. Suggest a O(nLogk) approach.

This article is contributed by **Kushagra Jaiswal**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/given-an-array-of-of-size-n-finds-all-the-elements-that-appear-more-than-nk-times/>

# Given a matrix of ‘O’ and ‘X’, find the largest subsquare surrounded by ‘X’

Given a matrix where every element is either ‘O’ or ‘X’, find the largest subsquare surrounded by ‘X’.

In the below article, it is assumed that the given matrix is also square matrix. The code given below can be easily extended for rectangular matrices.

Examples:

Input: mat[N][N] = { {'X', 'O', 'X', 'X', 'X'},  
 {'X', 'X', 'X', 'X', 'X'},  
 {'X', 'X', 'O', 'X', 'O'},  
 {'X', 'X', 'X', 'X', 'X'},  
 {'X', 'X', 'X', 'O', 'O'},  
 };  
Output: 3  
The square submatrix starting at (1, 1) is the largest  
submatrix surrounded by 'X'  
  
Input: mat[M][N] = { {'X', 'O', 'X', 'X', 'X', 'X'},  
 {'X', 'O', 'X', 'X', 'O', 'X'},  
 {'X', 'X', 'X', 'O', 'O', 'X'},  
 {'X', 'X', 'X', 'X', 'X', 'X'},  
 {'X', 'X', 'X', 'O', 'X', 'O'},  
 };  
Output: 4  
The square submatrix starting at (0, 2) is the largest  
submatrix surrounded by 'X'

A **Simple Solution** is to consider every square submatrix and check whether is has all corner edges filled with ‘X’. The time complexity of this solution is O(N4).

We can solve this problem **in O(N3) time** using extra space. The idea is to create two auxiliary arrays hor[N][N] and ver[N][N]. The value stored in hor[i][j] is the number of horizontal continuous ‘X’ characters till mat[i][j] in mat[][]. Similarly, the value stored in ver[i][j] is the number of vertical continuous ‘X’ characters till mat[i][j] in mat[][]. Following is an example.

mat[6][6] = X O X X X X  
 X O X X O X  
 X X X O O X  
 O X X X X X  
 X X X O X O  
 O O X O O O  
  
hor[6][6] = 1 0 1 2 3 4  
 1 0 1 2 0 1  
 1 2 3 0 0 1  
 0 1 2 3 4 5  
 1 2 3 0 1 0  
 0 0 1 0 0 0  
  
ver[6][6] = 1 0 1 1 1 1  
 2 0 2 2 0 2  
 3 1 3 0 0 3  
 0 2 4 1 1 4  
 1 3 5 0 2 0  
 0 0 6 0 0 0

Once we have filled values in hor[][] and ver[][], we start from the bottommost-rightmost corner of matrix and move toward the leftmost-topmost in row by row manner. For every visited entry mat[i][j], we compare the values of hor[i][j] and ver[i][j], and pick the smaller of two as we need a square. Let the smaller of two be ‘small’. After picking smaller of two, we check if both ver[][] and hor[][] for left and up edges respectively. If they have entries for the same, then we found a subsquare. Otherwise we try for small-1.

Below is C++ implementation of the above idea.

// A C++ program to find the largest subsquare  
// surrounded by 'X' in a given matrix of 'O' and 'X'  
#include<iostream>  
using namespace std;  
  
// Size of given matrix is N X N  
#define N 6  
  
// A utility function to find minimum of two numbers  
int getMin(int x, int y) { return (x<y)? x: y; }  
  
// Returns size of maximum size subsquare matrix  
// surrounded by 'X'  
int findSubSquare(int mat[][N])  
{  
 int max = 1; // Initialize result  
  
 // Initialize the left-top value in hor[][] and ver[][]  
 int hor[N][N], ver[N][N];  
 hor[0][0] = ver[0][0] = (mat[0][0] == 'X');  
  
 // Fill values in hor[][] and ver[][]  
 for (int i=0; i<N; i++)  
 {  
 for (int j=0; j<N; j++)  
 {  
 if (mat[i][j] == 'O')  
 ver[i][j] = hor[i][j] = 0;  
 else  
 {  
 hor[i][j] = (j==0)? 1: hor[i][j-1] + 1;  
 ver[i][j] = (i==0)? 1: ver[i-1][j] + 1;  
 }  
 }  
 }  
  
 // Start from the rightmost-bottommost corner element and find  
 // the largest ssubsquare with the help of hor[][] and ver[][]  
 for (int i = N-1; i>=1; i--)  
 {  
 for (int j = N-1; j>=1; j--)  
 {  
 // Find smaller of values in hor[][] and ver[][]  
 // A Square can only be made by taking smaller  
 // value  
 int small = getMin(hor[i][j], ver[i][j]);  
  
 // At this point, we are sure that there is a right  
 // vertical line and bottom horizontal line of length  
 // at least 'small'.  
  
 // We found a bigger square if following conditions  
 // are met:  
 // 1)If side of square is greater than max.  
 // 2)There is a left vertical line of length >= 'small'  
 // 3)There is a top horizontal line of length >= 'small'  
 while (small > max)  
 {  
 if (ver[i][j-small+1] >= small &&  
 hor[i-small+1][j] >= small)  
 {  
 max = small;  
 }  
 small--;  
 }  
 }  
 }  
 return max;  
}  
  
// Driver program to test above function  
int main()  
{  
 int mat[][N] = {{'X', 'O', 'X', 'X', 'X', 'X'},  
 {'X', 'O', 'X', 'X', 'O', 'X'},  
 {'X', 'X', 'X', 'O', 'O', 'X'},  
 {'O', 'X', 'X', 'X', 'X', 'X'},  
 {'X', 'X', 'X', 'O', 'X', 'O'},  
 {'O', 'O', 'X', 'O', 'O', 'O'},  
 };  
 cout << findSubSquare(mat);  
 return 0;  
}

Output:

4

This article is contributed by **Anuj**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/given-matrix-o-x-find-largest-subsquare-surrounded-x/>

# Given a matrix of ‘O’ and ‘X’, replace ‘O’ with ‘X’ if surrounded by ‘X’

Given a matrix where every element is either ‘O’ or ‘X’, replace ‘O’ with ‘X’ if surrounded by ‘X’. A ‘O’ (or a set of ‘O’) is considered to be by surrounded by ‘X’ if there are ‘X’ at locations just below, just above, just left and just right of it.

Examples:

Input: mat[M][N] = {{'X', 'O', 'X', 'X', 'X', 'X'},  
 {'X', 'O', 'X', 'X', 'O', 'X'},  
 {'X', 'X', 'X', 'O', 'O', 'X'},  
 {'O', 'X', 'X', 'X', 'X', 'X'},  
 {'X', 'X', 'X', 'O', 'X', 'O'},  
 {'O', 'O', 'X', 'O', 'O', 'O'},  
 };  
Output: mat[M][N] = {{'X', 'O', 'X', 'X', 'X', 'X'},  
 {'X', 'O', 'X', 'X', 'X', 'X'},  
 {'X', 'X', 'X', 'X', 'X', 'X'},  
 {'O', 'X', 'X', 'X', 'X', 'X'},  
 {'X', 'X', 'X', 'O', 'X', 'O'},  
 {'O', 'O', 'X', 'O', 'O', 'O'},  
 };

Input: mat[M][N] = {{'X', 'X', 'X', 'X'}  
 {'X', 'O', 'X', 'X'}  
 {'X', 'O', 'O', 'X'}  
 {'X', 'O', 'X', 'X'}  
 {'X', 'X', 'O', 'O'}  
 };

Input: mat[M][N] = {{'X', 'X', 'X', 'X'}  
 {'X', 'X', 'X', 'X'}  
 {'X', 'X', 'X', 'X'}  
 {'X', 'X', 'X', 'X'}  
 {'X', 'X', 'O', 'O'}  
 };

**We strongly recommend to minimize your browser and try this yourself first.**

This is mainly an application of [Flood-Fill algorithm](http://www.geeksforgeeks.org/flood-fill-algorithm-implement-fill-paint/). The main difference here is that a ‘O’ is not replaced by ‘X’ if it lies in region that ends on a boundary. Following are simple steps to do this special flood fill.

**1)** Traverse the given matrix and replace all ‘O’ with a special character ‘-‘.

**2)** Traverse four edges of given matrix and call [floodFill(‘-‘, ‘O’)](http://www.geeksforgeeks.org/flood-fill-algorithm-implement-fill-paint/) for every ‘-‘ on edges. The remaining ‘-‘ are the characters that indicate ‘O’s (in the original matrix) to be replaced by ‘X’.

**3)** Traverse the matrix and replace all ‘-‘s with ‘X’s.  
   
 **Let us see steps of above algorithm with an example.** Let following be the input matrix.

mat[M][N] = {{'X', 'O', 'X', 'X', 'X', 'X'},  
 {'X', 'O', 'X', 'X', 'O', 'X'},  
 {'X', 'X', 'X', 'O', 'O', 'X'},  
 {'O', 'X', 'X', 'X', 'X', 'X'},  
 {'X', 'X', 'X', 'O', 'X', 'O'},  
 {'O', 'O', 'X', 'O', 'O', 'O'},  
 };

**Step 1:** Replace all ‘O’ with ‘-‘.

mat[M][N] = {{'X', '-', 'X', 'X', 'X', 'X'},  
 {'X', '-', 'X', 'X', '-', 'X'},  
 {'X', 'X', 'X', '-', '-', 'X'},  
 {'-', 'X', 'X', 'X', 'X', 'X'},  
 {'X', 'X', 'X', '-', 'X', '-'},  
 {'-', '-', 'X', '-', '-', '-'},  
 };

**Step 2:** Call floodFill(‘-‘, ‘O’) for all edge elements with value equals to ‘-‘

mat[M][N] = {{'X', 'O', 'X', 'X', 'X', 'X'},  
 {'X', 'O', 'X', 'X', '-', 'X'},  
 {'X', 'X', 'X', '-', '-', 'X'},  
 {'O', 'X', 'X', 'X', 'X', 'X'},  
 {'X', 'X', 'X', 'O', 'X', 'O'},  
 {'O', 'O', 'X', 'O', 'O', 'O'},  
 };

**Step 3:** Replace all ‘-‘ with ‘X’.

mat[M][N] = {{'X', 'O', 'X', 'X', 'X', 'X'},  
 {'X', 'O', 'X', 'X', 'X', 'X'},  
 {'X', 'X', 'X', 'X', 'X', 'X'},  
 {'O', 'X', 'X', 'X', 'X', 'X'},  
 {'X', 'X', 'X', 'O', 'X', 'O'},  
 {'O', 'O', 'X', 'O', 'O', 'O'},  
 };

The following is C++ implementation of above algorithm.

// A C++ program to replace all 'O's with 'X''s if surrounded by 'X'  
#include<iostream>  
using namespace std;  
  
// Size of given matrix is M X N  
#define M 6  
#define N 6  
  
  
// A recursive function to replace previous value 'prevV' at '(x, y)'  
// and all surrounding values of (x, y) with new value 'newV'.  
void floodFillUtil(char mat[][N], int x, int y, char prevV, char newV)  
{  
 // Base cases  
 if (x < 0 || x >= M || y < 0 || y >= N)  
 return;  
 if (mat[x][y] != prevV)  
 return;  
  
 // Replace the color at (x, y)  
 mat[x][y] = newV;  
  
 // Recur for north, east, south and west  
 floodFillUtil(mat, x+1, y, prevV, newV);  
 floodFillUtil(mat, x-1, y, prevV, newV);  
 floodFillUtil(mat, x, y+1, prevV, newV);  
 floodFillUtil(mat, x, y-1, prevV, newV);  
}  
  
// Returns size of maximum size subsquare matrix  
// surrounded by 'X'  
int replaceSurrounded(char mat[][N])  
{  
 // Step 1: Replace all 'O' with '-'  
 for (int i=0; i<M; i++)  
 for (int j=0; j<N; j++)  
 if (mat[i][j] == 'O')  
 mat[i][j] = '-';  
  
 // Call floodFill for all '-' lying on edges  
 for (int i=0; i<M; i++) // Left side  
 if (mat[i][0] == '-')  
 floodFillUtil(mat, i, 0, '-', 'O');  
 for (int i=0; i<M; i++) // Right side  
 if (mat[i][N-1] == '-')  
 floodFillUtil(mat, i, N-1, '-', 'O');  
 for (int i=0; i<N; i++) // Top side  
 if (mat[0][i] == '-')  
 floodFillUtil(mat, 0, i, '-', 'O');  
 for (int i=0; i<N; i++) // Bottom side  
 if (mat[M-1][i] == '-')  
 floodFillUtil(mat, M-1, i, '-', 'O');  
  
 // Step 3: Replace all '-' with 'X'  
 for (int i=0; i<M; i++)  
 for (int j=0; j<N; j++)  
 if (mat[i][j] == '-')  
 mat[i][j] = 'X';  
  
}  
  
// Driver program to test above function  
int main()  
{  
 char mat[][N] = {{'X', 'O', 'X', 'O', 'X', 'X'},  
 {'X', 'O', 'X', 'X', 'O', 'X'},  
 {'X', 'X', 'X', 'O', 'X', 'X'},  
 {'O', 'X', 'X', 'X', 'X', 'X'},  
 {'X', 'X', 'X', 'O', 'X', 'O'},  
 {'O', 'O', 'X', 'O', 'O', 'O'},  
 };  
 replaceSurrounded(mat);  
  
  
 for (int i=0; i<M; i++)  
 {  
 for (int j=0; j<N; j++)  
 cout << mat[i][j] << " ";  
 cout << endl;  
 }  
 return 0;  
}

Output:

X O X O X X   
X O X X X X   
X X X X X X   
O X X X X X   
X X X O X O   
O O X O O O

Time Complexity of the above solution is O(MN). Note that every element of matrix is processed at most three times.

This article is contributed by **Anmol**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/given-matrix-o-x-replace-o-x-surrounded-x/>

# Given an n x n square matrix, find sum of all sub-squares of size k x k

Given an n x n square matrix, find sum of all sub-squares of size k x k where k is smaller than or equal to n.

Examples

Input:  
n = 5, k = 3  
arr[][] = { {1, 1, 1, 1, 1},  
 {2, 2, 2, 2, 2},  
 {3, 3, 3, 3, 3},  
 {4, 4, 4, 4, 4},  
 {5, 5, 5, 5, 5},  
 };  
Output:  
 18 18 18  
 27 27 27  
 36 36 36  
  
  
Input:  
n = 3, k = 2  
arr[][] = { {1, 2, 3},  
 {4, 5, 6},  
 {7, 8, 9},  
 };  
Output:  
 12 16  
 24 28

A **Simple Solution** is to one by one pick starting point (leftmost-topmost corner) of all possible sub-squares. Once the starting point is picked, calculate sum of sub-square starting with the picked starting point.

Following is C++ implementation of this idea.

// A simple C++ program to find sum of all subsquares of size k x k  
#include <iostream>  
using namespace std;  
  
// Size of given matrix  
#define n 5  
  
// A simple function to find sum of all sub-squares of size k x k  
// in a given square matrix of size n x n  
void printSumSimple(int mat[][n], int k)  
{  
 // k must be smaller than or equal to n  
 if (k > n) return;  
  
 // row number of first cell in current sub-square of size k x k  
 for (int i=0; i<n-k+1; i++)  
 {  
 // column of first cell in current sub-square of size k x k  
 for (int j=0; j<n-k+1; j++)  
 {  
 // Calculate and print sum of current sub-square  
 int sum = 0;  
 for (int p=i; p<k+i; p++)  
 for (int q=j; q<k+j; q++)  
 sum += mat[p][q];  
 cout << sum << " ";  
 }  
  
 // Line separator for sub-squares starting with next row  
 cout << endl;  
 }  
}  
  
// Driver program to test above function  
int main()  
{  
 int mat[n][n] = {{1, 1, 1, 1, 1},  
 {2, 2, 2, 2, 2},  
 {3, 3, 3, 3, 3},  
 {4, 4, 4, 4, 4},  
 {5, 5, 5, 5, 5},  
 };  
 int k = 3;  
 printSumSimple(mat, k);  
 return 0;  
}

Output:

18 18 18  
 27 27 27  
 36 36 36

Time complexity of above solution is O(k2n2). We can solve this problem in O(n2) time using a **Tricky Solution**. The idea is to preprocess the given square matrix. In the preprocessing step, calculate sum of all vertical strips of size k x 1 in a temporary square matrix stripSum[][]. Once we have sum of all vertical strips, we can calculate sum of first sub-square in a row as sum of first k strips in that row, and for remaining sub-squares, we can calculate sum in O(1) time by removing the leftmost strip of previous subsquare and adding the rightmost strip of new square.

Following is C++ implementation of this idea.

// An efficient C++ program to find sum of all subsquares of size k x k  
#include <iostream>  
using namespace std;  
  
// Size of given matrix  
#define n 5  
  
// A O(n^2) function to find sum of all sub-squares of size k x k  
// in a given square matrix of size n x n  
void printSumTricky(int mat[][n], int k)  
{  
 // k must be smaller than or equal to n  
 if (k > n) return;  
  
 // 1: PREPROCESSING  
 // To store sums of all strips of size k x 1  
 int stripSum[n][n];  
  
 // Go column by column  
 for (int j=0; j<n; j++)  
 {  
 // Calculate sum of first k x 1 rectangle in this column  
 int sum = 0;  
 for (int i=0; i<k; i++)  
 sum += mat[i][j];  
 stripSum[0][j] = sum;  
  
 // Calculate sum of remaining rectangles  
 for (int i=1; i<n-k+1; i++)  
 {  
 sum += (mat[i+k-1][j] - mat[i-1][j]);  
 stripSum[i][j] = sum;  
 }  
 }  
  
 // 2: CALCULATE SUM of Sub-Squares using stripSum[][]  
 for (int i=0; i<n-k+1; i++)  
 {  
 // Calculate and print sum of first subsquare in this row  
 int sum = 0;  
 for (int j = 0; j<k; j++)  
 sum += stripSum[i][j];  
 cout << sum << " ";  
  
 // Calculate sum of remaining squares in current row by  
 // removing the leftmost strip of previous sub-square and  
 // adding a new strip  
 for (int j=1; j<n-k+1; j++)  
 {  
 sum += (stripSum[i][j+k-1] - stripSum[i][j-1]);  
 cout << sum << " ";  
 }  
  
 cout << endl;  
 }  
}  
  
// Driver program to test above function  
int main()  
{  
 int mat[n][n] = {{1, 1, 1, 1, 1},  
 {2, 2, 2, 2, 2},  
 {3, 3, 3, 3, 3},  
 {4, 4, 4, 4, 4},  
 {5, 5, 5, 5, 5},  
 };  
 int k = 3;  
 printSumTricky(mat, k);  
 return 0;  
}

Output:

18 18 18  
 27 27 27  
 36 36 36

This article is contributed by **Rahul Gupta**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

Tags: [Matrix](http://www.geeksforgeeks.org/tag/matrix/)

### Source

<http://www.geeksforgeeks.org/given-n-x-n-square-matrix-find-sum-sub-squares-size-k-x-k/>

# Find the closest pair from two sorted arrays

Given two sorted arrays and a number x, find the pair whose sum is closest to x and **the pair has an element from each array**.

We are given two arrays ar1[0…m-1] and ar2[0..n-1] and a number x, we need to find the pair ar1[i] + ar2[j] such that absolute value of (ar1[i] + ar2[j] – x) is minimum.

Example:

Input: ar1[] = {1, 4, 5, 7};  
 ar2[] = {10, 20, 30, 40};  
 x = 32   
Output: 1 and 30  
  
Input: ar1[] = {1, 4, 5, 7};  
 ar2[] = {10, 20, 30, 40};  
 x = 50   
Output: 7 and 40

**We strongly recommend to minimize your browser and try this yourself first.**

A **Simple Solution** is to run two loops. The outer loop considers every element of first array and inner loop checks for the pair in second array. We keep track of minimum difference between ar1[i] + ar2[j] and x.

We can do it **in O(n) time** using following steps.  
 1) Merge given two arrays into an auxiliary array of size m+n using [merge process of merge sort](http://geeksquiz.com/merge-sort/). While merging keep another boolean array of size m+n to indicate whether the current element in merged array is from ar1[] or ar2[].

2) Consider the merged array and use the [linear time algorithm to find the pair with sum closest to x](http://geeksquiz.com/given-sorted-array-number-x-find-pair-array-whose-sum-closest-x/). One extra thing we need to consider only those pairs which have one element from ar1[] and other from ar2[], we use the boolean array for this purpose.

**Can we do it in a single pass and O(1) extra space?**  
 The idea is to start from left side of one array and right side of another array, and use the algorithm same as step 2 of above approach. Following is detailed algorithm.

1) Initialize a variable diff as infinite (Diff is used to store the   
 difference between pair and x). We need to find the minimum diff.  
2) Initialize two index variables l and r in the given sorted array.  
 (a) Initialize first to the leftmost index in ar1: l = 0  
 (b) Initialize second the rightmost index in ar2: r = n-1  
3) Loop while l = 0  
 (a) If abs(ar1[l] + ar2[r] - sum)   
Following is C++ implementation of this approach.  
  
// C++ program to find the pair from two sorted arays such  
// that the sum of pair is closest to a given number x  
#include <iostream>  
#include <climits>  
#include <cstdlib>  
using namespace std;  
  
// ar1[0..m-1] and ar2[0..n-1] are two given sorted arrays  
// and x is given number. This function prints the pair from  
// both arrays such that the sum of the pair is closest to x.  
void printClosest(int ar1[], int ar2[], int m, int n, int x)  
{  
 // Initialize the diff between pair sum and x.  
 int diff = INT\_MAX;  
  
 // res\_l and res\_r are result indexes from ar1[] and ar2[]  
 // respectively  
 int res\_l, res\_r;  
  
 // Start from left side of ar1[] and right side of ar2[]  
 int l = 0, r = n-1;  
 while (l<m && r>=0)  
 {  
 // If this pair is closer to x than the previously  
 // found closest, then update res\_l, res\_r and diff  
 if (abs(ar1[l] + ar2[r] - x) < diff)  
 {  
 res\_l = l;  
 res\_r = r;  
 diff = abs(ar1[l] + ar2[r] - x);  
 }  
  
 // If sum of this pair is more than x, move to smaller  
 // side  
 if (ar1[l] + ar2[r] > x)  
 r--;  
 else // move to the greater side  
 l++;  
 }  
  
 // Print the result  
 cout << "The closest pair is [" << ar1[res\_l] << ", "  
 << ar2[res\_r] << "] \n";  
}  
  
// Driver program to test above functions  
int main()  
{  
 int ar1[] = {1, 4, 5, 7};  
 int ar2[] = {10, 20, 30, 40};  
 int m = sizeof(ar1)/sizeof(ar1[0]);  
 int n = sizeof(ar2)/sizeof(ar2[0]);  
 int x = 38;  
 printClosest(ar1, ar2, m, n, x);  
 return 0;  
}

Output:

The closest pair is [7, 30]

This article is contributed by Harsh. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/given-two-sorted-arrays-number-x-find-pair-whose-sum-closest-x/>

# Implement two stacks in an array

Create a data structure *twoStacks* that represents two stacks. Implementation of *twoStacks* should use only one array, i.e., both stacks should use the same array for storing elements. Following functions must be supported by *twoStacks*.

push1(int x) –> pushes x to first stack  
 push2(int x) –> pushes x to second stack

pop1() –> pops an element from first stack and return the popped element  
 pop2() –> pops an element from second stack and return the popped element

Implementation of *twoStack* should be space efficient.

**Method 1 (Divide the space in two halves)**  
 A simple way to implement two stacks is to divide the array in two halves and assign the half half space to two stacks, i.e., use arr[0] to arr[n/2] for stack1, and arr[n/2+1] to arr[n-1] for stack2 where arr[] is the array to be used to implement two stacks and size of array be n.

The problem with this method is inefficient use of array space. A stack push operation may result in stack overflow even if there is space available in arr[]. For example, say the array size is 6 and we push 3 elements to stack1 and do not push anything to second stack2. When we push 4th element to stack1, there will be overflow even if we have space for 3 more elements in array.

**Method 2 (A space efficient implementation)**  
 This method efficiently utilizes the available space. It doesn’t cause an overflow if there is space available in arr[]. The idea is to start two stacks from two extreme corners of arr[]. stack1 starts from the leftmost element, the first element in stack1 is pushed at index 0. The stack2 starts from the rightmost corner, the first element in stack2 is pushed at index (n-1). Both stacks grow (or shrink) in opposite direction. To check for overflow, all we need to check is for space between top elements of both stacks. This check is highlighted in the below code.

#include<iostream>  
#include<stdlib.h>  
  
using namespace std;  
  
class twoStacks  
{  
 int \*arr;  
 int size;  
 int top1, top2;  
public:  
 twoStacks(int n) // constructor  
 {  
 size = n;  
 arr = new int[n];  
 top1 = -1;  
 top2 = size;  
 }  
  
 // Method to push an element x to stack1  
 void push1(int x)  
 {  
 // There is at least one empty space for new element  
 if (top1 < top2 - 1)  
 {  
 top1++;  
 arr[top1] = x;  
 }  
 else  
 {  
 cout << "Stack Overflow";  
 exit(1);  
 }  
 }  
  
 // Method to push an element x to stack2  
 void push2(int x)  
 {  
 // There is at least one empty space for new element  
 if (top1 < top2 - 1)  
 {  
 top2--;  
 arr[top2] = x;  
 }  
 else  
 {  
 cout << "Stack Overflow";  
 exit(1);  
 }  
 }  
  
 // Method to pop an element from first stack  
 int pop1()  
 {  
 if (top1 >= 0 )  
 {  
 int x = arr[top1];  
 top1--;  
 return x;  
 }  
 else  
 {  
 cout << "Stack UnderFlow";  
 exit(1);  
 }  
 }  
  
 // Method to pop an element from second stack  
 int pop2()  
 {  
 if (top2 < size)  
 {  
 int x = arr[top2];  
 top2++;  
 return x;  
 }  
 else  
 {  
 cout << "Stack UnderFlow";  
 exit(1);  
 }  
 }  
};  
  
  
/\* Driver program to test twStacks class \*/  
int main()  
{  
 twoStacks ts(5);  
 ts.push1(5);  
 ts.push2(10);  
 ts.push2(15);  
 ts.push1(11);  
 ts.push2(7);  
 cout << "Popped element from stack1 is " << ts.pop1();  
 ts.push2(40);  
 cout << "\nPopped element from stack2 is " << ts.pop2();  
 return 0;  
}

Output:

Popped element from stack1 is 11  
 Popped element from stack2 is 40

Time complexity of all 4 operations of *twoStack* is O(1).  
 We will extend to 3 stacks in an array in a separate post.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

Tags: [stack](http://www.geeksforgeeks.org/tag/stack/)

### Source

<http://www.geeksforgeeks.org/implement-two-stacks-in-an-array/>

# Find the Increasing subsequence of length three with maximum product

Given a sequence of non-negative integers, find the subsequence of length 3 having maximum product with the numbers of the subsequence being in ascending order.

Examples:

Input:   
arr[] = {6, 7, 8, 1, 2, 3, 9, 10}   
Output:   
8 9 10  
  
Input:   
arr[] = {1, 5, 10, 8, 9}  
Output: 5 8 9

Since we want to find the maximum product, we need to find following two things for every element in the given sequence:  
 **LSL:** The largest smaller element on left of given element  
 **LGR:** The largest greater element on right of given element.

Once we find LSL and LGR for an element, we can find the product of element with its LSL and LGR (if they both exist). We calculate this product for every element and return maximum of all products.

A **simple method** is to use nested loops. The outer loop traverses every element in sequence. Inside the outer loop, run two inner loops (one after other) to find LSL and LGR of current element. Time complexity of this method is O(n2).

We can do this **in O(nLogn) time**. For simplicity, let us first create two arrays LSL[] and LGR[] of size n each where n is number of elements in input array arr[]. The main task is to fill two arrays LSL[] and LGR[]. Once we have these two arrays filled, all we need to find maximum product LSL[i]\*arr[i]\*LGR[i] where 0

We can **fill LSL[]** in O(nLogn) time. The idea is to use a Balanced Binary Search Tree like AVL. We start with empty AVL tree, insert the leftmost element in it. Then we traverse the input array starting from the second element to second last element. For every element currently being traversed, we find the floor of it in AVL tree. If floor exists, we store the floor in LSL[], otherwise we store NIL. After storing the floor, we insert the current element in the AVL tree.

We can **fill LGR[]** in O(n) time. The idea is similar to [this](http://www.geeksforgeeks.org/replace-every-element-with-the-greatest-on-right-side/)post. We traverse from right side and keep track of the largest element. If the largest element is greater than current element, we store it in LGR[], otherwise we store NIL.

Finally, we run a O(n) loop and **return maximum of LSL[i]\*arr[i]\*LGR[i]**

Overall complexity of this approach is O(nLogn) + O(n) + O(n) which is O(nLogn). Auxiliary space required is O(n). Note that we can avoid space required for LSL, we can find and use LSL values in final loop.

This article is contributed by[**Amit Jain**](http://in.linkedin.com/in/amitjainju/). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/increasing-subsequence-of-length-three-with-maximum-product/>

# Inplace M x N size matrix transpose | Updated

About four months of gap (missing GFG), a new post. Given an M x N matrix, transpose the matrix without auxiliary memory.It is easy to transpose matrix using an auxiliary array. If the matrix is symmetric in size, we can transpose the matrix inplace by mirroring the 2D array across it’s diagonal (try yourself). How to transpose an arbitrary size matrix inplace? See the following matrix,

a b c a d g j  
d e f ==> b e h k  
g h i c f i l  
j k l

As per 2D numbering in C/C++, corresponding location mapping looks like,

Org element New  
 0 a 0  
 1 b 4  
 2 c 8  
 3 d 1  
 4 e 5  
 5 f 9  
 6 g 2  
 7 h 6  
 8 i 10  
 9 j 3  
 10 k 7  
 11 l 11

Note that the first and last elements stay in their original location. We can easily see the transformation forms few permutation cycles. 1->4->5->9->3->1  – Total 5 elements form the cycle 2->8->10->7->6->2 – Another 5 elements form the cycle 0  – Self cycle 11 – Self cycle From the above example, we can easily devise an algorithm to move the elements along these cycles. *How can we generate permutation cycles?* Number of elements in both the matrices are constant, given by N = R \* C, where R is row count and C is column count. An element at location *ol* (old location in R x C matrix), moved to *nl* (new location in C x R matrix). We need to establish relation between *ol, nl, R* and *C*. Assume *ol = A[or][oc]*. In C/C++ we can calculate the element address as,

ol = or x C + oc (ignore base reference for simplicity)

It is to be moved to new location *nl* in the transposed matrix, say *nl = A[nr][nc]*, or in C/C++ terms

nl = nr x R + nc (R - column count, C is row count as the matrix is transposed)

Observe, *nr = oc* and *nc = or*, so replacing these for *nl*,

nl = oc x R + or -----> [eq 1]

after solving for relation between *ol* and *nl*, we get

ol = or x C + oc  
ol x R = or x C x R + oc x R  
 = or x N + oc x R (from the fact R \* C = N)  
 = or x N + (nl - or) --- from [eq 1]  
 = or x (N-1) + nl

OR,

nl = ol x R - or x (N-1)

Note that the values of *nl* and *ol* never go beyond *N-1*, so considering modulo division on both the sides by (*N-1*), we get the following based on properties of congruence,

nl mod (N-1) = (ol x R - or x (N-1)) mod (N-1)  
 = (ol x R) mod (N-1) - or x (N-1) mod(N-1)  
 = ol x R mod (N-1), since second term evaluates to zero  
nl = (ol x R) mod (N-1), since nl is always less than N-1

**A curious reader might have observed the significance of above relation. Every location is scaled by a factor of R (row size). It is obvious from the matrix that every location is displaced by scaled factor of R. The actual multiplier depends on congruence class of (N-1), i.e. the multiplier can be both -ve and +ve value of the congruent class.**Hence every location transformation is simple modulo division. These modulo divisions form cyclic permutations. We need some book keeping information to keep track of already moved elements. Here is code for inplace matrix transformation,

// Program for in-place matrix transpose  
#include <stdio.h>  
#include <iostream>  
#include <bitset>  
#define HASH\_SIZE 128  
  
using namespace std;  
  
// A utility function to print a 2D array of size nr x nc and base address A  
void Print2DArray(int \*A, int nr, int nc)  
{  
 for(int r = 0; r < nr; r++)  
 {  
 for(int c = 0; c < nc; c++)  
 printf("%4d", \*(A + r\*nc + c));  
  
 printf("\n");  
 }  
  
 printf("\n\n");  
}  
  
// Non-square matrix transpose of matrix of size r x c and base address A  
void MatrixInplaceTranspose(int \*A, int r, int c)  
{  
 int size = r\*c - 1;  
 int t; // holds element to be replaced, eventually becomes next element to move  
 int next; // location of 't' to be moved  
 int cycleBegin; // holds start of cycle  
 int i; // iterator  
 bitset<HASH\_SIZE> b; // hash to mark moved elements  
  
 b.reset();  
 b[0] = b[size] = 1;  
 i = 1; // Note that A[0] and A[size-1] won't move  
 while (i < size)  
 {  
 cycleBegin = i;  
 t = A[i];  
 do  
 {  
 // Input matrix [r x c]  
 // Output matrix 1  
 // i\_new = (i\*r)%(N-1)  
 next = (i\*r)%size;  
 swap(A[next], t);  
 b[i] = 1;  
 i = next;  
 }  
 while (i != cycleBegin);  
  
 // Get Next Move (what about querying random location?)  
 for (i = 1; i < size && b[i]; i++)  
 ;  
 cout << endl;  
 }  
}  
  
// Driver program to test above function  
int main(void)  
{  
 int r = 5, c = 6;  
 int size = r\*c;  
 int \*A = new int[size];  
  
 for(int i = 0; i < size; i++)  
 A[i] = i+1;  
  
 Print2DArray(A, r, c);  
 MatrixInplaceTranspose(A, r, c);  
 Print2DArray(A, c, r);  
  
 delete[] A;  
  
 return 0;  
}

Output:

1 2 3 4 5 6  
 7 8 9 10 11 12  
 13 14 15 16 17 18  
 19 20 21 22 23 24  
 25 26 27 28 29 30  
  
 1 7 13 19 25  
 2 8 14 20 26  
 3 9 15 21 27  
 4 10 16 22 28  
 5 11 17 23 29  
 6 12 18 24 30

**Extension: 17 – March – 2013** Some [readers](http://www.geeksforgeeks.org/inplace-m-x-n-size-matrix-transpose/#comment-15647) identified similarity between the matrix transpose and [string transformation](http://www.geeksforgeeks.org/an-in-place-algorithm-for-string-transformation/). Without much theory I am presenting the problem and solution. In given array of elements like [a1b2c3d4e5f6g7h8i9j1k2l3m4]. Convert it to [abcdefghijklm1234567891234]. The program should run inplace. What we need is an inplace transpose. Given below is code.

#include <stdio.h>  
#include <iostream>  
#include <bitset>  
#define HASH\_SIZE 128  
  
using namespace std;  
  
typedef char data\_t;  
  
void Print2DArray(char A[], int nr, int nc) {  
 int size = nr\*nc;  
 for(int i = 0; i < size; i++)  
 printf("%4c", \*(A + i));  
  
 printf("\n");  
}  
  
void MatrixTransposeInplaceArrangement(data\_t A[], int r, int c) {  
 int size = r\*c - 1;  
 data\_t t; // holds element to be replaced, eventually becomes next element to move  
 int next; // location of 't' to be moved  
 int cycleBegin; // holds start of cycle  
 int i; // iterator  
 bitset<HASH\_SIZE> b; // hash to mark moved elements  
  
 b.reset();  
 b[0] = b[size] = 1;  
 i = 1; // Note that A[0] and A[size-1] won't move  
 while( i < size ) {  
 cycleBegin = i;  
 t = A[i];  
 do {  
 // Input matrix [r x c]  
 // Output matrix 1  
 // i\_new = (i\*r)%size  
 next = (i\*r)%size;  
 swap(A[next], t);  
 b[i] = 1;  
 i = next;  
 } while( i != cycleBegin );  
  
 // Get Next Move (what about querying random location?)  
 for(i = 1; i < size && b[i]; i++)  
 ;  
 cout << endl;  
 }  
}  
  
void Fill(data\_t buf[], int size) {  
 // Fill abcd ...  
 for(int i = 0; i < size; i++)  
 buf[i] = 'a'+i;  
  
 // Fill 0123 ...  
 buf += size;  
 for(int i = 0; i < size; i++)  
 buf[i] = '0'+i;  
}  
  
void TestCase\_01(void) {  
 int r = 2, c = 10;  
 int size = r\*c;  
 data\_t \*A = new data\_t[size];  
  
 Fill(A, c);  
  
 Print2DArray(A, r, c), cout << endl;  
 MatrixTransposeInplaceArrangement(A, r, c);  
 Print2DArray(A, c, r), cout << endl;  
  
 delete[] A;  
}  
  
int main() {  
 TestCase\_01();  
  
 return 0;  
}

The post is incomplete without mentioning two links.

1. Aashish covered good theory behind cycle leader algorithm. See his post on [string transformation](http://www.geeksforgeeks.org/an-in-place-algorithm-for-string-transformation/).

2. As usual, [Sambasiva](http://effprog.wordpress.com) demonstrated his exceptional skills in recursion to the [problem](http://effprog.wordpress.com/2010/08/02/in-a-given-array-of-elements-like-a1-a2-a3-a4-an-b1-b2-b3-b4-bn-c1-c2-c3-c4-cn-without-taking-a-extra-memory-how-to-merge-like-a1-b1-c1-a2-b2-c2-a3-b3-c/). Ensure to understand his solution.

— [Venki](http://www.linkedin.com/in/ramanawithu). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/inplace-m-x-n-size-matrix-transpose/>

# Iterative Quick Sort

Following is a typical recursive implementation of [Quick Sort](http://en.wikipedia.org/wiki/Quicksort) that uses last element as pivot.

/\* A typical recursive implementation of quick sort \*/  
  
/\* This function takes last element as pivot, places the pivot element at its  
 correct position in sorted array, and places all smaller (smaller than pivot)  
 to left of pivot and all greater elements to right of pivot \*/  
int partition (int arr[], int l, int h)  
{  
 int x = arr[h];  
 int i = (l - 1);  
  
 for (int j = l; j <= h- 1; j++)  
 {  
 if (arr[j] <= x)  
 {  
 i++;  
 swap (&arr[i], &arr[j]);  
 }  
 }  
 swap (&arr[i + 1], &arr[h]);  
 return (i + 1);  
}  
  
/\* A[] --> Array to be sorted, l --> Starting index, h --> Ending index \*/  
void quickSort(int A[], int l, int h)  
{  
 if (l < h)  
 {   
 int p = partition(A, l, h); /\* Partitioning index \*/  
 quickSort(A, l, p - 1);   
 quickSort(A, p + 1, h);  
 }  
}

The above implementation can be optimized in many ways

1) The above implementation uses last index as pivot. This causes worst-case behavior on already sorted arrays, which is a commonly occurring case. The problem can be solved by choosing either a random index for the pivot, or choosing the middle index of the partition or choosing the median of the first, middle and last element of the partition for the pivot. (See [this](http://www.geeksforgeeks.org/archives/10069)for details)

2) To reduce the recursion depth, recur first for the smaller half of the array, and use a tail call to recurse into the other.

3) Insertion sort works better for small subarrays. Insertion sort can be used for invocations on such small arrays (i.e. where the length is less than a threshold t determined experimentally). For example, [this](http://code.google.com/p/dexandroid/source/browse/trunk/bionic/libc/stdlib/qsort.c?r=2) library implementation of qsort uses insertion sort below size 7.

Despite above optimizations, the function remains recursive and uses [function call stack](http://en.wikipedia.org/wiki/Call_stack) to store intermediate values of l and h. The function call stack stores other bookkeeping information together with parameters. Also, function calls involve overheads like storing activation record of the caller function and then resuming execution.

The above function can be easily converted to iterative version with the help of an auxiliary stack. Following is an iterative implementation of the above recursive code.

// An iterative implementation of quick sort  
#include <stdio.h>  
  
// A utility function to swap two elements  
void swap ( int\* a, int\* b )  
{  
 int t = \*a;  
 \*a = \*b;  
 \*b = t;  
}  
  
/\* This function is same in both iterative and recursive\*/  
int partition (int arr[], int l, int h)  
{  
 int x = arr[h];  
 int i = (l - 1);  
  
 for (int j = l; j <= h- 1; j++)  
 {  
 if (arr[j] <= x)  
 {  
 i++;  
 swap (&arr[i], &arr[j]);  
 }  
 }  
 swap (&arr[i + 1], &arr[h]);  
 return (i + 1);  
}  
  
/\* A[] --> Array to be sorted, l --> Starting index, h --> Ending index \*/  
void quickSortIterative (int arr[], int l, int h)  
{  
 // Create an auxiliary stack  
 int stack[ h - l + 1 ];  
  
 // initialize top of stack  
 int top = -1;  
  
 // push initial values of l and h to stack  
 stack[ ++top ] = l;  
 stack[ ++top ] = h;  
  
 // Keep popping from stack while is not empty  
 while ( top >= 0 )  
 {  
 // Pop h and l  
 h = stack[ top-- ];  
 l = stack[ top-- ];  
  
 // Set pivot element at its correct position in sorted array  
 int p = partition( arr, l, h );  
  
 // If there are elements on left side of pivot, then push left  
 // side to stack  
 if ( p-1 > l )  
 {  
 stack[ ++top ] = l;  
 stack[ ++top ] = p - 1;  
 }  
  
 // If there are elements on right side of pivot, then push right  
 // side to stack  
 if ( p+1 < h )  
 {  
 stack[ ++top ] = p + 1;  
 stack[ ++top ] = h;  
 }  
 }  
}  
  
// A utility function to print contents of arr  
void printArr( int arr[], int n )  
{  
 int i;  
 for ( i = 0; i < n; ++i )  
 printf( "%d ", arr[i] );  
}  
  
// Driver program to test above functions  
int main()  
{  
 int arr[] = {4, 3, 5, 2, 1, 3, 2, 3};  
 int n = sizeof( arr ) / sizeof( \*arr );  
 quickSortIterative( arr, 0, n - 1 );  
 printArr( arr, n );  
 return 0;  
}

Output:

1 2 2 3 3 3 4 5

The above mentioned optimizations for recursive quick sort can also be applied to iterative version.

1) Partition process is same in both recursive and iterative. The same techniques to choose optimal pivot can also be applied to iterative version.

2) To reduce the stack size, first push the indexes of smaller half.

3) Use insertion sort when the size reduces below a experimentally calculated threshold.

**References:**  
 <http://en.wikipedia.org/wiki/Quicksort>

This article is compiled by **Aashish Barnwal** and reviewed by GeeksforGeeks team. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/iterative-quick-sort/>

# k largest(or smallest) elements in an array | added Min Heap method

**Question:** Write an efficient program for printing k largest elements in an array. Elements in array can be in any order.

For example, if given array is [1, 23, 12, 9, 30, 2, 50] and you are asked for the largest 3 elements i.e., k = 3 then your program should print 50, 30 and 23.

**Method 1 (Use Bubble k times)**  
 Thanks to Shailendra for suggesting this approach.  
 1) Modify [Bubble Sort](http://en.wikipedia.org/wiki/Bubble_sort) to run the outer loop at most k times.  
 2) Print the last k elements of the array obtained in step 1.

Time Complexity: O(nk)

Like Bubble sort, other sorting algorithms like [Selection Sort](http://en.wikipedia.org/wiki/Selection_sort) can also be modified to get the k largest elements.

**Method 2 (Use temporary array)**  
 K largest elements from arr[0..n-1]

1) Store the first k elements in a temporary array temp[0..k-1].  
 2) Find the smallest element in temp[], let the smallest element be *min*.  
 3) For each element *x* in arr[k] to arr[n-1]  
 If *x* is greater than the min then remove *min* from temp[] and insert *x*.  
 4) Print final k elements of *temp[]*

Time Complexity: O((n-k)\*k). If we want the output sorted then O((n-k)\*k + klogk)

Thanks to nesamani1822 for suggesting this method.

**Method 3(Use Sorting)**  
 1) Sort the elements in descending order in O(nLogn)  
 2) Print the first k numbers of the sorted array O(k).

Time complexity: O(nlogn)

**Method 4 (Use Max Heap)**  
 1) Build a Max Heap tree in O(n)  
 2) Use [Extract Max](http://www.cs.utsa.edu/~dj/cs3343/lecture7.html) k times to get k maximum elements from the Max Heap O(klogn)

Time complexity: O(n + klogn)

**Method 5(Use Oder Statistics)**  
 1) Use order statistic algorithm to find the kth largest element. Please [see the topic selection in worst-case linear time](http://www.cse.ust.hk/~dekai/271/notes/L05/L05.pdf) O(n)  
 2) Use [QuickSort](http://en.wikipedia.org/wiki/Quicksort) Partition algorithm to partition around the kth largest number O(n).  
 3) Sort the k-1 elements (elements greater than the kth largest element) O(kLogk). This step is needed only if sorted output is required.

Time complexity: O(n) if we don’t need the sorted output, otherwise O(n+kLogk)

Thanks to [Shilpi](http://geeksforgeeks.org/forum/topic/print-k-largest-numbers)for suggesting the first two approaches.

**Method 6 (Use Min Heap)**  
 This method is mainly an optimization of method 1. Instead of using temp[] array, use Min Heap.

Thanks to [geek4u](http://geeksforgeeks.org/forum/topic/kth-largest-element)for suggesting this method.

1) Build a Min Heap MH of the first k elements (arr[0] to arr[k-1]) of the given array. O(k)

2) For each element, after the kth element (arr[k] to arr[n-1]), compare it with root of MH.  
 ……a) If the element is greater than the root then make it root and call [heapify](http://www.personal.kent.edu/~rmuhamma/Algorithms/MyAlgorithms/Sorting/heapSort.htm)for MH  
 ……b) Else ignore it.  
 // The step 2 is O((n-k)\*logk)

3) Finally, MH has k largest elements and root of the MH is the kth largest element.

Time Complexity: O(k + (n-k)Logk) without sorted output. If sorted output is needed then O(k + (n-k)Logk + kLogk)

All of the above methods can also be used to find the kth largest (or smallest) element.

Please write comments if you find any of the above explanations/algorithms incorrect, or find better ways to solve the same problem.

**References:**  
 <http://en.wikipedia.org/wiki/Selection_algorithm>

Asked by [geek4u](http://geeksforgeeks.org/forum/topic/print-k-largest-numbers)

Tags: [array](http://www.geeksforgeeks.org/tag/array/), [Order-Statistics](http://www.geeksforgeeks.org/tag/order-statistics/)

### Source

<http://www.geeksforgeeks.org/k-largestor-smallest-elements-in-an-array/>

# K’th Smallest/Largest Element in Unsorted Array | Set 1

Given an array and a number k where k is smaller than size of array, we need to find the k’th smallest element in the given array. It is given that ll array elements are distinct.

Examples:

Input: arr[] = {7, 10, 4, 3, 20, 15}  
 k = 3  
Output: 7  
  
Input: arr[] = {7, 10, 4, 3, 20, 15}  
 k = 4  
Output: 10

We have discussed a similar [problem to print k largest element](http://www.geeksforgeeks.org/k-largestor-smallest-elements-in-an-array/)s.

**Method 1 (Simple Solution)**  
 A Simple Solution is to sort the given array using a O(nlogn) sorting algorithm like [Merge Sort](http://geeksquiz.com/merge-sort/), [Heap Sort](http://geeksquiz.com/heap-sort/), etc and return the element at index k-1 in the sorted array. Time Complexity of this solution is O(nLogn).

// Simple C++ program to find k'th smallest element  
#include<iostream>  
#include<algorithm>  
using namespace std;  
  
// Function to return k'th smallest element in a given array  
int kthSmallest(int arr[], int n, int k)  
{  
 // Sort the given array  
 sort(arr, arr+n);  
  
 // Return k'th element in the sorted array  
 return arr[k-1];  
}  
  
// Driver program to test above methods  
int main()  
{  
 int arr[] = {12, 3, 5, 7, 19};  
 int n = sizeof(arr)/sizeof(arr[0]), k = 2;  
 cout << "K'th smallest element is " << kthSmallest(arr, n, k);  
 return 0;  
}

K'th smallest element is 5

**Method 2 (Using Min Heap – HeapSelect)**  
 We can find k’th smallest element in time complexity better than O(nLogn). A simple optomization is to create a [Min Heap](http://geeksquiz.com/binary-heap/)of the given n elements and call extractMin() k times.  
 The following is C++ implementation of above method.

// A C++ program to find k'th smallest element using min heap  
#include<iostream>  
#include<climits>  
using namespace std;  
  
// Prototype of a utility function to swap two integers  
void swap(int \*x, int \*y);  
  
// A class for Min Heap  
class MinHeap  
{  
 int \*harr; // pointer to array of elements in heap  
 int capacity; // maximum possible size of min heap  
 int heap\_size; // Current number of elements in min heap  
public:  
 MinHeap(int a[], int size); // Constructor  
 void MinHeapify(int i); //To minheapify subtree rooted with index i  
 int parent(int i) { return (i-1)/2; }  
 int left(int i) { return (2\*i + 1); }  
 int right(int i) { return (2\*i + 2); }  
  
 int extractMin(); // extracts root (minimum) element  
 int getMin() { return harr[0]; } // Returns minimum  
};  
  
MinHeap::MinHeap(int a[], int size)  
{  
 heap\_size = size;  
 harr = a; // store address of array  
 int i = (heap\_size - 1)/2;  
 while (i >= 0)  
 {  
 MinHeapify(i);  
 i--;  
 }  
}  
  
// Method to remove minimum element (or root) from min heap  
int MinHeap::extractMin()  
{  
 if (heap\_size == 0)  
 return INT\_MAX;  
  
 // Store the minimum vakue.  
 int root = harr[0];  
  
 // If there are more than 1 items, move the last item to root  
 // and call heapify.  
 if (heap\_size > 1)  
 {  
 harr[0] = harr[heap\_size-1];  
 MinHeapify(0);  
 }  
 heap\_size--;  
  
 return root;  
}  
  
// A recursive method to heapify a subtree with root at given index  
// This method assumes that the subtrees are already heapified  
void MinHeap::MinHeapify(int i)  
{  
 int l = left(i);  
 int r = right(i);  
 int smallest = i;  
 if (l < heap\_size && harr[l] < harr[i])  
 smallest = l;  
 if (r < heap\_size && harr[r] < harr[smallest])  
 smallest = r;  
 if (smallest != i)  
 {  
 swap(&harr[i], &harr[smallest]);  
 MinHeapify(smallest);  
 }  
}  
  
// A utility function to swap two elements  
void swap(int \*x, int \*y)  
{  
 int temp = \*x;  
 \*x = \*y;  
 \*y = temp;  
}  
  
// Function to return k'th smallest element in a given array  
int kthSmallest(int arr[], int n, int k)  
{  
 // Build a heap of n elements: O(n) time  
 MinHeap mh(arr, n);  
  
 // Do extract min (k-1) times  
 for (int i=0; i<k-1; i++)  
 mh.extractMin();  
  
 // Return root  
 return mh.getMin();  
}  
  
// Driver program to test above methods  
int main()  
{  
 int arr[] = {12, 3, 5, 7, 19};  
 int n = sizeof(arr)/sizeof(arr[0]), k = 2;  
 cout << "K'th smallest element is " << kthSmallest(arr, n, k);  
 return 0;  
}

Output:

K'th smallest element is 5

Time complexity of this solution is O(n + kLogn).

**Method 3 (Using Max-Heap)**  
 We can also use Max Heap for finding the k’th smallest element. Following is algorithm.  
 1) Build a Max-Heap MH of the first k elements (arr[0] to arr[k-1]) of the given array. O(k)

2) For each element, after the k’th element (arr[k] to arr[n-1]), compare it with root of MH.  
 ……a) If the element is less than the root then make it root and call heapify for MH  
 ……b) Else ignore it.  
 // The step 2 is O((n-k)\*logk)

3) Finally, root of the MH is the kth smallest element.

Time complexity of this solution is O(k + (n-k)\*Logk)

The following is C++ implementation of above algorithm

// A C++ program to find k'th smallest element using max heap  
#include<iostream>  
#include<climits>  
using namespace std;  
  
// Prototype of a utility function to swap two integers  
void swap(int \*x, int \*y);  
  
// A class for Max Heap  
class MaxHeap  
{  
 int \*harr; // pointer to array of elements in heap  
 int capacity; // maximum possible size of max heap  
 int heap\_size; // Current number of elements in max heap  
public:  
 MaxHeap(int a[], int size); // Constructor  
 void maxHeapify(int i); //To maxHeapify subtree rooted with index i  
 int parent(int i) { return (i-1)/2; }  
 int left(int i) { return (2\*i + 1); }  
 int right(int i) { return (2\*i + 2); }  
  
 int extractMax(); // extracts root (maximum) element  
 int getMax() { return harr[0]; } // Returns maximum  
  
 // to replace root with new node x and heapify() new root  
 void replaceMax(int x) { harr[0] = x; maxHeapify(0); }  
};  
  
MaxHeap::MaxHeap(int a[], int size)  
{  
 heap\_size = size;  
 harr = a; // store address of array  
 int i = (heap\_size - 1)/2;  
 while (i >= 0)  
 {  
 maxHeapify(i);  
 i--;  
 }  
}  
  
// Method to remove maximum element (or root) from max heap  
int MaxHeap::extractMax()  
{  
 if (heap\_size == 0)  
 return INT\_MAX;  
  
 // Store the maximum vakue.  
 int root = harr[0];  
  
 // If there are more than 1 items, move the last item to root  
 // and call heapify.  
 if (heap\_size > 1)  
 {  
 harr[0] = harr[heap\_size-1];  
 maxHeapify(0);  
 }  
 heap\_size--;  
  
 return root;  
}  
  
// A recursive method to heapify a subtree with root at given index  
// This method assumes that the subtrees are already heapified  
void MaxHeap::maxHeapify(int i)  
{  
 int l = left(i);  
 int r = right(i);  
 int largest = i;  
 if (l < heap\_size && harr[l] > harr[i])  
 largest = l;  
 if (r < heap\_size && harr[r] > harr[largest])  
 largest = r;  
 if (largest != i)  
 {  
 swap(&harr[i], &harr[largest]);  
 maxHeapify(largest);  
 }  
}  
  
// A utility function to swap two elements  
void swap(int \*x, int \*y)  
{  
 int temp = \*x;  
 \*x = \*y;  
 \*y = temp;  
}  
  
// Function to return k'th largest element in a given array  
int kthSmallest(int arr[], int n, int k)  
{  
 // Build a heap of first k elements: O(k) time  
 MaxHeap mh(arr, k);  
  
 // Process remaining n-k elements. If current element is  
 // smaller than root, replace root with current element  
 for (int i=k; i<n; i++)  
 if (arr[i] < mh.getMax())  
 mh.replaceMax(arr[i]);  
  
 // Return root  
 return mh.getMax();  
}  
  
// Driver program to test above methods  
int main()  
{  
 int arr[] = {12, 3, 5, 7, 19};  
 int n = sizeof(arr)/sizeof(arr[0]), k = 4;  
 cout << "K'th smallest element is " << kthSmallest(arr, n, k);  
 return 0;  
}

Output:

K'th smallest element is 5

**Method 4 (QuickSelect)**  
 This is an optimization over method 1 if [QuickSort](http://geeksquiz.com/quick-sort/)is used as a sorting algorithm in first step. In QuickSort, we pick a pivot element, then move the pivot element to its correct position and partition the array around it. The idea is, not to do complete quicksort, but stop at the point where pivot itself is k’th smallest element. Also, not to recur for both left and right sides of pivot, but recur for one of them according to the position of pivot. The worst case time complexity of this method is O(n2), but it works in O(n) on average.

#include<iostream>  
#include<climits>  
using namespace std;  
  
int partition(int arr[], int l, int r);  
  
// This function returns k'th smallest element in arr[l..r] using  
// QuickSort based method. ASSUMPTION: ALL ELEMENTS IN ARR[] ARE DISTINCT  
int kthSmallest(int arr[], int l, int r, int k)  
{  
 // If k is smaller than number of elements in array  
 if (k > 0 && k <= r - l + 1)  
 {  
 // Partition the array around last element and get  
 // position of pivot element in sorted array  
 int pos = partition(arr, l, r);  
  
 // If position is same as k  
 if (pos-l == k-1)  
 return arr[pos];  
 if (pos-l > k-1) // If position is more, recur for left subarray  
 return kthSmallest(arr, l, pos-1, k);  
  
 // Else recur for right subarray  
 return kthSmallest(arr, pos+1, r, k-pos+l-1);  
 }  
  
 // If k is more than number of elements in array  
 return INT\_MAX;  
}  
  
void swap(int \*a, int \*b)  
{  
 int temp = \*a;  
 \*a = \*b;  
 \*b = temp;  
}  
  
// Standard partition process of QuickSort(). It considers the last  
// element as pivot and moves all smaller element to left of it  
// and greater elements to right  
int partition(int arr[], int l, int r)  
{  
 int x = arr[r], i = l;  
 for (int j = l; j <= r - 1; j++)  
 {  
 if (arr[j] <= x)  
 {  
 swap(&arr[i], &arr[j]);  
 i++;  
 }  
 }  
 swap(&arr[i], &arr[r]);  
 return i;  
}  
  
// Driver program to test above methods  
int main()  
{  
 int arr[] = {12, 3, 5, 7, 4, 19, 26};  
 int n = sizeof(arr)/sizeof(arr[0]), k = 3;  
 cout << "K'th smallest element is " << kthSmallest(arr, 0, n-1, k);  
 return 0;  
}

Output:

K'th smallest element is 5

There are two more solutions which are better than above discussed ones: One solution is to do randomized version of quickSelect() and other solution is worst case linear time algorithm (see the following posts).

[K’th Smallest/Largest Element in Unsorted Array | Set 2 (Expected Linear Time)](http://www.geeksforgeeks.org/kth-smallestlargest-element-unsorted-array-set-2-expected-linear-time/)  
 [K’th Smallest/Largest Element in Unsorted Array | Set 3 (Worst Case Linear Time)](http://www.geeksforgeeks.org/kth-smallestlargest-element-unsorted-array-set-3-worst-case-linear-time/)

**References:**  
 <http://www.ics.uci.edu/~eppstein/161/960125.html>  
 <http://www.cs.rit.edu/~ib/Classes/CS515_Spring12-13/Slides/022-SelectMasterThm.pdf>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/kth-smallestlargest-element-unsorted-array/>

# Largest Sum Contiguous Subarray

Write an efficient C program to find the sum of contiguous subarray within a one-dimensional array of numbers which has the largest sum.

**Kadane’s Algorithm:**

Initialize:  
 max\_so\_far = 0  
 max\_ending\_here = 0  
  
Loop for each element of the array  
 (a) max\_ending\_here = max\_ending\_here + a[i]  
 (b) if(max\_ending\_here   
Explanation:  
  
Simple idea of the Kadane's algorithm is to look for all positive contiguous segments of the array (max\_ending\_here is used for this). And keep track of maximum sum contiguous segment among all positive segments (max\_so\_far is used for this). Each time we get a positive sum compare it with max\_so\_far and update max\_so\_far if it is greater than max\_so\_far  
 Lets take the example:  
  
 {-2, -3, 4, -1, -2, 1, 5, -3}  
 max\_so\_far = max\_ending\_here = 0  
 for i=0, a[0] = -2  
  
 max\_ending\_here = max\_ending\_here + (-2)  
  
 Set max\_ending\_here = 0 because max\_ending\_here   
 for i=1, a[1] = -3  
  
 max\_ending\_here = max\_ending\_here + (-3)  
  
 Set max\_ending\_here = 0 because max\_ending\_here   
 for i=2, a[2] = 4  
  
 max\_ending\_here = max\_ending\_here + (4)  
  
 max\_ending\_here = 4  
  
 max\_so\_far is updated to 4 because max\_ending\_here greater than max\_so\_far which was 0 till now  
 for i=3, a[3] = -1  
  
 max\_ending\_here = max\_ending\_here + (-1)  
  
 max\_ending\_here = 3  
 for i=4, a[4] = -2  
  
 max\_ending\_here = max\_ending\_here + (-2)  
  
 max\_ending\_here = 1  
 for i=5, a[5] = 1  
  
 max\_ending\_here = max\_ending\_here + (1)  
  
 max\_ending\_here = 2  
 for i=6, a[6] = 5  
  
 max\_ending\_here = max\_ending\_here + (5)  
  
 max\_ending\_here = 7  
  
 max\_so\_far is updated to 7 because max\_ending\_here is greater than max\_so\_far  
 for i=7, a[7] = -3  
  
 max\_ending\_here = max\_ending\_here + (-3)  
  
 max\_ending\_here = 4  
Program:  
  
 #include<stdio.h>  
 int maxSubArraySum(int a[], int size)  
 {  
 int max\_so\_far = 0, max\_ending\_here = 0;  
 int i;  
 for(i = 0; i < size; i++)  
 {  
 max\_ending\_here = max\_ending\_here + a[i];  
 if(max\_ending\_here < 0)  
 max\_ending\_here = 0;  
 if(max\_so\_far < max\_ending\_here)  
 max\_so\_far = max\_ending\_here;  
 }  
 return max\_so\_far;  
 }   
  
 /\*Driver program to test maxSubArraySum\*/  
 int main()  
 {  
 int a[] = {-2, -3, 4, -1, -2, 1, 5, -3};  
 int n = sizeof(a)/sizeof(a[0]);  
 int max\_sum = maxSubArraySum(a, n);  
 printf("Maximum contiguous sum is %d\n", max\_sum);  
 getchar();  
 return 0;  
 }

**Notes:**  
 Algorithm doesn't work for all negative numbers. It simply returns 0 if all numbers are negative. For handling this we can add an extra phase before actual implementation. The phase will look if all numbers are negative, if they are it will return maximum of them (or smallest in terms of absolute value). There may be other ways to handle it though.

Above program can be optimized further, if we compare max\_so\_far with max\_ending\_here only if max\_ending\_here is greater than 0.

int maxSubArraySum(int a[], int size)  
 {  
 int max\_so\_far = 0, max\_ending\_here = 0;  
 int i;  
 for(i = 0; i < size; i++)  
 {  
 max\_ending\_here = max\_ending\_here + a[i];  
 if(max\_ending\_here < 0)  
 max\_ending\_here = 0;  
  
 /\* Do not compare for all elements. Compare only   
 when max\_ending\_here > 0 \*/  
 else if (max\_so\_far < max\_ending\_here)  
 max\_so\_far = max\_ending\_here;  
 }  
 return max\_so\_far;  
 }

**Time Complexity:** O(n)  
 **Algorithmic Paradigm:** Dynamic Programming

Following is another simple implementation suggested by **Mohit Kumar**. The implementation handles the case when all numbers in array are negative.

#include<stdio.h>  
  
int max(int x, int y)  
{ return (y > x)? y : x; }  
  
int maxSubArraySum(int a[], int size)  
{  
 int max\_so\_far = a[0], i;  
 int curr\_max = a[0];  
  
 for (i = 1; i < size; i++)  
 {  
 curr\_max = max(a[i], curr\_max+a[i]);  
 max\_so\_far = max(max\_so\_far, curr\_max);  
 }  
 return max\_so\_far;  
}  
  
/\* Driver program to test maxSubArraySum \*/  
int main()  
{  
 int a[] = {-2, -3, 4, -1, -2, 1, 5, -3};  
 int n = sizeof(a)/sizeof(a[0]);  
 int max\_sum = maxSubArraySum(a, n);  
 printf("Maximum contiguous sum is %d\n", max\_sum);  
 return 0;  
}

Now try below question  
 Given an array of integers (possibly some of the elements negative), write a C program to find out the \*maximum product\* possible by adding 'n' consecutive integers in the array, n

**References:**  
 <http://en.wikipedia.org/wiki/Kadane%27s_Algorithm>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)

### Source

<http://www.geeksforgeeks.org/largest-sum-contiguous-subarray/>

# Leaders in an array

Write a program to print all the LEADERS in the array. An element is leader if it is greater than all the elements to its right side. And the rightmost element is always a leader. For example int the array {16, 17, 4, 3, 5, 2}, leaders are 17, 5 and 2.

Let the input array be arr[] and size of the array be *size*.

**Method 1 (Simple)**  
 Use two loops. The outer loop runs from 0 to size – 1 and one by one picks all elements from left to right. The inner loop compares the picked element to all the elements to its right side. If the picked element is greater than all the elements to its right side, then the picked element is the leader.

/\*Function to print leaders in an array \*/  
void printLeaders(int arr[], int size)  
{  
 int i, j;  
  
 for (i = 0; i < size; i++)  
 {  
 for (j = i+1; j < size; j++)  
 {  
 if(arr[i] <= arr[j])  
 break;  
 }   
 if(j == size) // the loop didn't break  
 {  
 printf("%d ", arr[i]);  
 }  
 }  
}  
  
/\*Driver program to test above function\*/  
int main()  
{  
 int arr[] = {16, 17, 4, 3, 5, 2};  
 printLeaders(arr, 6);  
 getchar();  
}  
// Output: 17 5 2

**Time Complexity:** O(n\*n)

**Method 2 (Scan from right)**  
 Scan all the elements from right to left in array and keep track of maximum till now. When maximum changes it’s value, print it.

/\*Function to print leaders in an array \*/  
void printLeaders(int arr[], int size)  
{  
 int max\_from\_right = arr[size-1];  
 int i;  
  
 /\* Rightmost element is always leader \*/  
 printf("%d ", max\_from\_right);  
   
 for(i = size-2; i >= 0; i--)  
 {  
 if(max\_from\_right < arr[i])  
 {  
 printf("%d ", arr[i]);  
 max\_from\_right = arr[i];  
 }  
 }   
}  
  
/\*Driver program to test above function\*/  
int main()  
{  
 int arr[] = {16, 17, 4, 3, 5, 2};  
 printLeaders(arr, 6);  
 getchar();   
}   
// Output: 2 5 17

**Time Complexity:** O(n)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

Tags: [array](http://www.geeksforgeeks.org/tag/array/)

### Source

<http://www.geeksforgeeks.org/leaders-in-an-array/>

# Linked List vs Array

**Difficulty Level:** Rookie

Both Arrays and [Linked List](http://en.wikipedia.org/wiki/Linked_list) can be used to store linear data of similar types, but they both have some advantages and disadvantages over each other.

Following are the points in favour of Linked Lists.

(1) The size of the arrays is fixed: So we must know the upper limit on the number of elements in advance. Also, generally, the allocated memory is equal to the upper limit irrespective of the usage, and in practical uses, upper limit is rarely reached.

(2) Inserting a new element in an array of elements is expensive, because room has to be created for the new elements and to create room existing elements have to shifted.

For example, suppose we maintain a sorted list of IDs in an array id[].

id[] = [1000, 1010, 1050, 2000, 2040, …..].

And if we want to insert a new ID 1005, then to maintain the sorted order, we have to move all the elements after 1000 (excluding 1000).

Deletion is also expensive with arrays until unless some special techniques are used. For example, to delete 1010 in id[], everything after 1010 has to be moved.

So Linked list provides following two advantages over arrays  
 1) Dynamic size  
 2) Ease of insertion/deletion

Linked lists have following drawbacks:  
 1) Random access is not allowed. We have to access elements sequentially starting from the first node. So we cannot do binary search with linked lists.  
 2) Extra memory space for a pointer is required with each element of the list.  
 3) Arrays have better cache locality that can make a pretty big difference in performance.

Please also see [this](http://geeksforgeeks.org/forum/topic/tcs-interview-question-for-software-engineerdeveloper-fresher-about-linked-lists#post-18153) thread.

References:  
 <http://cslibrary.stanford.edu/103/LinkedListBasics.pdf>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/linked-list-vs-array/>

# Longest Monotonically Increasing Subsequence Size (N log N)

After few months of gap posting an algo. The current post is pending from long time, and many readers (e.g. [here](http://geeksforgeeks.org/forum/topic/microsoft-interview-question-for-software-engineerdeveloper-about-algorithms-arrays-4), [here](http://geeksforgeeks.org/forum/topic/finding-the-longest-increasing-sub-sequence-in-an-array), [here](http://geeksforgeeks.org/forum/topic/longest-increasing-subsequence-onlogn) may be few more, I am not keeping track of all) are posting requests for explanation of the below problem.

**Given an array of random numbers. Find *longest monotonically increasing*** [***subsequence***](http://en.wikipedia.org/wiki/Substring)**(LIS) in the array. I know many of you might have read** [**recursive and dynamic programming**](http://www.geeksforgeeks.org/archives/12832) **(DP) solutions. There are few requests for** [**O(N log N)**](http://en.wikipedia.org/wiki/Longest_increasing_subsequence#Efficient_algorithms) **algo in the forum posts.**

For the time being, forget about recursive and DP solutions. Let us take small samples and extend the solution to large instances. Even though it may look complex at first time, once if we understood the logic, coding is simple.

Consider an input array A = {2, 5, 3}. I will extend the array during explanation.

By observation we know that the LIS is either {2, 3} or {2, 5}. ***Note that I am considering only strictly increasing monotone sequences***.

Let us add two more elements, say 7, 11 to the array. These elements will extend the existing sequences. Now the increasing sequences are {2, 3, 7, 11} and {2, 5, 7, 11} for the input array {2, 5, 3, 7, 11}.

Further, we add one more element, say 8 to the array i.e. input array becomes {2, 5, 3, 7, 11, 8}. Note that the latest element 8 is greater than smallest element of any active sequence (*will discuss shortly about active sequences*). How can we extend the existing sequences with 8? First of all, can 8 be part of LIS? If yes, how? If we want to add 8, it should come after 7 (by replacing 11).

Since the approach is *offline (what we mean by* [*offline*](http://www.geeksforgeeks.org/archives/14873)*?)*, we are not sure whether adding 8 will extend the series or not. Assume there is 9 in the input array, say {2, 5, 3, 7, 11, 8, 7, 9 …}. We can replace 11 with 8, as there is potentially *best* candidate (9) that can extend the new series {2, 3, 7, 8} or {2, 5, 7, 8}.

Our observation is, assume that the end element of largest sequence is E. We can add (replace) current element A[i] to the existing sequence if there is an element A[j] (j > i) such that E < A[i] < A[j] or (E > A[i] < A[j] – for replace). In the above example, E = 11, A[i] = 8 and A[j] = 9.

In case of our original array {2, 5, 3}, note that we face same situation when we are adding 3 to increasing sequence {2, 5}. I just created two increasing sequences to make explanation simple. Instead of two sequences, 3 can replace 5 in the sequence {2, 5}.

I know it will be confusing, I will clear it shortly!

*The question is, when will it be safe to add or replace an element in the existing sequence?*

Let us consider another sample A = {2, 5, 3}. Say, the next element is 1. How can it extend the current sequences {2,3} or {2, 5}. Obviously, it can’t extend either. Yet, there is a potential that the new smallest element can be start of an LIS. To make it clear, consider the array is {2, 5, 3, 1, 2, 3, 4, 5, 6}. Making 1 as new sequence will create new sequence which is largest.

*The observation is, when we encounter new smallest element in the array, it can be a potential candidate to start new sequence.*

From the observations, we need to maintain lists of increasing sequences.

In general, we have set of **active lists** of varying length. We are adding an element A[i] to these lists. We scan the lists (for end elements) in decreasing order of their length. We will verify the end elements of all the lists to find a list whose end element is smaller than A[i] (*floor* value).

Our strategy determined by the following conditions,

**1. If A[i] is smallest among all *end* candidates of active lists, we will *start* new active list of length 1.**

**2. If A[i] is largest among all *end* candidates of active lists, we will clone the *largest* active list, and extend it by A[i].**

**3. If A[i] is in between, we will find a list with *largest end element that is smaller than* A[i]. Clone and extend this list by A[i]. We will discard all other lists of same length as that of this modified list.**

Note that at any instance during our construction of active lists, the following condition is maintained.

*“end element of smaller list is smaller than end elements of larger lists”*.

It will be clear with an example, let us take example from [wiki](http://en.wikipedia.org/wiki/Longest_increasing_subsequence) {0, 8, 4, 12, 2, 10, 6, 14, 1, 9, 5, 13, 3, 11, 7, 15}.

A[0] = 0. Case 1. There are no active lists, create one.  
0.  
-----------------------------------------------------------------------------  
A[1] = 8. Case 2. Clone and extend.  
0.  
0, 8.  
-----------------------------------------------------------------------------  
A[2] = 4. Case 3. Clone, extend and discard.  
0.  
0, 4.  
0, 8. Discarded  
-----------------------------------------------------------------------------  
A[3] = 12. Case 2. Clone and extend.  
0.  
0, 4.  
0, 4, 12.  
-----------------------------------------------------------------------------  
A[4] = 2. Case 3. Clone, extend and discard.  
0.  
0, 2.  
0, 4. Discarded.  
0, 4, 12.  
-----------------------------------------------------------------------------  
A[5] = 10. Case 3. Clone, extend and discard.  
0.  
0, 2.  
0, 2, 10.  
0, 4, 12. Discarded.  
-----------------------------------------------------------------------------  
A[6] = 6. Case 3. Clone, extend and discard.  
0.  
0, 2.  
0, 2, 6.  
0, 2, 10. Discarded.  
-----------------------------------------------------------------------------  
A[7] = 14. Case 2. Clone and extend.  
0.  
0, 2.  
0, 2, 6.  
0, 2, 6, 14.  
-----------------------------------------------------------------------------  
A[8] = 1. Case 3. Clone, extend and discard.  
0.  
0, 1.  
0, 2. Discarded.  
0, 2, 6.  
0, 2, 6, 14.  
-----------------------------------------------------------------------------  
A[9] = 9. Case 3. Clone, extend and discard.  
0.  
0, 1.  
0, 2, 6.  
0, 2, 6, 9.  
0, 2, 6, 14. Discarded.  
-----------------------------------------------------------------------------  
A[10] = 5. Case 3. Clone, extend and discard.  
0.  
0, 1.  
0, 1, 5.  
0, 2, 6. Discarded.  
0, 2, 6, 9.  
-----------------------------------------------------------------------------  
A[11] = 13. Case 2. Clone and extend.  
0.  
0, 1.  
0, 1, 5.  
0, 2, 6, 9.  
0, 2, 6, 9, 13.  
-----------------------------------------------------------------------------  
A[12] = 3. Case 3. Clone, extend and discard.  
0.  
0, 1.  
0, 1, 3.  
0, 1, 5. Discarded.  
0, 2, 6, 9.  
0, 2, 6, 9, 13.  
-----------------------------------------------------------------------------  
A[13] = 11. Case 3. Clone, extend and discard.  
0.  
0, 1.  
0, 1, 3.  
0, 2, 6, 9.  
0, 2, 6, 9, 11.  
0, 2, 6, 9, 13. Discarded.  
-----------------------------------------------------------------------------  
A[14] = 7. Case 3. Clone, extend and discard.  
0.  
0, 1.  
0, 1, 3.  
0, 1, 3, 7.  
0, 2, 6, 9. Discarded.  
0, 2, 6, 9, 11.  
----------------------------------------------------------------------------  
A[15] = 15. Case 2. Clone and extend.  
0.  
0, 1.  
0, 1, 3.  
0, 1, 3, 7.  
0, 2, 6, 9, 11.  
0, 2, 6, 9, 11, 15. <-- LIS List  
----------------------------------------------------------------------------

It is required to understand above strategy to devise an algorithm. Also, ensure we have maintained the condition, “*end element of smaller list is smaller than end elements of larger lists*“. Try with few other examples, before reading further. It is important to understand what happening to end elements.

**Algorithm:**

Querying length of longest is fairly easy. Note that we are dealing with end elements only. We need not to maintain all the lists. We can store the end elements in an array. Discarding operation can be simulated with replacement, and extending a list is analogous to adding more elements to array.

We will use an auxiliary array to keep end elements. The maximum length of this array is that of input. In the worst case the array divided into N lists of size one (*note that it does’t lead to worst case complexity*). To discard an element, we will trace ceil value of A[i] in auxiliary array (again observe the end elements in your rough work), and replace ceil value with A[i]. We extend a list by adding element to auxiliary array. We also maintain a counter to keep track of auxiliary array length.

**Bonus:** You have learnt [Patience Sorting](http://en.wikipedia.org/wiki/Patience_sorting) technique partially :).

Here is a proverb, “*Tell me and I will forget. Show me and I will remember. Involve me and I will understand*.” So, pick a suit from deck of cards. Find the longest increasing sub-sequence of cards from the shuffled suit. You will never forget the approach. ![](data:image/gif;base64,R0lGODlhDwAPAPMAAP/qAEVFRQAAAP/OAP/JAP+0AP6dAP/+k//9E///////xzMzM///6//lAAAAAAAAACH5BAEAAA4ALAAAAAAPAA8AQARa0EkZap0UgQW630QROMGhfd4wUsNAvO9grBSjICcgr+UpeD9AaBQYAASJZFJAUGEoFtqzYjscVNKA4iAIHgU70q3jDRJmJRRqWPx2390zsdWAM8OTSmFfQE8iADs=)

Given below is code to find length of LIS,

#include <iostream>  
#include <string.h>  
#include <stdio.h>  
  
using namespace std;  
  
#define ARRAY\_SIZE(A) sizeof(A)/sizeof(A[0])  
// Binary search (note boundaries in the caller)  
// A[] is ceilIndex in the caller  
int CeilIndex(int A[], int l, int r, int key) {  
 int m;  
  
 while( r - l > 1 ) {  
 m = l + (r - l)/2;  
 (A[m] >= key ? r : l) = m; // ternary expression returns an l-value  
 }  
  
 return r;  
}  
  
int LongestIncreasingSubsequenceLength(int A[], int size) {  
 // Add boundary case, when array size is one  
  
 int \*tailTable = new int[size];  
 int len; // always points empty slot  
  
 memset(tailTable, 0, sizeof(tailTable[0])\*size);  
  
 tailTable[0] = A[0];  
 len = 1;  
 for( int i = 1; i < size; i++ ) {  
 if( A[i] < tailTable[0] )  
 // new smallest value  
 tailTable[0] = A[i];  
 else if( A[i] > tailTable[len-1] )  
 // A[i] wants to extend largest subsequence  
 tailTable[len++] = A[i];  
 else  
 // A[i] wants to be current end candidate of an existing subsequence  
 // It will replace ceil value in tailTable  
 tailTable[CeilIndex(tailTable, -1, len-1, A[i])] = A[i];  
 }  
  
 delete[] tailTable;  
  
 return len;  
}  
  
int main() {  
 int A[] = { 2, 5, 3, 7, 11, 8, 10, 13, 6 };  
 int n = ARRAY\_SIZE(A);  
  
 printf("Length of Longest Increasing Subsequence is %d\n",  
 LongestIncreasingSubsequenceLength(A, n));  
  
 return 0;  
}

**Complexity:**

The loop runs for N elements. In the worst case (what is worst case input?), we may end up querying ceil value using binary search (log *i*) for many A[i].

Therefore, T(n) < O( log N! )  = O(N log N). Analyse to ensure that the upper and lower bounds are also O( N log N ). The complexity is THETA (N log N).

**Exercises:**

1. [Design an algorithm to construct the longest increasing list](http://www.geeksforgeeks.org/archives/27614). Also, model your solution using DAGs.

2. Design an algorithm to construct **all** monotonically increasing list**s of equal longest size**.

3. Is the above algorithm an *online* algorithm?

4. Design an algorithm to construct the longest *decreasing* list..

— [Venki](http://www.linkedin.com/in/ramanawithu). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/longest-monotonically-increasing-subsequence-size-n-log-n/>

# Majority Element

**Majority Element:** A majority element in an array A[] of size n is an element that appears more than n/2 times (and hence there is at most one such element).

Write a function which takes an array and emits the majority element (if it exists), otherwise prints NONE as follows:

I/P : 3 3 4 2 4 4 2 4 4  
 O/P : 4   
  
 I/P : 3 3 4 2 4 4 2 4  
 O/P : NONE

**METHOD 1 (Basic)**  
 The basic solution is to have two loops and keep track of maximum count for all different elements. If maximum count becomes greater than n/2 then break the loops and return the element having maximum count. If maximum count doesn’t become more than n/2 then majority element doesn’t exist.

**Time Complexity:** O(n\*n).  
 **Auxiliary Space :** O(1).

**METHOD 2 (Using Binary Search Tree)**  
 Thanks to [Sachin Midha](http://geeksforgeeks.org/?p=503#comment-286) for suggesting this solution.

Node of the Binary Search Tree (used in this approach) will be as follows.

struct tree  
{  
 int element;  
 int count;  
}BST;

Insert elements in BST one by one and if an element is already present then increment the count of the node. At any stage, if count of a node becomes more than n/2 then return.  
 The method works well for the cases where n/2+1 occurrences of the majority element is present in the starting of the array, for example {1, 1, 1, 1, 1, 2, 3, 4}.  
   
 **Time Complexity:** If a binary search tree is used then time complexity will be O(n^2). If a [self-balancing-binary-search](http://en.wikipedia.org/wiki/Self-balancing_binary_search_tree) tree is used then O(nlogn)  
 **Auxiliary Space:** O(n)

**METHOD 3 (Using Moore’s Voting Algorithm)**

This is a two step process.  
 1. Get an element occurring most of the time in the array. This phase will make sure that if there is a majority element then it will return that only.  
 2. Check if the element obtained from above step is majority element.

*1. Finding a Candidate:*  
 The algorithm for first phase that works in O(n) is known as Moore’s Voting Algorithm. Basic idea of the algorithm is if we cancel out each occurrence of an element e with all the other elements that are different from e then e will exist till end if it is a majority element.

findCandidate(a[], size)  
1. Initialize index and count of majority element  
 maj\_index = 0, count = 1  
2. Loop for i = 1 to size – 1  
 (a)If a[maj\_index] == a[i]  
 count++  
 (b)Else  
 count--;  
 (c)If count == 0  
 maj\_index = i;  
 count = 1  
3. Return a[maj\_index]

Above algorithm loops through each element and maintains a count of a[maj\_index], If next element is same then increments the count, if next element is not same then decrements the count, and if the count reaches 0 then changes the maj\_index to the current element and sets count to 1.  
 First Phase algorithm gives us a candidate element. In second phase we need to check if the candidate is really a majority element. Second phase is simple and can be easily done in O(n). We just need to check if count of the candidate element is greater than n/2.

Example:  
 A[] = 2, 2, 3, 5, 2, 2, 6  
 Initialize:  
 maj\_index = 0, count = 1 –> candidate ‘2?  
 2, 2, 3, 5, 2, 2, 6

Same as a[maj\_index] => count = 2  
 2, 2, 3, 5, 2, 2, 6

Different from a[maj\_index] => count = 1  
 2, 2, 3, 5, 2, 2, 6

Different from a[maj\_index] => count = 0  
 Since count = 0, change candidate for majority element to 5 => maj\_index = 3, count = 1  
 2, 2, 3, 5, 2, 2, 6

Different from a[maj\_index] => count = 0  
 Since count = 0, change candidate for majority element to 2 => maj\_index = 4  
 2, 2, 3, 5, 2, 2, 6

Same as a[maj\_index] => count = 2  
 2, 2, 3, 5, 2, 2, 6

Different from a[maj\_index] => count = 1

Finally candidate for majority element is 2.

First step uses Moore’s Voting Algorithm to get a candidate for majority element.

2. *Check if the element obtained in step 1 is majority*

printMajority (a[], size)  
1. Find the candidate for majority  
2. If candidate is majority. i.e., appears more than n/2 times.  
 Print the candidate  
3. Else  
 Print "NONE"

**Implementation of method 3:**

/\* Program for finding out majority element in an array \*/  
# include<stdio.h>  
# define bool int  
   
int findCandidate(int \*, int);  
bool isMajority(int \*, int, int);  
   
/\* Function to print Majority Element \*/  
void printMajority(int a[], int size)  
{  
 /\* Find the candidate for Majority\*/  
 int cand = findCandidate(a, size);  
   
 /\* Print the candidate if it is Majority\*/  
 if(isMajority(a, size, cand))  
 printf(" %d ", cand);  
 else  
 printf("NO Majority Element");  
}  
   
/\* Function to find the candidate for Majority \*/  
int findCandidate(int a[], int size)  
{  
 int maj\_index = 0, count = 1;  
 int i;  
 for(i = 1; i < size; i++)  
 {  
 if(a[maj\_index] == a[i])  
 count++;  
 else  
 count--;  
 if(count == 0)  
 {  
 maj\_index = i;  
 count = 1;  
 }  
 }  
 return a[maj\_index];  
}  
   
/\* Function to check if the candidate occurs more than n/2 times \*/  
bool isMajority(int a[], int size, int cand)  
{  
 int i, count = 0;  
 for (i = 0; i < size; i++)  
 if(a[i] == cand)  
 count++;  
 if (count > size/2)  
 return 1;  
 else  
 return 0;  
}  
   
/\* Driver function to test above functions \*/  
int main()  
{  
 int a[] = {1, 3, 3, 1, 2};  
 printMajority(a, 5);  
 getchar();  
 return 0;  
}

**Time Complexity:** O(n)  
 **Auxiliary Space :** O(1)

Now give a try to below question  
 Given an array of 2n elements of which n elements are same and the remaining n elements are all different. Write a C program to find out the value which is present n times in the array. There is no restriction on the elements in the array. They are random (In particular they not sequential).

Tags: [Majority Element](http://www.geeksforgeeks.org/tag/majority-element/), [Moore's Voting Algorithm](http://www.geeksforgeeks.org/tag/moores-voting-algorithm/)

### Source

<http://www.geeksforgeeks.org/majority-element/>

# Maximum and minimum of an array using minimum number of comparisons

**Write a C function to return minimum and maximum in an array. You program should make minimum number of comparisons.**

First of all, how do we return multiple values from a C function? We can do it either using structures or pointers.

We have created a structure named pair (which contains min and max) to return multiple values.

struct pair   
{  
 int min;  
 int max;  
};

And the function declaration becomes: struct pair getMinMax(int arr[], int n) where arr[] is the array of size n whose minimum and maximum are needed.

**METHOD 1 (Simple Linear Search)**  
 Initialize values of min and max as minimum and maximum of the first two elements respectively. Starting from 3rd, compare each element with max and min, and change max and min accordingly (i.e., if the element is smaller than min then change min, else if the element is greater than max then change max, else ignore the element)

/\* structure is used to return two values from minMax() \*/  
#include<stdio.h>  
struct pair   
{  
 int min;  
 int max;  
};   
  
struct pair getMinMax(int arr[], int n)  
{  
 struct pair minmax;   
 int i;  
   
 /\*If there is only one element then return it as min and max both\*/  
 if (n == 1)  
 {  
 minmax.max = arr[0];  
 minmax.min = arr[0];   
 return minmax;  
 }   
  
 /\* If there are more than one elements, then initialize min   
 and max\*/  
 if (arr[0] > arr[1])   
 {  
 minmax.max = arr[0];  
 minmax.min = arr[1];  
 }   
 else  
 {  
 minmax.max = arr[1];  
 minmax.min = arr[0];  
 }   
  
 for (i = 2; i<n; i++)  
 {  
 if (arr[i] > minmax.max)   
 minmax.max = arr[i];  
   
 else if (arr[i] < minmax.min)   
 minmax.min = arr[i];  
 }  
   
 return minmax;  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int arr[] = {1000, 11, 445, 1, 330, 3000};  
 int arr\_size = 6;  
 struct pair minmax = getMinMax (arr, arr\_size);  
 printf("\nMinimum element is %d", minmax.min);  
 printf("\nMaximum element is %d", minmax.max);  
 getchar();  
}

Time Complexity: O(n)

In this method, total number of comparisons is 1 + 2(n-2) in worst case and 1 + n – 2 in best case.  
 In the above implementation, worst case occurs when elements are sorted in descending order and best case occurs when elements are sorted in ascending order.

**METHOD 2 (Tournament Method)**  
 Divide the array into two parts and compare the maximums and minimums of the the two parts to get the maximum and the minimum of the the whole array.

Pair MaxMin(array, array\_size)  
 if array\_size = 1  
 return element as both max and min  
 else if arry\_size = 2  
 one comparison to determine max and min  
 return that pair  
 else /\* array\_size > 2 \*/  
 recur for max and min of left half  
 recur for max and min of right half  
 one comparison determines true max of the two candidates  
 one comparison determines true min of the two candidates  
 return the pair of max and min

Implementation

/\* structure is used to return two values from minMax() \*/  
#include<stdio.h>  
struct pair   
{  
 int min;  
 int max;  
};   
  
struct pair getMinMax(int arr[], int low, int high)  
{  
 struct pair minmax, mml, mmr;   
 int mid;  
   
 /\* If there is only on element \*/  
 if (low == high)  
 {  
 minmax.max = arr[low];  
 minmax.min = arr[low];   
 return minmax;  
 }   
   
 /\* If there are two elements \*/  
 if (high == low + 1)  
 {   
 if (arr[low] > arr[high])   
 {  
 minmax.max = arr[low];  
 minmax.min = arr[high];  
 }   
 else  
 {  
 minmax.max = arr[high];  
 minmax.min = arr[low];  
 }   
 return minmax;  
 }  
   
 /\* If there are more than 2 elements \*/  
 mid = (low + high)/2;   
 mml = getMinMax(arr, low, mid);  
 mmr = getMinMax(arr, mid+1, high);   
   
 /\* compare minimums of two parts\*/  
 if (mml.min < mmr.min)  
 minmax.min = mml.min;  
 else  
 minmax.min = mmr.min;   
  
 /\* compare maximums of two parts\*/  
 if (mml.max > mmr.max)  
 minmax.max = mml.max;  
 else  
 minmax.max = mmr.max;   
   
 return minmax;  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int arr[] = {1000, 11, 445, 1, 330, 3000};  
 int arr\_size = 6;  
 struct pair minmax = getMinMax(arr, 0, arr\_size-1);  
 printf("\nMinimum element is %d", minmax.min);  
 printf("\nMaximum element is %d", minmax.max);  
 getchar();  
}

Time Complexity: O(n)  
 Total number of comparisons: let number of comparisons be T(n). T(n) can be written as follows:  
 Algorithmic Paradigm: Divide and Conquer

T(n) = T(floor(n/2)) + T(ceil(n/2)) + 2   
 T(2) = 1  
 T(1) = 0

If n is a power of 2, then we can write T(n) as:

T(n) = 2T(n/2) + 2

After solving above recursion, we get

T(n) = 3/2n -2

Thus, the approach does 3/2n -2 comparisons if n is a power of 2. And it does more than 3/2n -2 comparisons if n is not a power of 2.

**METHOD 3 (Compare in Pairs)**  
 If n is odd then initialize min and max as first element.  
 If n is even then initialize min and max as minimum and maximum of the first two elements respectively.  
 For rest of the elements, pick them in pairs and compare their  
 maximum and minimum with max and min respectively.

#include<stdio.h>  
  
/\* structure is used to return two values from minMax() \*/  
struct pair   
{  
 int min;  
 int max;  
};   
  
struct pair getMinMax(int arr[], int n)  
{  
 struct pair minmax;   
 int i;   
  
 /\* If array has even number of elements then   
 initialize the first two elements as minimum and   
 maximum \*/  
 if (n%2 == 0)  
 {   
 if (arr[0] > arr[1])   
 {  
 minmax.max = arr[0];  
 minmax.min = arr[1];  
 }   
 else  
 {  
 minmax.min = arr[0];  
 minmax.max = arr[1];  
 }  
 i = 2; /\* set the startung index for loop \*/  
 }   
  
 /\* If array has odd number of elements then   
 initialize the first element as minimum and   
 maximum \*/   
 else  
 {  
 minmax.min = arr[0];  
 minmax.max = arr[0];  
 i = 1; /\* set the startung index for loop \*/  
 }  
   
 /\* In the while loop, pick elements in pair and   
 compare the pair with max and min so far \*/   
 while (i < n-1)   
 {   
 if (arr[i] > arr[i+1])   
 {  
 if(arr[i] > minmax.max)   
 minmax.max = arr[i];  
 if(arr[i+1] < minmax.min)   
 minmax.min = arr[i+1];   
 }   
 else   
 {  
 if (arr[i+1] > minmax.max)   
 minmax.max = arr[i+1];  
 if (arr[i] < minmax.min)   
 minmax.min = arr[i];   
 }   
 i += 2; /\* Increment the index by 2 as two   
 elements are processed in loop \*/  
 }   
  
 return minmax;  
}   
  
/\* Driver program to test above function \*/  
int main()  
{  
 int arr[] = {1000, 11, 445, 1, 330, 3000};  
 int arr\_size = 6;  
 struct pair minmax = getMinMax (arr, arr\_size);  
 printf("\nMinimum element is %d", minmax.min);  
 printf("\nMaximum element is %d", minmax.max);  
 getchar();  
}

Time Complexity: O(n)

Total number of comparisons: Different for even and odd n, see below:

If n is odd: 3\*(n-1)/2   
 If n is even: 1 Initial comparison for initializing min and max,   
 and 3(n-2)/2 comparisons for rest of the elements   
 = 1 + 3\*(n-2)/2 = 3n/2 -2

Second and third approaches make equal number of comparisons when n is a power of 2.

In general, method 3 seems to be the best.

Please write comments if you find any bug in the above programs/algorithms or a better way to solve the same problem.

Tags: [Divide and Conquer](http://www.geeksforgeeks.org/tag/divide-and-conquer/)

### Source

<http://www.geeksforgeeks.org/maximum-and-minimum-in-an-array/>

# Maximum circular subarray sum

Given n numbers (both +ve and -ve), arranged in a circle, fnd the maximum sum of consecutive number.

Examples:

Input: a[] = {8, -8, 9, -9, 10, -11, 12}  
Output: 22 (12 + 8 - 8 + 9 - 9 + 10)  
  
Input: a[] = {10, -3, -4, 7, 6, 5, -4, -1}   
Output: 23 (7 + 6 + 5 - 4 -1 + 10)   
  
Input: a[] = {-1, 40, -14, 7, 6, 5, -4, -1}  
Output: 52 (7 + 6 + 5 - 4 - 1 - 1 + 40)

There can be two cases for the maximum sum:

**Case 1:** The elements that contribute to the maximum sum are arranged such that no wrapping is there. Examples: {-10, 2, -1, 5}, {-2, 4, -1, 4, -1}. In this case, [Kadane’s algorithm](http://www.geeksforgeeks.org/archives/576) will produce the result.

**Case 2:** The elements which contribute to the maximum sum are arranged such that wrapping is there. Examples: {10, -12, 11}, {12, -5, 4, -8, 11}. In this case, we change wrapping to non-wrapping. Let us see how. Wrapping of contributing elements implies non wrapping of non contributing elements, so find out the sum of non contributing elements and subtract this sum from the total sum. To find out the sum of non contributing, invert sign of each element and then run Kadane’s algorithm.  
 Our array is like a ring and we have to eliminate the maximum continuous negative that implies maximum continuous positive in the inverted arrays.

Finally we compare the sum obtained by both cases, and return the maximum of the two sums.

Thanks to [ashishdey0](http://www.geeksforgeeks.org/forum/profile/ashishdey0) for suggesting this solution. Following is C implementation of the above method.

// Program for maximum contiguous circular sum problem  
#include<stdio.h>  
  
// Standard Kadane's algorithm to find maximum subarray sum  
int kadane (int a[], int n);  
  
// The function returns maximum circular contiguous sum in a[]  
int maxCircularSum (int a[], int n)  
{  
 // Case 1: get the maximum sum using standard kadane's algorithm  
 int max\_kadane = kadane(a, n);  
  
 // Case 2: Now find the maximum sum that includes corner elements.  
 int max\_wrap = 0, i;  
 for(i=0; i<n; i++)  
 {  
 max\_wrap += a[i]; // Calculate array-sum  
 a[i] = -a[i]; // invert the array (change sign)  
 }  
  
 // max sum with corner elements will be:  
 // array-sum - (-max subarray sum of inverted array)  
 max\_wrap = max\_wrap + kadane(a, n);  
  
 // The maximum circular sum will be maximum of two sums  
 return (max\_wrap > max\_kadane)? max\_wrap: max\_kadane;  
}  
  
// Standard Kadane's algorithm to find maximum subarray sum  
// See http://www.geeksforgeeks.org/archives/576 for details  
int kadane (int a[], int n)  
{  
 int max\_so\_far = 0, max\_ending\_here = 0;  
 int i;  
 for(i = 0; i < n; i++)  
 {  
 max\_ending\_here = max\_ending\_here + a[i];  
 if(max\_ending\_here < 0)  
 max\_ending\_here = 0;  
 if(max\_so\_far < max\_ending\_here)  
 max\_so\_far = max\_ending\_here;  
 }  
 return max\_so\_far;  
}  
  
/\* Driver program to test maxCircularSum() \*/  
int main()  
{  
 int a[] = {11, 10, -20, 5, -3, -5, 8, -13, 10};  
 int n = sizeof(a)/sizeof(a[0]);  
 printf("Maximum circular sum is %d\n", maxCircularSum(a, n));  
 return 0;  
}

Output:

Maximum circular sum is 31

Time Complexity: O(n) where n is the number of elements in input array.

Note that the above algorithm doesn’t work if all numbers are negative e.g., {-1, -2, -3}. It returns 0 in this case. This case can be handled by adding a pre-check to see if all the numbers are negative before running the above algorithm.

Please write comments if you find any of the above codes/algorithms incorrect, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/maximum-contiguous-circular-sum/>

# Maximum difference between two elements such that larger element appears after the smaller number

Given an array arr[] of integers, find out the difference between any two elements **such that larger element appears after the smaller number** in arr[].

Examples: If array is [2, 3, 10, 6, 4, 8, 1] then returned value should be 8 (Diff between 10 and 2). If array is [ 7, 9, 5, 6, 3, 2 ] then returned value should be 2 (Diff between 7 and 9)

**Method 1 (Simple)**  
 Use two loops. In the outer loop, pick elements one by one and in the inner loop calculate the difference of the picked element with every other element in the array and compare the difference with the maximum difference calculated so far.

#include<stdio.h>  
  
/\* The function assumes that there are at least two  
 elements in array.  
 The function returns a negative value if the array is  
 sorted in decreasing order.   
 Returns 0 if elements are equal \*/  
int maxDiff(int arr[], int arr\_size)  
{   
 int max\_diff = arr[1] - arr[0];  
 int i, j;  
 for(i = 0; i < arr\_size; i++)  
 {  
 for(j = i+1; j < arr\_size; j++)  
 {   
 if(arr[j] - arr[i] > max\_diff)   
 max\_diff = arr[j] - arr[i];  
 }   
 }   
 return max\_diff;  
}   
  
/\* Driver program to test above function \*/  
int main()  
{  
 int arr[] = {1, 2, 90, 10, 110};  
 printf("Maximum difference is %d", maxDiff(arr, 5));  
 getchar();  
 return 0;  
}

Time Complexity: O(n^2)  
 Auxiliary Space: O(1)

**Method 2 (Tricky and Efficient)**  
 In this method, instead of taking difference of the picked element with every other element, we take the difference with the minimum element found so far. So we need to keep track of 2 things:  
 1) Maximum difference found so far (max\_diff).  
 2) Minimum number visited so far (min\_element).

#include<stdio.h>  
  
/\* The function assumes that there are at least two  
 elements in array.  
 The function returns a negative value if the array is  
 sorted in decreasing order.  
 Returns 0 if elements are equal \*/  
int maxDiff(int arr[], int arr\_size)  
{  
 int max\_diff = arr[1] - arr[0];  
 int min\_element = arr[0];  
 int i;  
 for(i = 1; i < arr\_size; i++)  
 {   
 if(arr[i] - min\_element > max\_diff)   
 max\_diff = arr[i] - min\_element;  
 if(arr[i] < min\_element)  
 min\_element = arr[i];   
 }  
 return max\_diff;  
}   
  
/\* Driver program to test above function \*/  
int main()  
{  
 int arr[] = {1, 2, 6, 80, 100};  
 int size = sizeof(arr)/sizeof(arr[0]);  
 printf("Maximum difference is %d", maxDiff(arr, size));  
 getchar();  
 return 0;  
}

Time Complexity: O(n)  
 Auxiliary Space: O(1)

**Method 3 (Another Tricky Solution)**  
 First find the difference between the adjacent elements of the array and store all differences in an auxiliary array diff[] of size n-1. Now this problems turns into finding the maximum sum subarray of this difference array.  
 Thanks to Shubham Mittal for suggesting this solution.

#include<stdio.h>  
  
int maxDiff(int arr[], int n)  
{  
 // Create a diff array of size n-1. The array will hold  
 // the difference of adjacent elements  
 int diff[n-1];  
 for (int i=0; i < n-1; i++)  
 diff[i] = arr[i+1] - arr[i];  
  
 // Now find the maximum sum subarray in diff array  
 int max\_diff = diff[0];  
 for (int i=1; i<n-1; i++)  
 {  
 if (diff[i-1] > 0)  
 diff[i] += diff[i-1];  
 if (max\_diff < diff[i])  
 max\_diff = diff[i];  
 }  
 return max\_diff;  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int arr[] = {80, 2, 6, 3, 100};  
 int size = sizeof(arr)/sizeof(arr[0]);  
 printf("Maximum difference is %d", maxDiff(arr, size));  
 return 0;  
}

Output:

98

This method is also O(n) time complexity solution, but it requires O(n) extra space

Time Complexity: O(n)  
 Auxiliary Space: O(n)

We can modify the above method to work in O(1) extra space. Instead of creating an auxiliary array, we can calculate diff and max sum in same loop. Following is the space optimized version.

int maxDiff (int arr[], int n)  
{  
 // Initialize diff, current sum and max sum  
 int diff = arr[1]-arr[0];  
 int curr\_sum = diff;  
 int max\_sum = curr\_sum;  
  
 for(int i=1; i<n-1; i++)  
 {  
 // Calculate current diff  
 diff = arr[i+1]-arr[i];  
  
 // Calculate current sum  
 if (curr\_sum > 0)  
 curr\_sum += diff;  
 else  
 curr\_sum = diff;  
  
 // Update max sum, if needed  
 if (curr\_sum > max\_sum)  
 max\_sum = curr\_sum;  
 }  
  
 return max\_sum;  
}

Time Complexity: O(n)  
 Auxiliary Space: O(1)

Please write comments if you find any bug in above codes/algorithms, or find other ways to solve the same problem

### Source

<http://www.geeksforgeeks.org/maximum-difference-between-two-elements/>

# Maximum Length Bitonic Subarray

Given an array A[0 … n-1] containing n positive integers, a subarray A[i … j] is bitonic if there is a k with i = A[k + 1] >= .. A[j – 1] > = A[j]. Write a function that takes an array as argument and returns the length of the maximum length bitonic subarray.  
 Expected time complexity of the solution is O(n)

*Simple Examples*  
 **1)** A[] = {12, 4, 78, 90, 45, 23}, the maximum length bitonic subarray is {4, 78, 90, 45, 23} which is of length 5.

**2)** A[] = {20, 4, 1, 2, 3, 4, 2, 10}, the maximum length bitonic subarray is {1, 2, 3, 4, 2} which is of length 5.

*Extreme Examples*  
 **1)** A[] = {10}, the single element is bitnoic, so output is 1.

**2)** A[] = {10, 20, 30, 40}, the complete array itself is bitonic, so output is 4.

**3)** A[] = {40, 30, 20, 10}, the complete array itself is bitonic, so output is 4.

**Solution**  
 Let us consider the array {12, 4, 78, 90, 45, 23} to understand the soultion.  
 1) Construct an auxiliary array inc[] from left to right such that inc[i] contains length of the nondecreaing subarray ending at arr[i].  
 For for A[] = {12, 4, 78, 90, 45, 23}, inc[] is {1, 1, 2, 3, 1, 1}

2) Construct another array dec[] from right to left such that dec[i] contains length of nonincreasing subarray starting at arr[i].  
 For A[] = {12, 4, 78, 90, 45, 23}, dec[] is {2, 1, 1, 3, 2, 1}.

3) Once we have the inc[] and dec[] arrays, all we need to do is find the maximum value of (inc[i] + dec[i] – 1).  
 For {12, 4, 78, 90, 45, 23}, the max value of (inc[i] + dec[i] – 1) is 5 for i = 3.

#include<stdio.h>  
#include<stdlib.h>  
  
int bitonic(int arr[], int n)  
{  
 int i;  
 int \*inc = new int[n];  
 int \*dec = new int[n];  
 int max;  
 inc[0] = 1; // The length of increasing sequence ending at first index is 1  
 dec[n-1] = 1; // The length of increasing sequence starting at first index is 1  
  
 // Step 1) Construct increasing sequence array  
 for(i = 1; i < n; i++)  
 {  
 if (arr[i] > arr[i-1])  
 inc[i] = inc[i-1] + 1;  
 else  
 inc[i] = 1;  
 }  
  
 // Step 2) Construct decreasing sequence array  
 for (i = n-2; i >= 0; i--)  
 {  
 if (arr[i] > arr[i+1])  
 dec[i] = dec[i+1] + 1;  
 else  
 dec[i] = 1;  
 }  
  
 // Step 3) Find the length of maximum length bitonic sequence  
 max = inc[0] + dec[0] - 1;  
 for (i = 1; i < n; i++)  
 {  
 if (inc[i] + dec[i] - 1 > max)  
 {  
 max = inc[i] + dec[i] - 1;  
 }  
 }  
  
 // free dynamically allocated memory  
 delete [] inc;  
 delete [] dec;  
  
 return max;  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int arr[] = {12, 4, 78, 90, 45, 23};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 printf("\n Length of max length Bitnoic Subarray is %d", bitonic(arr, n));  
 getchar();  
 return 0;  
}

Time Complexity: O(n)  
 Auxiliary Space: O(n)

As an exercise, extend the above implementation to print the longest bitonic subarray also. The above implementation only returns the length of such subarray.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/maximum-length-bitonic-subarray/>

# Maximum of all subarrays of size k (Added a O(n) method)

Given an array and an integer k, find the maximum for each and every contiguous subarray of size k.

Examples:

Input :  
 arr[] = {1, 2, 3, 1, 4, 5, 2, 3, 6}  
 k = 3  
 Output :  
 3 3 4 5 5 5 6

Input :  
 arr[] = {8, 5, 10, 7, 9, 4, 15, 12, 90, 13}  
 k = 4  
 Output :  
 10 10 10 15 15 90 90

**Method 1 (Simple)**  
 Run two loops. In the outer loop, take all subarrays of size k. In the inner loop, get the maximum of the current subarray.

#include<stdio.h>  
  
void printKMax(int arr[], int n, int k)  
{  
 int j, max;  
  
 for (int i = 0; i <= n-k; i++)  
 {  
 max = arr[i];  
  
 for (j = 1; j < k; j++)  
 {  
 if (arr[i+j] > max)  
 max = arr[i+j];  
 }  
 printf("%d ", max);  
 }  
}  
  
  
int main()  
{  
 int arr[] = {1, 2, 3, 4, 5, 6, 7, 8, 9, 10};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 int k = 3;  
 printKMax(arr, n, k);  
 return 0;  
}

Time Complexity: The outer loop runs n-k+1 times and the inner loop runs k times for every iteration of outer loop. So time complexity is O((n-k+1)\*k) which can also be written as O(nk).

**Method 2 (Use Self-Balancing BST)**  
 1) Pick first k elements and create a Self-Balancing Binary Search Tree (BST) of size k.  
 2) Run a loop for i = 0 to n – k  
 …..a) Get the maximum element from the BST, and print it.  
 …..b) Search for arr[i] in the BST and delete it from the BST.  
 …..c) Insert arr[i+k] into the BST.

Time Complexity: Time Complexity of step 1 is O(kLogk). Time Complexity of steps 2(a), 2(b) and 2(c) is O(Logk). Since steps 2(a), 2(b) and 2(c) are in a loop that runs n-k+1 times, time complexity of the complete algorithm is O(kLogk + (n-k+1)\*Logk) which can also be written as O(nLogk).

**Method 3 (A O(n) method: use Dequeue)**  
 We create a [Dequeue](http://en.wikipedia.org/wiki/Double-ended_queue), *Qi* of capacity k, that stores only useful elements of current window of k elements. An element is useful if it is in current window and is greater than all other elements on left side of it in current window. We process all array elements one by one and maintain *Qi* to contain useful elements of current window and these useful elements are maintained in sorted order. The element at front of the *Qi* is the largest and element at rear of *Qi* is the smallest of current window. Thanks to [Aashish](http://www.geeksforgeeks.org/maximum-of-all-subarrays-of-size-k/#comment-10874)for suggesting this method.

Following is C++ implementation of this method.

#include <iostream>  
#include <deque>  
  
using namespace std;  
  
// A Dequeue (Double ended queue) based method for printing maixmum element of  
// all subarrays of size k  
void printKMax(int arr[], int n, int k)  
{  
 // Create a Double Ended Queue, Qi that will store indexes of array elements  
 // The queue will store indexes of useful elements in every window and it will  
 // maintain decreasing order of values from front to rear in Qi, i.e.,   
 // arr[Qi.front[]] to arr[Qi.rear()] are sorted in decreasing order  
 std::deque<int> Qi(k);  
  
 /\* Process first k (or first window) elements of array \*/  
 int i;  
 for (i = 0; i < k; ++i)  
 {  
 // For very element, the previous smaller elements are useless so  
 // remove them from Qi  
 while ( (!Qi.empty()) && arr[i] >= arr[Qi.back()])  
 Qi.pop\_back(); // Remove from rear  
  
 // Add new element at rear of queue  
 Qi.push\_back(i);  
 }  
  
 // Process rest of the elements, i.e., from arr[k] to arr[n-1]  
 for ( ; i < n; ++i)  
 {  
 // The element at the front of the queue is the largest element of  
 // previous window, so print it  
 cout << arr[Qi.front()] << " ";  
  
 // Remove the elements which are out of this window  
 while ( (!Qi.empty()) && Qi.front() <= i - k)  
 Qi.pop\_front(); // Remove from front of queue  
  
 // Remove all elements smaller than the currently  
 // being added element (remove useless elements)  
 while ( (!Qi.empty()) && arr[i] >= arr[Qi.back()])  
 Qi.pop\_back();  
  
 // Add current element at the rear of Qi  
 Qi.push\_back(i);  
 }  
  
 // Print the maximum element of last window  
 cout << arr[Qi.front()];  
}  
  
// Driver program to test above functions  
int main()  
{  
 int arr[] = {12, 1, 78, 90, 57, 89, 56};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 int k = 3;  
 printKMax(arr, n, k);  
 return 0;  
}

Output:

78 90 90 90 89

Time Complexity: O(n). It seems more than O(n) at first look. If we take a closer look, we can observe that every element of array is added and removed at most once. So there are total 2n operations.  
 Auxiliary Space: O(k)

Please write comments if you find the above codes/algorithms incorrect, or find other ways to solve the same problem.

Tags: [Queue](http://www.geeksforgeeks.org/tag/queue/), [Stack-Queue](http://www.geeksforgeeks.org/tag/stack-queue/), [StackAndQueue](http://www.geeksforgeeks.org/tag/stackandqueue/)

### Source

<http://www.geeksforgeeks.org/maximum-of-all-subarrays-of-size-k/>

# Maximum Product Subarray

Given an array that contains both positive and negative integers, find the product of the maximum product subarray. Expected Time complexity is O(n) and only O(1) extra space can be used.

**Examples:**

Input: arr[] = {6, -3, -10, 0, 2}  
Output: 180 // The subarray is {6, -3, -10}  
  
Input: arr[] = {-1, -3, -10, 0, 60}  
Output: 60 // The subarray is {60}  
  
Input: arr[] = {-2, -3, 0, -2, -40}  
Output: 80 // The subarray is {-2, -40}

The following solution assumes that the given input array always has a positive ouput. The solution works for all cases mentioned above. It doesn’t work for arrays like {0, 0, -20, 0}, {0, 0, 0}.. etc. The solution can be easily modified to handle this case.  
 It is similar to [Largest Sum Contiguous Subarray](http://www.geeksforgeeks.org/archives/576) problem. The only thing to note here is, maximum product can also be obtained by minimum (negative) product ending with the previous element multiplied by this element. For example, in array {12, 2, -3, -5, -6, -2}, when we are at element -2, the maximum product is multiplication of, minimum product ending with -6 and -2.

#include <stdio.h>  
  
// Utility functions to get minimum of two integers  
int min (int x, int y) {return x < y? x : y; }  
  
// Utility functions to get maximum of two integers  
int max (int x, int y) {return x > y? x : y; }  
  
/\* Returns the product of max product subarray. Assumes that the  
 given array always has a subarray with product more than 1 \*/  
int maxSubarrayProduct(int arr[], int n)  
{  
 // max positive product ending at the current position  
 int max\_ending\_here = 1;  
  
 // min negative product ending at the current position  
 int min\_ending\_here = 1;  
  
 // Initialize overall max product  
 int max\_so\_far = 1;  
  
 /\* Traverse throught the array. Following values are maintained after the ith iteration:  
 max\_ending\_here is always 1 or some positive product ending with arr[i]  
 min\_ending\_here is always 1 or some negative product ending with arr[i] \*/  
 for (int i = 0; i < n; i++)  
 {  
 /\* If this element is positive, update max\_ending\_here. Update  
 min\_ending\_here only if min\_ending\_here is negative \*/  
 if (arr[i] > 0)  
 {  
 max\_ending\_here = max\_ending\_here\*arr[i];  
 min\_ending\_here = min (min\_ending\_here \* arr[i], 1);  
 }  
  
 /\* If this element is 0, then the maximum product cannot  
 end here, make both max\_ending\_here and min\_ending\_here 0  
 Assumption: Output is alway greater than or equal to 1. \*/  
 else if (arr[i] == 0)  
 {  
 max\_ending\_here = 1;  
 min\_ending\_here = 1;  
 }  
  
 /\* If element is negative. This is tricky  
 max\_ending\_here can either be 1 or positive. min\_ending\_here can either be 1   
 or negative.  
 next min\_ending\_here will always be prev. max\_ending\_here \* arr[i]  
 next max\_ending\_here will be 1 if prev min\_ending\_here is 1, otherwise   
 next max\_ending\_here will be prev min\_ending\_here \* arr[i] \*/  
 else  
 {  
 int temp = max\_ending\_here;  
 max\_ending\_here = max (min\_ending\_here \* arr[i], 1);  
 min\_ending\_here = temp \* arr[i];  
 }  
  
 // update max\_so\_far, if needed  
 if (max\_so\_far < max\_ending\_here)  
 max\_so\_far = max\_ending\_here;  
 }  
  
 return max\_so\_far;  
}  
  
// Driver Program to test above function  
int main()  
{  
 int arr[] = {1, -2, -3, 0, 7, -8, -2};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 printf("Maximum Sub array product is %d", maxSubarrayProduct(arr, n));  
 return 0;  
}

Output:

Maximum Sub array product is 112

Time Complexity: O(n)  
 Auxiliary Space: O(1)

This article is compiled by **Dheeraj Jain** and reviewed by GeeksforGeeks team. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/maximum-product-subarray/>

# Maximum Sum Path in Two Arrays

Given two sorted arrays such the arrays may have some common elements. Find the sum of the maximum sum path to reach from beginning of any array to end of any of the two arrays. We can switch from one array to another array only at common elements.

Expected time complexity is O(m+n) where m is the number of elements in ar1[] and n is the number of elements in ar2[].

Examples:

Input: ar1[] = {2, 3, 7, 10, 12}, ar2[] = {1, 5, 7, 8}  
Output: 35  
35 is sum of 1 + 5 + 7 + 10 + 12.  
We start from first element of arr2 which is 1, then we  
move to 5, then 7. From 7, we switch to ar1 (7 is common)  
and traverse 10 and 12.  
  
Input: ar1[] = {10, 12}, ar2 = {5, 7, 9}  
Output: 22  
22 is sum of 10 and 12.  
Since there is no common element, we need to take all   
elements from the array with more sum.  
  
Input: ar1[] = {2, 3, 7, 10, 12, 15, 30, 34}  
 ar2[] = {1, 5, 7, 8, 10, 15, 16, 19}  
Output: 122  
122 is sum of 1, 5, 7, 8, 10, 12, 15, 30, 34

**We strongly recommend to minimize the browser and try this yourself first.**

The idea is to do something similar to merge process of [merge sort](http://geeksquiz.com/merge-sort/). We need to calculate sums of elements between all common points for both arrays. Whenever we see a common point, we compare the two sums and add the maximum of two to the result. Following are detailed steps.

1) Initialize result as 0. Also initialize two variables sum1 and sum2 as 0. Here sum1 and sum2 are used to store sum of element in ar1[] and ar2[] respectively. These sums are between two common points.

2) Now run a loop to traverse elements of both arrays. While traversing compare current elements of ar1[] and ar2[].

    2.a) If current element of ar1[] is smaller than current element of ar2[], then update sum1, else if current element of ar2[] is smaller, then update sum2.

    2.b) If current element of ar1[] and ar2[] are same, then take the maximum of sum1 and sum2 and add it to the result. Also add the common element to the result.

Following is C++ implementation of above approach.

#include<iostream>  
using namespace std;  
  
// Utility function to find maximum of two integers  
int max(int x, int y) { return (x > y)? x : y; }  
  
// This function returns the sum of elements on maximum path  
// from beginning to end  
int maxPathSum(int ar1[], int ar2[], int m, int n)  
{  
 // initialize indexes for ar1[] and ar2[]  
 int i = 0, j = 0;  
  
 // Initialize result and current sum through ar1[] and ar2[].  
 int result = 0, sum1 = 0, sum2 = 0;  
  
 // Below 3 loops are similar to merge in merge sort  
 while (i < m && j < n)  
 {  
 // Add elements of ar1[] to sum1  
 if (ar1[i] < ar2[j])  
 sum1 += ar1[i++];  
  
 // Add elements of ar2[] to sum2  
 else if (ar1[i] > ar2[j])  
 sum2 += ar2[j++];  
  
 else // we reached a common point  
 {  
 // Take the maximum of two sums and add to result  
 result += max(sum1, sum2);  
  
 // Update sum1 and sum2 for elements after this  
 // intersection point  
 sum1 = 0, sum2 = 0;  
  
 // Keep updating result while there are more common  
 // elements  
 while (i < m && j < n && ar1[i] == ar2[j])  
 {  
 result = result + ar1[i++];  
 j++;  
 }  
 }  
 }  
  
 // Add remaining elements of ar1[]  
 while (i < m)  
 sum1 += ar1[i++];  
  
 // Add remaining elements of ar2[]  
 while (j < n)  
 sum2 += ar2[j++];  
  
 // Add maximum of two sums of remaining elements  
 result += max(sum1, sum2);  
  
 return result;  
}  
  
// Driver program to test above function  
int main()  
{  
 int ar1[] = {2, 3, 7, 10, 12, 15, 30, 34};  
 int ar2[] = {1, 5, 7, 8, 10, 15, 16, 19};  
 int m = sizeof(ar1)/sizeof(ar1[0]);  
 int n = sizeof(ar2)/sizeof(ar2[0]);  
 cout << maxPathSum(ar1, ar2, m, n);  
 return 0;  
}

Output:

122

Time complexity: In every iteration of while loops, we process an element from either of the two arrays. There are total m + n elements. Therefore, time complexity is O(m+n).

This article is contributed by **Piyush Gupta**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/maximum-sum-path-across-two-arrays/>

# Maximum sum such that no two elements are adjacent

**Question:** Given an array of positive numbers, find the maximum sum of a subsequence with the constraint that no 2 numbers in the sequence should be adjacent in the array. So 3 2 7 10 should return 13 (sum of 3 and 10) or 3 2 5 10 7 should return 15 (sum of 3, 5 and 7).Answer the question in most efficient way.

**Algorithm:**  
 Loop for all elements in arr[] and maintain two sums incl and excl where incl = Max sum including the previous element and excl = Max sum excluding the previous element.

Max sum excluding the current element will be max(incl, excl) and max sum including the current element will be excl + current element (Note that only excl is considered because elements cannot be adjacent).

At the end of the loop return max of incl and excl.

**Example:**

arr[] = {5, 5, 10, 40, 50, 35}  
  
 inc = 5   
 exc = 0  
  
 For i = 1 (current element is 5)  
 incl = (excl + arr[i]) = 5  
 excl = max(5, 0) = 5  
  
 For i = 2 (current element is 10)  
 incl = (excl + arr[i]) = 15  
 excl = max(5, 5) = 5  
  
 For i = 3 (current element is 40)  
 incl = (excl + arr[i]) = 45  
 excl = max(5, 15) = 15  
  
 For i = 4 (current element is 50)  
 incl = (excl + arr[i]) = 65  
 excl = max(45, 15) = 45  
  
 For i = 5 (current element is 35)  
 incl = (excl + arr[i]) = 80  
 excl = max(5, 15) = 65  
  
And 35 is the last element. So, answer is max(incl, excl) = 80

Thanks to [Debanjan](http://groups.google.co.in/group/algogeeks/browse_thread/thread/eb90efd8f8d4a040/6700a1c909841637?lnk=gst&q=Given+an+array+all+of+whose+elements+are+positive+numbers%2C+find+the+maximum+sum+of+a+subsequence+with+the+constraint+that+no+2+numbers+in+the+sequence+should+be+adjacent+in+the+array#6700a1c909841637) for providing code.

**Implementation:**

#include<stdio.h>  
  
/\*Function to return max sum such that no two elements  
 are adjacent \*/  
int FindMaxSum(int arr[], int n)  
{  
 int incl = arr[0];  
 int excl = 0;  
 int excl\_new;  
 int i;  
  
 for (i = 1; i < n; i++)  
 {  
 /\* current max excluding i \*/  
 excl\_new = (incl > excl)? incl: excl;  
  
 /\* current max including i \*/  
 incl = excl + arr[i];  
 excl = excl\_new;  
 }  
  
 /\* return max of incl and excl \*/  
 return ((incl > excl)? incl : excl);  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int arr[] = {5, 5, 10, 100, 10, 5};  
 printf("%d \n", FindMaxSum(arr, 6));  
 getchar();  
 return 0;  
}

**Time Complexity:** O(n)

Now try the same problem for array with negative numbers also.

Please write comments if you find any bug in the above program/algorithm or other ways to solve the same problem.

Tags: [array](http://www.geeksforgeeks.org/tag/array/)

### Source

<http://www.geeksforgeeks.org/maximum-sum-such-that-no-two-elements-are-adjacent/>

# Median in a stream of integers (running integers)

Given that integers are read from a data stream. Find median of elements read so for in efficient way. For simplicity assume there are no duplicates. For example, let us consider the stream 5, 15, 1, 3 …

After reading 1st element of stream - 5 -> median - 5  
After reading 2nd element of stream - 5, 15 -> median - 10  
After reading 3rd element of stream - 5, 15, 1 -> median - 5  
After reading 4th element of stream - 5, 15, 1, 3 -> median - 4, so on...

Making it clear, when the input size is odd, we take the middle element of sorted data. If the input size is even, we pick average of middle two elements in sorted stream.

Note that output is *effective median* of integers read from the stream so far. Such an algorithm is called online algorithm. Any algorithm that can guarantee output of *i*-elements after processing *i*-th element, is said to be ***online algorithm***. Let us discuss three solutions for the above problem.

**Method 1:** Insertion Sort

If we can sort the data as it appears, we can easily locate median element. *Insertion Sort* is one such online algorithm that sorts the data appeared so far. At any instance of sorting, say after sorting *i*-th element, the first *i* elements of array are sorted. The insertion sort doesn’t depend on future data to sort data input till that point. In other words, insertion sort considers data sorted so far while inserting next element. This is the key part of insertion sort that makes it an online algorithm.

However, insertion sort takes O(n2) time to sort *n* elements. Perhaps we can use *binary search* on *insertion sort* to find location of next element in O(log n) time. Yet, we can’t do data movement in O(log n) time. No matter how efficient the implementation is, it takes polynomial time in case of insertion sort.

Interested reader can try implementation of Method 1.

**Method 2:** Augmented self balanced binary search tree (AVL, RB, etc…)

At every node of BST, maintain number of elements in the subtree rooted at that node. We can use a node as root of simple binary tree, whose left child is self balancing BST with elements less than root and right child is self balancing BST with elements greater than root. The root element always holds *effective median*.

If left and right subtrees contain same number of elements, root node holds average of left and right subtree root data. Otherwise, root contains same data as the root of subtree which is having more elements. After processing an incoming element, the left and right subtrees (BST) are differed utmost by 1.

Self balancing BST is costly in managing balancing factor of BST. However, they provide sorted data which we don’t need. We need median only. The next method make use of Heaps to trace median.

**Method 3:** Heaps

Similar to balancing BST in Method 2 above, we can use a max heap on left side to represent elements that are less than *effective median*, and a min heap on right side to represent elements that are greater than *effective median*.

After processing an incoming element, the number of elements in heaps differ utmost by 1 element. When both heaps contain same number of elements, we pick average of heaps root data as *effective median*. When the heaps are not balanced, we select *effective median* from the root of heap containing more elements.

Given below is implementation of above method. For algorithm to build these heaps, please read the highlighted code.

#include <iostream>  
using namespace std;  
  
// Heap capacity  
#define MAX\_HEAP\_SIZE (128)  
#define ARRAY\_SIZE(a) sizeof(a)/sizeof(a[0])  
  
//// Utility functions  
  
// exchange a and b  
inline  
void Exch(int &a, int &b)  
{  
 int aux = a;  
 a = b;  
 b = aux;  
}  
  
// Greater and Smaller are used as comparators  
bool Greater(int a, int b)  
{  
 return a > b;  
}  
  
bool Smaller(int a, int b)  
{  
 return a < b;  
}  
  
int Average(int a, int b)  
{  
 return (a + b) / 2;  
}  
  
// Signum function  
// = 0 if a == b - heaps are balanced  
// = -1 if a < b - left contains less elements than right  
// = 1 if a > b - left contains more elements than right  
int Signum(int a, int b)  
{  
 if( a == b )  
 return 0;  
  
 return a < b ? -1 : 1;  
}  
  
// Heap implementation  
// The functionality is embedded into  
// Heap abstract class to avoid code duplication  
class Heap  
{  
public:  
 // Initializes heap array and comparator required  
 // in heapification  
 Heap(int \*b, bool (\*c)(int, int)) : A(b), comp(c)  
 {  
 heapSize = -1;  
 }  
  
 // Frees up dynamic memory  
 virtual ~Heap()  
 {  
 if( A )  
 {  
 delete[] A;  
 }  
 }  
  
 // We need only these four interfaces of Heap ADT  
 virtual bool Insert(int e) = 0;  
 virtual int GetTop() = 0;  
 virtual int ExtractTop() = 0;  
 virtual int GetCount() = 0;  
  
protected:  
  
 // We are also using location 0 of array  
 int left(int i)  
 {  
 return 2 \* i + 1;  
 }  
  
 int right(int i)  
 {  
 return 2 \* (i + 1);  
 }  
  
 int parent(int i)  
 {  
 if( i <= 0 )  
 {  
 return -1;  
 }  
  
 return (i - 1)/2;  
 }  
  
 // Heap array  
 int \*A;  
 // Comparator  
 bool (\*comp)(int, int);  
 // Heap size  
 int heapSize;  
  
 // Returns top element of heap data structure  
 int top(void)  
 {  
 int max = -1;  
  
 if( heapSize >= 0 )  
 {  
 max = A[0];  
 }  
  
 return max;  
 }  
  
 // Returns number of elements in heap  
 int count()  
 {  
 return heapSize + 1;  
 }  
  
 // Heapification  
 // Note that, for the current median tracing problem  
 // we need to heapify only towards root, always  
 void heapify(int i)  
 {  
 int p = parent(i);  
  
 // comp - differentiate MaxHeap and MinHeap  
 // percolates up  
 if( p >= 0 && comp(A[i], A[p]) )  
 {  
 Exch(A[i], A[p]);  
 heapify(p);  
 }  
 }  
  
 // Deletes root of heap  
 int deleteTop()  
 {  
 int del = -1;  
  
 if( heapSize > -1)  
 {  
 del = A[0];  
  
 Exch(A[0], A[heapSize]);  
 heapSize--;  
 heapify(parent(heapSize+1));  
 }  
  
 return del;  
 }  
  
 // Helper to insert key into Heap  
 bool insertHelper(int key)  
 {  
 bool ret = false;  
  
 if( heapSize < MAX\_HEAP\_SIZE )  
 {  
 ret = true;  
 heapSize++;  
 A[heapSize] = key;  
 heapify(heapSize);  
 }  
  
 return ret;  
 }  
};  
  
// Specilization of Heap to define MaxHeap  
class MaxHeap : public Heap  
{  
private:  
  
public:  
 MaxHeap() : Heap(new int[MAX\_HEAP\_SIZE], &Greater) { }  
  
 ~MaxHeap() { }  
  
 // Wrapper to return root of Max Heap  
 int GetTop()  
 {  
 return top();  
 }  
  
 // Wrapper to delete and return root of Max Heap  
 int ExtractTop()  
 {  
 return deleteTop();  
 }  
  
 // Wrapper to return # elements of Max Heap  
 int GetCount()  
 {  
 return count();  
 }  
  
 // Wrapper to insert into Max Heap  
 bool Insert(int key)  
 {  
 return insertHelper(key);  
 }  
};  
  
// Specilization of Heap to define MinHeap  
class MinHeap : public Heap  
{  
private:  
  
public:  
  
 MinHeap() : Heap(new int[MAX\_HEAP\_SIZE], &Smaller) { }  
  
 ~MinHeap() { }  
  
 // Wrapper to return root of Min Heap  
 int GetTop()  
 {  
 return top();  
 }  
  
 // Wrapper to delete and return root of Min Heap  
 int ExtractTop()  
 {  
 return deleteTop();  
 }  
  
 // Wrapper to return # elements of Min Heap  
 int GetCount()  
 {  
 return count();  
 }  
  
 // Wrapper to insert into Min Heap  
 bool Insert(int key)  
 {  
 return insertHelper(key);  
 }  
};  
  
// Function implementing algorithm to find median so far.  
int getMedian(int e, int &m, Heap &l, Heap &r)  
{  
 // Are heaps balanced? If yes, sig will be 0  
 int sig = Signum(l.GetCount(), r.GetCount());  
 switch(sig)  
 {  
 case 1: // There are more elements in left (max) heap  
  
 if( e < m ) // current element fits in left (max) heap  
 {  
 // Remore top element from left heap and  
 // insert into right heap  
 r.Insert(l.ExtractTop());  
  
 // current element fits in left (max) heap  
 l.Insert(e);  
 }  
 else  
 {  
 // current element fits in right (min) heap  
 r.Insert(e);  
 }  
  
 // Both heaps are balanced  
 m = Average(l.GetTop(), r.GetTop());  
  
 break;  
  
 case 0: // The left and right heaps contain same number of elements  
  
 if( e < m ) // current element fits in left (max) heap  
 {  
 l.Insert(e);  
 m = l.GetTop();  
 }  
 else  
 {  
 // current element fits in right (min) heap  
 r.Insert(e);  
 m = r.GetTop();  
 }  
  
 break;  
  
 case -1: // There are more elements in right (min) heap  
  
 if( e < m ) // current element fits in left (max) heap  
 {  
 l.Insert(e);  
 }  
 else  
 {  
 // Remove top element from right heap and  
 // insert into left heap  
 l.Insert(r.ExtractTop());  
  
 // current element fits in right (min) heap  
 r.Insert(e);  
 }  
  
 // Both heaps are balanced  
 m = Average(l.GetTop(), r.GetTop());  
  
 break;  
 }  
  
 // No need to return, m already updated  
 return m;  
}  
  
void printMedian(int A[], int size)  
{  
 int m = 0; // effective median  
 Heap \*left = new MaxHeap();  
 Heap \*right = new MinHeap();  
  
 for(int i = 0; i < size; i++)  
 {  
 m = getMedian(A[i], m, \*left, \*right);  
  
 cout << m << endl;  
 }  
  
 // C++ more flexible, ensure no leaks  
 delete left;  
 delete right;  
}  
// Driver code  
int main()  
{  
 int A[] = {5, 15, 1, 3, 2, 8, 7, 9, 10, 6, 11, 4};  
 int size = ARRAY\_SIZE(A);  
  
 // In lieu of A, we can also use data read from a stream  
 printMedian(A, size);  
  
 return 0;  
}

**Time Complexity:** If we omit the way how stream was read, complexity of median finding is ***O(N log N)***, as we need to read the stream, and due to heap insertions/deletions.

At first glance the above code may look complex. If you read the code carefully, it is simple algorithm.

— [**Venki**](http://www.linkedin.com/in/ramanawithu). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/median-of-stream-of-integers-running-integers/>

# Median of two sorted arrays of different sizes

This is an extension of [median of two sorted arrays of equal size](http://www.geeksforgeeks.org/archives/2105) problem. Here we handle arrays of unequal size also.

The approach discussed in this post is similar to method 2 of equal size post. The basic idea is same, we find the median of two arrays and compare the medians to discard almost half of the elements in both arrays. Since the number of elements may differ here, there are many base cases that need to be handled separately. Before we proceed to complete solution, let us first talk about all base cases.

Let the two arrays be A[N] and B[M]. In the following explanation, it is assumed that N is smaller than or equal to M.

**Base cases:**  
 The smaller array has only one element  
 Case 1: N = 1, M = 1.  
 Case 2: N = 1, M is odd  
 Case 3: N = 1, M is even  
 The smaller array has only two elements  
 Case 4: N = 2, M = 2  
 Case 5: N = 2, M is odd  
 Case 6: N = 2, M is even

**Case 1:** There is only one element in both arrays, so output the average of A[0] and B[0].

**Case 2:** N = 1, M is odd  
 Let B[5] = {5, 10, 12, 15, 20}  
 First find the middle element of B[], which is 12 for above array. There are following 4 sub-cases.  
 …**2.1** If A[0] is smaller than 10, the median is average of 10 and 12.  
 …**2.2** If A[0] lies between 10 and 12, the median is average of A[0] and 12.  
 …**2.3** If A[0] lies between 12 and 15, the median is average of 12 and A[0].  
 …**2.4** If A[0] is greater than 15, the median is average of 12 and 15.  
 In all the sub-cases, we find that 12 is fixed. So, we need to find the median of B[ M / 2 – 1 ], B[ M / 2 + 1], A[ 0 ] and take its average with B[ M / 2 ].

**Case 3:** N = 1, M is even  
 Let B[4] = {5, 10, 12, 15}  
 First find the middle items in B[], which are 10 and 12 in above example. There are following 3 sub-cases.  
 …**3.1** If A[0] is smaller than 10, the median is 10.  
 …**3.2** If A[0] lies between 10 and 12, the median is A[0].  
 …**3.3** If A[0] is greater than 10, the median is 12.  
 So, in this case, find the median of three elements B[ M / 2 – 1 ], B[ M / 2] and A[ 0 ].

**Case 4:** N = 2, M = 2  
 There are four elements in total. So we find the median of 4 elements.

**Case 5:** N = 2, M is odd  
 Let B[5] = {5, 10, 12, 15, 20}  
 The median is given by median of following three elements: B[M/2], max(A[0], B[M/2 – 1]), min(A[1], B[M/2 + 1]).

**Case 6:** N = 2, M is even  
 Let B[4] = {5, 10, 12, 15}  
 The median is given by median of following four elements: B[M/2], B[M/2 – 1], max(A[0], B[M/2 – 2]), min(A[1], B[M/2 + 1])

**Remaining Cases:**  
 Once we have handled the above base cases, following is the remaining process.  
 **1)** Find the middle item of A[] and middle item of B[].  
 …..**1.1)** If the middle item of A[] is greater than middle item of B[], ignore the last half of A[], let length of ignored part is idx. Also, cut down B[] by idx from the start.  
 …..**1.2)** else, ignore the first half of A[], let length of ignored part is idx. Also, cut down B[] by idx from the last.

Following is C implementation of the above approach.

// A C program to find median of two sorted arrays of unequal size  
#include <stdio.h>  
#include <stdlib.h>  
  
// A utility function to find maximum of two integers  
int max( int a, int b )  
{ return a > b ? a : b; }  
  
// A utility function to find minimum of two integers  
int min( int a, int b )  
{ return a < b ? a : b; }  
  
// A utility function to find median of two integers  
float MO2( int a, int b )  
{ return ( a + b ) / 2.0; }  
  
// A utility function to find median of three integers  
float MO3( int a, int b, int c )  
{  
 return a + b + c - max( a, max( b, c ) )  
 - min( a, min( b, c ) );  
}  
  
// A utility function to find median of four integers  
float MO4( int a, int b, int c, int d )  
{  
 int Max = max( a, max( b, max( c, d ) ) );  
 int Min = min( a, min( b, min( c, d ) ) );  
 return ( a + b + c + d - Max - Min ) / 2.0;  
}  
  
// This function assumes that N is smaller than or equal to M  
float findMedianUtil( int A[], int N, int B[], int M )  
{  
 // If the smaller array has only one element  
 if( N == 1 )  
 {  
 // Case 1: If the larger array also has one element, simply call MO2()  
 if( M == 1 )  
 return MO2( A[0], B[0] );  
  
 // Case 2: If the larger array has odd number of elements, then consider  
 // the middle 3 elements of larger array and the only element of  
 // smaller array. Take few examples like following  
 // A = {9}, B[] = {5, 8, 10, 20, 30} and  
 // A[] = {1}, B[] = {5, 8, 10, 20, 30}  
 if( M & 1 )  
 return MO2( B[M/2], MO3(A[0], B[M/2 - 1], B[M/2 + 1]) );  
  
 // Case 3: If the larger array has even number of element, then median  
 // will be one of the following 3 elements  
 // ... The middle two elements of larger array  
 // ... The only element of smaller array  
 return MO3( B[M/2], B[M/2 - 1], A[0] );  
 }  
  
 // If the smaller array has two elements  
 else if( N == 2 )  
 {  
 // Case 4: If the larger array also has two elements, simply call MO4()  
 if( M == 2 )  
 return MO4( A[0], A[1], B[0], B[1] );  
  
 // Case 5: If the larger array has odd number of elements, then median  
 // will be one of the following 3 elements  
 // 1. Middle element of larger array  
 // 2. Max of first element of smaller array and element just  
 // before the middle in bigger array  
 // 3. Min of second element of smaller array and element just  
 // after the middle in bigger array  
 if( M & 1 )  
 return MO3 ( B[M/2],  
 max( A[0], B[M/2 - 1] ),  
 min( A[1], B[M/2 + 1] )  
 );  
  
 // Case 6: If the larger array has even number of elements, then  
 // median will be one of the following 4 elements  
 // 1) & 2) The middle two elements of larger array  
 // 3) Max of first element of smaller array and element  
 // just before the first middle element in bigger array  
 // 4. Min of second element of smaller array and element  
 // just after the second middle in bigger array  
 return MO4 ( B[M/2],  
 B[M/2 - 1],  
 max( A[0], B[M/2 - 2] ),  
 min( A[1], B[M/2 + 1] )  
 );  
 }  
  
 int idxA = ( N - 1 ) / 2;  
 int idxB = ( M - 1 ) / 2;  
  
 /\* if A[idxA] <= B[idxB], then median must exist in  
 A[idxA....] and B[....idxB] \*/  
 if( A[idxA] <= B[idxB] )  
 return findMedianUtil( A + idxA, N / 2 + 1, B, M - idxA );  
  
 /\* if A[idxA] > B[idxB], then median must exist in  
 A[...idxA] and B[idxB....] \*/  
 return findMedianUtil( A, N / 2 + 1, B + idxA, M - idxA );  
}  
  
// A wrapper function around findMedianUtil(). This function makes  
// sure that smaller array is passed as first argument to findMedianUtil  
float findMedian( int A[], int N, int B[], int M )  
{  
 if ( N > M )  
 return findMedianUtil( B, M, A, N );  
  
 return findMedianUtil( A, N, B, M );  
}  
  
// Driver program to test above functions  
int main()  
{  
 int A[] = {900};  
 int B[] = {5, 8, 10, 20};  
  
 int N = sizeof(A) / sizeof(A[0]);  
 int M = sizeof(B) / sizeof(B[0]);  
  
 printf( "%f", findMedian( A, N, B, M ) );  
 return 0;  
}

Output:

10

Time Complexity: O(LogM + LogN)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

Tags: [Divide and Conquer](http://www.geeksforgeeks.org/tag/divide-and-conquer/)

### Source

<http://www.geeksforgeeks.org/median-of-two-sorted-arrays-of-different-sizes/>

# Median of two sorted arrays

*Question:* There are 2 sorted arrays A and B of size n each. Write an algorithm to find the median of the array obtained after merging the above 2 arrays(i.e. array of length 2n). The complexity should be O(log(n))  
   
 *Median:* In probability theory and statistics, a median is described as the number separating the higher half of a sample, a population, or a probability distribution, from the lower half.  
 The median of a finite list of numbers can be found by arranging all the numbers from lowest value to highest value and picking the middle one.

For getting the median of input array { 12, 11, 15, 10, 20 }, first sort the array. We get { 10, 11, 12, 15, 20 } after sorting. Median is the middle element of the sorted array which is 12.

There are different conventions to take median of an array with even number of elements, one can take the mean of the two middle values, or first middle value, or second middle value.

Let us see different methods to get the median of two sorted arrays of size n each. Since size of the set for which we are looking for median is even (2n), we are taking average of middle two numbers in all below solutions.

**Method 1 (Simply count while Merging)**  
 Use merge procedure of merge sort. Keep track of count while comparing elements of two arrays. If count becomes n(For 2n elements), we have reached the median. Take the average of the elements at indexes n-1 and n in the merged array. See the below implementation.

Implementation:

#include <stdio.h>  
  
/\* This function returns median of ar1[] and ar2[].  
 Assumptions in this function:  
 Both ar1[] and ar2[] are sorted arrays  
 Both have n elements \*/  
int getMedian(int ar1[], int ar2[], int n)  
{  
 int i = 0; /\* Current index of i/p array ar1[] \*/  
 int j = 0; /\* Current index of i/p array ar2[] \*/  
 int count;  
 int m1 = -1, m2 = -1;  
  
 /\* Since there are 2n elements, median will be average  
 of elements at index n-1 and n in the array obtained after  
 merging ar1 and ar2 \*/  
 for (count = 0; count <= n; count++)  
 {  
 /\*Below is to handle case where all elements of ar1[] are  
 smaller than smallest(or first) element of ar2[]\*/  
 if (i == n)  
 {  
 m1 = m2;  
 m2 = ar2[0];  
 break;  
 }  
  
 /\*Below is to handle case where all elements of ar2[] are  
 smaller than smallest(or first) element of ar1[]\*/  
 else if (j == n)  
 {  
 m1 = m2;  
 m2 = ar1[0];  
 break;  
 }  
  
 if (ar1[i] < ar2[j])  
 {  
 m1 = m2; /\* Store the prev median \*/  
 m2 = ar1[i];  
 i++;  
 }  
 else  
 {  
 m1 = m2; /\* Store the prev median \*/  
 m2 = ar2[j];  
 j++;  
 }  
 }  
  
 return (m1 + m2)/2;  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int ar1[] = {1, 12, 15, 26, 38};  
 int ar2[] = {2, 13, 17, 30, 45};  
  
 int n1 = sizeof(ar1)/sizeof(ar1[0]);  
 int n2 = sizeof(ar2)/sizeof(ar2[0]);  
 if (n1 == n2)  
 printf("Median is %d", getMedian(ar1, ar2, n1));  
 else  
 printf("Doesn't work for arrays of unequal size");  
 getchar();  
 return 0;  
}

Time Complexity: O(n)

**Method 2 (By comparing the medians of two arrays)**  
 This method works by first getting medians of the two sorted arrays and then comparing them.

Let ar1 and ar2 be the input arrays.

Algorithm:

1) Calculate the medians m1 and m2 of the input arrays ar1[]   
 and ar2[] respectively.  
2) If m1 and m2 both are equal then we are done.  
 return m1 (or m2)  
3) If m1 is greater than m2, then median is present in one   
 of the below two subarrays.  
 a) From first element of ar1 to m1 (ar1[0...|\_n/2\_|])  
 b) From m2 to last element of ar2 (ar2[|\_n/2\_|...n-1])  
4) If m2 is greater than m1, then median is present in one   
 of the below two subarrays.  
 a) From m1 to last element of ar1 (ar1[|\_n/2\_|...n-1])  
 b) From first element of ar2 to m2 (ar2[0...|\_n/2\_|])  
5) Repeat the above process until size of both the subarrays   
 becomes 2.  
6) If size of the two arrays is 2 then use below formula to get   
 the median.  
 Median = (max(ar1[0], ar2[0]) + min(ar1[1], ar2[1]))/2

Example:

ar1[] = {1, 12, 15, 26, 38}  
 ar2[] = {2, 13, 17, 30, 45}

For above two arrays m1 = 15 and m2 = 17

For the above ar1[] and ar2[], m1 is smaller than m2. So median is present in one of the following two subarrays.

[15, 26, 38] and [2, 13, 17]

Let us repeat the process for above two subarrays:

m1 = 26 m2 = 13.

m1 is greater than m2. So the subarrays become

[15, 26] and [13, 17]  
Now size is 2, so median = (max(ar1[0], ar2[0]) + min(ar1[1], ar2[1]))/2  
 = (max(15, 13) + min(26, 17))/2   
 = (15 + 17)/2  
 = 16

Implementation:

#include<stdio.h>  
  
int max(int, int); /\* to get maximum of two integers \*/  
int min(int, int); /\* to get minimum of two integeres \*/  
int median(int [], int); /\* to get median of a sorted array \*/  
  
/\* This function returns median of ar1[] and ar2[].  
 Assumptions in this function:  
 Both ar1[] and ar2[] are sorted arrays  
 Both have n elements \*/  
int getMedian(int ar1[], int ar2[], int n)  
{  
 int m1; /\* For median of ar1 \*/  
 int m2; /\* For median of ar2 \*/  
  
 /\* return -1 for invalid input \*/  
 if (n <= 0)  
 return -1;  
  
 if (n == 1)  
 return (ar1[0] + ar2[0])/2;  
  
 if (n == 2)  
 return (max(ar1[0], ar2[0]) + min(ar1[1], ar2[1])) / 2;  
  
 m1 = median(ar1, n); /\* get the median of the first array \*/  
 m2 = median(ar2, n); /\* get the median of the second array \*/  
  
 /\* If medians are equal then return either m1 or m2 \*/  
 if (m1 == m2)  
 return m1;  
  
 /\* if m1 < m2 then median must exist in ar1[m1....] and ar2[....m2] \*/  
 if (m1 < m2)  
 {  
 if (n % 2 == 0)  
 return getMedian(ar1 + n/2 - 1, ar2, n - n/2 +1);  
 else  
 return getMedian(ar1 + n/2, ar2, n - n/2);  
 }  
  
 /\* if m1 > m2 then median must exist in ar1[....m1] and ar2[m2...] \*/  
 else  
 {  
 if (n % 2 == 0)  
 return getMedian(ar2 + n/2 - 1, ar1, n - n/2 + 1);  
 else  
 return getMedian(ar2 + n/2, ar1, n - n/2);  
 }  
}  
  
/\* Function to get median of a sorted array \*/  
int median(int arr[], int n)  
{  
 if (n%2 == 0)  
 return (arr[n/2] + arr[n/2-1])/2;  
 else  
 return arr[n/2];  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int ar1[] = {1, 2, 3, 6};  
 int ar2[] = {4, 6, 8, 10};  
 int n1 = sizeof(ar1)/sizeof(ar1[0]);  
 int n2 = sizeof(ar2)/sizeof(ar2[0]);  
 if (n1 == n2)  
 printf("Median is %d", getMedian(ar1, ar2, n1));  
 else  
 printf("Doesn't work for arrays of unequal size");  
  
 getchar();  
 return 0;  
}  
  
/\* Utility functions \*/  
int max(int x, int y)  
{  
 return x > y? x : y;  
}  
  
int min(int x, int y)  
{  
 return x > y? y : x;  
}

Time Complexity: O(logn)  
 Algorithmic Paradigm: Divide and Conquer  
  
  
 **Method 3 (By doing binary search for the median):**  
 The basic idea is that if you are given two arrays ar1[] and ar2[] and know the length of each, you can check whether an element ar1[i] is the median in constant time. Suppose that the median is ar1[i]. Since the array is sorted, it is greater than exactly i values in array ar1[]. Then if it is the median, it is also greater than exactly j = n – i – 1 elements in ar2[].  
 It requires constant time to check if ar2[j]

For two arrays ar1 and ar2, first do binary search in ar1[]. If you reach at the end (left or right) of the first array and don't find median, start searching in the second array ar2[].

1) Get the middle element of ar1[] using array indexes left and right.   
 Let index of the middle element be i.  
2) Calculate the corresponding index j of ar2[]  
 j = n – i – 1   
3) If ar1[i] >= ar2[j] and ar1[i]   
Example:  
  
 ar1[] = {1, 5, 7, 10, 13}  
 ar2[] = {11, 15, 23, 30, 45}

Middle element of ar1[] is 7. Let us compare 7 with 23 and 30, since 7 smaller than both 23 and 30, move to right in ar1[]. Do binary search in {10, 13}, this step will pick 10. Now compare 10 with 15 and 23. Since 10 is smaller than both 15 and 23, again move to right. Only 13 is there in right side now. Since 13 is greater than 11 and smaller than 15, terminate here. We have got the median as 12 (average of 11 and 13)

Implementation:

#include<stdio.h>  
  
int getMedianRec(int ar1[], int ar2[], int left, int right, int n);  
  
/\* This function returns median of ar1[] and ar2[].  
 Assumptions in this function:  
 Both ar1[] and ar2[] are sorted arrays  
 Both have n elements \*/  
int getMedian(int ar1[], int ar2[], int n)  
{  
 return getMedianRec(ar1, ar2, 0, n-1, n);  
}  
  
/\* A recursive function to get the median of ar1[] and ar2[]  
 using binary search \*/  
int getMedianRec(int ar1[], int ar2[], int left, int right, int n)  
{  
 int i, j;  
  
 /\* We have reached at the end (left or right) of ar1[] \*/  
 if (left > right)  
 return getMedianRec(ar2, ar1, 0, n-1, n);  
  
 i = (left + right)/2;  
 j = n - i - 1; /\* Index of ar2[] \*/  
  
 /\* Recursion terminates here.\*/  
 if (ar1[i] > ar2[j] && (j == n-1 || ar1[i] <= ar2[j+1]))  
 {  
 /\* ar1[i] is decided as median 2, now select the median 1  
 (element just before ar1[i] in merged array) to get the  
 average of both\*/  
 if (i == 0 || ar2[j] > ar1[i-1])  
 return (ar1[i] + ar2[j])/2;  
 else  
 return (ar1[i] + ar1[i-1])/2;  
 }  
  
 /\*Search in left half of ar1[]\*/  
 else if (ar1[i] > ar2[j] && j != n-1 && ar1[i] > ar2[j+1])  
 return getMedianRec(ar1, ar2, left, i-1, n);  
  
 /\*Search in right half of ar1[]\*/  
 else /\* ar1[i] is smaller than both ar2[j] and ar2[j+1]\*/  
 return getMedianRec(ar1, ar2, i+1, right, n);  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int ar1[] = {1, 12, 15, 26, 38};  
 int ar2[] = {2, 13, 17, 30, 45};  
 int n1 = sizeof(ar1)/sizeof(ar1[0]);  
 int n2 = sizeof(ar2)/sizeof(ar2[0]);  
 if (n1 == n2)  
 printf("Median is %d", getMedian(ar1, ar2, n1));  
 else  
 printf("Doesn't work for arrays of unequal size");  
  
 getchar();  
 return 0;  
}

Time Complexity: O(logn)  
 Algorithmic Paradigm: Divide and Conquer

The above solutions can be optimized for the cases when all elements of one array are smaller than all elements of other array. For example, in method 3, we can change the getMedian() function to following so that these cases can be handled in O(1) time. Thanks to [nutcracker](http://www.geeksforgeeks.org/archives/2105/comment-page-1#comment-2729) for suggesting this optimization.

/\* This function returns median of ar1[] and ar2[].  
 Assumptions in this function:  
 Both ar1[] and ar2[] are sorted arrays  
 Both have n elements \*/  
int getMedian(int ar1[], int ar2[], int n)  
{  
 // If all elements of array 1 are smaller then  
 // median is average of last element of ar1 and  
 // first element of ar2  
 if (ar1[n-1] < ar2[0])  
 return (ar1[n-1]+ar2[0])/2;  
  
 // If all elements of array 1 are smaller then  
 // median is average of first element of ar1 and  
 // last element of ar2  
 if (ar2[n-1] < ar1[0])  
 return (ar2[n-1]+ar1[0])/2;  
  
 return getMedianRec(ar1, ar2, 0, n-1, n);  
}

**References:**  
 <http://en.wikipedia.org/wiki/Median>

[http://ocw.alfaisal.edu/NR/rdonlyres/Electrical-Engineering-and-Computer-Science/6-046JFall-2005/30C68118-E436-4FE3-8C79-6BAFBB07D935/0/ps9sol.pdf ds3etph5wn](http://ocw.alfaisal.edu/NR/rdonlyres/Electrical-Engineering-and-Computer-Science/6-046JFall-2005/30C68118-E436-4FE3-8C79-6BAFBB07D935/0/ps9sol.pdf)

Asked by Snehal

Please write comments if you find the above codes/algorithms incorrect, or find other ways to solve the same problem.

Tags: [Divide and Conquer](http://www.geeksforgeeks.org/tag/divide-and-conquer/)

### Source

<http://www.geeksforgeeks.org/median-of-two-sorted-arrays/>

# Merge k sorted arrays | Set 1

Given k sorted arrays of size n each, merge them and print the sorted output.

Example:

Input:  
k = 3, n = 4  
arr[][] = { {1, 3, 5, 7},  
 {2, 4, 6, 8},  
 {0, 9, 10, 11}} ;  
  
Output: 0 1 2 3 4 5 6 7 8 9 10 11

A simple solution is to create an output array of size n\*k and one by one copy all arrays to it. Finally, sort the output array using any O(nLogn) sorting algorithm. This approach takes O(nkLognk) time.

We can merge arrays in O(nk\*Logk) time using Min Heap. Following is detailed algorithm.

**1.** Create an output array of size n\*k.  
 **2.** Create a min heap of size k and insert 1st element in all the arrays into a the heap  
 **3.** Repeat following steps n\*k times.  
      **a)** Get minimum element from heap (minimum is always at root) and store it in output array.  
      **b)** Replace heap root with next element from the array from which the element is extracted. If the array doesn’t have any more elements, then replace root with infinite. After replacing the root, heapify the tree.

Following is C++ implementation of the above algorithm.

// C++ program to merge k sorted arrays of size n each.  
#include<iostream>  
#include<limits.h>  
using namespace std;  
  
#define n 4  
  
// A min heap node  
struct MinHeapNode  
{  
 int element; // The element to be stored  
 int i; // index of the array from which the element is taken  
 int j; // index of the next element to be picked from array  
};  
  
// Prototype of a utility function to swap two min heap nodes  
void swap(MinHeapNode \*x, MinHeapNode \*y);  
  
// A class for Min Heap  
class MinHeap  
{  
 MinHeapNode \*harr; // pointer to array of elements in heap  
 int heap\_size; // size of min heap  
public:  
 // Constructor: creates a min heap of given size  
 MinHeap(MinHeapNode a[], int size);  
  
 // to heapify a subtree with root at given index  
 void MinHeapify(int );  
  
 // to get index of left child of node at index i  
 int left(int i) { return (2\*i + 1); }  
  
 // to get index of right child of node at index i  
 int right(int i) { return (2\*i + 2); }  
  
 // to get the root  
 MinHeapNode getMin() { return harr[0]; }  
  
 // to replace root with new node x and heapify() new root  
 void replaceMin(MinHeapNode x) { harr[0] = x; MinHeapify(0); }  
};  
  
// This function takes an array of arrays as an argument and  
// All arrays are assumed to be sorted. It merges them together  
// and prints the final sorted output.  
int \*mergeKArrays(int arr[][n], int k)  
{  
 int \*output = new int[n\*k]; // To store output array  
  
 // Create a min heap with k heap nodes. Every heap node  
 // has first element of an array  
 MinHeapNode \*harr = new MinHeapNode[k];  
 for (int i = 0; i < k; i++)  
 {  
 harr[i].element = arr[i][0]; // Store the first element  
 harr[i].i = i; // index of array  
 harr[i].j = 1; // Index of next element to be stored from array  
 }  
 MinHeap hp(harr, k); // Create the heap  
  
 // Now one by one get the minimum element from min  
 // heap and replace it with next element of its array  
 for (int count = 0; count < n\*k; count++)  
 {  
 // Get the minimum element and store it in output  
 MinHeapNode root = hp.getMin();  
 output[count] = root.element;  
  
 // Find the next elelement that will replace current  
 // root of heap. The next element belongs to same  
 // array as the current root.  
 if (root.j < n)  
 {  
 root.element = arr[root.i][root.j];  
 root.j += 1;  
 }  
 // If root was the last element of its array  
 else root.element = INT\_MAX; //INT\_MAX is for infinite  
  
 // Replace root with next element of array  
 hp.replaceMin(root);  
 }  
  
 return output;  
}  
  
// FOLLOWING ARE IMPLEMENTATIONS OF STANDARD MIN HEAP METHODS  
// FROM CORMEN BOOK  
// Constructor: Builds a heap from a given array a[] of given size  
MinHeap::MinHeap(MinHeapNode a[], int size)  
{  
 heap\_size = size;  
 harr = a; // store address of array  
 int i = (heap\_size - 1)/2;  
 while (i >= 0)  
 {  
 MinHeapify(i);  
 i--;  
 }  
}  
  
// A recursive method to heapify a subtree with root at given index  
// This method assumes that the subtrees are already heapified  
void MinHeap::MinHeapify(int i)  
{  
 int l = left(i);  
 int r = right(i);  
 int smallest = i;  
 if (l < heap\_size && harr[l].element < harr[i].element)  
 smallest = l;  
 if (r < heap\_size && harr[r].element < harr[smallest].element)  
 smallest = r;  
 if (smallest != i)  
 {  
 swap(&harr[i], &harr[smallest]);  
 MinHeapify(smallest);  
 }  
}  
  
// A utility function to swap two elements  
void swap(MinHeapNode \*x, MinHeapNode \*y)  
{  
 MinHeapNode temp = \*x; \*x = \*y; \*y = temp;  
}  
  
// A utility function to print array elements  
void printArray(int arr[], int size)  
{  
 for (int i=0; i < size; i++)  
 cout << arr[i] << " ";  
}  
  
// Driver program to test above functions  
int main()  
{  
 // Change n at the top to change number of elements  
 // in an array  
 int arr[][n] = {{2, 6, 12, 34},  
 {1, 9, 20, 1000},  
 {23, 34, 90, 2000}};  
 int k = sizeof(arr)/sizeof(arr[0]);  
  
 int \*output = mergeKArrays(arr, k);  
  
 cout << "Merged array is " << endl;  
 printArray(output, n\*k);  
  
 return 0;  
}

Output:

Merged array is  
1 2 6 9 12 20 23 34 34 90 1000 2000

**Time Complexity:** The main step is 3rd step, the loop runs n\*k times. In every iteration of loop, we call heapify which takes O(Logk) time. Therefore, the time complexity is O(nk Logk).

There are other interesting methods to merge k sorted arrays in O(nkLogk), we will sonn be discussing them as separate posts.

Thanks to [vignesh](http://www.linkedin.com/in/vignesh4430)for suggesting this problem and initial solution. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/merge-k-sorted-arrays/>

# Merge an array of size n into another array of size m+n

Asked by Binod  
 **Question:**  
 There are two sorted arrays. First one is of size m+n containing only m elements. Another one is of size n and contains n elements. Merge these two arrays into the first array of size m+n such that the output is sorted.  
   
 Input: array with m+n elements (mPlusN[]).  
 ![MergemPlusN](data:image/gif;base64,R0lGODlhLAFCAHAAACwAAAAALAFCAIcAAAAEAAAIBAQMCAgMDAwQDAgQDAwYEBAcFBQgFBQcGBgkGBgkHBgoHBwsHBwkICAsIBwsICAwJCAwJCQ4LCxELCxEMCxMNDQ8PDxVODhERERIRERhQEBhREBMTExtSEhVVVVxTExdXV19WVWJXVmJYV1tbW2VaWV9fX2hcW2ueXWNjY26gX2+hYHGiYWdnZ2hoaHSkYmlpaXalZGurq6ysrK+vr7W1tbe3t7m5ub///8AAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAAI/wB1CBxIsKDBgwgTKlzIsKHDhxAjSpxIsaLFixgzatzIsaPHjyBDihxJsqTJkyhTqlzJsqXLlzBjypxJs6bNmzhz6tzJs6fPn0CDCh1KtKjRo0iTKl3KVCkOG1CjSp1KtarVqTJWyLjKtetVGFq9ihULdgWNsWi/mk3L1urZtnCn5ohLF+qNBxMo6N3Lt6/fv4D5FlgAIbDhw4EHEEbMmLFiBxEaSw4cAPLky38PGMDMuS+BDQw6i6YgQEGLGahTq17NurVr1QdOv55N+3Xs2rhz387NezaA3sBfZ7gQvPhqChtIGF8+A4Bp5sF3Q+ctfXrt6tZp/87Oezh33siVf//H7Vz2eNvmz7fGrj41+/aot8Nv7X1+6/D2W5fPDzt9/vftAdiefPyhVl+BqOGHYHzPISigeg+OF+F4BBZ4IIIKLrifg/7ZNyF3H3JXIX8XFpghghsWGGJ2K07X4nQj5lcifycWmCJ/L0KX43I7LhejfTPmVyN/N/7X4Xw9FpdkcT/OF6R9Q+ZXpIdHwrckcFcC1yR8T84XpX1TIlllgGOel2VvW7bXJXxfzhemlWWaGed3Z/KWpnprttcmfG+SuWCduAFK3oIGEkfongM2yFsKFiSQgAUpYDmmoyyspkICKqzmqAvXzZkaCxKEKmqolQZa5aUSsBZCAqxtWluTqKr/yqqmCXBaW56quYDpaiNIkIAEJ+TWJqWW7qpaoyXk1mdrJwBgQQghSABAsNRNCkCqqqkAQKaplQBAAhl0yhuoo0pbq26nAgBAB6utupq34L76mrbrtjtrt9+Ge6uhtcUgLbeohQBABiFkAECytQ17raXb5uootq8qiluoqv3am4AJqBtCtg2nZoEEGdyL3nLeImyqa9pmHGlq7h4LssiuwfotACsHDPPHIeOG6wwpZNzxDLrqO0POCSf3ms8bp6YtwDOsOgLN5ElMm79Jo9YBzLRhHGoCpc6wdGq6dpDCwVl72lrQF6cbMsRNixz22CbHPO/AFrPsdgJik00brk9b/2AwwE93rW3Nrw27teA/z2BxvBGb7ZqvaR8tAQt1e/3zqpxW7lqPjcYQeWvahvA0uzarhrnibOs3t+j1lm535qnTx+9rJSQrMMBEp5ZA1YUb7dqvlEP8NWpwD421flL31izp6EreNABJD6+4BVYD0PV6jqs2Nu8ngw79DBZA3XbF1M/QgfW+rQ6++C2j9mj118vO2+2pQV6x0L2L15rFAkf/M9FjG0HjjBOrz+0PW76q1PCKBzTGbS57Hjte2VD2PV1hq30MRNtrZLYxC7qOZ3rToHBmRxv6ocZ+uosdawx3Qq5ZDmAO1FzMkoebEsiwewdETfBeaKAEpEAFQEQh9v+CE7bopCtpoxtfD38YRAnGR30zSGL7QsZEFQhRfrkx4Qyu+D7asHAGOxyet0YARBUYjHDIg2AUF2ZE5wUMesNzlBwdBQABPjA4AosfDhlWtfCloH1zlGMdNwjF9f3xXoGkox1ds7M3AqxRmuLefXyXwzeGYHjmmqOztEPD2RgMfwZsFdt85a1MPY1aqInBDd2jxis2z3tVs+DVUHNK1ahShU+kYCx/Ncs1onIGt/QkCWejxdOhRluLzJ8bW1hKMLYugraaYfYEBspQaoptlMtYplx5xjsCx4HWVNr3UvM0R7WQNd1UnS5VU85ZcVN8WMSNFlmgt7ZFU5m/wyYdM3X/vvh5S5KqWdZqdLU7aBk0nClsl7pUQE/mpWZs1UTNi0KnpCOuJnysaihrICq3dR7rW850KPEGNsL5JQ5ZaxSpa77IsoWibn9ObE4nWzOCRJqzWkcrn2p8ZUYXssZX92QlcC7FNJyCbncDNWfI9LjFc7EGVkh1GKuW2hqgMnKYr1lVURvlqIhOUn+t0mn9MGXDZKYmZHFbjUAlpEbmCGqCKCLU0LAKHBeoIKizQZR61kqntvLIrxXVkFwb+R29noevIAJsYFWk2ODc6TyE5Y5hKTRTCDVWUhwSLKEim53JfgexLLosQv0U183S1UuURFFl5fQn0b7SRoM9LZtSa6PV/7K1tZkt7YI4ax3Pisi2fcUtYzW7W9nqibZEAm5ihYsj1yortnL1bXZAa523wrW5xEUQb6cjXetQ10XO3SOVsmsh46qnuzBSbmiZayTyksi850EvdL6ro/CKa7i61S58xyNf5tDXrfa9bnvzW97oIldK6q1ugGdj3ZER+L0GBmttF+xg/GL3wTLab2EPDCYFcOADIA6xiEdM4hKbWMQG+PCJV8ziE6e4xTCO8YtjTOMVA6DGOD5xAxaQ4x6PGAEbqICPh/wBALwABUhOspKXzOQmO3nJHsAACJ5M5So/OcpTtrKWrRxlKW/5y0/WgJfBTGYmm0AEZU4zk2ug5jYjeTAFTYmznOdM5zrb+c54zrOe98znPvv5z4AOtKAHTehCG/rQiE60ohfN6EY7+tEoCQgAOw==)NA => Value is not filled/available in array mPlusN[]. There should be n such array blocks.

Input: array with n elements (N[]).  
 ![MergeN](data:image/gif;base64,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)

Output: N[] merged into mPlusN[] (Modified mPlusN[])  
 ![MergemPlusN_Res](data:image/gif;base64,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)

**Algorithm:**

Let first array be mPlusN[] and other array be N[]  
1) Move m elements of mPlusN[] to end.  
2) Start from nth element of mPlusN[] and 0th element of N[] and merge them   
 into mPlusN[].

**Implementation:**

#include <stdio.h>  
  
/\* Assuming -1 is filled for the places where element  
 is not available \*/  
#define NA -1  
  
/\* Function to move m elements at the end of array mPlusN[] \*/  
void moveToEnd(int mPlusN[], int size)  
{  
 int i = 0, j = size - 1;  
 for (i = size-1; i >= 0; i--)  
 if (mPlusN[i] != NA)  
 {  
 mPlusN[j] = mPlusN[i];  
 j--;  
 }  
}  
  
/\* Merges array N[] of size n into array mPlusN[]  
 of size m+n\*/  
int merge(int mPlusN[], int N[], int m, int n)  
{  
 int i = n; /\* Current index of i/p part of mPlusN[]\*/  
 int j = 0; /\* Current index of N[]\*/  
 int k = 0; /\* Current index of of output mPlusN[]\*/  
 while (k < (m+n))  
 {  
 /\* Take an element from mPlusN[] if  
 a) value of the picked element is smaller and we have  
 not reached end of it  
 b) We have reached end of N[] \*/  
 if ((i < (m+n) && mPlusN[i] <= N[j]) || (j == n))  
 {  
 mPlusN[k] = mPlusN[i];  
 k++;  
 i++;  
 }  
 else // Otherwise take emenet from N[]  
 {  
 mPlusN[k] = N[j];  
 k++;  
 j++;  
 }  
 }  
}  
  
/\* Utility that prints out an array on a line \*/  
void printArray(int arr[], int size)  
{  
 int i;  
 for (i=0; i < size; i++)  
 printf("%d ", arr[i]);  
  
 printf("\n");  
}  
  
/\* Driver function to test above functions \*/  
int main()  
{  
 /\* Initialize arrays \*/  
 int mPlusN[] = {2, 8, NA, NA, NA, 13, NA, 15, 20};  
 int N[] = {5, 7, 9, 25};  
 int n = sizeof(N)/sizeof(N[0]);  
 int m = sizeof(mPlusN)/sizeof(mPlusN[0]) - n;  
  
 /\*Move the m elements at the end of mPlusN\*/  
 moveToEnd(mPlusN, m+n);  
  
 /\*Merge N[] into mPlusN[] \*/  
 merge(mPlusN, N, m, n);  
  
 /\* Print the resultant mPlusN \*/  
 printArray(mPlusN, m+n);  
  
 return 0;  
}

Output:

2 5 7 8 9 13 15 20 25

**Time Complexity:** O(m+n)

Please write comment if you find any bug in the above program or a better way to solve the same problem.

Tags: [array](http://www.geeksforgeeks.org/tag/array/)

### Source

<http://www.geeksforgeeks.org/merge-one-array-of-size-n-into-another-one-of-size-mn/>

# Merge Overlapping Intervals

Given a set of time intervals in any order, merge all overlapping intervals into one and output the result which should have only mutually exclusive intervals. Let the intervals be represented as pairs of integers for simplicity.   
 For example, let the given set of intervals be {{1,3}, {2,4}, {5,7}, {6,8} }. The intervals {1,3} and {2,4} overlap with each other, so they should be merged and become {1, 4}. Similarly {5, 7} and {6, 8} should be merged and become {5, 8}

Write a function which produces the set of merged intervals for the given set of intervals.

A **simple approach** is to start from the first interval and compare it with all other intervals for overlapping, if it overlaps with any other interval, then remove the other interval from list and merge the other into the first interval. Repeat the same steps for remaining intervals after first. This approach cannot be implemented in better than O(n^2) time.

An **efficient approach** is to first sort the intervals according to starting time. Once we have the sorted intervals, we can combine all intervals in a linear traversal. The idea is, in sorted array of intervals, if interval[i] doesn’t overlap with interval[i-1], then interval[i+1] cannot overlap with interval[i-1] because starting time of interval[i+1] must be greater than or equal to interval[i]. Following is the detailed step by step algorithm.

**1.** Sort the intervals based on increasing order of starting time.  
 **2.** Push the first interval on to a stack.  
 **3.** For each interval do the following  
 ……..**a.** If the current interval does not overlap with the stack top, push it.  
 ……..**b.** If the current interval overlaps with stack top and ending time of current interval is more than that of stack top, update stack top with the ending time of current interval.  
 **4.** At the end stack contains the merged intervals.

Below is a C++ implementation of the above approach.

// A C++ program for merging overlapping intervals  
#include <iostream>  
#include <vector>  
#include <algorithm>  
#include <stack>  
using namespace std;  
  
// An interval has start time and end time  
struct Interval  
{  
 int start;  
 int end;  
};  
  
// Compares two intervals according to their staring time.  
// This is needed for sorting the intervals using library  
// function std::sort(). See http://goo.gl/iGspV  
bool compareInterval(Interval i1, Interval i2)  
{ return (i1.start < i2.start)? true: false; }  
  
// The main function that takes a set of intervals, merges  
// overlapping intervals and prints the result  
void mergeIntervals(vector<Interval>& intervals)  
{  
 // Test if the given set has at least one interval  
 if (intervals.size() <= 0)  
 return;  
  
 // Create an empty stack of intervals  
 stack<Interval> s;  
  
 // sort the intervals based on start time  
 sort(intervals.begin(), intervals.end(), compareInterval);  
  
 // push the first interval to stack  
 s.push(intervals[0]);  
  
 // Start from the next interval and merge if necessary  
 for (int i = 1 ; i < intervals.size(); i++)  
 {  
 // get interval from stack top  
 Interval top = s.top();  
  
 // if current interval is not overlapping with stack top,  
 // push it to the stack  
 if (top.end < intervals[i].start)  
 {  
 s.push( intervals[i] );  
 }  
 // Otherwise update the ending time of top if ending of current   
 // interval is more  
 else if (top.end < intervals[i].end)  
 {  
 top.end = intervals[i].end;  
 s.pop();  
 s.push(top);  
 }  
 }  
  
 // Print contents of stack  
 cout << "\n The Merged Intervals are: ";  
 while (!s.empty())  
 {  
 Interval t = s.top();  
 cout << "[" << t.start << "," << t.end << "]" << " ";  
 s.pop();  
 }  
  
 return;  
}  
  
// Functions to run test cases  
void TestCase1()  
{  
 // Create a set of intervals  
 Interval intvls[] = { {6,8}, {1,9}, {2,4}, {4,7} };  
 vector<Interval> intervals(intvls, intvls+4);  
  
 // Merge overlapping inervals and print result  
 mergeIntervals(intervals);  
}  
void TestCase2()  
{  
 // Create a set of intervals  
 Interval intvls[] = { {6,8},{1,3},{2,4},{4,7} };  
 vector<Interval> intervals(intvls, intvls+4);  
  
 // Merge overlapping inervals and print result  
 mergeIntervals(intervals);  
}  
void TestCase3()  
{  
 // Create a set of intervals  
 Interval intvls[] = { {1,3},{7,9},{4,6},{10,13} };  
 vector<Interval> intervals(intvls, intvls+4);  
  
 // Merge overlapping inervals and print result  
 mergeIntervals(intervals);  
}  
  
// Driver program to test above functions  
int main()  
{  
 TestCase1();  
 TestCase2();  
 TestCase3();  
 return 0;  
}

Output:

The Merged Intervals are: [1,9]  
 The Merged Intervals are: [1,8]  
 The Merged Intervals are: [10,13] [7,9] [4,6] [1,3]

Time complexity of the method is O(nLogn) which is for sorting. Once the array of intervals is sorted, merging takes linear time.

This article is compiled by Ravi Chandra Enaganti. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

Tags: [stack](http://www.geeksforgeeks.org/tag/stack/)

### Source

<http://www.geeksforgeeks.org/merging-intervals/>

# Smallest subarray with sum greater than a given value

Given an array of integers and a number x, find the smallest subarray with sum greater than the given value.

Examples:  
arr[] = {1, 4, 45, 6, 0, 19}  
 x = 51  
Output: 3  
Minimum length subarray is {4, 45, 6}  
  
arr[] = {1, 10, 5, 2, 7}  
 x = 9  
Output: 1  
Minimum length subarray is {10}  
  
arr[] = {1, 11, 100, 1, 0, 200, 3, 2, 1, 250}  
 x = 280  
Output: 4  
Minimum length subarray is {100, 1, 0, 200}

A **simple solution** is to use two nested loops. The outer loop picks a starting element, the inner loop considers all elements (on right side of current start) as ending element. Whenever sum of elements between current start and end becomes more than the given number, update the result if current length is smaller than the smallest length so far.  
 Following is C++ implementation of simple approach.

# include <iostream>  
using namespace std;  
  
// Returns length of smallest subarray with sum greater than x.  
// If there is no subarray with given sum, then returns n+1  
int smallestSubWithSum(int arr[], int n, int x)  
{  
 // Initilize length of smallest subarray as n+1  
 int min\_len = n + 1;  
  
 // Pick every element as starting point  
 for (int start=0; start<n; start++)  
 {  
 // Initialize sum starting with current start  
 int curr\_sum = arr[start];  
  
 // If first element itself is greater  
 if (curr\_sum > x) return 1;  
  
 // Try different ending points for curremt start  
 for (int end=start+1; end<n; end++)  
 {  
 // add last element to current sum  
 curr\_sum += arr[end];  
  
 // If sum becomes more than x and length of  
 // this subarray is smaller than current smallest  
 // length, update the smallest length (or result)  
 if (curr\_sum > x && (end - start + 1) < min\_len)  
 min\_len = (end - start + 1);  
 }  
 }  
 return min\_len;  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int arr1[] = {1, 4, 45, 6, 10, 19};  
 int x = 51;  
 int n1 = sizeof(arr1)/sizeof(arr1[0]);  
 cout << smallestSubWithSum(arr1, n1, x) << endl;  
  
 int arr2[] = {1, 10, 5, 2, 7};  
 int n2 = sizeof(arr2)/sizeof(arr2[0]);  
 x = 9;  
 cout << smallestSubWithSum(arr2, n2, x) << endl;  
  
 int arr3[] = {1, 11, 100, 1, 0, 200, 3, 2, 1, 250};  
 int n3 = sizeof(arr3)/sizeof(arr3[0]);  
 x = 280;  
 cout << smallestSubWithSum(arr3, n3, x) << endl;  
  
 return 0;  
}

Output:

3  
1  
4

Time Complexity: Time complexity of the above approach is clearly O(n2).

**Efficient Solution:** This problem can be solved in **O(n) time** using the idea used in [this](http://www.geeksforgeeks.org/find-subarray-with-given-sum/)post. Thanks to Ankit and Nitin for suggesting this optimized solution.

// O(n) solution for finding smallest subarray with sum  
// greater than x  
#include <iostream>  
using namespace std;  
  
// Returns length of smallest subarray with sum greater than x.  
// If there is no subarray with given sum, then returns n+1  
int smallestSubWithSum(int arr[], int n, int x)  
{  
 // Initialize current sum and minimum length  
 int curr\_sum = 0, min\_len = n+1;  
  
 // Initialize starting and ending indexes  
 int start = 0, end = 0;  
 while (end < n)  
 {  
 // Keep adding array elements while current sum  
 // is smaller than x  
 while (curr\_sum <= x && end < n)  
 curr\_sum += arr[end++];  
  
 // If current sum becomes greater than x.  
 while (curr\_sum > x && start < n)  
 {  
 // Update minimum length if needed  
 if (end - start < min\_len)  
 min\_len = end - start;  
  
 // remove starting elements  
 curr\_sum -= arr[start++];  
 }  
 }  
 return min\_len;  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int arr1[] = {1, 4, 45, 6, 10, 19};  
 int x = 51;  
 int n1 = sizeof(arr1)/sizeof(arr1[0]);  
 cout << smallestSubWithSum(arr1, n1, x) << endl;  
  
 int arr2[] = {1, 10, 5, 2, 7};  
 int n2 = sizeof(arr2)/sizeof(arr2[0]);  
 x = 9;  
 cout << smallestSubWithSum(arr2, n2, x) << endl;  
  
 int arr3[] = {1, 11, 100, 1, 0, 200, 3, 2, 1, 250};  
 int n3 = sizeof(arr3)/sizeof(arr3[0]);  
 x = 280;  
 cout << smallestSubWithSum(arr3, n3, x);  
  
 return 0;  
}

Output:

3  
1  
4

This article is contributed by **Rahul Jain**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/minimum-length-subarray-sum-greater-given-value/>

# Find the Minimum length Unsorted Subarray, sorting which makes the complete array sorted

Given an unsorted array arr[0..n-1] of size n, find the minimum length subarray arr[s..e] such that sorting this subarray makes the whole array sorted.  
   
 **Examples:**  
 1) If the input array is [10, 12, 20, 30, 25, 40, 32, 31, 35, 50, 60], your program should be able to find that the subarray lies between the indexes 3 and 8.

2) If the input array is [0, 1, 15, 25, 6, 7, 30, 40, 50], your program should be able to find that the subarray lies between the indexes 2 and 5.

**Solution:**  
 **1) Find the candidate unsorted subarray**  
 a) Scan from left to right and find the first element which is greater than the next element. Let *s* be the index of such an element. In the above example 1, *s* is 3 (index of 30).  
 b) Scan from right to left and find the first element (first in right to left order) which is smaller than the next element (next in right to left order). Let *e* be the index of such an element. In the above example 1, e is 7 (index of 31).

**2) Check whether sorting the candidate unsorted subarray makes the complete array sorted or not. If not, then include more elements in the subarray.**  
 a) Find the minimum and maximum values in *arr[s..e]*. Let minimum and maximum values be *min* and *max*. *min* and *max* for [30, 25, 40, 32, 31] are 25 and 40 respectively.  
 b) Find the first element (if there is any) in *arr[0..s-1]* which is greater than *min*, change *s* to index of this element. There is no such element in above example 1.  
 c) Find the last element (if there is any) in *arr[e+1..n-1]* which is smaller than max, change *e* to index of this element. In the above example 1, e is changed to 8 (index of 35)

**3) Print *s* and *e*.**

**Implementation:**

#include<stdio.h>  
   
void printUnsorted(int arr[], int n)  
{  
 int s = 0, e = n-1, i, max, min;   
   
 // step 1(a) of above algo  
 for (s = 0; s < n-1; s++)  
 {  
 if (arr[s] > arr[s+1])  
 break;  
 }  
 if (s == n-1)  
 {  
 printf("The complete array is sorted");  
 return;  
 }  
   
 // step 1(b) of above algo  
 for(e = n - 1; e > 0; e--)  
 {  
 if(arr[e] < arr[e-1])  
 break;  
 }  
   
 // step 2(a) of above algo  
 max = arr[s]; min = arr[s];  
 for(i = s + 1; i <= e; i++)  
 {  
 if(arr[i] > max)  
 max = arr[i];  
 if(arr[i] < min)  
 min = arr[i];  
 }  
   
 // step 2(b) of above algo  
 for( i = 0; i < s; i++)  
 {  
 if(arr[i] > min)  
 {   
 s = i;  
 break;  
 }   
 }   
   
 // step 2(c) of above algo  
 for( i = n -1; i >= e+1; i--)  
 {  
 if(arr[i] < max)  
 {  
 e = i;  
 break;  
 }   
 }   
   
 // step 3 of above algo  
 printf(" The unsorted subarray which makes the given array "  
 " sorted lies between the indees %d and %d", s, e);  
 return;  
}  
   
int main()  
{  
 int arr[] = {10, 12, 20, 30, 25, 40, 32, 31, 35, 50, 60};  
 int arr\_size = sizeof(arr)/sizeof(arr[0]);  
 printUnsorted(arr, arr\_size);  
 getchar();  
 return 0;  
}

**Time Complexity:** O(n)

Please write comments if you find the above code/algorithm incorrect, or find better ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/minimum-length-unsorted-subarray-sorting-which-makes-the-complete-array-sorted/>

# Minimum number of jumps to reach end

Given an array of integers where each element represents the max number of steps that can be made forward from that element. Write a function to return the minimum number of jumps to reach the end of the array (starting from the first element). If an element is 0, then cannot move through that element.

Example:

Input: arr[] = {1, 3, 5, 8, 9, 2, 6, 7, 6, 8, 9}  
Output: 3 (1-> 3 -> 8 ->9)

First element is 1, so can only go to 3. Second element is 3, so can make at most 3 steps eg to 5 or 8 or 9.

**Method 1 (Naive Recursive Approach)**  
 A naive approach is to start from the first element and recursively call for all the elements reachable from first element. The minimum number of jumps to reach end from first can be calculated using minimum number of jumps needed to reach end from the elements reachable from first.

*minJumps(start, end) = Min ( minJumps(k, end) ) for all k reachable from start*

#include <stdio.h>  
#include <limits.h>  
  
// Returns minimum number of jumps to reach arr[h] from arr[l]  
int minJumps(int arr[], int l, int h)  
{  
 // Base case: when source and destination are same  
 if (h == l)  
 return 0;  
  
 // When nothing is reachable from the given source  
 if (arr[l] == 0)  
 return INT\_MAX;  
  
 // Traverse through all the points reachable from arr[l]. Recursively  
 // get the minimum number of jumps needed to reach arr[h] from these  
 // reachable points.  
 int min = INT\_MAX;  
 for (int i = l+1; i <= h && i <= l + arr[l]; i++)  
 {  
 int jumps = minJumps(arr, i, h);  
 if(jumps != INT\_MAX && jumps + 1 < min)  
 min = jumps + 1;  
 }  
  
 return min;  
}  
  
// Driver program to test above function  
int main()  
{  
 int arr[] = {1, 3, 6, 3, 2, 3, 6, 8, 9, 5};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 printf("Minimum number of jumps to reach end is %d ", minJumps(arr, 0, n-1));  
 return 0;  
}

If we trace the execution of this method, we can see that there will be overlapping subproblems. For example, minJumps(3, 9) will be called two times as arr[3] is reachable from arr[1] and arr[2]. So this problem has both properties ([optimal substructure](http://www.geeksforgeeks.org/archives/12819) and [overlapping subproblems](http://www.geeksforgeeks.org/archives/12635)) of Dynamic Programming.

**Method 2 (Dynamic Programming)**  
 In this method, we build a jumps[] array from left to right such that jumps[i] indicates the minimum number of jumps needed to reach arr[i] from arr[0]. Finally, we return jumps[n-1].

#include <stdio.h>  
#include <limits.h>  
  
int min(int x, int y) { return (x < y)? x: y; }  
  
// Returns minimum number of jumps to reach arr[n-1] from arr[0]  
int minJumps(int arr[], int n)  
{  
 int \*jumps = new int[n]; // jumps[n-1] will hold the result  
 int i, j;  
  
 if (n == 0 || arr[0] == 0)  
 return INT\_MAX;  
  
 jumps[0] = 0;  
  
 // Find the minimum number of jumps to reach arr[i]  
 // from arr[0], and assign this value to jumps[i]  
 for (i = 1; i < n; i++)  
 {  
 jumps[i] = INT\_MAX;  
 for (j = 0; j < i; j++)  
 {  
 if (i <= j + arr[j] && jumps[j] != INT\_MAX)  
 {  
 jumps[i] = min(jumps[i], jumps[j] + 1);  
 break;  
 }  
 }  
 }  
 return jumps[n-1];  
}  
  
// Driver program to test above function  
int main()  
{  
 int arr[] = {1, 3, 6, 1, 0, 9};  
 int size = sizeof(arr)/sizeof(int);  
 printf("Minimum number of jumps to reach end is %d ", minJumps(arr,size));  
 return 0;  
}

Output:

Minimum number of jumps to reach end is 3

Thanks to [paras](http://geeksforgeeks.org/forum/topic/amazon-interview-question-for-software-engineerdeveloper-fresher-about-algorithms-arrays-4#post-35887)for suggesting this method.

Time Complexity: O(n^2)

**Method 3 (Dynamic Programming)**  
 In this method, we build jumps[] array from right to left such that jumps[i] indicates the minimum number of jumps needed to reach arr[n-1] from arr[i]. Finally, we return arr[0].

int minJumps(int arr[], int n)  
{  
 int \*jumps = new int[n]; // jumps[0] will hold the result  
 int min;  
  
 // Minimum number of jumps needed to reach last element  
 // from last elements itself is always 0  
 jumps[n-1] = 0;  
  
 int i, j;  
  
 // Start from the second element, move from right to left  
 // and construct the jumps[] array where jumps[i] represents  
 // minimum number of jumps needed to reach arr[m-1] from arr[i]  
 for (i = n-2; i >=0; i--)  
 {  
 // If arr[i] is 0 then arr[n-1] can't be reached from here  
 if (arr[i] == 0)  
 jumps[i] = INT\_MAX;  
  
 // If we can direcly reach to the end point from here then  
 // jumps[i] is 1  
 else if (arr[i] >= n - i - 1)  
 jumps[i] = 1;  
  
 // Otherwise, to find out the minimum number of jumps needed  
 // to reach arr[n-1], check all the points reachable from here  
 // and jumps[] value for those points  
 else  
 {  
 min = INT\_MAX; // initialize min value  
  
 // following loop checks with all reachable points and  
 // takes the minimum  
 for (j = i+1; j < n && j <= arr[i] + i; j++)  
 {  
 if (min > jumps[j])  
 min = jumps[j];  
 }   
  
 // Handle overflow   
 if (min != INT\_MAX)  
 jumps[i] = min + 1;  
 else  
 jumps[i] = min; // or INT\_MAX  
 }  
 }  
  
 return jumps[0];  
}

Time Complexity: O(n^2) in worst case.

Thanks to [Ashish](http://geeksforgeeks.org/forum/topic/amazon-interview-question-for-software-engineerdeveloper-fresher-about-algorithms-arrays-4#post-35863)for suggesting this solution.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)

### Source

<http://www.geeksforgeeks.org/minimum-number-of-jumps-to-reach-end-of-a-given-array/>

# Minimum Number of Platforms Required for a Railway/Bus Station

Given arrival and departure times of all trains that reach a railway station, find the minimum number of platforms required for the railway station so that no train waits.  
 We are given two arrays which represent arrival and departure times of trains that stop

Examples:

Input: arr[] = {9:00, 9:40, 9:50, 11:00, 15:00, 18:00}  
 dep[] = {9:10, 12:00, 11:20, 11:30, 19:00, 20:00}  
Output: 3  
There are at-most three trains at a time (time between 11:00 to 11:20)

**We strongly recommend to minimize your browser and try this yourself first.**  
 We need to find the maximum number of trains that are there on the given railway station at a time. A **Simple Solution** is to take every interval one by one and find the number of intervals that overlap with it. Keep track of maximum number of intervals that overlap with an interval. Finally return the maximum value. Time Complexity of this solution is O(n2).

We can solve the above problem **in O(nLogn) time**. The idea is to consider all evens in sorted order. Once we have all events in sorted order, we can trace the number of trains at any time keeping track of trains that have arrived, but not departed.

For example consider the above example.

arr[] = {9:00, 9:40, 9:50, 11:00, 15:00, 18:00}  
 dep[] = {9:10, 12:00, 11:20, 11:30, 19:00, 20:00}  
  
All events sorted by time.  
Total platforms at any time can be obtained by subtracting total   
departures from total arrivals by that time.  
 Time Event Type Total Platforms Needed at this Time   
 9:00 Arrival 1  
 9:10 Departure 0  
 9:40 Arrival 1  
 9:50 Arrival 2  
 11:00 Arrival 3   
 11:20 Departure 2  
 11:30 Departure 1  
 12:00 Departure 0  
 15:00 Arrival 1  
 18:00 Arrival 2   
 19:00 Departure 1  
 20:00 Departure 0  
  
Minimum Platforms needed on railway station = Maximum platforms   
 needed at any time   
 = 3

Following is C++ implementation of above approach. Note that the implementation doesn’t create a single sorted list of all events, rather it individually sorts arr[] and dep[] arrays, and then uses [merge process of merge sort](http://geeksquiz.com/merge-sort/) to process them together as a single sorted array.

// Program to find minimum number of platforms required on a railway station  
#include<iostream>  
#include<algorithm>  
using namespace std;  
  
// Returns minimum number of platforms reqquired  
int findPlatform(int arr[], int dep[], int n)  
{  
 // Sort arrival and departure arrays  
 sort(arr, arr+n);  
 sort(dep, dep+n);  
  
 // plat\_needed indicates number of platforms needed at a time  
 int plat\_needed = 1, result = 1;  
 int i = 1, j = 0;  
  
 // Similar to merge in merge sort to process all events in sorted order  
 while (i < n && j < n)  
 {  
 // If next event in sorted order is arrival, increment count of  
 // platforms needed  
 if (arr[i] < dep[j])  
 {  
 plat\_needed++;  
 i++;  
 if (plat\_needed > result) // Update result if needed  
 result = plat\_needed;  
 }  
 else // Else decrement count of platforms needed  
 {  
 plat\_needed--;  
 j++;  
 }  
 }  
  
 return result;  
}  
  
// Driver program to test methods of graph class  
int main()  
{  
 int arr[] = {900, 940, 950, 1100, 1500, 1800};  
 int dep[] = {910, 1200, 1120, 1130, 1900, 2000};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 cout << "Minimum Number of Platforms Required = "   
 << findPlatform(arr, dep, n);  
 return 0;  
}

Output:

Minimum Number of Platforms Required = 3

Algorithmic Paradigm: Dynamic Programming

Time Complexity: O(nLogn), assuming that a O(nLogn) sorting algorithm for sorting arr[] and dep[].

This article is contributed by **Shivam**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

Tags: [Greedy Algorithm](http://www.geeksforgeeks.org/tag/greedy-algorithm/)

### Source

<http://www.geeksforgeeks.org/minimum-number-platforms-required-railwaybus-station/>

# Move all zeroes to end of array

Given an array of random numbers, Push all the zero’s of a given array to the end of the array. For example, if the given arrays is {1, 9, 8, 4, 0, 0, 2, 7, 0, 6, 0}, it should be changed to {1, 9, 8, 4, 2, 7, 6, 0, 0, 0, 0}. The order of all other elements should be same. Expected time complexity is O(n) and extra space is O(1).

There can be many ways to solve this problem. Following is a simple and interesting way to solve this problem.  
 Traverse the given array ‘arr’ from left to right. While traversing, maintain count of non-zero elements in array. Let the count be ‘count’. For every non-zero element arr[i], put the element at ‘arr[count]’ and increment ‘count’. After complete traversal, all non-zero elements have already been shifted to front end and ‘count’ is set as index of first 0. Now all we need to do is that run a loop which makes all elements zero from ‘count’ till end of the array.

Below is C++ implementation of the above approach.

// A C++ program to move all zeroes at the end of array  
#include <iostream>  
using namespace std;  
  
// Function which pushes all zeros to end of an array.  
void pushZerosToEnd(int arr[], int n)  
{  
 int count = 0; // Count of non-zero elements  
  
 // Traverse the array. If element encountered is non-zero, then  
 // replace the element at index 'count' with this element  
 for (int i = 0; i < n; i++)  
 if (arr[i] != 0)  
 arr[count++] = arr[i]; // here count is incremented  
  
 // Now all non-zero elements have been shifted to front and 'count' is  
 // set as index of first 0. Make all elements 0 from count to end.  
 while (count < n)  
 arr[count++] = 0;  
}  
  
// Driver program to test above function  
int main()  
{  
 int arr[] = {1, 9, 8, 4, 0, 0, 2, 7, 0, 6, 0, 9};  
 int n = sizeof(arr) / sizeof(arr[0]);  
 pushZerosToEnd(arr, n);  
 cout << "Array after pushing all zeros to end of array :\n";  
 for (int i = 0; i < n; i++)  
 cout << arr[i] << " ";  
 return 0;  
}

Output:

Array after pushing all zeros to end of array :  
1 9 8 4 2 7 6 9 0 0 0 0

**Time Complexity:** O(n) where n is number of elements in input array.

**Auxiliary Space:** O(1)

This article is contributed by [**Chandra Prakash**](https://www.facebook.com/chandra.prakash.52643?fref=ts). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/move-zeroes-end-array/>

# Sort a nearly sorted (or K sorted) array

Given an array of n elements, where each element is at most k away from its target position, devise an algorithm that sorts in O(n log k) time.   
 For example, let us consider k is 2, an element at index 7 in the sorted array, can be at indexes 5, 6, 7, 8, 9 in the given array.

Source: [Nearly sorted algorithm](http://geeksforgeeks.org/forum/topic/nearly-sorted-algorithm-on-log-k)

We can **use Insertion Sort** to sort the elements efficiently. Following is the C code for standard Insertion Sort.

/\* Function to sort an array using insertion sort\*/  
void insertionSort(int A[], int size)  
{  
 int i, key, j;  
 for (i = 1; i < size; i++)  
 {  
 key = A[i];  
 j = i-1;  
  
 /\* Move elements of A[0..i-1], that are greater than key, to one   
 position ahead of their current position.  
 This loop will run at most k times \*/  
 while (j >= 0 && A[j] > key)  
 {  
 A[j+1] = A[j];  
 j = j-1;  
 }  
 A[j+1] = key;  
 }  
}

The inner loop will run at most k times. To move every element to its correct place, at most k elements need to be moved. So overall *complexity will be O(nk)*

We can sort such arrays **more efficiently with the help of Heap data structure**. Following is the detailed process that uses Heap.  
 1) Create a Min Heap of size k+1 with first k+1 elements. This will take O(k) time (See [this GFact](http://www.geeksforgeeks.org/archives/12580))  
 2) One by one remove min element from heap, put it in result array, and add a new element to heap from remaining elements.

Removing an element and adding a new element to min heap will take Logk time. So overall complexity will be O(k) + O((n-k)\*logK)

#include<iostream>  
using namespace std;  
  
// Prototype of a utility function to swap two integers  
void swap(int \*x, int \*y);  
  
// A class for Min Heap  
class MinHeap  
{  
 int \*harr; // pointer to array of elements in heap  
 int heap\_size; // size of min heap  
public:  
 // Constructor  
 MinHeap(int a[], int size);  
  
 // to heapify a subtree with root at given index  
 void MinHeapify(int );  
  
 // to get index of left child of node at index i  
 int left(int i) { return (2\*i + 1); }  
  
 // to get index of right child of node at index i  
 int right(int i) { return (2\*i + 2); }  
  
 // to remove min (or root), add a new value x, and return old root  
 int replaceMin(int x);  
  
 // to extract the root which is the minimum element  
 int extractMin();  
};  
  
// Given an array of size n, where every element is k away from its target  
// position, sorts the array in O(nLogk) time.  
int sortK(int arr[], int n, int k)  
{  
 // Create a Min Heap of first (k+1) elements from  
 // input array  
 int \*harr = new int[k+1];  
 for (int i = 0; i<=k && i<n; i++) // i < n condition is needed when k > n  
 harr[i] = arr[i];  
 MinHeap hp(harr, k+1);  
  
 // i is index for remaining elements in arr[] and ti  
 // is target index of for cuurent minimum element in  
 // Min Heapm 'hp'.  
 for(int i = k+1, ti = 0; ti < n; i++, ti++)  
 {  
 // If there are remaining elements, then place  
 // root of heap at target index and add arr[i]  
 // to Min Heap  
 if (i < n)  
 arr[ti] = hp.replaceMin(arr[i]);  
  
 // Otherwise place root at its target index and  
 // reduce heap size  
 else  
 arr[ti] = hp.extractMin();  
 }  
}  
  
// FOLLOWING ARE IMPLEMENTATIONS OF STANDARD MIN HEAP METHODS FROM CORMEN BOOK  
// Constructor: Builds a heap from a given array a[] of given size  
MinHeap::MinHeap(int a[], int size)  
{  
 heap\_size = size;  
 harr = a; // store address of array  
 int i = (heap\_size - 1)/2;  
 while (i >= 0)  
 {  
 MinHeapify(i);  
 i--;  
 }  
}  
  
// Method to remove minimum element (or root) from min heap  
int MinHeap::extractMin()  
{  
 int root = harr[0];  
 if (heap\_size > 1)  
 {  
 harr[0] = harr[heap\_size-1];  
 heap\_size--;  
 MinHeapify(0);  
 }  
 return root;  
}  
  
// Method to change root with given value x, and return the old root  
int MinHeap::replaceMin(int x)  
{  
 int root = harr[0];  
 harr[0] = x;  
 if (root < x)  
 MinHeapify(0);  
 return root;  
}  
  
// A recursive method to heapify a subtree with root at given index  
// This method assumes that the subtrees are already heapified  
void MinHeap::MinHeapify(int i)  
{  
 int l = left(i);  
 int r = right(i);  
 int smallest = i;  
 if (l < heap\_size && harr[l] < harr[i])  
 smallest = l;  
 if (r < heap\_size && harr[r] < harr[smallest])  
 smallest = r;  
 if (smallest != i)  
 {  
 swap(&harr[i], &harr[smallest]);  
 MinHeapify(smallest);  
 }  
}  
  
// A utility function to swap two elements  
void swap(int \*x, int \*y)  
{  
 int temp = \*x;  
 \*x = \*y;  
 \*y = temp;  
}  
  
// A utility function to print array elements  
void printArray(int arr[], int size)  
{  
 for (int i=0; i < size; i++)  
 cout << arr[i] << " ";  
 cout << endl;  
}  
  
// Driver program to test above functions  
int main()  
{  
 int k = 3;  
 int arr[] = {2, 6, 3, 12, 56, 8};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 sortK(arr, n, k);  
  
 cout << "Following is sorted array\n";  
 printArray (arr, n);  
  
 return 0;  
}

Output:

Following is sorted array  
2 3 6 8 12 56

The Min Heap based method takes O(nLogk) time and uses O(k) auxiliary space.

We can also **use a Balanced Binary Search Tree** instead of Heap to store K+1 elements. The [insert](http://www.geeksforgeeks.org/archives/17679)and [delete](http://www.geeksforgeeks.org/archives/18009)operations on Balanced BST also take O(Logk) time. So Balanced BST based method will also take O(nLogk) time, but the Heap bassed method seems to be more efficient as the minimum element will always be at root. Also, Heap doesn’t need extra space for left and right pointers.

Please write comments if you find any of the above codes/algorithms incorrect, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/nearly-sorted-algorithm/>

# Next Greater Element

Given an array, print the Next Greater Element (NGE) for every element. The Next greater Element for an element x is the first greater element on the right side of x in array. Elements for which no greater element exist, consider next greater element as -1.

Examples:  
 **a)** For any array, rightmost element always has next greater element as -1.  
 **b)** For an array which is sorted in decreasing order, all elements have next greater element as -1.  
 **c)** For the input array [4, 5, 2, 25}, the next greater elements for each element are as follows.

Element NGE  
 4 --> 5  
 5 --> 25  
 2 --> 25  
 25 --> -1

**d)** For the input array [13, 7, 6, 12}, the next greater elements for each element are as follows.

Element NGE  
 13 --> -1  
 7 --> 12  
 6 --> 12  
 12 --> -1

**Method 1 (Simple)**  
 Use two loops: The outer loop picks all the elements one by one. The inner loop looks for the first greater element for the element picked by outer loop. If a greater element is found then that element is printed as next, otherwise -1 is printed.

Thanks to [Sachin](http://geeksforgeeks.org/forum/topic/next-greater-element#post-3068)for providing following code.

#include<stdio.h>  
/\* prints element and NGE pair for all elements of  
arr[] of size n \*/  
void printNGE(int arr[], int n)  
{  
 int next = -1;  
 int i = 0;  
 int j = 0;  
 for (i=0; i<n; i++)  
 {  
 next = -1;  
 for (j = i+1; j<n; j++)  
 {  
 if (arr[i] < arr[j])  
 {  
 next = arr[j];  
 break;  
 }  
 }  
 printf("%d -- %d\n", arr[i], next);  
 }  
}  
  
int main()  
{  
 int arr[]= {11, 13, 21, 3};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 printNGE(arr, n);  
 getchar();  
 return 0;  
}

Output:

11 -- 13  
13 -- 21  
21 -- -1  
3 -- -1

Time Complexity: O(n^2). The worst case occurs when all elements are sorted in decreasing order.

**Method 2 (Using Stack)**  
 Thanks to [pchild](http://geeksforgeeks.org/forum/topic/next-greater-element#post-2686)for suggesting following approach.  
 1) Push the first element to stack.  
 2) Pick rest of the elements one by one and follow following steps in loop.  
 ….a) Mark the current element as *next*.  
 ….b) If stack is not empty, then pop an element from stack and compare it with *next*.  
 ….c) If next is greater than the popped element, then *next* is the next greater element fot the popped element.  
 ….d) Keep poppoing from the stack while the popped element is smaller than *next*. *next* becomes the next greater element for all such popped elements  
 ….g) If *next* is smaller than the popped element, then push the popped element back.  
 3) After the loop in step 2 is over, pop all the elements from stack and print -1 as next element for them.

#include<stdio.h>  
#include<stdlib.h>  
#define STACKSIZE 100  
  
// stack structure  
struct stack  
{  
 int top;  
 int items[STACKSIZE];  
};  
  
// Stack Functions to be used by printNGE()  
void push(struct stack \*ps, int x)  
{  
 if (ps->top == STACKSIZE-1)  
 {  
 printf("Error: stack overflow\n");  
 getchar();  
 exit(0);  
 }  
 else  
 {  
 ps->top += 1;  
 int top = ps->top;  
 ps->items [top] = x;  
 }  
}  
  
bool isEmpty(struct stack \*ps)  
{  
 return (ps->top == -1)? true : false;  
}  
  
int pop(struct stack \*ps)  
{  
 int temp;  
 if (ps->top == -1)  
 {  
 printf("Error: stack underflow \n");  
 getchar();  
 exit(0);  
 }  
 else  
 {  
 int top = ps->top;  
 temp = ps->items [top];  
 ps->top -= 1;  
 return temp;  
 }  
}  
  
/\* prints element and NGE pair for all elements of  
arr[] of size n \*/  
void printNGE(int arr[], int n)  
{  
 int i = 0;  
 struct stack s;  
 s.top = -1;  
 int element, next;  
  
 /\* push the first element to stack \*/  
 push(&s, arr[0]);  
  
 // iterate for rest of the elements  
 for (i=1; i<n; i++)  
 {  
 next = arr[i];  
  
 if (isEmpty(&s) == false)  
 {  
 // if stack is not empty, then pop an element from stack  
 element = pop(&s);  
  
 /\* If the popped element is smaller than next, then  
 a) print the pair  
 b) keep popping while elements are smaller and  
 stack is not empty \*/  
 while (element < next)  
 {  
 printf("\n %d --> %d", element, next);  
 if(isEmpty(&s) == true)  
 break;  
 element = pop(&s);  
 }  
  
 /\* If element is greater than next, then push  
 the element back \*/  
 if (element > next)  
 push(&s, element);  
 }  
  
 /\* push next to stack so that we can find  
 next greater for it \*/  
 push(&s, next);  
 }  
  
 /\* After iterating over the loop, the remaining  
 elements in stack do not have the next greater  
 element, so print -1 for them \*/  
 while (isEmpty(&s) == false)  
 {  
 element = pop(&s);  
 next = -1;  
 printf("\n %d -- %d", element, next);  
 }  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 int arr[]= {11, 13, 21, 3};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 printNGE(arr, n);  
 getchar();  
 return 0;  
}

Output:

11 -- 13  
 13 -- 21  
 3 -- -1  
 21 -- -1

Time Complexity: O(n). The worst case occurs when all elements are sorted in decreasing order. If elements are sorted in decreasing order, then every element is processed at most 4 times.  
 a) Initialy pushed to the stack.  
 b) Popped from the stack when next element is being processed.  
 c) Pushed back to the stack because next element is smaller.  
 d) Popped from the stack in step 3 of algo.

Source:  
 <http://geeksforgeeks.org/forum/topic/next-greater-element#post-60>

Please write comments if you find the above codes/algorithms incorrect, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/next-greater-element/>

# Nuts & Bolts Problem (Lock & Key problem)

Given a set of n nuts of different sizes and n bolts of different sizes. There is a one-one mapping between nuts and bolts. Match nuts and bolts efficiently.  
 **Constraint:** Comparison of a nut to another nut or a bolt to another bolt is not allowed. It means nut can only be compared with bolt and bolt can only be compared with nut to see which one is bigger/smaller.

Other way of asking this problem is, given a box with locks and keys where one lock can be opened by one key in the box. We need to match the pair.

**Brute force Way:** Start with the first bolt and compare it with each nut until we find a match. In the worst case we require n comparisons. Doing this for all bolts gives us O(n^2) complexity.

**Quick Sort Way:** We can use quick sort technique to solve this. We represent nuts and bolts in character array for understanding the logic.

Nuts represented as array of character  
 char nuts[] = {‘@’, ‘#’, ‘$’, ‘%’, ‘^’, ‘&’}

Bolts represented as array of character  
 char bolts[] = {‘$’, ‘%’, ‘&’, ‘^’, ‘@’, ‘#’}

This algorithm first performs a partition by picking last element of bolts array as pivot, rearrange the array of nuts and returns the partition index ‘i’ such that all nuts smaller than nuts[i] are on the left side and all nuts greater than nuts[i] are on the right side. Next using the nuts[i] we can partition the array of bolts. Partitioning operations can easily be implemented in O(n). This operation also makes nuts and bolts array nicely partitioned. Now we apply this partitioning recursively on the left and right sub-array of nuts and bolts.

As we apply partitioning on nuts and bolts both so the total time complexity will be Θ(2\*nlogn) = Θ(nlogn) on average.

Here for the sake of simplicity we have chosen last element always as pivot. We can do randomized quick sort too.

A Java based implementation of idea is below:

// Java program to solve nut and bolt problem using Quick Sort  
public class NutsAndBoltsMatch  
{  
 //Driver method  
 public static void main(String[] args)  
 {  
 // Nuts and bolts are represented as array of characters  
 char nuts[] = {'@', '#', '$', '%', '^', '&'};  
 char bolts[] = {'$', '%', '&', '^', '@', '#'};  
  
 // Method based on quick sort which matches nuts and bolts  
 matchPairs(nuts, bolts, 0, 5);  
  
 System.out.println("Matched nuts and bolts are : ");  
 printArray(nuts);  
 printArray(bolts);  
 }  
  
 // Method to print the array  
 private static void printArray(char[] arr) {  
 for (char ch : arr){  
 System.out.print(ch + " ");  
 }  
 System.out.print("\n");  
 }  
  
 // Method which works just like quick sort  
 private static void matchPairs(char[] nuts, char[] bolts, int low,  
 int high)  
 {  
 if (low < high)  
 {  
 // Choose last character of bolts array for nuts partition.  
 int pivot = partition(nuts, low, high, bolts[high]);  
  
 // Now using the partition of nuts choose that for bolts  
 // partition.  
 partition(bolts, low, high, nuts[pivot]);  
  
 // Recur for [low...pivot-1] & [pivot+1...high] for nuts and  
 // bolts array.  
 matchPairs(nuts, bolts, low, pivot-1);  
 matchPairs(nuts, bolts, pivot+1, high);  
 }  
 }  
  
 // Similar to standard partition method. Here we pass the pivot element  
 // too instead of choosing it inside the method.  
 private static int partition(char[] arr, int low, int high, char pivot)  
 {  
 int i = low;  
 char temp1, temp2;  
 for (int j = low; j < high; j++)  
 {  
 if (arr[j] < pivot){  
 temp1 = arr[i];  
 arr[i] = arr[j];  
 arr[j] = temp1;  
 i++;  
 } else if(arr[j] == pivot){  
 temp1 = arr[j];  
 arr[j] = arr[high];  
 arr[high] = temp1;  
 j--;  
 }  
 }  
 temp2 = arr[i];  
 arr[i] = arr[high];  
 arr[high] = temp2;  
  
 // Return the partition index of an array based on the pivot   
 // element of other array.  
 return i;  
 }  
}

Output:

Matched nuts and bolts are :  
# $ % & @ ^  
# $ % & @ ^

This article is contributed by **Kumar Gautam**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/nuts-bolts-problem-lock-key-problem/>

# Pancake sorting

Given an an unsorted array, sort the given array. You are allowed to do only following operation on array.

flip(arr, i): Reverse array from 0 to i

Unlike a traditional sorting algorithm, which attempts to sort with the fewest comparisons possible, the goal is to sort the sequence in as few reversals as possible.

The idea is to do something similar to [Selection Sort](http://en.wikipedia.org/wiki/Selection_sort). We one by one place maximum element at the end and reduce the size of current array by one.

Following are the detailed steps. Let given array be arr[] and size of array be n.  
 1) Start from current size equal to n and reduce current size by one while it’s greater than 1. Let the current size be curr\_size. Do following for every curr\_size  
 ……a) Find index of the maximum element in arr[0..curr\_szie-1]. Let the index be ‘mi’  
 ……b) Call flip(arr, mi)  
 ……c) Call flip(arr, curr\_size-1)

See following video for visualization of the above algorithm.

/\* A C++ program for Pancake Sorting \*/  
#include <stdlib.h>  
#include <stdio.h>  
  
/\* Reverses arr[0..i] \*/  
void flip(int arr[], int i)  
{  
 int temp, start = 0;  
 while (start < i)  
 {  
 temp = arr[start];  
 arr[start] = arr[i];  
 arr[i] = temp;  
 start++;  
 i--;  
 }  
}  
  
/\* Returns index of the maximum element in arr[0..n-1] \*/  
int findMax(int arr[], int n)  
{  
 int mi, i;  
 for (mi = 0, i = 0; i < n; ++i)  
 if (arr[i] > arr[mi])  
 mi = i;  
 return mi;  
}  
  
// The main function that sorts given array using flip operations  
int pancakeSort(int \*arr, int n)  
{  
 // Start from the complete array and one by one reduce current size by one  
 for (int curr\_size = n; curr\_size > 1; --curr\_size)  
 {  
 // Find index of the maximum element in arr[0..curr\_size-1]  
 int mi = findMax(arr, curr\_size);  
  
 // Move the maximum element to end of current array if it's not  
 // already at the end  
 if (mi != curr\_size-1)  
 {  
 // To move at the end, first move maximum number to beginning   
 flip(arr, mi);  
  
 // Now move the maximum number to end by reversing current array  
 flip(arr, curr\_size-1);  
 }  
 }  
}  
  
/\* A utility function to print an array of size n \*/  
void printArray(int arr[], int n)  
{  
 for (int i = 0; i < n; ++i)  
 printf("%d ", arr[i]);  
}  
  
// Driver program to test above function  
int main()  
{  
 int arr[] = {23, 10, 20, 11, 12, 6, 7};  
 int n = sizeof(arr)/sizeof(arr[0]);  
  
 pancakeSort(arr, n);  
  
 puts("Sorted Array ");  
 printArray(arr, n);  
  
 return 0;  
}

Output:

Sorted Array  
6 7 10 11 12 20 23

Total O(n) flip operations are performed in above code. The overall time complexity is O(n^2).

**References:**  
 <http://en.wikipedia.org/wiki/Pancake_sorting>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/pancake-sorting/>

# Print a given matrix in spiral form

Given a 2D array, print it in spiral form. See the following examples.

Input:  
 1 2 3 4  
 5 6 7 8  
 9 10 11 12  
 13 14 15 16  
Output:   
1 2 3 4 8 12 16 15 14 13 9 5 6 7 11 10   
  
  
Input:  
 1 2 3 4 5 6  
 7 8 9 10 11 12  
 13 14 15 16 17 18  
Output:   
1 2 3 4 5 6 12 18 17 16 15 14 13 7 8 9 10 11

**Solution:**

/\* This code is adopted from the solution given   
 @ http://effprog.blogspot.com/2011/01/spiral-printing-of-two-dimensional.html \*/  
  
#include <stdio.h>  
#define R 3  
#define C 6  
  
void spiralPrint(int m, int n, int a[R][C])  
{  
 int i, k = 0, l = 0;  
  
 /\* k - starting row index  
 m - ending row index  
 l - starting column index  
 n - ending column index  
 i - iterator  
 \*/  
  
 while (k < m && l < n)  
 {  
 /\* Print the first row from the remaining rows \*/  
 for (i = l; i < n; ++i)  
 {  
 printf("%d ", a[k][i]);  
 }  
 k++;  
  
 /\* Print the last column from the remaining columns \*/  
 for (i = k; i < m; ++i)  
 {  
 printf("%d ", a[i][n-1]);  
 }  
 n--;  
  
 /\* Print the last row from the remaining rows \*/  
 if ( k < m)  
 {  
 for (i = n-1; i >= l; --i)  
 {  
 printf("%d ", a[m-1][i]);  
 }  
 m--;  
 }  
  
 /\* Print the first column from the remaining columns \*/  
 if (l < n)  
 {  
 for (i = m-1; i >= k; --i)  
 {  
 printf("%d ", a[i][l]);  
 }  
 l++;   
 }   
 }  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 int a[R][C] = { {1, 2, 3, 4, 5, 6},  
 {7, 8, 9, 10, 11, 12},  
 {13, 14, 15, 16, 17, 18}  
 };  
  
 spiralPrint(R, C, a);  
 return 0;  
}  
  
/\* OUTPUT:  
 1 2 3 4 5 6 12 18 17 16 15 14 13 7 8 9 10 11  
\*/

Time Complexity: Time complexity of the above solution is O(mn).

Please write comments if you find the above code incorrect, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/print-a-given-matrix-in-spiral-form/>

# Print all possible combinations of r elements in a given array of size n

Given an array of size n, generate and print all possible combinations of r elements in array. For example, if input array is {1, 2, 3, 4} and r is 2, then output should be {1, 2}, {1, 3}, {1, 4}, {2, 3}, {2, 4} and {3, 4}.

Following are two methods to do this.

**Method 1 (Fix Elements and Recur)**  
 We create a temporary array ‘data[]’ which stores all outputs one by one. The idea is to start from first index (index = 0) in data[], one by one fix elements at this index and recur for remaining indexes. Let the input array be {1, 2, 3, 4, 5} and r be 3. We first fix 1 at index 0 in data[], then recur for remaining indexes, then we fix 2 at index 0 and recur. Finally, we fix 3 and recur for remaining indexes. When number of elements in data[] becomes equal to r (size of a combination), we print data[].

Following diagram shows recursion tree for same input.
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Following is C++ implementation of above approach.

// Program to print all combination of size r in an array of size n  
#include <stdio.h>  
void combinationUtil(int arr[], int data[], int start, int end, int index, int r);  
  
// The main function that prints all combinations of size r  
// in arr[] of size n. This function mainly uses combinationUtil()  
void printCombination(int arr[], int n, int r)  
{  
 // A temporary array to store all combination one by one  
 int data[r];  
  
 // Print all combination using temprary array 'data[]'  
 combinationUtil(arr, data, 0, n-1, 0, r);  
}  
  
/\* arr[] ---> Input Array  
 data[] ---> Temporary array to store current combination  
 start & end ---> Staring and Ending indexes in arr[]  
 index ---> Current index in data[]  
 r ---> Size of a combination to be printed \*/  
void combinationUtil(int arr[], int data[], int start, int end, int index, int r)  
{  
 // Current combination is ready to be printed, print it  
 if (index == r)  
 {  
 for (int j=0; j<r; j++)  
 printf("%d ", data[j]);  
 printf("\n");  
 return;  
 }  
  
 // replace index with all possible elements. The condition  
 // "end-i+1 >= r-index" makes sure that including one element  
 // at index will make a combination with remaining elements  
 // at remaining positions  
 for (int i=start; i<=end && end-i+1 >= r-index; i++)  
 {  
 data[index] = arr[i];  
 combinationUtil(arr, data, i+1, end, index+1, r);  
 }  
}  
  
// Driver program to test above functions  
int main()  
{  
 int arr[] = {1, 2, 3, 4, 5};  
 int r = 3;  
 int n = sizeof(arr)/sizeof(arr[0]);  
 printCombination(arr, n, r);  
}

Output:

1 2 3  
1 2 4  
1 2 5  
1 3 4  
1 3 5  
1 4 5  
2 3 4  
2 3 5  
2 4 5  
3 4 5

*How to handle duplicates?*  
 Note that the above method doesn’t handle duplicates. For example, if input array is {1, 2, 1} and r is 2, then the program prints {1, 2} and {2, 1} as two different combinations. We can avoid duplicates by adding following two additional things to above code.  
 1) Add code to sort the array before calling combinationUtil() in printCombination()  
 2) Add following lines at the end of for loop in combinationUtil()

// Since the elements are sorted, all occurrences of an element  
 // must be together  
 while (arr[i] == arr[i+1])  
 i++;

See [**this**](http://ideone.com/ywsqBz)for an implementation that handles duplicates.

**Method 2 (Include and Exclude every element)**  
 Like the above method, We create a temporary array data[]. The idea here is similar to [Subset Sum Problem](http://www.geeksforgeeks.org/dynamic-programming-subset-sum-problem/). We one by one consider every element of input array, and recur for two cases:

1) The element is included in current combination (We put the element in data[] and increment next available index in data[])  
 2) The element is excluded in current combination (We do not put the element and do not change index)

When number of elements in data[] become equal to r (size of a combination), we print it.

This method is mainly based on [Pascal’s Identity](http://en.wikipedia.org/wiki/Pascal's_rule), i.e. **ncr = n-1cr + n-1cr-1**

Following is C++ implementation of method 2.

// Program to print all combination of size r in an array of size n  
#include<stdio.h>  
void combinationUtil(int arr[],int n,int r,int index,int data[],int i);  
  
// The main function that prints all combinations of size r  
// in arr[] of size n. This function mainly uses combinationUtil()  
void printCombination(int arr[], int n, int r)  
{  
 // A temporary array to store all combination one by one  
 int data[r];  
  
 // Print all combination using temprary array 'data[]'  
 combinationUtil(arr, n, r, 0, data, 0);  
}  
  
/\* arr[] ---> Input Array  
 n ---> Size of input array  
 r ---> Size of a combination to be printed  
 index ---> Current index in data[]  
 data[] ---> Temporary array to store current combination  
 i ---> index of current element in arr[] \*/  
void combinationUtil(int arr[], int n, int r, int index, int data[], int i)  
{  
 // Current cobination is ready, print it  
 if (index == r)  
 {  
 for (int j=0; j<r; j++)  
 printf("%d ",data[j]);  
 printf("\n");  
 return;  
 }  
  
 // When no more elements are there to put in data[]  
 if (i >= n)  
 return;  
  
 // current is included, put next at next location  
 data[index] = arr[i];  
 combinationUtil(arr, n, r, index+1, data, i+1);  
  
 // current is excluded, replace it with next (Note that  
 // i+1 is passed, but index is not changed)  
 combinationUtil(arr, n, r, index, data, i+1);  
}  
  
// Driver program to test above functions  
int main()  
{  
 int arr[] = {1, 2, 3, 4, 5};  
 int r = 3;  
 int n = sizeof(arr)/sizeof(arr[0]);  
 printCombination(arr, n, r);  
 return 0;  
}

Output:

1 2 3  
1 2 4  
1 2 5  
1 3 4  
1 3 5  
1 4 5  
2 3 4  
2 3 5  
2 4 5  
3 4 5

*How to handle duplicates in method 2?*  
 Like method 1, we can following two things to handle duplicates.  
 1) Add code to sort the array before calling combinationUtil() in printCombination()  
 2) Add following lines between two recursive calls of combinationUtil() in combinationUtil()

// Since the elements are sorted, all occurrences of an element  
 // must be together  
 while (arr[i] == arr[i+1])  
 i++;

See [**this**](http://ideone.com/91MYjB)for an implementation that handles duplicates.

This article is contributed by **Bateesh**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/), [Recursion](http://www.geeksforgeeks.org/tag/recursion/)

### Source

<http://www.geeksforgeeks.org/print-all-possible-combinations-of-r-elements-in-a-given-array-of-size-n/>

# Print all elements in sorted order from row and column wise sorted matrix

Given an n x n matrix, where every row and column is sorted in non-decreasing order. Print all elements of matrix in sorted order.

Example:

Input: mat[][] = { {10, 20, 30, 40},  
 {15, 25, 35, 45},  
 {27, 29, 37, 48},  
 {32, 33, 39, 50},  
 };  
  
Output:  
Elements of matrix in sorted order  
10 15 20 25 27 29 30 32 33 35 37 39 40 45 48 50

**We strongly recommend to minimize the browser and try this yourself first.**

We can use [**Young Tableau**](http://en.wikipedia.org/wiki/Young_tableau) to solve the above problem. The idea is to consider given 2D array as Young Tableau and call extract minimum O(N)

// A C++ program to Print all elements in sorted order from row and  
// column wise sorted matrix  
#include<iostream>  
#include<climits>  
using namespace std;  
  
#define INF INT\_MAX  
#define N 4  
  
// A utility function to youngify a Young Tableau. This is different  
// from standard youngify. It assumes that the value at mat[0][0] is   
// infinite.  
void youngify(int mat[][N], int i, int j)  
{  
 // Find the values at down and right sides of mat[i][j]  
 int downVal = (i+1 < N)? mat[i+1][j]: INF;  
 int rightVal = (j+1 < N)? mat[i][j+1]: INF;  
  
 // If mat[i][j] is the down right corner element, return  
 if (downVal==INF && rightVal==INF)  
 return;  
  
 // Move the smaller of two values (downVal and rightVal) to   
 // mat[i][j] and recur for smaller value  
 if (downVal < rightVal)  
 {  
 mat[i][j] = downVal;  
 mat[i+1][j] = INF;  
 youngify(mat, i+1, j);  
 }  
 else  
 {  
 mat[i][j] = rightVal;  
 mat[i][j+1] = INF;  
 youngify(mat, i, j+1);  
 }  
}  
  
// A utility function to extract minimum element from Young tableau  
int extractMin(int mat[][N])  
{  
 int ret = mat[0][0];  
 mat[0][0] = INF;  
 youngify(mat, 0, 0);  
 return ret;  
}  
  
// This function uses extractMin() to print elements in sorted order  
void printSorted(int mat[][N])  
{  
 cout << "Elements of matrix in sorted order \n";  
 for (int i=0; i<N\*N; i++)  
 cout << extractMin(mat) << " ";  
}  
  
// driver program to test above function  
int main()  
{  
 int mat[N][N] = { {10, 20, 30, 40},  
 {15, 25, 35, 45},  
 {27, 29, 37, 48},  
 {32, 33, 39, 50},  
 };  
 printSorted(mat);  
 return 0;  
}

Output:

Elements of matrix in sorted order  
10 15 20 25 27 29 30 32 33 35 37 39 40 45 48 50

Time complexity of extract minimum is O(N) and it is called O(N2) times. Therefore the overall time complexity is O(N3).

A **better solution** is to use the [approach used for merging k sorted arrays](http://www.geeksforgeeks.org/merge-k-sorted-arrays/). The idea is to use a Min Heap of size N which stores elements of first column. The do extract minimum. In extract minimum, replace the minimum element with the next element of the row from which the element is extracted. Time complexity of this solution is O(N2LogN).

// C++ program to merge k sorted arrays of size n each.  
#include<iostream>  
#include<climits>  
using namespace std;  
  
#define N 4  
  
// A min heap node  
struct MinHeapNode  
{  
 int element; // The element to be stored  
 int i; // index of the row from which the element is taken  
 int j; // index of the next element to be picked from row  
};  
  
// Prototype of a utility function to swap two min heap nodes  
void swap(MinHeapNode \*x, MinHeapNode \*y);  
  
// A class for Min Heap  
class MinHeap  
{  
 MinHeapNode \*harr; // pointer to array of elements in heap  
 int heap\_size; // size of min heap  
public:  
 // Constructor: creates a min heap of given size  
 MinHeap(MinHeapNode a[], int size);  
  
 // to heapify a subtree with root at given index  
 void MinHeapify(int );  
  
 // to get index of left child of node at index i  
 int left(int i) { return (2\*i + 1); }  
  
 // to get index of right child of node at index i  
 int right(int i) { return (2\*i + 2); }  
  
 // to get the root  
 MinHeapNode getMin() { return harr[0]; }  
  
 // to replace root with new node x and heapify() new root  
 void replaceMin(MinHeapNode x) { harr[0] = x; MinHeapify(0); }  
};  
  
// This function prints elements of a given matrix in non-decreasing  
// order. It assumes that ma[][] is sorted row wise sorted.  
void printSorted(int mat[][N])  
{  
 // Create a min heap with k heap nodes. Every heap node  
 // has first element of an array  
 MinHeapNode \*harr = new MinHeapNode[N];  
 for (int i = 0; i < N; i++)  
 {  
 harr[i].element = mat[i][0]; // Store the first element  
 harr[i].i = i; // index of row  
 harr[i].j = 1; // Index of next element to be stored from row  
 }  
 MinHeap hp(harr, N); // Create the min heap  
  
 // Now one by one get the minimum element from min  
 // heap and replace it with next element of its array  
 for (int count = 0; count < N\*N; count++)  
 {  
 // Get the minimum element and store it in output  
 MinHeapNode root = hp.getMin();  
  
 cout << root.element << " ";  
  
 // Find the next elelement that will replace current  
 // root of heap. The next element belongs to same  
 // array as the current root.  
 if (root.j < N)  
 {  
 root.element = mat[root.i][root.j];  
 root.j += 1;  
 }  
 // If root was the last element of its array  
 else root.element = INT\_MAX; //INT\_MAX is for infinite  
  
 // Replace root with next element of array  
 hp.replaceMin(root);  
 }  
}  
  
// FOLLOWING ARE IMPLEMENTATIONS OF STANDARD MIN HEAP METHODS  
// FROM CORMEN BOOK  
// Constructor: Builds a heap from a given array a[] of given size  
MinHeap::MinHeap(MinHeapNode a[], int size)  
{  
 heap\_size = size;  
 harr = a; // store address of array  
 int i = (heap\_size - 1)/2;  
 while (i >= 0)  
 {  
 MinHeapify(i);  
 i--;  
 }  
}  
  
// A recursive method to heapify a subtree with root at given index  
// This method assumes that the subtrees are already heapified  
void MinHeap::MinHeapify(int i)  
{  
 int l = left(i);  
 int r = right(i);  
 int smallest = i;  
 if (l < heap\_size && harr[l].element < harr[i].element)  
 smallest = l;  
 if (r < heap\_size && harr[r].element < harr[smallest].element)  
 smallest = r;  
 if (smallest != i)  
 {  
 swap(&harr[i], &harr[smallest]);  
 MinHeapify(smallest);  
 }  
}  
  
// A utility function to swap two elements  
void swap(MinHeapNode \*x, MinHeapNode \*y)  
{  
 MinHeapNode temp = \*x; \*x = \*y; \*y = temp;  
}  
  
// driver program to test above function  
int main()  
{  
 int mat[N][N] = { {10, 20, 30, 40},  
 {15, 25, 35, 45},  
 {27, 29, 37, 48},  
 {32, 33, 39, 50},  
 };  
 printSorted(mat);  
 return 0;  
}

Output:

10 15 20 25 27 29 30 32 33 35 37 39 40 45 48 50

**Exercise:**  
 Above solutions work for a square matrix. Extend the above solutions to work for an M\*N rectangular matrix.

This article is contributed by **Varun**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

Tags: [Matrix](http://www.geeksforgeeks.org/tag/matrix/)

### Source

<http://www.geeksforgeeks.org/print-elements-sorted-order-row-column-wise-sorted-matrix/>

# Print Matrix Diagonally

Given a 2D matrix, print all elements of the given matrix in diagonal order. For example, consider the following 5 X 4 input matrix.

1 2 3 4  
 5 6 7 8  
 9 10 11 12  
 13 14 15 16  
 17 18 19 20

Diagonal printing of the above matrix is

1  
 5 2  
 9 6 3  
 13 10 7 4  
 17 14 11 8  
 18 15 12  
 19 16  
 20

Following is C++ code for diagonal printing.

The diagonal printing of a given matrix ‘matrix[ROW][COL]’ always has ‘ROW + COL – 1′ lines in output

#include <stdio.h>  
#include <stdlib.h>  
  
#define ROW 5  
#define COL 4  
  
// A utility function to find min of two integers  
int min(int a, int b)  
{ return (a < b)? a: b; }  
  
// A utility function to find min of three integers  
int min(int a, int b, int c)  
{ return min(min(a, b), c);}  
  
// A utility function to find max of two integers  
int max(int a, int b)  
{ return (a > b)? a: b; }  
  
// The main function that prints given matrix in diagonal order  
void diagonalOrder(int matrix[][COL])  
{  
 // There will be ROW+COL-1 lines in the output  
 for (int line=1; line<=(ROW + COL -1); line++)  
 {  
 /\* Get column index of the first element in this line of output.  
 The index is 0 for first ROW lines and line - ROW for remaining  
 lines \*/  
 int start\_col = max(0, line-ROW);  
  
 /\* Get count of elements in this line. The count of elements is  
 equal to minimum of line number, COL-start\_col and ROW \*/  
 int count = min(line, (COL-start\_col), ROW);  
  
 /\* Print elements of this line \*/  
 for (int j=0; j<count; j++)  
 printf("%5d ", matrix[min(ROW, line)-j-1][start\_col+j]);  
  
 /\* Ptint elements of next diagonal on next line \*/  
 printf("\n");  
 }  
}  
  
// Utility function to print a matrix  
void printMatrix(int matrix[ROW][COL])  
{  
 for (int i=0; i< ROW; i++)  
 {  
 for (int j=0; j<COL; j++)  
 printf("%5d ", matrix[i][j]);  
 printf("\n");  
 }  
}  
  
// Driver program to test above functions  
int main()  
{  
 int M[ROW][COL] = {{1, 2, 3, 4},  
 {5, 6, 7, 8},  
 {9, 10, 11, 12},  
 {13, 14, 15, 16},  
 {17, 18, 19, 20},  
 };  
 printf ("Given matrix is \n");  
 printMatrix(M);  
  
 printf ("\nDiagonal printing of matrix is \n");  
 diagonalOrder(M);  
 return 0;  
}

Output:

Given matrix is  
 1 2 3 4  
 5 6 7 8  
 9 10 11 12  
 13 14 15 16  
 17 18 19 20  
  
Diagonal printing of matrix is  
 1  
 5 2  
 9 6 3  
 13 10 7 4  
 17 14 11 8  
 18 15 12  
 19 16  
 20

This article is compiled by [Ashish Anand](https://www.facebook.com/aasshishh?fref=ts) and reviewed by GeeksforGeeks team. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/print-matrix-diagonally/>

# Print unique rows in a given boolean matrix

Given a binary matrix, print all unique rows of the given matrix.

Input:  
 {0, 1, 0, 0, 1}  
 {1, 0, 1, 1, 0}  
 {0, 1, 0, 0, 1}  
 {1, 1, 1, 0, 0}  
Output:  
 0 1 0 0 1   
 1 0 1 1 0   
 1 1 1 0 0

**Method 1 (Simple)**  
 A simple approach is to check each row with all processed rows. Print the first row. Now, starting from the second row, for each row, compare the row with already processed rows. If the row matches with any of the processed rows, don’t print it. If the current row doesn’t match with any row, print it.

Time complexity: O( ROW^2 x COL )  
 Auxiliary Space: O( 1 )

**Method 2 (Use Binary Search Tree)**  
 Find the decimal equivalent of each row and insert it into BST. Each node of the BST will contain two fields, one field for the decimal value, other for row number. Do not insert a node if it is duplicated. Finally, traverse the BST and print the corresponding rows.

Time complexity: O( ROW x COL + ROW x log( ROW ) )  
 Auxiliary Space: O( ROW )

This method will lead to Integer Overflow if number of columns is large.

**Method 3 (Use Trie data structure)**  
 Since the matrix is boolean, a variant of Trie data structure can be used where each node will be having two children one for 0 and other for 1. Insert each row in the Trie. If the row is already there, don’t print the row. If row is not there in Trie, insert it in Trie and print it.

Below is C implementation of method 3.

//Given a binary matrix of M X N of integers, you need to return only unique rows of binary array  
#include <stdio.h>  
#include <stdlib.h>  
#include <stdbool.h>  
  
#define ROW 4  
#define COL 5  
  
// A Trie node  
typedef struct Node  
{  
 bool isEndOfCol;  
 struct Node \*child[2]; // Only two children needed for 0 and 1  
} Node;  
  
  
// A utility function to allocate memory for a new Trie node  
Node\* newNode()  
{  
 Node\* temp = (Node \*)malloc( sizeof( Node ) );  
 temp->isEndOfCol = 0;  
 temp->child[0] = temp->child[1] = NULL;  
 return temp;  
}  
  
// Inserts a new matrix row to Trie. If row is already  
// present, then returns 0, otherwise insets the row and  
// return 1  
bool insert( Node\*\* root, int (\*M)[COL], int row, int col )  
{  
 // base case  
 if ( \*root == NULL )  
 \*root = newNode();  
  
 // Recur if there are more entries in this row  
 if ( col < COL )  
 return insert ( &( (\*root)->child[ M[row][col] ] ), M, row, col+1 );  
  
 else // If all entries of this row are processed  
 {  
 // unique row found, return 1  
 if ( !( (\*root)->isEndOfCol ) )  
 return (\*root)->isEndOfCol = 1;  
  
 // duplicate row found, return 0  
 return 0;  
 }  
}  
  
// A utility function to print a row  
void printRow( int (\*M)[COL], int row )  
{  
 int i;  
 for( i = 0; i < COL; ++i )  
 printf( "%d ", M[row][i] );  
 printf("\n");  
}  
  
// The main function that prints all unique rows in a  
// given matrix.  
void findUniqueRows( int (\*M)[COL] )  
{  
 Node\* root = NULL; // create an empty Trie  
 int i;  
  
 // Iterate through all rows  
 for ( i = 0; i < ROW; ++i )  
 // insert row to TRIE  
 if ( insert(&root, M, i, 0) )  
 // unique row found, print it  
 printRow( M, i );  
}  
  
// Driver program to test above functions  
int main()  
{  
 int M[ROW][COL] = {{0, 1, 0, 0, 1},  
 {1, 0, 1, 1, 0},  
 {0, 1, 0, 0, 1},  
 {1, 0, 1, 0, 0}  
 };  
  
 findUniqueRows( M );  
  
 return 0;  
}

Time complexity: O( ROW x COL )  
 Auxiliary Space: O( ROW x COL )

This method has better time complexity. Also, relative order of rows is maintained while printing.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

Tags: [Advance Data Structures](http://www.geeksforgeeks.org/tag/advance-data-structures/), [Advanced Data Structures](http://www.geeksforgeeks.org/tag/advanced-data-structures/)

### Source

<http://www.geeksforgeeks.org/print-unique-rows/>

# Reversal algorithm for array rotation

Write a function rotate(arr[], d, n) that rotates arr[] of size n by d elements.
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Rotation of the above array by 2 will make array

![ArrayRotation1](data:image/gif;base64,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)

**Method 4(The Reversal Algorithm)**  
 Please read [this](http://geeksforgeeks.org/?p=2398)for first three methods of array rotation.

**Algorithm:**

rotate(arr[], d, n)  
 reverse(arr[], 1, d) ;  
 reverse(arr[], d + 1, n);  
 reverse(arr[], l, n);

Let AB are the two parts of the input array where A = arr[0..d-1] and B = arr[d..n-1]. The idea of the algorithm is:  
 Reverse A to get ArB. /\* Ar is reverse of A \*/  
 Reverse B to get ArBr. /\* Br is reverse of B \*/  
 Reverse all to get (ArBr) r = BA.

For arr[] = [1, 2, 3, 4, 5, 6, 7], d =2 and n = 7  
 A = [1, 2] and B = [3, 4, 5, 6, 7]  
 Reverse A, we get ArB = [2, 1, 3, 4, 5, 6, 7]  
 Reverse B, we get ArBr = [2, 1, 7, 6, 5, 4, 3]  
 Reverse all, we get (ArBr)r = [3, 4, 5, 6, 7, 1, 2]

**Implementation:**

/\*Utility function to print an array \*/  
void printArray(int arr[], int size);  
  
/\* Utility function to reverse arr[] from start to end \*/  
void rvereseArray(int arr[], int start, int end);  
  
/\* Function to left rotate arr[] of size n by d \*/  
void leftRotate(int arr[], int d, int n)  
{  
 rvereseArray(arr, 0, d-1);  
 rvereseArray(arr, d, n-1);  
 rvereseArray(arr, 0, n-1);  
}  
  
/\*UTILITY FUNCTIONS\*/  
/\* function to print an array \*/  
void printArray(int arr[], int size)  
{  
 int i;  
 for(i = 0; i < size; i++)  
 printf("%d ", arr[i]);  
 printf("%\n ");  
}  
  
/\*Function to reverse arr[] from index start to end\*/  
void rvereseArray(int arr[], int start, int end)  
{  
 int i;  
 int temp;  
 while(start < end)  
 {  
 temp = arr[start];  
 arr[start] = arr[end];  
 arr[end] = temp;  
 start++;  
 end--;  
 }  
}  
  
/\* Driver program to test above functions \*/  
int main()  
{  
 int arr[] = {1, 2, 3, 4, 5, 6, 7};  
 leftRotate(arr, 2, 7);  
 printArray(arr, 7);  
 getchar();  
 return 0;  
}

**Time Complexity:** O(n)

**References:**  
 <http://www.cs.bell-labs.com/cm/cs/pearls/s02b.pdf>

Tags: [array](http://www.geeksforgeeks.org/tag/array/)

### Source

<http://www.geeksforgeeks.org/program-for-array-rotation-continued-reversal-algorithm/>

# Radix Sort

The [lower bound for Comparison based sorting algorithm](http://www.geeksforgeeks.org/lower-bound-on-comparison-based-sorting-algorithms/) (Merge Sort, Heap Sort, Quick-Sort .. etc) is ![Rendered by QuickLaTeX.com](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAE0AAAASCAQAAAC02JsZAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAAAJiS0dEAP+Hj8y/AAACS0lEQVRIx72W75GbMBDFf3sVaJIORAMZ7OsAd4BzHeg6ICVknA5wBwnuAJdwuAPcwR10sPkggXWT8CdznogvElo97b59y4Ky/JCvsbrPgxtnK4wrzH90zVL6mSgAkrGnAQwJB70yDjlQ65nZIZZnHIYTV/3GB4c43vQEAy/twAwpGpFqaFZG2w3R3oG5JiSUAiWNNqI17ubmLFiK3k+RlOTetRb945rAADV2FViB3k+R5FSKKKJcNYlybeg46w5AVCXSQMIrRxw9O77rJTpTY2OM8YShZ3NTr6Q80QIbKuwUnhgaTTwz71nLUIqgtC5SXU467jjqJaVRBdt0QCHzmiZF+TKLpz6h+V+0ZgJoe3NYwY2XHKjmlYaLzgZ8Wm9Fis7hja4p1Bzi+vCRKKTv65Mq0mAxrTSsQhehKFbBDdmh8BxN4SkoJkBFEU7MQ9rykFyNy4M6tsNhsLdMUHiXKIdAx1RP4AXWMGQKRQSU3lpTrELsmGhHG7evWGkYysBU4JE2OHLjqCObxTN0yoP27MVyZhvK4zO9pDyG1UXsWHAZV+0B2HAC7Fh1hnqsrYoa9MLV78uBi/4AoOYTgBQYPU/jAVt+wQNgaWnYhNc5LQ2vYfWTbDyQUIZZiRHHEcRKSQU8SSmlNHRs9QTAjmdxUtDq3h/SI29SSEHCZQovjB01S+19faP6hw9qtdTSvHIf5lut9rxI+tGGHZI9JCyjmrXLA5trorwLV6E+hw/HTJ7CfeGnaDYKw1c9LpotoeQ80pLA/G+TFBx9cfwGmyioS7CNnTEAAAAidEVYdGNvbW1lbnQAUmVuZGVyZWQgYnkgUXVpY2tMYVRlWC5jb20gSdC2AAAAJXRFWHRkYXRlOmNyZWF0ZQAyMDEzLTExLTI2VDAyOjM3OjQ1KzA5OjAwxjEWVgAAACV0RVh0ZGF0ZTptb2RpZnkAMjAxMy0xMS0yNlQwMjozNzo0NSswOTowMLdsruoAAAAASUVORK5CYII=), i.e., they cannot do better than nLogn.

[Counting sort](http://www.geeksforgeeks.org/counting-sort/) is a linear tine sorting algorithm that sort in O(n+k) time when elements are in range from 1 to k.

***What if the elements are in range from 1 to n2?***  
 We can’t use counting sort because counting sort will take O(n2) which is worse than comparison based sorting algorithms. Can we sort such an array in linear time?  
 [Radix Sort](http://en.wikipedia.org/wiki/Radix_sort) is the answer. The idea of Radix Sort is to do digit by digit sort starting from least significant digit to most significant digit. Radix sort uses counting sort as a subroutine to sort.

***The Radix Sort Algorithm***  
 **1)** Do following for each digit i where i varies from least significant digit to the most significant digit.  
 ………….**a)** Sort input array using counting sort (or any stable sort) according to the i’th digit.

**Example:**  
 Original, unsorted list:

170, 45, 75, 90, 802, 24, 2, 66

Sorting by least significant digit (1s place) gives: [\*Notice that we keep 802 before 2, because 802 occurred before 2 in the original list, and similarly for pairs 170 & 90 and 45 & 75.]

170, 90, 802, 2, 24, 45, 75, 66

Sorting by next digit (10s place) gives: [\*Notice that 802 again comes before 2 as 802 comes before 2 in the previous list.]

802, 2, 24, 45, 66, 170, 75, 90

Sorting by most significant digit (100s place) gives:

2, 24, 45, 66, 75, 90, 170, 802

***What is the running time of Radix Sort?***  
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***Is Radix Sort preferable to Comparison based sorting algorithms like Quick-Sort?***  
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**Implementation of Radix Sort**  
 Following is a simple C++ implementation of Radix Sort. For simplicity, the value of d is assumed to be 10. We recommend you to see [Counting Sort](http://www.geeksforgeeks.org/counting-sort/) for details of countSort() function in below code.

// C++ implementation of Radix Sort  
#include<iostream>  
using namespace std;  
  
// A utility function to get maximum value in arr[]  
int getMax(int arr[], int n)  
{  
 int mx = arr[0];  
 for (int i = 1; i < n; i++)  
 if (arr[i] > mx)  
 mx = arr[i];  
 return mx;  
}  
  
// A function to do counting sort of arr[] according to  
// the digit represented by exp.  
void countSort(int arr[], int n, int exp)  
{  
 int output[n]; // output array  
 int i, count[10] = {0};  
  
 // Store count of occurrences in count[]  
 for (i = 0; i < n; i++)  
 count[ (arr[i]/exp)%10 ]++;  
  
 // Change count[i] so that count[i] now contains actual position of  
 // this digit in output[]  
 for (i = 1; i < 10; i++)  
 count[i] += count[i - 1];  
  
 // Build the output array  
 for (i = n - 1; i >= 0; i--)  
 {  
 output[count[ (arr[i]/exp)%10 ] - 1] = arr[i];  
 count[ (arr[i]/exp)%10 ]--;  
 }  
  
 // Copy the output array to arr[], so that arr[] now  
 // contains sorted numbers according to curent digit  
 for (i = 0; i < n; i++)  
 arr[i] = output[i];  
}  
  
// The main function to that sorts arr[] of size n using Radix Sort  
void radixsort(int arr[], int n)  
{  
 // Find the maximum number to know number of digits  
 int m = getMax(arr, n);  
  
 // Do counting sort for every digit. Note that instead of passing digit  
 // number, exp is passed. exp is 10^i where i is current digit number  
 for (int exp = 1; m/exp > 0; exp \*= 10)  
 countSort(arr, n, exp);  
}  
  
// A utility function to print an array  
void print(int arr[], int n)  
{  
 for (int i = 0; i < n; i++)  
 cout << arr[i] << " ";  
}  
  
// Driver program to test above functions  
int main()  
{  
 int arr[] = {170, 45, 75, 90, 802, 24, 2, 66};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 radixsort(arr, n);  
 print(arr, n);  
 return 0;  
}

Output:

2 24 45 66 75 90 170 802

**References:**  
 <http://en.wikipedia.org/wiki/Radix_sort>  
 <http://alg12.wikischolars.columbia.edu/file/view/RADIX.pdf>  
 [MIT Video Lecture](http://www.youtube.com/watch?v=Nz1KZXbghj8)  
 [Introduction to Algorithms 3rd Edition by Clifford Stein, Thomas H. Cormen, Charles E. Leiserson, Ronald L. Rivest](http://www.flipkart.com/introduction-algorithms-3/p/itmczynzhyhxv2gs?pid=9788120340077&affid=sandeepgfg)

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/radix-sort/>

# Rearrange an array so that arr[i] becomes arr[arr[i]] with O(1) extra space

Given an array *arr[]* of size *n* where every element is in range from *0* to *n-1*. Rearrange the given array so that *arr[i]* becomes *arr[arr[i]]*. This should be done with *O(1)* extra space.

Examples:

Input: arr[] = {3, 2, 0, 1}  
Output: arr[] = {1, 0, 3, 2}  
  
Input: arr[] = {4, 0, 2, 1, 3}  
Output: arr[] = {3, 4, 2, 0, 1}  
  
Input: arr[] = {0, 1, 2, 3}  
Output: arr[] = {0, 1, 2, 3}

If the extra space condition is removed, the question becomes very easy. The main part of the question is to do it without extra space.

The credit for following solution goes to[Ganesh Ram Sundaram](http://www.careercup.com/question?id=4909367207919616). Following are the steps.

**1)** Increase every array element arr[i] by (arr[arr[i]] % n)\*n.  
 **2)** Divide every element by n.

Let us understand the above steps by an example array {3, 2, 0, 1}  
In first step, every value is incremented by (arr[arr[i]] % n)\*n  
After first step array becomes {7, 2, 12, 9}.   
The important thing is, after the increment operation  
of first step, every element holds both old values and new values.   
Old value can be obtained by arr[i]%n and new value can be obtained  
by arr[i]/n.  
  
In second step, all elements are updated to new or output values   
by doing arr[i] = arr[i]/n.  
After second step, array becomes {1, 0, 3, 2}

Following is C++ implementation of the above approach.

#include <iostream>  
using namespace std;  
  
// The function to rearrange an array in-place so that arr[i]  
// becomes arr[arr[i]].  
void rearrange(int arr[], int n)  
{  
 // First step: Increase all values by (arr[arr[i]]%n)\*n  
 for (int i=0; i < n; i++)  
 arr[i] += (arr[arr[i]]%n)\*n;  
  
 // Second Step: Divide all values by n  
 for (int i=0; i<n; i++)  
 arr[i] /= n;  
}  
  
// A utility function to print an array of size n  
void printArr(int arr[], int n)  
{  
 for (int i = 0; i < n; i++)  
 cout << arr[i] << " ";  
 cout << endl;  
}  
  
  
/\* Driver program to test above functions\*/  
int main()  
{  
 int arr[] = {3, 2, 0, 1};  
 int n = sizeof(arr)/sizeof(arr[0]);  
  
 cout << "Given array is \n";  
 printArr(arr, n);  
  
 rearrange(arr, n);  
  
 cout << "Modified array is \n";  
 printArr(arr, n);  
 return 0;  
}

Output:

Given array is  
3 2 0 1  
Modified array is  
1 0 3 2

Time Complexity: O(n)  
 Auxiliary Space: O(1)

The only problem with above solution is, it may cause overflow.

This article is contributed by **Himanshu Gupta**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/rearrange-given-array-place/>

# Rearrange positive and negative numbers in O(n) time and O(1) extra space

An array contains both positive and negative numbers in random order. Rearrange the array elements so that positive and negative numbers are placed alternatively. Number of positive and negative numbers need not be equal. If there are more positive numbers they appear at the end of the array. If there are more negative numbers, they too appear in the end of the array.

For example, if the input array is [-1, 2, -3, 4, 5, 6, -7, 8, 9], then the output should be [9, -7, 8, -3, 5, -1, 2, 4, 6]

The solution is to first separate positive and negative numbers using partition process of QuickSort. In the partition process, consider 0 as value of pivot element so that all negative numbers are placed before positive numbers. Once negative and positive numbers are separated, we start from the first negative number and first positive number, and swap every alternate negative number with next positive number.

// A C++ program to put positive numbers at even indexes (0, 2, 4,..)   
// and negative numbers at odd indexes (1, 3, 5, ..)  
#include <stdio.h>  
  
// prototype for swap  
void swap(int \*a, int \*b);  
  
// The main function that rearranges elements of given array. It puts   
// positive elements at even indexes (0, 2, ..) and negative numbers at   
// odd indexes (1, 3, ..).  
void rearrange(int arr[], int n)  
{  
 // The following few lines are similar to partition process  
 // of QuickSort. The idea is to consider 0 as pivot and  
 // divide the array around it.  
 int i = -1;  
 for (int j = 0; j < n; j++)  
 {  
 if (arr[j] < 0)  
 {  
 i++;  
 swap(&arr[i], &arr[j]);  
 }  
 }  
  
 // Now all positive numbers are at end and negative numbers at  
 // the beginning of array. Initialize indexes for starting point  
 // of positive and negative numbers to be swapped  
 int pos = i+1, neg = 0;  
  
 // Increment the negative index by 2 and positive index by 1, i.e.,  
 // swap every alternate negative number with next positive number  
 while (pos < n && neg < pos && arr[neg] < 0)  
 {  
 swap(&arr[neg], &arr[pos]);  
 pos++;  
 neg += 2;  
 }  
}  
  
// A utility function to swap two elements  
void swap(int \*a, int \*b)  
{  
 int temp = \*a;  
 \*a = \*b;  
 \*b = temp;  
}  
  
// A utility function to print an array  
void printArray(int arr[], int n)  
{  
 for (int i = 0; i < n; i++)  
 printf("%4d ", arr[i]);  
}  
  
// Driver program to test above functions  
int main()  
{  
 int arr[] = {-1, 2, -3, 4, 5, 6, -7, 8, 9};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 rearrange(arr, n);  
 printArray(arr, n);  
 return 0;  
}

Output:

4 -3 5 -1 6 -7 2 8 9

**Time Complexity:** O(n) where n is number of elements in given array.  
 **Auxiliary Space:** O(1)

Note that the partition process changes relative order of elements.

This article is compiled by **Abhay Rathi**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.  
 If you like GeeksforGeeks and would like to contribute, you can also write an article and mail your article to contribute@geeksforgeeks.org. See your article appearing on the GeeksforGeeks main page and help other Geeks.

### Source

<http://www.geeksforgeeks.org/rearrange-positive-and-negative-numbers-publish/>

# Replace every element with the next greatest

Given an array of integers, replace every element with the next greatest element (greatest element on the right side) in the array. Since there is no element next to the last element, replace it with -1. For example, if the array is {16, 17, 4, 3, 5, 2}, then it should be modified to {17, 5, 5, 5, 2, -1}.

The question is very similar to [this post](http://www.geeksforgeeks.org/archives/3511) and solutions are also similar.

A **naive method** is to run two loops. The outer loop will one by one pick array elements from left to right. The inner loop will find the greatest element present after the picked element. Finally the outer loop will replace the picked element with the greatest element found by inner loop. The time complexity of this method will be O(n\*n).  
 A **tricky method** is to replace all elements using one traversal of the array. The idea is to start from the rightmost element, move to the left side one by one, and keep track of the maximum element. Replace every element with the maximum element.

#include <stdio.h>  
  
/\* Function to replace every element with the  
 next greatest element \*/  
void nextGreatest(int arr[], int size)  
{  
 // Initialize the next greatest element   
 int max\_from\_right = arr[size-1];  
  
 // The next greatest element for the rightmost element  
 // is always -1  
 arr[size-1] = -1;  
  
 // Replace all other elements with the next greatest  
 for(int i = size-2; i >= 0; i--)  
 {  
 // Store the current element (needed later for updating  
 // the next greatest element)  
 int temp = arr[i];  
  
 // Replace current element with the next greatest  
 arr[i] = max\_from\_right;  
  
 // Update the greatest element, if needed  
 if(max\_from\_right < temp)  
 max\_from\_right = temp;  
 }  
}  
  
/\* A utility Function that prints an array \*/  
void printArray(int arr[], int size)  
{  
 int i;  
 for (i=0; i < size; i++)  
 printf("%d ", arr[i]);  
 printf("\n");  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int arr[] = {16, 17, 4, 3, 5, 2};  
 int size = sizeof(arr)/sizeof(arr[0]);  
 nextGreatest (arr, size);  
 printf ("The modified array is: \n");  
 printArray (arr, size);  
 return (0);  
}

Output:

The modified array is:  
17 5 5 5 2 -1

Time Complexity: O(n) where n is the number of elements in array.

Please write comments if you find any of the above codes/algorithms incorrect, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/replace-every-element-with-the-greatest-on-right-side/>

# Search in an almost sorted array

Given an array which is sorted, but after sorting some elements are moved to either of the adjacent positions, i.e., arr[i] may be present at arr[i+1] or arr[i-1]. Write an efficient function to search an element in this array. Basically the element arr[i] can only be swapped with either arr[i+1] or arr[i-1].

For example consider the array {2, 3, 10, 4, 40}, 4 is moved to next position and 10 is moved to previous position.

Example:

Input: arr[] = {10, 3, 40, 20, 50, 80, 70}, key = 40  
Output: 2   
Output is index of 40 in given array  
  
Input: arr[] = {10, 3, 40, 20, 50, 80, 70}, key = 90  
Output: -1  
-1 is returned to indicate element is not present

A simple solution is to linearly search the given key in given array. Time complexity of this solution is O(n). We cab modify [binary search](http://geeksquiz.com/binary-search/) to do it in O(Logn) time.

The idea is to compare the key with middle 3 elements, if present then return the index. If not present, then compare the key with middle element to decide whether to go in left half or right half. Comparing with middle element is enough as all the elements after mid+2 must be greater than element mid and all elements before mid-2 must be smaller than mid element.

Following is C++ implementation of this approach.

// C++ program to find an element in an almost sorted array  
#include <stdio.h>  
  
// A recursive binary search based function. It returns index of x in  
// given array arr[l..r] is present, otherwise -1  
int binarySearch(int arr[], int l, int r, int x)  
{  
 if (r >= l)  
 {  
 int mid = l + (r - l)/2;  
  
 // If the element is present at one of the middle 3 positions  
 if (arr[mid] == x) return mid;  
 if (mid > l && arr[mid-1] == x) return (mid - 1);  
 if (mid < r && arr[mid+1] == x) return (mid + 1);  
  
 // If element is smaller than mid, then it can only be present  
 // in left subarray  
 if (arr[mid] > x) return binarySearch(arr, l, mid-2, x);  
  
 // Else the element can only be present in right subarray  
 return binarySearch(arr, mid+2, r, x);  
 }  
  
 // We reach here when element is not present in array  
 return -1;  
}  
  
// Driver program to test above function  
int main(void)  
{  
 int arr[] = {3, 2, 10, 4, 40};  
 int n = sizeof(arr)/ sizeof(arr[0]);  
 int x = 4;  
 int result = binarySearch(arr, 0, n-1, x);  
 (result == -1)? printf("Element is not present in array")  
 : printf("Element is present at index %d", result);  
 return 0;  
}

Output:

Element is present at index 3

Time complexity of the above function is O(Logn).

This article is contributed by **Abhishek**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/search-almost-sorted-array/>

# Search an element in a sorted and pivoted array

**Question:**  
 An element in a sorted array can be found in O(log n) time via binary search. But suppose I rotate the sorted array at some pivot unknown to you beforehand. So for instance, 1 2 3 4 5 might become 3 4 5 1 2. Devise a way to find an element in the rotated array in O(log n) time.
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**Solution:**  
 Thanks to Ajay Mishra for initial solution.

**Algorithm:**  
 Find the pivot point, divide the array in two sub-arrays and call binary search.  
 The main idea for finding pivot is – for a sorted (in increasing order) and pivoted array, pivot element is the only only element for which next element to it is smaller than it.  
 Using above criteria and binary search methodology we can get pivot element in O(logn) time

Input arr[] = {3, 4, 5, 1, 2}  
Element to Search = 1  
 1) Find out pivot point and divide the array in two   
 sub-arrays. (pivot = 2) /\*Index of 5\*/  
 2) Now call binary search for one of the two sub-arrays.  
 (a) If element is greater than 0th element then   
 search in left array  
 (b) Else Search in right array   
 (1 will go in else as 1 If element is found in selected sub-array then return index   
 Else return -1.

**Implementation:**

/\* Program to search an element in a sorted and pivoted array\*/  
#include <stdio.h>  
  
int findPivot(int[], int, int);  
int binarySearch(int[], int, int, int);  
  
/\* Searches an element no in a pivoted sorted array arrp[]  
 of size arr\_size \*/  
int pivotedBinarySearch(int arr[], int arr\_size, int no)  
{  
 int pivot = findPivot(arr, 0, arr\_size-1);  
  
 // If we didn't find a pivot, then array is not rotated at all  
 if (pivot == -1)  
 return binarySearch(arr, 0, arr\_size-1, no);  
  
 // If we found a pivot, then first compare with pivot and then  
 // search in two subarrays around pivot  
 if (arr[pivot] == no)  
 return pivot;  
 if (arr[0] <= no)  
 return binarySearch(arr, 0, pivot-1, no);  
 else  
 return binarySearch(arr, pivot+1, arr\_size-1, no);  
}  
  
/\* Function to get pivot. For array 3, 4, 5, 6, 1, 2 it will  
 return 3. If array is not rotated at all, then it returns -1 \*/  
int findPivot(int arr[], int low, int high)  
{  
 // base cases  
 if (high < low) return -1;  
 if (high == low) return low;  
  
 int mid = (low + high)/2; /\*low + (high - low)/2;\*/  
 if (mid < high && arr[mid] > arr[mid + 1])  
 return mid;  
 if (mid > low && arr[mid] < arr[mid - 1])  
 return (mid-1);  
 if (arr[low] >= arr[mid])  
 return findPivot(arr, low, mid-1);  
 else  
 return findPivot(arr, mid + 1, high);  
}  
  
/\* Standard Binary Search function\*/  
int binarySearch(int arr[], int low, int high, int no)  
{  
 if (high < low)  
 return -1;  
 int mid = (low + high)/2; /\*low + (high - low)/2;\*/  
 if (no == arr[mid])  
 return mid;  
 if (no > arr[mid])  
 return binarySearch(arr, (mid + 1), high, no);  
 else  
 return binarySearch(arr, low, (mid -1), no);  
}  
  
  
/\* Driver program to check above functions \*/  
int main()  
{  
 // Let us search 3 in below array  
 int arr1[] = {5, 6, 7, 8, 9, 10, 1, 2, 3};  
 int arr\_size = sizeof(arr1)/sizeof(arr1[0]);  
 int no = 3;  
 printf("Index of the element is %d\n", pivotedBinarySearch(arr1, arr\_size, no));  
  
 // Let us search 3 in below array  
 int arr2[] = {3, 4, 5, 1, 2};  
 arr\_size = sizeof(arr2)/sizeof(arr2[0]);  
 printf("Index of the element is %d\n", pivotedBinarySearch(arr2, arr\_size, no));  
  
 // Let us search for 4 in above array  
 no = 4;  
 printf("Index of the element is %d\n", pivotedBinarySearch(arr2, arr\_size, no));  
  
 // Let us search 0 in below array  
 int arr3[] = {1, 1, 1, 0, 1, 1, 1, 1, 1, 1, 1};  
 no = 0;  
 arr\_size = sizeof(arr3)/sizeof(arr3[0]);  
 printf("Index of the element is %d\n", pivotedBinarySearch(arr3, arr\_size, no));  
  
 // Let us search 3 in below array  
 int arr4[] = {2, 3, 0, 2, 2, 2, 2, 2, 2, 2};  
 no = 3;  
 arr\_size = sizeof(arr4)/sizeof(arr4[0]);  
 printf("Index of the element is %d\n", pivotedBinarySearch(arr4, arr\_size, no));  
  
 // Let us search 2 in above array  
 no = 2;  
 printf("Index of the element is %d\n", pivotedBinarySearch(arr4, arr\_size, no));  
  
 // Let us search 3 in below array  
 int arr5[] = {1, 2, 3, 4};  
 no = 3;  
 arr\_size = sizeof(arr5)/sizeof(arr5[0]);  
 printf("Index of the element is %d\n", pivotedBinarySearch(arr5, arr\_size, no));  
  
 return 0;  
}

Output:

Index of the element is 8  
Index of the element is 0  
Index of the element is 1  
Index of the element is 3  
Index of the element is 1  
Index of the element is 0  
Index of the element is 2

Please note that the solution may not work for cases where the input array has duplicates.

**Time Complexity** O(logn)

Please write comments if you find any bug in above codes/algorithms, or find other ways to solve the same problem.

Tags: [array](http://www.geeksforgeeks.org/tag/array/)

### Source

<http://www.geeksforgeeks.org/search-an-element-in-a-sorted-and-pivoted-array/>

# Floor and Ceiling in a sorted array

Given a sorted array and a value x, the ceiling of x is the smallest element in array greater than or equal to x, and the floor is the greatest element smaller than or equal to x. Assume than the array is sorted in non-decreasing order. Write efficient functions to find floor and ceiling of x.

For example, let the input array be {1, 2, 8, 10, 10, 12, 19}  
For x = 0: floor doesn't exist in array, ceil = 1  
For x = 1: floor = 1, ceil = 1  
For x = 5: floor = 2, ceil = 8  
For x = 20: floor = 19, ceil doesn't exist in array

In below methods, we have implemented only ceiling search functions. Floor search can be implemented in the same way.

**Method 1 (Linear Search)**  
 Algorithm to search ceiling of x:  
 1) If x is smaller than or equal to the first element in array then return 0(index of first element)  
 2) Else Linearly search for an index i such that x lies between arr[i] and arr[i+1].  
 3) If we do not find an index i in step 2, then return -1

#include<stdio.h>  
  
/\* Function to get index of ceiling of x in arr[low..high] \*/  
int ceilSearch(int arr[], int low, int high, int x)  
{  
 int i;   
  
 /\* If x is smaller than or equal to first element,  
 then return the first element \*/  
 if(x <= arr[low])  
 return low;   
  
 /\* Otherwise, linearly search for ceil value \*/  
 for(i = low; i < high; i++)  
 {  
 if(arr[i] == x)  
 return i;  
  
 /\* if x lies between arr[i] and arr[i+1] including  
 arr[i+1], then return arr[i+1] \*/  
 if(arr[i] < x && arr[i+1] >= x)  
 return i+1;  
 }   
  
 /\* If we reach here then x is greater than the last element   
 of the array, return -1 in this case \*/  
 return -1;  
}  
  
  
/\* Driver program to check above functions \*/  
int main()  
{  
 int arr[] = {1, 2, 8, 10, 10, 12, 19};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 int x = 3;  
 int index = ceilSearch(arr, 0, n-1, x);  
 if(index == -1)  
 printf("Ceiling of %d doesn't exist in array ", x);  
 else  
 printf("ceiling of %d is %d", x, arr[index]);  
 getchar();  
 return 0;  
}

Time Complexity: O(n)

**Method 2 (Binary Search)**  
 Instead of using linear search, binary search is used here to find out the index. Binary search reduces time complexity to O(Logn).

#include<stdio.h>  
  
/\* Function to get index of ceiling of x in arr[low..high]\*/  
int ceilSearch(int arr[], int low, int high, int x)  
{  
 int mid;   
  
 /\* If x is smaller than or equal to the first element,  
 then return the first element \*/  
 if(x <= arr[low])  
 return low;   
  
 /\* If x is greater than the last element, then return -1 \*/  
 if(x > arr[high])  
 return -1;   
  
 /\* get the index of middle element of arr[low..high]\*/  
 mid = (low + high)/2; /\* low + (high - low)/2 \*/  
  
 /\* If x is same as middle element, then return mid \*/  
 if(arr[mid] == x)  
 return mid;  
   
 /\* If x is greater than arr[mid], then either arr[mid + 1]  
 is ceiling of x or ceiling lies in arr[mid+1...high] \*/   
 else if(arr[mid] < x)  
 {  
 if(mid + 1 <= high && x <= arr[mid+1])  
 return mid + 1;  
 else   
 return ceilSearch(arr, mid+1, high, x);  
 }  
  
 /\* If x is smaller than arr[mid], then either arr[mid]   
 is ceiling of x or ceiling lies in arr[mid-1...high] \*/   
 else  
 {  
 if(mid - 1 >= low && x > arr[mid-1])  
 return mid;  
 else   
 return ceilSearch(arr, low, mid - 1, x);  
 }  
}  
  
/\* Driver program to check above functions \*/  
int main()  
{  
 int arr[] = {1, 2, 8, 10, 10, 12, 19};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 int x = 20;  
 int index = ceilSearch(arr, 0, n-1, x);  
 if(index == -1)  
 printf("Ceiling of %d doesn't exist in array ", x);  
 else   
 printf("ceiling of %d is %d", x, arr[index]);  
 getchar();  
 return 0;  
}

Time Complexity: O(Logn)

Please write comments if you find any of the above codes/algorithms incorrect, or find better ways to solve the same problem, or want to share code for floor implementation.

### Source

<http://www.geeksforgeeks.org/search-floor-and-ceil-in-a-sorted-array/>

# Search in a row wise and column wise sorted matrix

Given an n x n matrix, where every row and column is sorted in increasing order. Given a number x, how to decide whether this x is in the matrix. The designed algorithm should have linear time complexity.

Thanks to [devendraiiit](http://geeksforgeeks.org/forum/topic/there-is-a-nn-matrix-every-row-and-column-is-in-increasing-order#post-457)for suggesting below approach.

1) Start with top right element  
 2) Loop: compare this element e with x  
 ….i) if they are equal then return its position  
 …ii) e ..iii) e > x then move it to left (if out of bound of matrix then break return false)  
 3) repeat the i), ii) and iii) till you find element or returned false

**Implementation:**

#include<stdio.h>  
  
/\* Searches the element x in mat[][]. If the element is found,   
 then prints its position and returns true, otherwise prints   
 "not found" and returns false \*/  
int search(int mat[4][4], int n, int x)  
{  
 int i = 0, j = n-1; //set indexes for top right element  
 while ( i < n && j >= 0 )  
 {  
 if ( mat[i][j] == x )  
 {  
 printf("\n Found at %d, %d", i, j);  
 return 1;  
 }  
 if ( mat[i][j] > x )  
 j--;  
 else // if mat[i][j] < x  
 i++;  
 }  
  
 printf("\n Element not found");  
 return 0; // if ( i==n || j== -1 )  
}  
  
// driver program to test above function  
int main()  
{  
 int mat[4][4] = { {10, 20, 30, 40},  
 {15, 25, 35, 45},  
 {27, 29, 37, 48},  
 {32, 33, 39, 50},  
 };  
 search(mat, 4, 29);  
 getchar();  
 return 0;  
}

Time Complexity: O(n)

The above approach will also work for m x n matrix (not only for n x n). Complexity would be O(m + n).

Please write comments if you find the above codes/algorithms incorrect, or find other ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/search-in-row-wise-and-column-wise-sorted-matrix/>

# Segregate Even and Odd numbers

Given an array A[], write a function that segregates even and odd numbers. The functions should put all even numbers first, and then odd numbers.

Example  
 Input = {12, 34, 45, 9, 8, 90, 3}  
 Output = {12, 34, 8, 90, 45, 9, 3}

In the output, order of numbers can be changed, i.e., in the above example 34 can come before 12 and 3 can come before 9.

The problem is very similar to our old post [Segregate 0s and 1s in an array](http://geeksforgeeks.org/?p=5234), and both of these problems are variation of famous [Dutch national flag problem](http://www.csse.monash.edu.au/~lloyd/tildeAlgDS/Sort/Flag/).

Algorithm: segregateEvenOdd()  
1) Initialize two index variables left and right:   
 left = 0, right = size -1   
2) Keep incrementing left index until we see an odd number.  
3) Keep decrementing right index until we see an even number.  
4) If lef   
Implementation:  
  
#include<stdio.h>  
  
/\* Function to swap \*a and \*b \*/  
void swap(int \*a, int \*b);  
  
void segregateEvenOdd(int arr[], int size)  
{  
 /\* Initialize left and right indexes \*/  
 int left = 0, right = size-1;  
 while(left < right)  
 {  
 /\* Increment left index while we see 0 at left \*/  
 while(arr[left]%2 == 0 && left < right)  
 left++;  
  
 /\* Decrement right index while we see 1 at right \*/  
 while(arr[right]%2 == 1 && left < right)  
 right--;  
  
 if(left < right)  
 {  
 /\* Swap arr[left] and arr[right]\*/  
 swap(&arr[left], &arr[right]);  
 left++;  
 right--;  
 }  
 }  
}   
  
/\* UTILITY FUNCTIONS \*/  
void swap(int \*a, int \*b)  
{  
 int temp = \*a;  
 \*a = \*b;  
 \*b = temp;  
}   
  
/\* driver program to test \*/  
int main()  
{  
 int arr[] = {12, 34, 45, 9, 8, 90, 3};  
 int arr\_size = 7, i = 0;  
  
 segregateEvenOdd(arr, arr\_size);  
  
 printf("array after segregation ");  
 for(i = 0; i < arr\_size; i++)  
 printf("%d ", arr[i]);  
  
 getchar();  
 return 0;  
}

Time Complexity: O(n)

References:  
 <http://www.csse.monash.edu.au/~lloyd/tildeAlgDS/Sort/Flag/>

Please write comments if you find the above code/algorithm incorrect, or find better ways to solve the same problem.

### Source

<http://www.geeksforgeeks.org/segregate-even-and-odd-numbers/>

# Shuffle a given array

Given an array, write a program to generate a random permutation of array elements. This question is also asked as “shuffle a deck of cards” or “randomize a given array”.
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Let the given array be *arr[]*. A simple solution is to create an auxiliary array *temp[]* which is initially a copy of *arr[]*. Randomly select an element from *temp[]*, copy the randomly selected element to *arr[0]* and remove the selected element from *temp[]*. Repeat the same process n times and keep copying elements to *arr[1], arr[2], … .* The time complexity of this solution will be O(n^2).

[Fisher–Yates shuffle Algorithm](http://en.wikipedia.org/wiki/Fisher%E2%80%93Yates_shuffle#The_modern_algorithm) works in O(n) time complexity. The assumption here is, we are given a function rand() that generates random number in O(1) time.  
 The idea is to start from the last element, swap it with a randomly selected element from the whole array (including last). Now consider the array from 0 to n-2 (size reduced by 1), and repeat the process till we hit the first element.

Following is the detailed algorithm

To shuffle an array a of n elements (indices 0..n-1):  
 for i from n - 1 downto 1 do  
 j = random integer with 0   
Following is C++ implementation of this algorithm.  
  
// C Program to shuffle a given array  
  
#include <stdio.h>  
#include <stdlib.h>  
#include <time.h>  
  
// A utility function to swap to integers  
void swap (int \*a, int \*b)  
{  
 int temp = \*a;  
 \*a = \*b;  
 \*b = temp;  
}  
  
// A utility function to print an array  
void printArray (int arr[], int n)  
{  
 for (int i = 0; i < n; i++)  
 printf("%d ", arr[i]);  
 printf("\n");  
}  
  
// A function to generate a random permutation of arr[]  
void randomize ( int arr[], int n )  
{  
 // Use a different seed value so that we don't get same  
 // result each time we run this program  
 srand ( time(NULL) );  
  
 // Start from the last element and swap one by one. We don't  
 // need to run for the first element that's why i > 0  
 for (int i = n-1; i > 0; i--)  
 {  
 // Pick a random index from 0 to i  
 int j = rand() % (i+1);  
  
 // Swap arr[i] with the element at random index  
 swap(&arr[i], &arr[j]);  
 }  
}  
  
// Driver program to test above function.  
int main()  
{  
 int arr[] = {1, 2, 3, 4, 5, 6, 7, 8};  
 int n = sizeof(arr)/ sizeof(arr[0]);  
 randomize (arr, n);  
 printArray(arr, n);  
  
 return 0;  
}

Output:

7 8 4 6 3 1 2 5

The above function assumes that rand() generates a random number.

Time Complexity: O(n), assuming that the function rand() takes O(1) time.

**How does this work?**  
 The probability that ith element (including the last one) goes to last position is 1/n, because we randomly pick an element in first iteration.

The probability that ith element goes to second last position can be proved to be 1/n by dividing it in two cases.  
 *Case 1: i = n-1 (index of last element)*:  
 The probability of last element going to second last position is = (probability that last element doesn't stay at its original position) x (probability that the index picked in previous step is picked again so that the last element is swapped)  
 So the probability = ((n-1)/n) x (1/(n-1)) = 1/n  
 *Case 2: 0 :*  
 *The probability of ith element going to second position = (probability that ith element is not picked in previous iteration) x (probability that ith element is picked in this iteration)*  
 *So the probability = ((n-1)/n) x (1/(n-1)) = 1/n*

We can easily generalize above proof for any other position.

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

Tags: [MathematicalAlgo](http://www.geeksforgeeks.org/tag/mathematicalalgo/)

### Source

<http://www.geeksforgeeks.org/shuffle-a-given-array/>

# Sort an array according to the order defined by another array

Given two arrays A1[] and A2[], sort A1 in such a way that the relative order among the elements will be same as those are in A2. For the elements not present in A2, append them at last in sorted order.

Input: A1[] = {2, 1, 2, 5, 7, 1, 9, 3, 6, 8, 8}  
 A2[] = {2, 1, 8, 3}  
Output: A1[] = {2, 2, 1, 1, 8, 8, 3, 5, 6, 7, 9}

The code should handle all cases like number of elements in A2[] may be more or less compared to A1[]. A2[] may have some elements which may not be there in A1[] and vice versa is also possible.

Source: [Amazon Interview | Set 110 (On-Campus)](http://www.geeksforgeeks.org/amazon-interview-set-110-campus/)

**We strongly recommend to minimize the browser and try this yourself first.**

**Method 1 (Using Sorting and Binary Search)**  
 Let size of A1[] be m and size of A2[] be n.  
 1) Create a temporary array temp of size m and copy contents of A1[] to it.  
 2) Create another array visited[] and initialize all entries in it as false. visited[] is used to mark those elements in temp[] which are copied to A1[].  
 3) Sort temp[]  
 4) Initialize the output index ind as 0.  
 5) Do following for every element of A2[i] in A2[]  
 …..a) Binary search for all occurrences of A2[i] in temp[], if present then copy all occurrences to A1[ind] and increment ind. Also mark the copied elements visited[]  
 6) Copy all unvisited elements from temp[] to A1[].

Time complexity: The steps 1 and 2 require O(m) time. Step 3 requires O(mLogm) time. Step 5 requires O(nLogm) time. Therefore overall time complexity is O(m + nLogm).

Thanks to [vivek](http://www.geeksforgeeks.org/amazon-interview-set-110-campus/)for suggesting this method. Following is C++ implementation of above algorithm.

// A C++ program to sort an array according to the order defined  
// by another array  
#include <iostream>  
#include <algorithm>  
using namespace std;  
  
/\* A Binary Search based function to find index of FIRST occurrence  
 of x in arr[]. If x is not present, then it returns -1 \*/  
int first(int arr[], int low, int high, int x, int n)  
{  
 if (high >= low)  
 {  
 int mid = low + (high-low)/2; /\* (low + high)/2; \*/  
 if ((mid == 0 || x > arr[mid-1]) && arr[mid] == x)  
 return mid;  
 if (x > arr[mid])  
 return first(arr, (mid + 1), high, x, n);  
 return first(arr, low, (mid -1), x, n);  
 }  
 return -1;  
}  
  
// Sort A1[0..m-1] according to the order defined by A2[0..n-1].  
void sortAccording(int A1[], int A2[], int m, int n)  
{  
 // The temp array is used to store a copy of A1[] and visited[]  
 // is used mark the visited elements in temp[].  
 int temp[m], visited[m];  
 for (int i=0; i<m; i++)  
 {  
 temp[i] = A1[i];  
 visited[i] = 0;  
 }  
  
 // Sort elements in temp  
 sort(temp, temp + m);  
  
 int ind = 0; // for index of output which is sorted A1[]  
  
 // Consider all elements of A2[], find them in temp[]  
 // and copy to A1[] in order.  
 for (int i=0; i<n; i++)  
 {  
 // Find index of the first occurrence of A2[i] in temp  
 int f = first(temp, 0, m-1, A2[i], m);  
  
 // If not present, no need to proceed  
 if (f == -1) continue;  
  
 // Copy all occurrences of A2[i] to A1[]  
 for (int j = f; (j<m && temp[j]==A2[i]); j++)  
 {  
 A1[ind++] = temp[j];  
 visited[j] = 1;  
 }  
 }  
  
 // Now copy all items of temp[] which are not present in A2[]  
 for (int i=0; i<m; i++)  
 if (visited[i] == 0)  
 A1[ind++] = temp[i];  
}  
  
// Utility function to print an array  
void printArray(int arr[], int n)  
{  
 for (int i=0; i<n; i++)  
 cout << arr[i] << " ";  
 cout << endl;  
}  
  
// Driver program to test above function.  
int main()  
{  
 int A1[] = {2, 1, 2, 5, 7, 1, 9, 3, 6, 8, 8};  
 int A2[] = {2, 1, 8, 3};  
 int m = sizeof(A1)/sizeof(A1[0]);  
 int n = sizeof(A2)/sizeof(A2[0]);  
 cout << "Sorted array is \n";  
 sortAccording(A1, A2, m, n);  
 printArray(A1, m);  
 return 0;  
}

Output:

Sorted array is  
2 2 1 1 8 8 3 5 6 7 9

**Method 2 (Using Self-Balancing Binary Search Tree)**  
 We can also use a self balancing BST like [AVL Tree](http://www.geeksforgeeks.org/avl-tree-set-1-insertion/), [Red Black Tree](http://www.geeksforgeeks.org/red-black-tree-set-1-introduction-2/), etc. Following are detailed steps.  
 1) Create a self balancing BST of all elements in A1[]. In every node of BST, also keep track of count of occurrences of the key and a bool field visited which is initialized as false for all nodes.  
 2) Initialize the output index ind as 0.  
 3) Do following for every element of A2[i] in A2[]  
 …..a) Search for A2[i] in the BST, if present then copy all occurrences to A1[ind] and increment ind. Also mark the copied elements visited in the BST node.  
 4) Do an inorder traversal of BST and copy all unvisited keys to A1[].

Time Complexity of this method is same as the previous method. Note that in a self balancing Binary Search Tree, all operations require logm time.

**Method 3 (Use Hashing)**  
 1. Loop through A1[], store the count of every number in a HashMap (key: number, value: count of number) .  
 2. Loop through A2[], check if it is present in HashMap, if so, put in output array that many times and remove the number from HashMap.  
 3. Sort the rest of the numbers present in HashMap and put in output array.

Thanks to[Anurag Sigh](http://www.geeksforgeeks.org/amazon-interview-set-110-campus/) for suggesting this method.

The steps 1 and 2 on average take O(m+n) time under the assumption that we have a good hashing function that takes O(1) time for insertion and search on average. The third step takes O(pLogp) time where p is the number of elements remained after considering elements of A2[].

**Method 4 (By Writing a Customized Compare Method)**  
 We can also customize compare method of a sorting algorithm to solve the above problem. For example [qsort() in C allows us to pass our own customized compare method](http://www.geeksforgeeks.org/comparator-function-of-qsort-in-c/).  
 1. If num1 and num2 both are in A2 then number with lower index in A2 will be treated smaller than other.  
 2. If only one of num1 or num2 present in A2, then that number will be treated smaller than the other which doesn’t present in A2.  
 3. If both are not in A2, then natural ordering will be taken.

Time complexity of this method is O(mnLogm) if we use a O(nLogn) time complexity sorting algorithm. We can improve time complexity to O(mLogm) by using a Hashing instead of doing linear search.

Following is C implementation of this method.

// A C++ program to sort an array according to the order defined  
// by another array  
#include <stdio.h>  
#include <stdlib.h>  
  
// A2 is made global here so that it can be accesed by compareByA2()  
// The syntax of qsort() allows only two parameters to compareByA2()  
int A2[5];  
int size = 5; // size of A2[]  
  
int search(int key)  
{  
 int i=0, idx = 0;  
 for (i=0; i<size; i++)  
 if (A2[i] == key)  
 return i;  
 return -1;  
}  
  
// A custom comapre method to compare elements of A1[] according  
// to the order defined by A2[].  
int compareByA2(const void \* a, const void \* b)  
{  
 int idx1 = search(\*(int\*)a);  
 int idx2 = search(\*(int\*)b);  
 if (idx1 != -1 && idx2 != -1)  
 return idx1 - idx2;  
 else if(idx1 != -1)  
 return -1;  
 else if(idx2 != -1)  
 return 1;  
 else  
 return ( \*(int\*)a - \*(int\*)b );  
}  
  
// This method mainly uses qsort to sort A1[] according to A2[]  
void sortA1ByA2(int A1[], int size1)  
{  
 qsort(A1, size1, sizeof (int), compareByA2);  
}  
  
// Driver program to test above function  
int main(int argc, char \*argv[])  
{  
 int A1[] = {2, 1, 2, 5, 7, 1, 9, 3, 6, 8, 8, 7, 5, 6, 9, 7, 5};  
  
 //A2[] = {2, 1, 8, 3, 4};  
 A2[0] = 2;  
 A2[1] = 1;  
 A2[2] = 8;  
 A2[3] = 3;  
 A2[4] = 4;  
 int size1 = sizeof(A1)/sizeof(A1[0]);  
  
 sortA1ByA2(A1, size1);  
  
 printf("Sorted Array is ");  
 int i;  
 for (i=0; i<size1; i++)  
 printf("%d ", A1[i]);  
 return 0;  
}

Output:

Sorted Array is 2 2 1 1 8 8 3 5 5 5 6 6 7 7 7 9 9

This method is based on comments by readers (Xinuo Chen, Pranay Doshi and javakurious) and compiled by Anurag Singh.

This article is compiled by **Piyush**. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/sort-array-according-order-defined-another-array/>

# Sort elements by frequency | Set 1

Asked By Binod  
   
 **Question:**  
 Print the elements of an array in the decreasing frequency if 2 numbers have same frequency then print the one which came 1st  
 E.g. 2 5 2 8 5 6 8 8 output: 8 8 8 2 2 5 5 6.

**METHOD 1 (Use Sorting)**

1) Use a sorting algorithm to sort the elements O(nlogn)   
 2) Scan the sorted array and construct a 2D array of element and count O(n).  
 3) Sort the 2D array according to count O(nlogn).

**Example:**

Input 2 5 2 8 5 6 8 8  
  
 After sorting we get  
 2 2 5 5 6 8 8 8  
  
 Now construct the 2D array as  
 2, 2  
 5, 2  
 6, 1  
 8, 3  
  
 Sort by count  
 8, 3  
 2, 2  
 5, 2  
 6, 1

There is one issue with above approach (thanks to ankit for pointing this out). If we modify the input to 5 2 2 8 5 6 8 8, then we should get 8 8 8 5 5 2 2 6 and not 8 8 8 2 2 5 5 6 as will be the case.  
 To handle this, we should use indexes in step 3, if two counts are same then we should first process(or print) the element with lower index. In step 1, we should store the indexes instead of elements.

Input 5 2 2 8 5 6 8 8  
  
 After sorting we get  
 Element 2 2 5 5 6 8 8 8  
 Index 1 2 0 4 5 3 6 7  
  
 Now construct the 2D array as  
 Index, Count  
 1, 2  
 0, 2  
 5, 1  
 3, 3  
  
 Sort by count (consider indexes in case of tie)  
 3, 3  
 0, 2  
 1, 2  
 5, 1  
   
 Print the elements using indexes in the above 2D array.

**METHOD 2(Use BST and Sorting)**  
 1. Insert elements in BST one by one and if an element is already present then increment the count of the node. Node of the Binary Search Tree (used in this approach) will be as follows.

struct tree  
{  
 int element;  
 int first\_index /\*To handle ties in counts\*/  
 int count;  
}BST;

2.Store the first indexes and corresponding counts of BST in a 2D array.  
 3 Sort the 2D array according to counts (and use indexes in case of tie).

**Time Complexity:** O(nlogn) if a[Self Balancing Binary Search Tree](http://en.wikipedia.org/wiki/Self-balancing_binary_search_tree) is used.

**METHOD 3(Use Hashing and Sorting)**  
 Using a hashing mechanism, we can store the elements (also first index) and their counts in a hash. Finally, sort the hash elements according to their counts.

These are just our thoughts about solving the problem and may not be the optimal way of solving. We are open for better solutions.

**Related Links**

http://www.trunix.org/programlama/c/kandr2/krx604.html

<http://drhanson.s3.amazonaws.com/storage/documents/common.pdf>

http://www.cc.gatech.edu/classes/semantics/misc/pp2.pdf

Tags: [array](http://www.geeksforgeeks.org/tag/array/)

### Source

<http://www.geeksforgeeks.org/sort-elements-by-frequency/>

# Stable Marriage Problem

Given N men and N women, where each person has ranked all members of the opposite sex in order of preference, marry the men and women together such that there are no two people of opposite sex who would both rather have each other than their current partners. If there are no such people, all the marriages are “stable” (Source [Wiki](http://en.wikipedia.org/wiki/Stable_marriage_problem)).

Consider the following example.

Let there be two men m1 and m2 and two women w1 and w2.  
 Let m1‘s list of preferences be {w1, w2}  
 Let m2‘s list of preferences be {w1, w2}  
 Let w1‘s list of preferences be {m1, m2}  
 Let w2‘s list of preferences be {m1, m2}

The matching { {m1, w2}, {w1, m2} } is not stable because m1 and w1 would prefer each other over their assigned partners. The matching {m1, w1} and {m2, w2} is stable because there are no two people of opposite sex that would prefer each other over their assigned partners.

It is always possible to form stable marriages from lists of preferences (See references for proof). Following is Gale–Shapley algorithm to find a stable matching:  
 The idea is to iterate through all free men while there is any free man available. Every free man goes to all women in his preference list according to the order. For every woman he goes to, he checks if the woman is free, if yes, they both become engaged. If the woman is not free, then the woman chooses either says no to him or dumps her current engagement according to her preference list. So an engagement done once can be broken if a woman gets better option.  
 Following is complete algorithm from [Wiki](http://en.wikipedia.org/wiki/Stable_marriage_problem)

Initialize all men and women to free  
while there exist a free man m who still has a woman w to propose to   
{  
 w = m's highest ranked such woman to whom he has not yet proposed  
 if w is free  
 (m, w) become engaged  
 else some pair (m', w) already exists  
 if w prefers m to m'  
 (m, w) become engaged  
 m' becomes free  
 else  
 (m', w) remain engaged   
}

**Input & Output:** Input is a 2D matrix of size (2\*N)\*N where N is number of women or men. Rows from 0 to N-1 represent preference lists of men and rows from N to 2\*N – 1 represent preference lists of women. So men are numbered from 0 to N-1 and women are numbered from N to 2\*N – 1. The output is list of married pairs.

Following is C++ implementation of the above algorithm.

// C++ program for stable marriage problem  
#include <iostream>  
#include <string.h>  
#include <stdio.h>  
using namespace std;  
  
// Number of Men or Women  
#define N 4  
  
// This function returns true if woman 'w' prefers man 'm1' over man 'm'  
bool wPrefersM1OverM(int prefer[2\*N][N], int w, int m, int m1)  
{  
 // Check if w prefers m over her current engagment m1  
 for (int i = 0; i < N; i++)  
 {  
 // If m1 comes before m in lisr of w, then w prefers her  
 // cirrent engagement, don't do anything  
 if (prefer[w][i] == m1)  
 return true;  
  
 // If m cmes before m1 in w's list, then free her current  
 // engagement and engage her with m  
 if (prefer[w][i] == m)  
 return false;  
 }  
}  
  
// Prints stable matching for N boys and N girls. Boys are numbered as 0 to  
// N-1. Girls are numbereed as N to 2N-1.  
void stableMarriage(int prefer[2\*N][N])  
{  
 // Stores partner of women. This is our output array that  
 // stores paing information. The value of wPartner[i]  
 // indicates the partner assigned to woman N+i. Note that  
 // the woman numbers between N and 2\*N-1. The value -1  
 // indicates that (N+i)'th woman is free  
 int wPartner[N];  
  
 // An array to store availability of men. If mFree[i] is  
 // false, then man 'i' is free, otherwise engaged.  
 bool mFree[N];  
  
 // Initialize all men and women as free  
 memset(wPartner, -1, sizeof(wPartner));  
 memset(mFree, false, sizeof(mFree));  
 int freeCount = N;  
  
 // While there are free men  
 while (freeCount > 0)  
 {  
 // Pick the first free man (we could pick any)  
 int m;  
 for (m = 0; m < N; m++)  
 if (mFree[m] == false)  
 break;  
  
 // One by one go to all women according to m's preferences.  
 // Here m is the picked free man  
 for (int i = 0; i < N && mFree[m] == false; i++)  
 {  
 int w = prefer[m][i];  
  
 // The woman of preference is free, w and m become  
 // partners (Note that the partnership maybe changed  
 // later). So we can say they are engaged not married  
 if (wPartner[w-N] == -1)  
 {  
 wPartner[w-N] = m;  
 mFree[m] = true;  
 freeCount--;  
 }  
  
 else // If w is not free  
 {  
 // Find current engagement of w  
 int m1 = wPartner[w-N];  
  
 // If w prefers m over her current engagement m1,  
 // then break the engagement between w and m1 and  
 // engage m with w.  
 if (wPrefersM1OverM(prefer, w, m, m1) == false)  
 {  
 wPartner[w-N] = m;  
 mFree[m] = true;  
 mFree[m1] = false;  
 }  
 } // End of Else  
 } // End of the for loop that goes to all women in m's list  
 } // End of main while loop  
  
  
 // Print the solution  
 cout << "Woman Man" << endl;  
 for (int i = 0; i < N; i++)  
 cout << " " << i+N << "\t" << wPartner[i] << endl;  
}  
  
// Driver program to test above functions  
int main()  
{  
 int prefer[2\*N][N] = { {7, 5, 6, 4},  
 {5, 4, 6, 7},  
 {4, 5, 6, 7},  
 {4, 5, 6, 7},  
 {0, 1, 2, 3},  
 {0, 1, 2, 3},  
 {0, 1, 2, 3},  
 {0, 1, 2, 3},  
 };  
 stableMarriage(prefer);  
  
 return 0;  
}

Output:

Woman Man  
 4 2  
 5 1  
 6 3  
 7 0

**References:**  
 <http://www.csee.wvu.edu/~ksmani/courses/fa01/random/lecnotes/lecture5.pdf>

<http://www.youtube.com/watch?v=5RSMLgy06Ew#t=11m4s>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/stable-marriage-problem/>

# Stock Buy Sell to Maximize Profit

The cost of a stock on each day is given in an array, find the max profit that you can make by buying and selling in those days. For example, if the given array is {100, 180, 260, 310, 40, 535, 695}, the maximum profit can earned by buying on day 0, selling on day 3. Again buy on day 4 and sell on day 6. If the given array of prices is sorted in decreasing order, then profit cannot be earned at all.

If we are allowed to buy and sell only once, then we can use following algorithm.[Maximum difference between two elements](http://www.geeksforgeeks.org/maximum-difference-between-two-elements/). Here we are allowed to buy and sell multiple times. Following is algorithm for this problem.  
 **1.** Find the local minima and store it as starting index. If not exists, return.  
 **2.** Find the local maxima. and store it as ending index. If we reach the end, set the end as ending index.  
 **3.** Update the solution (Increment count of buy sell pairs)  
 **4.** Repeat the above steps if end is not reached.

// Program to find best buying and selling days  
#include <stdio.h>  
  
// solution structure  
struct Interval  
{  
 int buy;  
 int sell;  
};  
  
// This function finds the buy sell schedule for maximum profit  
void stockBuySell(int price[], int n)  
{  
 // Prices must be given for at least two days  
 if (n == 1)  
 return;  
  
 int count = 0; // count of solution pairs  
  
 // solution vector  
 Interval sol[n/2 + 1];  
  
 // Traverse through given price array  
 int i = 0;  
 while (i < n-1)  
 {  
 // Find Local Minima. Note that the limit is (n-2) as we are  
 // comparing present element to the next element.   
 while ((i < n-1) && (price[i+1] <= price[i]))  
 i++;  
  
 // If we reached the end, break as no further solution possible  
 if (i == n-1)  
 break;  
  
 // Store the index of minima  
 sol[count].buy = i++;  
  
 // Find Local Maxima. Note that the limit is (n-1) as we are  
 // comparing to previous element  
 while ((i < n) && (price[i] >= price[i-1]))  
 i++;  
  
 // Store the index of maxima  
 sol[count].sell = i-1;  
  
 // Increment count of buy/sell pairs  
 count++;  
 }  
  
 // print solution  
 if (count == 0)  
 printf("There is no day when buying the stock will make profit\n");  
 else  
 {  
 for (int i = 0; i < count; i++)  
 printf("Buy on day: %d\t Sell on day: %d\n", sol[i].buy, sol[i].sell);  
 }  
  
 return;  
}  
  
// Driver program to test above functions  
int main()  
{  
 // stock prices on consecutive days  
 int price[] = {100, 180, 260, 310, 40, 535, 695};  
 int n = sizeof(price)/sizeof(price[0]);  
  
 // fucntion call  
 stockBuySell(price, n);  
  
 return 0;  
}

Output:

Buy on day : 0 Sell on day: 3  
Buy on day : 4 Sell on day: 6

**Time Complexity:** The outer loop runs till i becomes n-1. The inner two loops increment value of i in every iteration. So overall time complexity is O(n)

This article is compiled by [Ashish Anand](https://www.facebook.com/aasshishh?fref=ts) and reviewed by GeeksforGeeks team. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/stock-buy-sell/>

# Divide and Conquer | Set 5 (Strassen’s Matrix Multiplication)

Given two square matrices A and B of size n x n each, find their multiplication matrix.

***Naive Method***  
 Following is a simple way to multiply two matrices.

void multiply(int A[][N], int B[][N], int C[][N])  
{  
 for (int i = 0; i < N; i++)  
 {  
 for (int j = 0; j < N; j++)  
 {  
 C[i][j] = 0;  
 for (int k = 0; k < N; k++)  
 {  
 C[i][j] += A[i][k]\*B[k][j];  
 }  
 }  
 }  
}

Time Complexity of above method is O(N3).

***Divide and Conquer***  
 Following is simple Divide and Conquer method to multiply two square matrices.  
 1) Divide matrices A and B in 4 sub-matrices of size N/2 x N/2 as shown in the below diagram.  
 2) Calculate following values recursively. ae + bg, af + bh, ce + dg and cf + dh.

[![](data:image/png;base64,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)](http://d2o58evtke57tz.cloudfront.net/wp-content/uploads/strassen_new.png)

In the above method, we do 8 multiplications for matrices of size N/2 x N/2 and 4 additions. Addition of two matrices takes O(N2) time. So the time complexity can be written as

T(N) = 8T(N/2) + O(N2)   
  
From Master's Theorem, time complexity of above method is O(N3)  
which is unfortunately same as the above naive method.

***Simple Divide and Conquer also leads to O(N3), can there be a better way?***  
 In the above divide and conquer method, the main component for high time complexity is 8 recursive calls. The idea of **Strassen’s method** is to reduce the number of recursive calls to 7. Strassen’s method is similar to above simple divide and conquer method in the sense that this method also divide matrices to sub-matrices of size N/2 x N/2 as shown in the above diagram, but in Strassen’s method, the four sub-matrices of result are calculated using following formulae.
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**Time Complexity of Strassen’s Method**  
 Addition and Subtraction of two matrices takes O(N2) time. So time complexity can be written as

T(N) = 7T(N/2) + O(N2)  
  
From Master's Theorem, time complexity of above method is   
O(NLog7) which is approximately O(N2.8074)

Generally Strassen’s Method is not preferred for practical applications for following reasons.  
 1) The constants used in Strassen’s method are high and for a typical application Naive method works better.  
 2) For Sparse matrices, there are better methods especially designed for them.  
 3) The submatrices in recursion take extra space.  
 4) Because of the limited precision of computer arithmetic on noninteger values, larger errors accumulate in Strassen’s algorithm than in Naive Method (Source: [CLRS Book](http://www.flipkart.com/introduction-algorithms-3rd/p/itmczynzhyhxv2gs?pid=9788120340077&affid=sandeepgfg))

**References:**  
 [Introduction to Algorithms 3rd Edition by Clifford Stein, Thomas H. Cormen, Charles E. Leiserson, Ronald L. Rivest](http://www.flipkart.com/introduction-algorithms-3rd/p/itmczynzhyhxv2gs?pid=9788120340077&affid=sandeepgfg)  
 <https://www.youtube.com/watch?v=LOLebQ8nKHA>  
 <https://www.youtube.com/watch?v=QXY4RskLQcI>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

Tags: [Divide and Conquer](http://www.geeksforgeeks.org/tag/divide-and-conquer/)

### Source

<http://www.geeksforgeeks.org/strassens-matrix-multiplication/>

# The Celebrity Problem

Another classical problem.

*In a party of N people, only one person is known to everyone. Such a person* ***may be present****in the party, if yes, (s)he doesn’t know anyone in the party. We can only ask questions like “****does A know B?*** *“. Find the stranger (celebrity) in minimum number of questions.*

We can describe the problem input as an array of numbers/characters representing persons in the party. We also have a hypothetical function *HaveAcquaintance(A, B)* which returns *true* if A knows B, *false* otherwise. How can we solve the problem, try yourself first.

We measure the complexity in terms of calls made to *HaveAcquaintance().*

**Graph:**

We can model the solution using graphs. Initialize indegree and outdegree of every vertex as 0. If A knows B, draw a directed edge from A to B, increase indegree of B and outdegree of A by 1. Construct all possible edges of the graph for every possible pair [i, j]. We have NC2 pairs. If celebrity is present in the party, we will have one sink node in the graph with outdegree of zero, and indegree of N-1. We can find the sink node in (N) time, but the overall complexity is O(N2) as we need to construct the graph first.

**Recursion:**

We can decompose the problem into combination of smaller instances. Say, if we know celebrity of N-1 persons, can we extend the solution to N? We have two possibilities, Celebrity(N-1) may know N, or N already knew Celebrity(N-1). In the former case, N will be celebrity if N doesn’t know anyone else. In the later case we need to check that Celebrity(N-1) doesn’t know N.

Solve the problem of smaller instance during divide step. On the way back, we may find a celebrity from the smaller instance. During combine stage, check whether the returned celebrity is known to everyone and he doesn’t know anyone. The recurrence of the recursive decomposition is,

T(N) = T(N-1) + O(N)

T(N) = O(N2). You may try Writing pseudo code to check your recursion skills.

**Using Stack:**

The graph construction takes O(N2) time, it is similar to brute force search. In case of recursion, we reduce the problem instance by not more than one, and also combine step may examine M-1 persons (M – instance size).

We have following observation based on elimination technique (Refer *Polya’s How to Solve It* book).

* If A knows B, then A can’t be celebrity. Discard A, and *B may be celebrity*.
* If A doesn’t know B, then B can’t be celebrity. Discard B, and *A may be celebrity*.
* Repeat above two steps till we left with only one person.
* Ensure the remained person is celebrity. (Why do we need this step?)

We can use stack to verity celebrity.

1. Push all the celebrities into a stack.
2. Pop off top two persons from the stack, discard one person based on return status of *HaveAcquaintance(A, B)*.
3. Push the remained person onto stack.
4. Repeat step 2 and 3 until only one person remains in the stack.
5. Check the remained person in stack doesn’t have acquaintance with anyone else.

We will discard N elements utmost (Why?). If the celebrity is present in the party, we will call *HaveAcquaintance()* 3(N-1) times. Here is code using stack.

#include <iostream>  
#include <list>  
using namespace std;  
  
// Max # of persons in the party  
#define N 8  
  
// Celebrities identified with numbers from 0 through size-1  
int size = 4;  
// Person with 2 is celebrity  
bool MATRIX[N][N] = {{0, 0, 1, 0}, {0, 0, 1, 0}, {0, 0, 0, 0}, {0, 0, 1, 0}};  
  
bool HaveAcquiantance(int a, int b) { return MATRIX[a][b]; }  
  
int CelebrityUsingStack(int size)  
{  
 // Handle trivial case of size = 2  
  
 list<int> stack; // Careful about naming  
 int i;  
 int C; // Celebrity  
  
 i = 0;  
 while( i < size )  
 {  
 stack.push\_back(i);  
 i = i + 1;  
 }  
  
 int A = stack.back();  
 stack.pop\_back();  
  
 int B = stack.back();  
 stack.pop\_back();  
  
 while( stack.size() != 1 )  
 {  
 if( HaveAcquiantance(A, B) )  
 {  
 A = stack.back();  
 stack.pop\_back();  
 }  
 else  
 {  
 B = stack.back();  
 stack.pop\_back();  
 }  
 }  
  
 // Potential candidate?  
 C = stack.back();  
 stack.pop\_back();  
  
 // Last candidate was not examined, it leads one excess comparison (optimise)  
 if( HaveAcquiantance(C, B) )  
 C = B;  
  
 if( HaveAcquiantance(C, A) )  
 C = A;  
  
 // I know these are redundant,  
 // we can simply check i against C  
 i = 0;  
 while( i < size )  
 {  
 if( C != i )  
 stack.push\_back(i);  
 i = i + 1;  
 }  
  
 while( !stack.empty() )  
 {  
 i = stack.back();  
 stack.pop\_back();  
  
 // C must not know i  
 if( HaveAcquiantance(C, i) )  
 return -1;  
  
 // i must know C  
 if( !HaveAcquiantance(i, C) )  
 return -1;  
 }  
  
 return C;  
}  
  
int main()  
{  
 int id = CelebrityUsingStack(size);  
 id == -1 ? cout << "No celebrity" : cout << "Celebrity ID " << id;  
 return 0;  
}

Output

Celebrity ID 2

Complexity O(N). Total comparisons 3(N-1). Try the above code for successful MATRIX {{0, 0, 0, 1}, {0, 0, 0, 1}, {0, 0, 0, 1}, {0, 0, 0, 1}}.

**A Note:**

You may think that why do we need a new graph as we already have access to input matrix. Note that the matrix MATRIX used to help the hypothetical function *HaveAcquaintance(A, B),* but never accessed via usual notation MATRIX[i, j]. We have access to the input only through the function *HaveAcquiantance(A, B)*. Matrix is just a way to code the solution. We can assume the cost of hypothetical function as O(1).

If still not clear, assume that the function *HaveAcquiantance*accessing information stored in a set of linked lists arranged in levels. List node will have *next* and *nextLevel* pointers. Every level will have N nodes i.e. an N element list, *next* points to next node in the current level list and the *nextLevel* pointer in last node of every list will point to head of next level list. For example the linked list representation of above matrix looks like,

L0 0->0->1->0  
 |  
L1 0->0->1->0  
 |  
L2 0->0->1->0  
 |  
L3 0->0->1->0

The function *HaveAcquanintance(i, j)* will search in the list for *j-th* node in the *i-th* level. Out goal is to minimize calls to *HaveAcquanintance* function.

**Exercises:**

1. Write code to find celebrity. Don’t use any data structures like graphs, stack, etc… you have access to *N* and *HaveAcquaintance(int, int)* only.

2. Implement the algorithm using Queues. What is your observation? Compare your solution with [Finding Maximum and Minimum](http://www.geeksforgeeks.org/archives/4583) in an array and [Tournament Tree](http://www.geeksforgeeks.org/archives/11556). What are minimum number of comparisons do we need (optimal number of calls to *HaveAcquaintance()*)?

— [Venki](http://www.linkedin.com/in/ramanawithu). Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/the-celebrity-problem/>

# Time complexity of insertion sort when there are O(n) inversions?

**What is an inversion?**  
 Given an array arr[], a pair arr[i] and arr[j] forms an inversion if arr[i] j. For example, the array {1, 3, 2, 5} has one inversion (3, 2) and array {5, 4, 3} has inversions (5, 4), (5, 3) and (4, 3). We have discussed a [merge sort based algorithm to count inversions](http://www.geeksforgeeks.org/counting-inversions/)

**What is the time complexity of** [**Insertion Sort**](http://geeksquiz.com/insertion-sort/) **when there are O(n) inversions?**  
 Consider the following function of insertion sort.

/\* Function to sort an array using insertion sort\*/  
void insertionSort(int arr[], int n)  
{  
 int i, key, j;  
 for (i = 1; i < n; i++)  
 {  
 key = arr[i];  
 j = i-1;  
   
 /\* Move elements of arr[0..i-1], that are  
 greater than key, to one position ahead  
 of their current position \*/  
 while (j >= 0 && arr[j] > key)  
 {  
 arr[j+1] = arr[j];  
 j = j-1;  
 }  
 arr[j+1] = key;  
 }  
}

If we take a closer look at the insertion sort code, we can notice that every iteration of while loop reduces one inversion. The while loop executes only if i > j and arr[i] In worst case, there can be n\*(n-1)/2 inversions. The worst case occurs when the array is sorted in reverse order. So the worst case time complexity of insertion sort is O(n2).

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

### Source

<http://www.geeksforgeeks.org/time-complexity-insertion-sort-inversions/>

# Find the smallest and second smallest element in an array

**Question:** Write an efficient C program to find smallest and second smallest element in an array.

**Difficulty Level:** Rookie

**Algorithm:**

1) Initialize both first and second smallest as INT\_MAX  
 first = second = INT\_MAX  
2) Loop through all the elements.  
 a) If the current element is smaller than first, then update first   
 and second.   
 b) Else if the current element is smaller than second then update   
 second

**Implementation:**

#include <stdio.h>  
#include <limits.h> /\* For INT\_MAX \*/  
  
/\* Function to print first smallest and second smallest elements \*/  
void print2Smallest(int arr[], int arr\_size)  
{  
 int i, first, second;  
  
 /\* There should be atleast two elements \*/  
 if (arr\_size < 2)  
 {  
 printf(" Invalid Input ");  
 return;  
 }  
  
 first = second = INT\_MAX;  
 for (i = 0; i < arr\_size ; i ++)  
 {  
 /\* If current element is smaller than first then update both  
 first and second \*/  
 if (arr[i] < first)  
 {  
 second = first;  
 first = arr[i];  
 }  
  
 /\* If arr[i] is in between first and second then update second \*/  
 else if (arr[i] < second && arr[i] != first)  
 second = arr[i];  
 }  
 if (second == INT\_MAX)  
 printf("There is no second smallest element\n");  
 else  
 printf("The smallest element is %d and second Smallest element is %d\n",  
 first, second);  
}  
  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int arr[] = {12, 13, 1, 10, 34, 1};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 print2Smallest(arr, n);  
 return 0;  
}

Output:

The smallest element is 1 and second Smallest element is 10

The same approach can be used to find the largest and second largest elements in an array.

**Time Complexity:** O(n)

Please write comments if you find any bug in the above program/algorithm or other ways to solve the same problem.

Tags: [array](http://www.geeksforgeeks.org/tag/array/)

### Source

<http://www.geeksforgeeks.org/to-find-smallest-and-second-smallest-element-in-an-array/>

# Tug of War

Given a set of n integers, divide the set in two subsets of n/2 sizes each such that the difference of the sum of two subsets is as minimum as possible. If n is even, then sizes of two subsets must be strictly n/2 and if n is odd, then size of one subset must be (n-1)/2 and size of other subset must be (n+1)/2.

For example, let given set be {3, 4, 5, -3, 100, 1, 89, 54, 23, 20}, the size of set is 10. Output for this set should be {4, 100, 1, 23, 20} and {3, 5, -3, 89, 54}. Both output subsets are of size 5 and sum of elements in both subsets is same (148 and 148).  
 Let us consider another example where n is odd. Let given set be {23, 45, -34, 12, 0, 98, -99, 4, 189, -1, 4}. The output subsets should be {45, -34, 12, 98, -1} and {23, 0, -99, 4, 189, 4}. The sums of elements in two subsets are 120 and 121 respectively.

The following solution tries every possible subset of half size. If one subset of half size is formed, the remaining elements form the other subset. We initialize current set as empty and one by one build it. There are two possibilities for every element, either it is part of current set, or it is part of the remaining elements (other subset). We consider both possibilities for every element. When the size of current set becomes n/2, we check whether this solutions is better than the best solution available so far. If it is, then we update the best solution.

Following is C++ implementation for Tug of War problem. It prints the required arrays.

#include <iostream>  
#include <stdlib.h>  
#include <limits.h>  
using namespace std;  
  
// function that tries every possible solution by calling itself recursively  
void TOWUtil(int\* arr, int n, bool\* curr\_elements, int no\_of\_selected\_elements,  
 bool\* soln, int\* min\_diff, int sum, int curr\_sum, int curr\_position)  
{  
 // checks whether the it is going out of bound  
 if (curr\_position == n)  
 return;  
  
 // checks that the numbers of elements left are not less than the  
 // number of elements required to form the solution  
 if ((n/2 - no\_of\_selected\_elements) > (n - curr\_position))  
 return;  
  
 // consider the cases when current element is not included in the solution  
 TOWUtil(arr, n, curr\_elements, no\_of\_selected\_elements,  
 soln, min\_diff, sum, curr\_sum, curr\_position+1);  
  
 // add the current element to the solution  
 no\_of\_selected\_elements++;  
 curr\_sum = curr\_sum + arr[curr\_position];  
 curr\_elements[curr\_position] = true;  
  
 // checks if a solution is formed  
 if (no\_of\_selected\_elements == n/2)  
 {  
 // checks if the solution formed is better than the best solution so far  
 if (abs(sum/2 - curr\_sum) < \*min\_diff)  
 {  
 \*min\_diff = abs(sum/2 - curr\_sum);  
 for (int i = 0; i<n; i++)  
 soln[i] = curr\_elements[i];  
 }  
 }  
 else  
 {  
 // consider the cases where current element is included in the solution  
 TOWUtil(arr, n, curr\_elements, no\_of\_selected\_elements, soln,  
 min\_diff, sum, curr\_sum, curr\_position+1);  
 }  
  
 // removes current element before returning to the caller of this function  
 curr\_elements[curr\_position] = false;  
}  
  
// main function that generate an arr  
void tugOfWar(int \*arr, int n)  
{  
 // the boolen array that contains the inclusion and exclusion of an element  
 // in current set. The number excluded automatically form the other set  
 bool\* curr\_elements = new bool[n];  
  
 // The inclusion/exclusion array for final solution  
 bool\* soln = new bool[n];  
  
 int min\_diff = INT\_MAX;  
  
 int sum = 0;  
 for (int i=0; i<n; i++)  
 {  
 sum += arr[i];  
 curr\_elements[i] = soln[i] = false;  
 }  
  
 // Find the solution using recursive function TOWUtil()  
 TOWUtil(arr, n, curr\_elements, 0, soln, &min\_diff, sum, 0, 0);  
  
 // Print the solution  
 cout << "The first subset is: ";  
 for (int i=0; i<n; i++)  
 {  
 if (soln[i] == true)  
 cout << arr[i] << " ";  
 }  
 cout << "\nThe second subset is: ";  
 for (int i=0; i<n; i++)  
 {  
 if (soln[i] == false)  
 cout << arr[i] << " ";  
 }  
}  
  
// Driver program to test above functions  
int main()  
{  
 int arr[] = {23, 45, -34, 12, 0, 98, -99, 4, 189, -1, 4};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 tugOfWar(arr, n);  
 return 0;  
}

Output:

The first subset is: 45 -34 12 98 -1  
The second subset is: 23 0 -99 4 189 4

This article is compiled by [Ashish Anand](https://www.facebook.com/aasshishh?fref=ts) and reviewed by GeeksforGeeks team. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

Tags: [Backtracking](http://www.geeksforgeeks.org/tag/backtracking/)

### Source

<http://www.geeksforgeeks.org/tug-of-war/>

# Two elements whose sum is closest to zero

**Question:** An Array of integers is given, both +ve and -ve. You need to find the two elements such that their sum is closest to zero.

For the below array, program should print -80 and 85.

[![Array_1](data:image/gif;base64,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)](http://geeksforgeeks.org/wp-content/uploads/2010/01/Array_1.gif)

**METHOD 1 (Simple)**  
 For each element, find the sum of it with every other element in the array and compare sums. Finally, return the minimum sum.

**Implementation**

# include <stdio.h>  
# include <stdlib.h> /\* for abs() \*/  
# include <math.h>  
void minAbsSumPair(int arr[], int arr\_size)  
{  
 int inv\_count = 0;  
 int l, r, min\_sum, sum, min\_l, min\_r;  
  
 /\* Array should have at least two elements\*/  
 if(arr\_size < 2)  
 {  
 printf("Invalid Input");  
 return;  
 }  
  
 /\* Initialization of values \*/  
 min\_l = 0;  
 min\_r = 1;  
 min\_sum = arr[0] + arr[1];  
  
 for(l = 0; l < arr\_size - 1; l++)  
 {  
 for(r = l+1; r < arr\_size; r++)  
 {  
 sum = arr[l] + arr[r];  
 if(abs(min\_sum) > abs(sum))  
 {  
 min\_sum = sum;  
 min\_l = l;  
 min\_r = r;  
 }  
 }  
 }  
  
 printf(" The two elements whose sum is minimum are %d and %d",  
 arr[min\_l], arr[min\_r]);  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int arr[] = {1, 60, -10, 70, -80, 85};  
 minAbsSumPair(arr, 6);  
 getchar();  
 return 0;  
}

**Time complexity:** O(n^2)

**METHOD 2 (Use Sorting)**  
 Thanks to baskin for suggesting this approach. We recommend to read [this post](http://geeksforgeeks.org/?p=484) for background of this approach.

**Algorithm**  
 1) Sort all the elements of the input array.  
 2) Use two index variables l and r to traverse from left and right ends respectively. Initialize l as 0 and r as n-1.  
 3) sum = a[l] + a[r]  
 4) If sum is -ve, then l++  
 5) If sum is +ve, then r–  
 6) Keep track of abs min sum.  
 7) Repeat steps 3, 4, 5 and 6 while l

**Implementation**

# include <stdio.h>  
# include <math.h>  
# include <limits.h>  
  
void quickSort(int \*, int, int);  
  
/\* Function to print pair of elements having minimum sum \*/  
void minAbsSumPair(int arr[], int n)  
{  
 // Variables to keep track of current sum and minimum sum  
 int sum, min\_sum = INT\_MAX;  
  
 // left and right index variables  
 int l = 0, r = n-1;  
  
 // variable to keep track of the left and right pair for min\_sum  
 int min\_l = l, min\_r = n-1;  
  
 /\* Array should have at least two elements\*/  
 if(n < 2)  
 {  
 printf("Invalid Input");  
 return;  
 }  
  
 /\* Sort the elements \*/  
 quickSort(arr, l, r);  
  
 while(l < r)  
 {  
 sum = arr[l] + arr[r];  
  
 /\*If abs(sum) is less then update the result items\*/  
 if(abs(sum) < abs(min\_sum))  
 {  
 min\_sum = sum;  
 min\_l = l;  
 min\_r = r;  
 }  
 if(sum < 0)  
 l++;  
 else  
 r--;  
 }  
  
 printf(" The two elements whose sum is minimum are %d and %d",  
 arr[min\_l], arr[min\_r]);  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int arr[] = {1, 60, -10, 70, -80, 85};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 minAbsSumPair(arr, n);  
 getchar();  
 return 0;  
}  
  
/\* FOLLOWING FUNCTIONS ARE ONLY FOR SORTING  
 PURPOSE \*/  
void exchange(int \*a, int \*b)  
{  
 int temp;  
 temp = \*a;  
 \*a = \*b;  
 \*b = temp;  
}  
  
int partition(int arr[], int si, int ei)  
{  
 int x = arr[ei];  
 int i = (si - 1);  
 int j;  
  
 for (j = si; j <= ei - 1; j++)  
 {  
 if(arr[j] <= x)  
 {  
 i++;  
 exchange(&arr[i], &arr[j]);  
 }  
 }  
  
 exchange (&arr[i + 1], &arr[ei]);  
 return (i + 1);  
}  
  
/\* Implementation of Quick Sort  
arr[] --> Array to be sorted  
si --> Starting index  
ei --> Ending index  
\*/  
void quickSort(int arr[], int si, int ei)  
{  
 int pi; /\* Partitioning index \*/  
 if(si < ei)  
 {  
 pi = partition(arr, si, ei);  
 quickSort(arr, si, pi - 1);  
 quickSort(arr, pi + 1, ei);  
 }  
}

**Time Complexity:** complexity to sort + complexity of finding the optimum pair = O(nlogn) + O(n) = O(nlogn)

Asked by Vineet

Please write comments if you find any bug in the above program/algorithm or other ways to solve the same problem.

Tags: [array](http://www.geeksforgeeks.org/tag/array/)

### Source

<http://www.geeksforgeeks.org/two-elements-whose-sum-is-closest-to-zero/>

# Weighted Job Scheduling

Given N jobs where every job is represented by following three elements of it.  
 1) Start Time  
 2) Finish Time.  
 3) Profit or Value Associated.  
 Find the maximum profit subset of jobs such that no two jobs in the subset overlap.

Example:

Input: Number of Jobs n = 4  
 Job Details {Start Time, Finish Time, Profit}  
 Job 1: {1, 2, 50}   
 Job 2: {3, 5, 20}  
 Job 3: {6, 19, 100}  
 Job 4: {2, 100, 200}  
Output: The maximum profit is 250.  
We can get the maximum profit by scheduling jobs 1 and 4.  
Note that there is longer schedules possible Jobs 1, 2 and 3   
but the profit with this schedule is 20+50+100 which is less than 250.

A simple version of this problem is discussed [here](http://www.geeksforgeeks.org/greedy-algorithms-set-1-activity-selection-problem/)where every job has same profit or value. The [Greedy Strategy for activity selection](http://www.geeksforgeeks.org/greedy-algorithms-set-1-activity-selection-problem/) doesn’t work here as the longer schedule may have smaller profit or value.

The above problem can be solved using following recursive solution.

1) First sort jobs according to finish time.  
2) Now apply following recursive process.   
 // Here arr[] is array of n jobs  
 findMaximumProfit(arr[], n)  
 {  
 a) if (n == 1) return arr[0];  
 b) Return the maximum of following two profits.  
 (i) Maximum profit by excluding current job, i.e.,   
 findMaximumProfit(arr, n-1)  
 (ii) Maximum profit by including the current job   
 }  
  
How to find the profit excluding current job?  
The idea is to find the latest job before the current job (in   
sorted array) that doesn't conflict with current job 'arr[n-1]'.   
Once we find such a job, we recur for all jobs till that job and  
add profit of current job to result.  
In the above example, for job 1 is the latest non-conflicting  
job for job 4 and job 2 is the latest non-conflicting job for  
job 3.

The following is C++ implementation of above naive recursive method.

// C++ program for weighted job scheduling using Naive Recursive Method  
#include <iostream>  
#include <algorithm>  
using namespace std;  
  
// A job has start time, finish time and profit.  
struct Job  
{  
 int start, finish, profit;  
};  
  
// A utility function that is used for sorting events  
// according to finish time  
bool myfunction(Job s1, Job s2)  
{  
 return (s1.finish < s2.finish);  
}  
  
// Find the latest job (in sorted array) that doesn't  
// conflict with the job[i]. If there is no compatible job,  
// then it returns -1.  
int latestNonConflict(Job arr[], int i)  
{  
 for (int j=i-1; j>=0; j--)  
 {  
 if (arr[j].finish <= arr[i-1].start)  
 return j;  
 }  
 return -1;  
}  
  
// A recursive function that returns the maximum possible  
// profit from given array of jobs. The array of jobs must  
// be sorted according to finish time.  
int findMaxProfitRec(Job arr[], int n)  
{  
 // Base case  
 if (n == 1) return arr[n-1].profit;  
  
 // Find profit when current job is inclueded  
 int inclProf = arr[n-1].profit;  
 int i = latestNonConflict(arr, n);  
 if (i != -1)  
 inclProf += findMaxProfitRec(arr, i+1);  
  
 // Find profit when current job is excluded  
 int exclProf = findMaxProfitRec(arr, n-1);  
  
 return max(inclProf, exclProf);  
}  
  
// The main function that returns the maximum possible  
// profit from given array of jobs  
int findMaxProfit(Job arr[], int n)  
{  
 // Sort jobs according to finish time  
 sort(arr, arr+n, myfunction);  
  
 return findMaxProfitRec(arr, n);  
}  
  
// Driver program  
int main()  
{  
 Job arr[] = {{3, 10, 20}, {1, 2, 50}, {6, 19, 100}, {2, 100, 200}};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 cout << "The optimal profit is " << findMaxProfit(arr, n);  
 return 0;  
}

Output:

The optimal profit is 250

The above solution may contain many overlapping subproblems. For example if lastNonConflicting() always returns previous job, then findMaxProfitRec(arr, n-1) is called twice and the time complexity becomes O(n\*2n). As another example when lastNonConflicting() returns previous to previous job, there are two recursive calls, for n-2 and n-1. In this example case, recursion becomes same as Fibonacci Numbers.  
 So this problem has both properties of Dynamic Programming, [Optimal Substructure](http://www.geeksforgeeks.org/dynamic-programming-set-2-optimal-substructure-property/)and [Overlapping Subproblems](http://www.geeksforgeeks.org/dynamic-programming-set-1/).  
 Like other Dynamic Programming Problems, we can solve this problem by making a table that stores solution of subproblems.

Below is C++ implementation based on Dynamic Programming.

// C++ program for weighted job scheduling using Dynamic Programming.  
#include <iostream>  
#include <algorithm>  
using namespace std;  
  
// A job has start time, finish time and profit.  
struct Job  
{  
 int start, finish, profit;  
};  
  
// A utility function that is used for sorting events  
// according to finish time  
bool myfunction(Job s1, Job s2)  
{  
 return (s1.finish < s2.finish);  
}  
  
// Find the latest job (in sorted array) that doesn't  
// conflict with the job[i]  
int latestNonConflict(Job arr[], int i)  
{  
 for (int j=i-1; j>=0; j--)  
 {  
 if (arr[j].finish <= arr[i].start)  
 return j;  
 }  
 return -1;  
}  
  
// The main function that returns the maximum possible  
// profit from given array of jobs  
int findMaxProfit(Job arr[], int n)  
{  
 // Sort jobs according to finish time  
 sort(arr, arr+n, myfunction);  
  
 // Create an array to store solutions of subproblems. table[i]  
 // stores the profit for jobs till arr[i] (including arr[i])  
 int \*table = new int[n];  
 table[0] = arr[0].profit;  
  
 // Fill entries in M[] using recursive property  
 for (int i=1; i<n; i++)  
 {  
 // Find profit including the current job  
 int inclProf = arr[i].profit;  
 int l = latestNonConflict(arr, i);  
 if (l != -1)  
 inclProf += table[l];  
  
 // Store maximum of including and excluding  
 table[i] = max(inclProf, table[i-1]);  
 }  
  
 // Store result and free dynamic memory allocated for table[]  
 int result = table[n-1];  
 delete[] table;  
  
 return result;  
}  
  
// Driver program  
int main()  
{  
 Job arr[] = {{3, 10, 20}, {1, 2, 50}, {6, 19, 100}, {2, 100, 200}};  
 int n = sizeof(arr)/sizeof(arr[0]);  
 cout << "The optimal profit is " << findMaxProfit(arr, n);  
 return 0;  
}

Output:

The optimal profit is 250

Time Complexity of the above Dynamic Programming Solution is O(n2). Note that the above solution can be optimized to O(nLogn) using Binary Search in latestNonConflict() instead of linear search. Thanks to Garvit for suggesting this optimization.

**References:**  
 <http://courses.cs.washington.edu/courses/cse521/13wi/slides/06dp-sched.pdf>

This article is contributed by Shivam. Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above

Tags: [Dynamic Programming](http://www.geeksforgeeks.org/tag/dynamic-programming/)

### Source

<http://www.geeksforgeeks.org/weighted-job-scheduling/>

# Which sorting algorithm makes minimum number of memory writes?

Minimizing the number of writes is useful when making writes to some huge data set is very expensive, such as with [EEPROMs](http://en.wikipedia.org/wiki/EEPROM) or [Flash memory](http://en.wikipedia.org/wiki/Flash_memory), where each write reduces the lifespan of the memory.

Among the sorting algorithms that we generally study in our data structure and algorithm courses,  [Selection Sort](http://en.wikipedia.org/wiki/Selection_sort) makes least number of writes (it makes O(n) swaps).  But, [Cycle Sort](http://en.wikipedia.org/wiki/Cycle_sort) almost always makes less number of writes compared to Selection Sort.  In Cycle Sort, each value is either written zero times, if it’s already in its correct position, or written one time to its correct position. This matches the minimal number of overwrites required for a completed in-place sort.

Sources:  
 <http://en.wikipedia.org/wiki/Cycle_sort>  
 <http://en.wikipedia.org/wiki/Selection_sort>

Please write comments if you find anything incorrect, or you want to share more information about the topic discussed above.

### Source

<http://www.geeksforgeeks.org/which-sorting-algorithm-makes-minimum-number-of-writes/>

# Given an array A[] and a number x, check for pair in A[] with sum as x

Write a C program that, given an array A[] of n numbers and another number x, determines whether or not there exist two elements in S whose sum is exactly x.

**METHOD 1 (Use Sorting)**

Algorithm:

hasArrayTwoCandidates (A[], ar\_size, sum)  
1) Sort the array in non-decreasing order.  
2) Initialize two index variables to find the candidate   
 elements in the sorted array.  
 (a) Initialize first to the leftmost index: l = 0  
 (b) Initialize second the rightmost index: r = ar\_size-1  
3) Loop while l   
Time Complexity: Depends on what sorting algorithm we use. If we use Merge Sort or Heap Sort then (-)(nlogn) in worst case. If we use Quick Sort then O(n^2) in worst case.  
  
Auxiliary Space : Again, depends on sorting algorithm. For example auxiliary space is O(n) for merge sort and O(1) for Heap Sort.  
Example:  
  
Let Array be {1, 4, 45, 6, 10, -8} and sum to find be 16  
Sort the array  
  
A = {-8, 1, 4, 6, 10, 45}  
Initialize l = 0, r = 5  
  
A[l] + A[r] ( -8 + 45) > 16 => decrement r. Now r = 10  
  
A[l] + A[r] ( -8 + 10) increment l. Now l = 1  
  
A[l] + A[r] ( 1 + 10) increment l. Now l = 2  
  
A[l] + A[r] ( 4 + 10) increment l. Now l = 3  
  
A[l] + A[r] ( 6 + 10) == 16 => Found candidates (return 1)  
Note: If there are more than one pair having the given sum then this algorithm reports only one. Can be easily extended for this though.  
Implementation:  
  
# include <stdio.h>  
# define bool int  
  
void quickSort(int \*, int, int);  
  
bool hasArrayTwoCandidates(int A[], int arr\_size, int sum)  
{  
 int l, r;  
  
 /\* Sort the elements \*/  
 quickSort(A, 0, arr\_size-1);  
  
 /\* Now look for the two candidates in the sorted   
 array\*/  
 l = 0;  
 r = arr\_size-1;   
 while(l < r)  
 {  
 if(A[l] + A[r] == sum)  
 return 1;   
 else if(A[l] + A[r] < sum)  
 l++;  
 else // A[i] + A[j] > sum  
 r--;  
 }   
 return 0;  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int A[] = {1, 4, 45, 6, 10, -8};  
 int n = 16;  
 int arr\_size = 6;  
   
 if( hasArrayTwoCandidates(A, arr\_size, n))  
 printf("Array has two elements with sum 16");  
 else  
 printf("Array doesn't have two elements with sum 16 ");  
  
 getchar();  
 return 0;  
}  
  
/\* FOLLOWING FUNCTIONS ARE ONLY FOR SORTING   
 PURPOSE \*/  
void exchange(int \*a, int \*b)  
{  
 int temp;  
 temp = \*a;  
 \*a = \*b;  
 \*b = temp;  
}  
  
int partition(int A[], int si, int ei)  
{  
 int x = A[ei];  
 int i = (si - 1);  
 int j;  
  
 for (j = si; j <= ei - 1; j++)  
 {  
 if(A[j] <= x)  
 {  
 i++;  
 exchange(&A[i], &A[j]);  
 }  
 }  
 exchange (&A[i + 1], &A[ei]);  
 return (i + 1);  
}  
  
/\* Implementation of Quick Sort  
A[] --> Array to be sorted  
si --> Starting index  
ei --> Ending index  
\*/  
void quickSort(int A[], int si, int ei)  
{  
 int pi; /\* Partitioning index \*/  
 if(si < ei)  
 {  
 pi = partition(A, si, ei);  
 quickSort(A, si, pi - 1);  
 quickSort(A, pi + 1, ei);  
 }  
}

**METHOD 2 (Use Hash Map)**  
 Thanks to Bindu for suggesting this method and thanks to [Shekhu](http://geeksforgeeks.org/forum/topic/array)for providing code.  
 This method works in O(n) time if range of numbers is known.  
 Let sum be the given sum and A[] be the array in which we need to find pair.

1) Initialize Binary Hash Map M[] = {0, 0, …}  
2) Do following for each element A[i] in A[]  
 (a) If M[x - A[i]] is set then print the pair (A[i], x – A[i])  
 (b) Set M[A[i]]

Implementation:

#include <stdio.h>  
#define MAX 100000  
  
void printPairs(int arr[], int arr\_size, int sum)  
{  
 int i, temp;  
 bool binMap[MAX] = {0}; /\*initialize hash map as 0\*/  
  
 for(i = 0; i < arr\_size; i++)  
 {  
 temp = sum - arr[i];  
 if(temp >= 0 && binMap[temp] == 1)  
 {  
 printf("Pair with given sum %d is (%d, %d) \n", sum, arr[i], temp);  
 }  
 binMap[arr[i]] = 1;  
 }  
}  
  
/\* Driver program to test above function \*/  
int main()  
{  
 int A[] = {1, 4, 45, 6, 10, 8};  
 int n = 16;  
 int arr\_size = 6;  
  
 printPairs(A, arr\_size, n);  
  
 getchar();  
 return 0;  
}

Time Complexity: O(n)  
 Auxiliary Space: O(R) where R is range of integers.

If range of numbers include negative numbers then also it works. All we have to do for negative numbers is to make everything positive by adding the absolute value of smallest negative integer to all numbers.

Please write comments if you find any of the above codes/algorithms incorrect, or find other ways to solve the same problem.

Tags: [Hashing](http://www.geeksforgeeks.org/tag/hashing/)

### Source

<http://www.geeksforgeeks.org/write-a-c-program-that-given-a-set-a-of-n-numbers-and-another-number-x-determines-whether-or-not-there-exist-two-elements-in-s-whose-sum-is-exactly-x/>

# Write a program to reverse an array

**Iterative way:**  
 1) Initialize start and end indexes.   
 start = 0, end = n-1  
 2) In a loop, swap arr[start] with arr[end] and change start and end as follows.  
 start = start +1; end = end – 1

/\* Function to reverse arr[] from start to end\*/  
void rvereseArray(int arr[], int start, int end)  
{  
 int temp;  
 while(start < end)  
 {  
 temp = arr[start];   
 arr[start] = arr[end];  
 arr[end] = temp;  
 start++;  
 end--;  
 }   
}   
  
/\* Utility that prints out an array on a line \*/  
void printArray(int arr[], int size)  
{  
 int i;  
 for (i=0; i < size; i++)  
 printf("%d ", arr[i]);  
  
 printf("\n");  
}   
  
/\* Driver function to test above functions \*/  
int main()   
{  
 int arr[] = {1, 2, 3, 4, 5, 6};  
 printArray(arr, 6);  
 rvereseArray(arr, 0, 5);  
 printf("Reversed array is \n");  
 printArray(arr, 6);  
 getchar();  
 return 0;  
}

Time Complexity: O(n)

**Recursive Way:**  
 1) Initialize start and end indexes  
 start = 0, end = n-1  
 2) Swap arr[start] with arr[end]  
 3) Recursively call reverse for rest of the array.

/\* Function to reverse arr[] from start to end\*/  
void rvereseArray(int arr[], int start, int end)  
{  
 int temp;  
 if(start >= end)  
 return;  
 temp = arr[start];   
 arr[start] = arr[end];  
 arr[end] = temp;  
 rvereseArray(arr, start+1, end-1);   
}   
  
/\* Utility that prints out an array on a line \*/  
void printArray(int arr[], int size)  
{  
 int i;  
 for (i=0; i < size; i++)  
 printf("%d ", arr[i]);  
  
 printf("\n");  
}   
  
/\* Driver function to test above functions \*/  
int main()   
{  
 int arr[] = {1, 2, 3, 4, 5};  
 printArray(arr, 5);  
 rvereseArray(arr, 0, 4);  
 printf("Reversed array is \n");  
 printArray(arr, 5);  
 getchar();  
 return 0;  
}

Time Complexity: O(n)

Please write comments if you find any bug in the above programs or other ways to solve the same problem.

Tags: [array](http://www.geeksforgeeks.org/tag/array/)

### Source

<http://www.geeksforgeeks.org/write-a-program-to-reverse-an-array/>